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Abstract

Adaptive gradient algorithms [1–4] combine the moving average idea with heavy
ball acceleration to estimate accurate first- and second-order moments of gradient
for accelerating convergence. But Nesterov acceleration which converges faster
than heavy ball acceleration in theory [5] and also in many empirical cases [6] is
much less investigated under the adaptive gradient setting. In this work, we propose
the ADAptive Nesterov momentum algorithm (Adan) to speed up the training of
deep neural networks. Adan first reformulates the vanilla Nesterov acceleration to
develop a new Nesterov momentum estimation (NME) method that avoids the extra
computation and memory overhead of computing gradient at the extrapolation point.
Then Adan adopts NME to estimate the first- and second-order gradient moments in
adaptive gradient algorithms for convergence acceleration. Besides, we prove that
Adan finds an ϵ-approximate stationary point within O

(
ϵ−4
)

stochastic gradient
complexity on the non-convex stochastic problems, matching the best-known lower
bound. Extensive experimental results show that Adan surpasses the corresponding
SoTA optimizers for vision, language, and RL tasks and sets new SoTAs for
many popular networks and frameworks, e.g. ResNet [7], ConvNext [8], ViT [9],
Swin [10], MAE [11], Transformer-XL [12] and BERT [13]. More surprisingly,
Adan can use half of the training cost (epochs) of SoTA optimizers to achieve
higher or comparable performance on ViT, ResNet, MAE, etc, and also shows great
tolerance to a large range of minibatch size, e.g. from 1k to 32k. Code is released
at https://github.com/sail-sg/Adan.

1 Introduction

Deep neural networks (DNNs) have made remarkable success in many fields, e.g. computer vision [7,
8, 14–16] and natural language processing [17, 18]. A noticeable part of such success is contributed
by the stochastic gradient based optimizers which find satisfactory solutions with high efficiency.
Starting from AdaGrad [19] and RMSProp [20], adaptive gradient algorithms [1–3, 19–25] have
gained wide attention with faster convergence speed. They adjust the learning rate for each gradient
coordinate according to the current geometry curvature of the loss objective. Indeed, Adam [1] and
AdamW [3], as two representatives which often offer fast convergence speed across many DNN
frameworks, have become the default choice to train CNNs and ViTs [9], respectively.

However, none of the above optimizers can always stay undefeated among all its competitors across
different network architectures and application settings. For instance, for vanilla ResNet, SGD often
achieves better generalization performance than adaptive gradient algorithms such as Adam, whereas
on vision transformers (ViTs) [9, 10, 26], SGD often fails and AdamW is the dominant optimizer
with higher and more stable performance. Moreover, these commonly used optimizers usually fail for
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large-batch training, but which is a default setting of the prevalent distributed training. Although there
is some performance degradation, we still tend to choose the large-batch setting for large-scale deep
learning training tasks due to the unaffordable training time. Though some methods, e.g. LARS [27]
and LAMB [4], have been proposed to handle large batch sizes, their performance often varies
significantly across batch sizes. This performance inconsistency increases the training cost and
engineering burden, since one usually has to try various optimizers for different architectures.

When we rethink the current adaptive gradient algorithms, we find that they mainly combine the
moving average idea with the heavy ball acceleration technique to estimate the first- and second-order
moments of the gradient [1–4]. However, previous studies [5, 28, 29] have revealed that Nesterov
acceleration can theoretically achieve a faster convergence speed than heavy ball acceleration, as it
uses gradient at an extrapolation point of the current solution and sees a slight “future". Moreover, a
recent work [6] has shown the potential of Nesterov acceleration for large-batch training [30]. Thus
we are inspired to consider efficiently integrating Nesterov acceleration with adaptive algorithms.

Contributions: 1) We propose an efficient dnn optimizer, named Adan, to train DNNs. Adan
develops a Nesterov momentum estimation method to estimate stable and accurate first- and second-
order gradient moments in adaptive algorithms for acceleration. 2) Adan enjoys provably faster
convergence speed than previous adaptive algorithms, e.g. Adam. 3) Empirically, Adan shows
superior performance over the SoTA deep optimizers across vision, language, and RL tasks.

2 Methodology

In this work, we study the following regularized nonconvex optimization problem:

minθ F (θ) := Eζ∼D [f(θ, ζ)] +
λ

2
∥θ∥2, (1)

where loss f(·, ·) is differentiable and possibly nonconvex, data ζ is drawn from an unknown
distribution D, θ is learnable parameters, and ∥·∥ is the classical ℓ2 norm. Here we consider the
square ℓ2 regularizer as it can improve generalization performance and is widely used in practice [3].

2.1 Preliminaries

Taking a deeper step into Adam, one can easily observe that the key moving average idea in Adam is
similar to the classical (stochastic) heavy-ball acceleration (HBA) technique [31]:

HBA: gk = ∇f(θk) + ξk, mk = (1− β1)mk−1 + gk, θk+1 = θk − ηmk,

where gk is the minibatch gradient gk := Eζ∼D[∇f(θk, ζ)] + ξk, ξk is the gradient noise, and the
scalar constant η is the base learning rate.

In addition to HBA, Nesterov’s accelerated (stochastic) gradient descent (AGD) [5, 28, 29] is another
popular acceleration technique in the optimization community:

AGD: gk = ∇f(θk−η(1− β1)mk−1)+ξk, mk = (1− β1)mk−1+gk, θk+1 = θk−ηmk. (2)

Unlike HBA, AGD uses the gradient at the extrapolation point θ′
k = θk − (1− β1)(θk − θk−1).

Hence AGD sees a slight “future” to converge faster. Indeed, AGD theoretically converges faster than
HBA and achieves optimal convergence rate on the general smooth convex problems [5]. Meanwhile,
since the over-parameterized DNNs have been observed/proved to have many convex-alike local
basins [32–39], AGD seems more suitable than HBA for DNNs.

For large-batch training, the recent work [6] shows that AGD has the potential to achieve comparable
performance to some specifically designed optimizers, e.g. LARS and LAMB. With its advantage in
convergence and large-batch training, we consider applying AGD to improve adaptive algorithms.

2.2 Adaptive Nesterov Momentum Algorithm

Main iteration. We temporarily set λ = 0 in Eqn. (1). As aforementioned, AGD computes gradient
at an extrapolation point θ′

k instead of the current iterate θk, which however brings extra computation
and memory overhead for computing θ′

k and preserving both θk and θ′
k. To solve the issue, we

reformulate AGD (2) into its equivalent (See Lemma 1 in Appendix) but more DNN-efficient version:

Reformulated AGD: mk = (1− β1)mk−1 + [gk + (1− β1)(gk − gk−1)], θk+1 = θk − ηmk.
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Algorithm 1: Adan (Adaptive Nesterov Momentum Algorithm)

Input: initialization θ0, step size η, momentum (β1, β2, β3) ∈ [0, 1]3, weight decay λk > 0.
Output: some average of {θk}Kk=1.

1 while k < K do
2 compute the stochastic gradient estimator gk at θk;
3 mk = (1− β1)mk−1 + β1gk /* set m0 = g0 */;
4 vk = (1− β2)vk−1 + β2(gk − gk−1) /* set v1 = g1 − g0 */;
5 nk = (1− β3)nk−1 + β3[gk + (1− β2)(gk − gk−1)]

2 /* set n0 = g2
0 */;

6 ηk = η/(
√
nk + ε) /* ε > 0 is for stabilize training */;

7 θk+1 = (1 + λkη)
−1

[θk − ηk ◦ (mk + (1− β2)vk)];
8 end while

where gk = Eζ∼D[∇f(θk, ζ)]+ ξk. The main idea here is that we maintain (θk − η(1− β1)mk−1)
rather than θk in vanilla AGD per iteration, as there is no difference between them when the algorithm
converges. Like Adam, by regarding g′

k = gk + (1− β1)(gk − gk−1) as the current stochastic
gradient and movingly averaging g′

k to estimate the first- and second-moments of gradient, we obtain

Vanilla Adan:


mk = (1− β1)mk−1 + β1[gk + (1− β1)(gk − gk−1)]

nk = (1− β3)nk−1 + β3(gk + (1− β1)[gk − gk−1)]
2

ηk = η/
(√

nk + ε
)
, θk+1 = θk − ηk ◦mk.

The main difference of Adan with Adam-type methods is that as compared in Eqn. (3), the moment
mk of Adan is the average of {gt + (1− β1)(gt − gt−1)}kt=1 while those of Adam-type are the
average of {gt}kt=1. So is their second-order term nk.

mk=

{∑k
t=0 ck,t[gt + (1− β1)(gt − gt−1)], Adan,∑k
t=0 ck,tgt, Adam,

ck,t=

{
β1(1− β1)

(k−t)
t > 0,

(1− β1)
k

t = 0,
(3)

The first-order moment mk =
∑k

t=0 ck,t[gt + (1− β1)(gt − gt−1)] consists of two terms, i.e., gra-
dient term gt and gradient difference term (gt−gt−1), which actually have different physic meanings.
So we further decouple them for greater flexibility and also better trade-off between them:

(θk+1 − θk)/ηk=
∑k

t=0

[
ck,tgt + (1− β2)c

′
k,t(gt − gt−1)

]
= mk + (1− β2)vk,

where c′k,t = β2(1− β2)
(k−t) for t > 0, c′k,t = (1− β2)

k for t = 0, and mk and vk are defined as

mk = (1− β1)mk−1 + β1gk, vk = (1− β2)vk−1 + β2(gk − gk−1).

This change for a flexible estimation does not impair convergence speed. As we show in Theorem 1
(see Sec. C in Appendix), the complexity of Adan under this change matches the lower complexity
bound. We do not separate the gradients and their difference in the second-order moment nk, since
E(nk) contains the correlation term Cov(gk,gk−1) ̸= 0 which may have statistical significance.

Decay Weight by Proximation. As observed in AdamW, decoupling the optimization objective and
simple-type regularization (e.g. ℓ2 regularizer) can largely improve the generalization performance.
Here we follow this idea but from a rigorous optimization perspective. Intuitively, at each iteration,
we minimize the first-order approximation of F (·) at the point θk:

θk+1 = θk − ηk ◦ m̄k = argmin
θ

(
F (θk) + ⟨m̄k,θ − θk⟩+

1

2η
∥θ − θk∥2√nk

)
,

where ∥x∥2√nk
:= ⟨x,

√
nk + ε ◦ x⟩ and m̄k := mk+(1− β2)vk is the first-order derivative of F (·)

in some sense. Follow the idea of proximal gradient descent [40, 41], we decouple the ℓ2 regularizer
from F (·) and only linearize the loss function f(·):

θk+1 = argmin
θ

(λk

2
∥θ∥2√nk

+ ⟨m̄k,θ − θk⟩+
1

2η
∥θ − θk∥2√nk

)
=

θk − ηk ◦ m̄k

1 + λkη
, (4)

where λk > 0 is the weight decay constant at the k-th iteration. One can find that the optimization
objective of Separated Regularization at the k-th iteration is changed from the vanilla “static" function
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Table 1: Top-1 Acc. (%) of ResNet and ConvNext on ImageNet. ∗ and ⋄ are reported in [42], [8].
ResNet-50 ResNet-101

Epoch 100 200 300 100 200 300

SAM 77.3 78.7 79.4 79.5 81.1 81.6
SGD-M 77.0 78.6 79.3 79.3 81.0 81.4
Adam 76.9 78.4 78.8 78.4 80.2 80.6
AdamW 77.0 78.9 79.3 78.9 79.9 80.4
LAMB 77.0 79.2 79.8∗ 79.4 81.1 81.3∗

Adan (ours) 78.1 79.7 80.2 79.9 81.6 81.8

ConvNext Tiny
Epoch 150 300

AdamW [3, 8] 81.2 82.1⋄
Adan (ours) 81.7 82.4

ConvNext Small
Epoch 150 300

AdamW [3, 8] 82.2 83.1⋄
Adan (ours) 82.5 83.3

Table 2: Top-1 Acc. (%) of ViT and Swin on ImageNet. ∗ and ⋄ are respectively reported in [9], [10].
ViT Small ViT Base Swin Tiny Swin small Swin Base

Epoch 150 300 150 300 150 300 150 300 150 300

AdamW [3, 9, 10] 78.3 79.9∗ 79.5 81.8∗ 79.9 81.2⋄ 82.1 83.2⋄ 82.6 83.5⋄
Adan (ours) 79.6 80.9 81.7 82.3 81.3 81.6 82.9 83.7 83.3 83.8

F (·) in (1) to a “dynamic" function Fk(·), which adaptively regularizes the coordinates with larger
gradient square terms more. We summarize our Adan in Algorithm 1.

Convergence Analysis: As shown in Theorems 1 in Appendix. C, the convergence speed of Adan
matches the best-known theoretical lower bound for non-convex stochastic optimization problems.
This conclusion is still valid when it also uses the decoupled weight decay.

3 Experimental Results

Table 3: Top-1 Acc. (%) of
ViT-B and ViT-L trained by self-
supervised MAE on ImageNet.

MAE-ViT-B MAE-ViT-L
Epoch 300 800 1600 800 1600

AdamW 82.9 — 83.6 85.4 85.9
Adan 83.4 83.8 — 85.9 —

For all the tested vision tasks, NLP, and RL tasks, we only
replace the default optimizer with our Adan, and do not make
other changes, e.g. network architectures and data augmentation.

Vision Results. 1) supervised settings: we report the results
on CNN-type architectures and ViTs in Tables 1 and 2, respec-
tively. 2) self-supervised settings: we follow the MAE training
framework to pretrain and fine-tune ViT-B and ViT-L, and report
results in Table 3. All these results show that in most cases, Adan
can use half of the training cost (epochs) of SoTA optimizers to
achieve higher or comparable performance on ViT, ResNet, MAE, etc.

Table 4: Test PPL for Transformer-
XL-base model on WikiText-103.

Transformer-XL
Training Steps

50k 100k 200k
Adam [1] 28.5 25.5 24.2
Adan (ours) 26.2 24.2 23.5

NLP Results. 1) supervised settings: we investigate the per-
formance of Adan on Transformer-XL, and report the results in
Table 4. 2) self-supervised settings: we use Adan to train BERT
from scratch, and report the results in Table 5. For all NLP tasks,
Adan achieves higher performance than the default SoTAs, and
suppress Adam within half training steps on Transformer-XL.

Table 5: Results (the higher, the better) of BERT-base model on the development set of GLUE.
BERT-base MNLI QNLI QQP RTE SST-2 CoLA STS-B Average
Adam [1] (from [43]) 83.7/84.8 89.3 90.8 71.4 91.7 48.9 91.3 81.5
Adam [1] (reproduced) 84.9/84.9 90.8 90.9 69.3 92.6 58.5 88.7 82.5
Adan (ours) 85.7/85.6 91.3 91.2 73.3 93.2 64.6 89.3 84.3 (+1.8)
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HumanoidFigure 1: PPO with Adam and Adan as its optimizer.

RL Results. We replace
the default Adam optimizer in
PPO [44] (one of the most popu-
lar policy gradient method), and
do not make other change in PPO.
Fig. 1 shows that on representa-
tive MuJoCo games, PPO-Adan
achieves much higher rewards
than PPO with Adam as its opti-
mizer.

More Extra Results. Due to
space limitation, we defer more extra results on vision, NLP and RL tasks (e.g. results with large
batch size, loss curve, ablation study, etc.) to Appendix.
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Appendix

The appendix contains some additional experimental results, detailed derivation of Adan, and the
technical proofs of convergence results of the paper entitled “Adan: Adaptive Nesterov Momentum
Algorithm for Faster Optimizing Deep Models”. It is structured as follows. Sec. A summarizes the
notations throughout this document. Sec. B provides the motivation and derivation of Adan in great
details. Sec. C offers the convergence analysis for Adan and compares several prevalent deep learning
optimizers from the theoretical perspective. We provide additional details, result, and discussion for
experiments in Sec. D.

Moreover, Sec. E provides the proof of the equivalence between AGD and reformulated AGD, i.e.,
the proof of Lemma 1. And then, we provide the proof of Theorem 1 in Sec. F. Finally, we present
some auxiliary lemmas in Sec. G.

A Notation

We provide some notations that are frequently used throughout the paper. The scale c is in normal
font. And the vector is in bold lowercase. Give two vectors x and y, x ≥ y means that (x− y)
is a non-negative vector. x/y or x

y represents the element-wise vector division. x ◦ y means the

element-wise multiplication, and (x)
2
= x ◦ x. ⟨·, ·⟩ is the inner product. Given a non-negative

vector n ≥ 0, we let ∥x∥2√n :=
〈
x,

√
n+ ε ◦ x

〉
. Unless otherwise specified, ∥x∥ is the vector ℓ2

norm. Note that E(x) is the expectation of random random vector x.

B Detailed Methodology

At below, we elaborate on detailed algorithmic steps in Sec. B.1.

B.1 Adaptive Nesterov Momentum Algorithm

Main Iteration. We temporarily set λ = 0 in Eqn. (1). As aforementioned, AGD computes gradient
at an extrapolation point θ′

k instead of the current iterate θk, which however brings extra computation
and memory overhead for computing θ′

k and preserving both θk and θ′
k. To solve the issue, Lemma 1

with proof in Appendix E reformulates AGD (2) into its equivalent but more DNN-efficient version.

Lemma 1. Assume E(ξk) = 0, Cov(ξi, ξj) = 0 for any k, i, j > 0, θ̄k and m̄k be the iterate and
momentum of the vanilla AGD in Eqn. (2), respectively. Let θk+1 := θ̄k+1 − η(1− β1)m̄k and
mk := (1− β1)

2
m̄k−1 + (2− β1)(∇f(θk) + ξk). The vanilla AGD in Eqn. (2) becomes

Reformulated AGD:


gk = Eζ∼D[∇f(θk, ζ)] + ξk
mk = (1− β1)mk−1 + [gk + (1− β1)(gk − gk−1)]

θk+1 = θk − ηmk

.

Moreover, if vanilla AGD in Eqn. (2) converges, so does AGD-II, and E(θ∞) = E(θ̄∞).

The main idea in Lemma 1 is that we maintain (θk − η(1− β1)mk−1) rather than θk in vanilla AGD
at each iteration, since there is no difference between them when the algorithm converges. Like other
adaptive optimizers, by regarding g′

k = gk + (1− β1)(gk − gk−1) as the current stochastic gradient
and movingly averaging g′

k to estimate the first- and second-moments of gradient, we obtain

Vanilla Adan:


mk = (1− β1)mk−1 + β1[gk + (1− β1)(gk − gk−1)]

nk = (1− β3)nk−1 + β3(gk + (1− β1)[gk − gk−1)]
2

ηk = η/
(√

nk + ε
)

θk+1 = θk − ηk ◦mk.

The main difference of Adan with Adam-type methods and Nadam [45] is that as compared in
Eqn. (5), the momentom mk of Adan is the average of {gt + (1− β1)(gt − gt−1)}kt=1 while those
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of Adam-type and Nadam are the average of {gt}kt=1. So is their second-order term nk.

mk=


∑k

t=0 ck,t[gt + (1− β1)(gt − gt−1)], Adan,∑k
t=0 ck,tgt, Adam,

µk+1

µ′
k+1

(∑k
t=0 ck,tgt

)
+ 1−µk

µ′
k

gk, Nadam,

ck,t=


β1(1− β1)

(k−t)
t > 0,

(1− β1)
k

t = 0,

(5)

where {µt}∞t=1 is a predefined exponentially decaying sequence, µ′
k = 1−

∏k
t=1 µt. So Nadam is

more like Adam than Adan, as their mk movingly averages the historical gradients instead of gradient
differences in Adan. For a large k (i.e. small µk), mk in Nadam and Adam are almost the same.

As shown in Eqn. (5), the first-order moment mk =
∑k

t=0 ck,t[gt + (1− β1)(gt − gt−1)] consists
of two terms, i.e. gradient term gt and gradient difference term (gt − gt−1), which actually have
different physic meanings. So here we further decouple them for greater flexibility and also better
trade-off between them. Specifically, we estimate

(θk+1 − θk)/ηk=
∑k

t=0

[
ck,tgt + (1− β2)c

′
k,t(gt − gt−1)

]
= mk + (1− β2)vk := m̄k, (6)

where c′k,t = β2(1− β2)
(k−t) for t > 0, c′k,t = (1− β2)

k for t = 0, and mk and vk are defined as
mk = (1− β1)mk−1 + β1gk, vk = (1− β2)vk−1 + β2(gk − gk−1).

This change for a flexible estimation does not impair convergence speed. As we show in Theorem 1,
the complexity of Adan under this change matches the lower complexity bound. We do not separate
the gradients and their difference in the second-order moment nk, since E(nk) contains the correlation
term Cov(gk,gk−1) ̸= 0 which may have statistical significance.

Decay Weight by Proximation. As observed in AdamW, decoupling the optimization objective and
simple-type regularization (e.g. ℓ2 regularizer) can largely improve the generalization performance.
Here we follow this idea but from a rigorous optimization perspective. Intuitively, at each iteration,
we minimize the first-order approximation of F (·) at the point θk:

θk+1 = θk − ηk ◦ m̄k = argmin
θ

(
F (θk) + ⟨m̄k,θ − θk⟩+

1

2η
∥θ − θk∥2√nk

)
,

where ∥x∥2√nk
:= ⟨x,

√
nk + ε ◦ x⟩ and m̄k := mk+(1− β2)vk is the first-order derivative of F (·)

in some sense. Follow the idea of proximal gradient descent [40, 41], we decouple the ℓ2 regularizer
from F (·) and only linearize the loss function f(·):

θk+1 = argmin
θ

(λk

2
∥θ∥2√nk

+ ⟨m̄k,θ − θk⟩+
1

2η
∥θ − θk∥2√nk

)
=

θk − ηk ◦ m̄k

1 + λkη
, (7)

where λk > 0 is the weight decay constant at the k-th iteration. Interestingly, we can easily reveal
the updating rule θk+1 = (1− λkη)θk − ηk ◦ m̄k of AdamW by using the first-order approximation
of Eqn. (7) around η = 0: 1) (1 + λkη)

−1 = (1 − λkη) + O
(
η2
)
; 2) λkηηk = O

(
η2
)
. One can

find that the optimization objective of Separated Regularization at the k-th iteration is changed from
the vanilla “static" function F (·) in (1) to a “dynamic" function Fk(·), shown in Eqn. (8), adaptively
regularizes the coordinates with larger gradient square terms more:

Fk(θ) := Eζ∼D [f(θ, ζ)] +
λk

2
∥θ∥2√nk

. (8)

We summarize our Adan in Algorithm 1.

C Convergence Analysis

For non-convex optimization, we follow [2, 46–53] to make several mild assumptions.
Assumption 1 (L-smoothness). The function f(·, ·) is L-smooth w.r.t. the parameter, if ∃L > 0,

∥∇Eζ [f(x, ζ)]−∇Eζ [f(y, ζ)]∥ ≤ L∥x− y∥, ∀x, y.
Assumption 2 (Unbiased and bounded gradient oracle). The stochastic gradient oracle gk =
Eζ [∇f(θk, ζ)] + ξk is unbiased, and its magnitude and variance are bounded with probability 1:

E (ξk) = 0, ∥gk∥∞ ≤ c∞/3, E
(
∥ξk∥2

)
= E

(
∥∇Eζ [∇f(θk, ζ)]− gk∥2

)
≤ σ2, ∀k ∈ [T ].

For a general nonconvex problem, if Assumptions 1 and 2 hold, the lower bound of the stochastic
gradient complexity (a.k.a. IFO complexity) to find an ϵ-approximate first-order stationary point
(ϵ-ASP) is Ω(ϵ−4) [54, 55].
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Table 6: Comparison of different adaptive gradient algorithms on nonconvex stochastic problems.
“Separated Reg.” refers to whether the ℓ2 regularizer (weight decay) can be separated from the
loss objective like AdamW [3]. “Complexity" denotes stochastic gradient complexity to find an
ϵ-approximate first-order stationary point. Adam-type methods [46] includes Adam, AdaMomen-
tum [53], AdaGrad [19], AdaBound [23] and AMSGrad [21], etc. AdamW has no available conver-
gence result. For SAM [49], we compare their adaptive versions. d is the variable dimension.

Optimizer Separated Reg. Batch Size Condition Grad Bound Complexity Lower Bound [55]

Adam-type [46] % % ℓ∞ ≤ c∞ O
(
c2∞dϵ−4

)
Ω
(
ϵ−4

)
RMSProp [20, 47] % % ℓ∞ ≤ c∞ O

(√
c∞dϵ−4

)
Ω
(
ϵ−4

)
AdamW [3] " — — — —
Adabelief [2] % % ℓ2 ≤ c2 O

(
c62ϵ

−4
)

Ω
(
ϵ−4

)
Padam [48] % % ℓ∞ ≤ c∞ O

(√
c∞dϵ−4

)
Ω
(
ϵ−4

)
LAMB [4] % O

(
ϵ−4

)
ℓ2 ≤ c2 O

(
c22dϵ

−4
)

Ω
(
ϵ−4

)
Adan (ours) " % ℓ∞ ≤ c∞ O

(
c2.5∞ ϵ−4

)
Ω
(
ϵ−4

)
Lipschitz Gradient Theorem 1 with proof in Appendix F proves the convergence of Adan on
problem (8) with lipschitz gradient condition.

Theorem 1. Suppose Assumptions 1 and 2 hold. Let max {β1, β2} = O
(
ϵ2
)
, µ := β3c

2
∞/ε ≪ 1,

η = O
(
ϵ2
)
, and λk = λ(1− µ)

k. Algorithm 1 runs at most K = Ω
(
c2.5∞ ϵ−4

)
iterations to achieve

1

K + 1

∑K

k=0
E
(
∥∇Fk(θk)∥2

)
≤ 4ϵ2.

That is, to find an ϵ-ASP, the stochastic gradient complexity of Adan on problem (8) is O
(
c2.5∞ ϵ−4

)
.

Theorem 1 shows that under Assumptions 1 and 2, Adan can converge to an ϵ-ASP of a nonconvex
stochastic problem with stochastic gradient complexity O

(
c2.5∞ ϵ−4

)
which accords with the lower

bound Ω(ϵ−4) in [54]. For this convergence, Adan has no requirement on minibatch size and
only assumes gradient estimation to be unbiased and bounded. Moreover, as shown in Table 6 in
Sec. 1, the complexity of Adan is superior to those of previous adaptive gradient algorithms. For
Adabelief and LAMB, Adan always has lower complexity, and respectively enjoys d3× and d2×
lower complexity for the worst case. See detailed discussion in Sec. 1. Adam-type optimizers
(e.g. Adam and AMSGrad) enjoy the same complexity with Adan. But they cannot separate the
ℓ2 regularizer with the objective like AdamW and our Adan. In other words, they always solve a
static loss F (·) rather than a dynamic loss Fk(·) in Adan or AdamW. The regularizer separation can
boost generalization performance [9, 10] and already helps AdamW dominate training of ViT-alike
architectures.

Besides, some previous analyses [23, 24, 56, 57] need the moving average hyper-parameters (i.e. βs)
to be close or increased to one, which contradicts with the practice that βs are close to zero. In
contrast, Theorem 1 assumes that all βs are very small, which is more consistent with the practice.
Note that when µ = c/T , we have λk/λ ∈ [(1− c), 1] during training. We may let (1− c) close to
1, and hence we could choose the λk as a fixed constant in the experiment for convenience.

C.1 Comparison between DNN Optimizers in Theory

As shown in Table 6, we theoretically justify the advantages of Adan over previous SoTA adaptive
gradient algorithms on nonconvex stochastic problems, e.g. deep learning problems.

Given Lipschitz Gradient condition, to find an ϵ-approximate first-order stationary point, Adan has
the stochastic gradient complexity O

(
c2.5∞ ϵ−4

)
which accords with the lower bound Ω(ϵ−4) in [58]

(up to a constant factor). This complexity is lower than O
(
c62ϵ

−4
)

of Adabelief [2] and O
(
c2
√
dϵ−4

)
of LAMB, especially on over-parameterized networks. Specifically, for the d-dimensional gradient,
compared with its ℓ2 norm c2, its ℓ∞ norm c∞ is usually much smaller, and can be

√
d× smaller for

the best case. Moreover, different from Adam-type optimizers (e.g. Adam), Adan can separate the ℓ2
regularizer with the loss objective like AdamW whose generalization benefits have been validated in
many works [9, 10]. For AdamW, its convergence has not been proved yet.
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D Detailed Experimental Results

We evaluate Adan on vision tasks, natural language processing (NLP) tasks and reinforcement
learning (RL) tasks. For vision tasks, we test Adan on several representative SoTA backbones
under the conventional supervised settings, including 1) CNN-type architectures (ResNets [7] and
ConvNexts [8]) and 2) ViTs (ViTs [9, 15] and Swins [10]). Moreover, we also investigate Adan
via the self-supervised pretraining by using it to train MAE ViT [11]. For NLP tasks, we train
Transformer-XL [12] and BERT [13] for sequence modeling. On RL tasks, we evaluate Adan on four
games in MuJoCo [59]. For fairness, in all experiments, we only replace the optimizer with Adan
and tune the base step size, warmup epochs and weight decay while fixing the optimizer-independent
hyper-parameters, e.g. data augmentation and model parameters.

D.1 Experiments for Vision Tasks

Besides the vanilla supervised training setting used in ResNets [7], we further consider the following
two prevalent training settings on ImageNet [60].

Training Setting I. The recently proposed “A2 training recipe” in [42] has pushed the performance
limits of many SoTA CNN-type architectures by using stronger data augmentation and more training
iterations. For example, on ResNet50 it sets new SoTA 80.2%, and improves the accuracy 76.1%
under vanilla setting in [7]. Specifically, for data augmentation, this setting uses random crop,
horizontal flipping, Mixup (0.1) [61]/CutMix (1.0) [62] with probability 0.5, and RandAugment [63]
with M = 7, N = 2 and MSTD = 0.5. It sets stochastic depth (0.05) [64], and adopts cosine
learning rate decay and binary cross-entropy (BCE) loss. For Adan, we use batch size 4096 for ViT
and 2048 for ResNet.

Training Setting II. We follow the same official training procedure of ViT/Swin/ConvNext. For this
setting, data augmentation includes random crop, horizontal flipping, Mixup (0.8), CutMix (1.0),
RandAugment (M = 9, MSTD = 0.5) and Random Erasing (p = 0.25). We use CE loss, the cosine
decay for base learning rate, the stochastic depth (with official parameters), and weight decay. For
Adan, we set batch size 2048 for Swin and 4096 for ViT/ConvNext/MAE. We follow MAE and tune
β3 as 0.1.

Implementation Details of Adan. For the large-batch training experiment, we use the sqrt

rule to scale the learning rate: lr =
√

batch size
256 × 6.25e-3, and respectively set warmup epochs

{20, 40, 60, 100, 160, 200} for batch size bs = {1k, 2k, 4k, 8k, 16k, 32k}. For other remaining
experiments, we use the hyper-parameters: learning rate 1.5e-2 for ViT/Swin/ResNet/ConvNext
and MAE fine-tuning, and 2.0e-3 for MAE pre-training according to the official settings. We set
β1 = 0.02, β2 = 0.08 and β3 = 0.01, and let weight decay be 0.02 unless noted otherwise. We clip
the global gradient norm to 5 for ResNet training and do not clip gradient for ViT, Swin, ConvNext,
and MAE.

D.1.1 Results on CNN-type Architectures

To train ResNet and ConvNext, we respectively use their official Training Setting I and II. For
ResNet/ConvNext, its default official optimizer is LAMB/AdamW. From Table 1, one can observe
that on ResNet, 1) in most cases, Adan only running 200 epochs can achieve higher or comparable
top-1 accuracy on ImageNet [60] compared with the official SoTA result trained by LAMB with
300 epochs; 2) Adan gets more improvements over other optimizers, when training is insufficient,
e.g. 100 epochs. The possible reason for observation 1) is the regularizer separation, which can
dynamically adjust the weight decay for each coordinate instead of sharing a common one like
LAMB. For observation 2), this can be explained by the faster convergence speed of Adan than other
optimizers. As shown in Figure 2, Adan converges faster than many adaptive gradient optimizers.
This faster speed partially comes from its large learning rate guaranteed by Theorem 1, almost 3×
larger than that of LAMB. The same as Nesterov acceleration, Adan could look ahead for possible
corrections. Note, we have tried to adjust learning rate and warmup-epoch for Adam and LAMB,
but observed unstable training behaviors. On ConvNext (tiny and small), one can observe similar
comparison results on ResNet.
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Table 7: Top-1 accuracy (%) of ViT-S on ImageNet under the Training Setting I.
Batch Size 1k 2k 4k 8k 16k 32k

LAMB [4, 30] 78.9 79.2 79.8 79.7 79.5 78.4
Adan (ours) 80.9 81.1 81.1 80.8 80.5 80.2

Table 8: Top-1 accuracy (%) of different optimizers when training ViT-S on ImageNet trained under
training setting II. * is reported in [9].

Epoch 100 150 200 300

AdamW (default) 76.1 78.9 79.2 79.9∗

Adam 62.0 64.0 64.5 66.7
SGD-M (AGD) 64.3 68.7 71.4 73.9
LAMB 69.4 73.8 75.9 77.7
Adan (ours) 77.5 79.6 80.0 80.9

D.1.2 Results on ViTs

Supervised Training. For this setting, we train ViT and Swin under their official training setting,
i.e. Training Setting II. Table 2 shows that across different model sizes of ViT and Swin, Adan
outperforms the official AdamW optimizer by a large margin. For ViTs, their gradient per iteration
differs much from the previous one due to the much sharper loss landscape than CNNs [65] and
strong random augmentations for training. So it is hard to train ViTs to converge within a few
epochs. Thanks to its faster convergence, as shown in Figure 2, Adan is very suitable for this situation.
Moreover, the direction correction term from the gradient difference vk of Adan can also better
correct the first- and second-order moments. One piece of evidence is that the first-order moment
decay coefficient β1 = 0.02 of Adan is much smaller than 0.1 used in other deep optimizers. Note, we
have also tried to increase the decay coefficient for AdamW but observed performance degradation.

Besides AdamW, we also compare Adan with several other popular optimizers, including Adam,
SGD-M, and LAMB, on ViT-S. Table 8 shows that SGD, Adam, and LAMB perform poorly on ViT-S,
which is also observed in the works [6, 66]. These results demonstrate that the decoupled weight
decay in Adan and AdamW is much more effective than 1) the vanilla weight decay, namely the
commonly used ℓ2 regularization in SGD, and 2) the one without any weight decay, since as shown
in Eqn. (8), the decoupled weight decay is a dynamic regularization along the training trajectory and
could better regularize the loss. Compared with AdamW, the advantages of Adan mainly come from
its faster convergence shown in Figure 2 (b). We will discuss this below.

Self-supervised MAE Training (pretraining + finetuning). We follow the MAE training framework
to pretrain and fine tune ViT-B on ImageNet, i.e. 300/800 pretraining epochs and 100 fine-tuning
epochs. Table 3 shows that 1) with 300 pretraining epochs, Adan makes 0.5% improvement over
AdamW; 2) Adan pretrained 800 epochs surpasses AdamW pretrained 1,600 epochs by non-trial
0.2%. All these results show the superior convergence and generalization performance of Adan.

Large-Batch Training. Although large batch size can increase computation parallelism to reduce
training time and is heavily desired, optimizers often suffer performance degradation, or even fail.
For instance, AdamW fails to train ViTs when batch size is beyond 4,096. How to solve the problem
remains open [30]. At present, LAMB is the most effective optimizer for large batch size. Table 7
reveals that Adan is robust to batch sizes from 2k to 32k, and shows higher performance and
robustness than LAMB.

D.1.3 Detailed Comparison and Convergence Curve

Besides AdamW, we also compare Adan with several other popular optimizers, including Adam,
SGD-M, and LAMB, on ViT-S. Table 8 shows that SGD, Adam, and LAMB perform poorly on ViT-S,
which is also observed in the works [6, 66]. These results demonstrate that the decoupled weight
decay in Adan and AdamW is much more effective than 1) the vanilla weight decay, namely the
commonly used ℓ2 regularization in SGD, and 2) the one without any weight decay, since as shown
in Eqn. (8), the decoupled weight decay is a dynamic regularization along the training trajectory and
could better regularize the loss. Compared with AdamW, the advantages of Adan mainly come from
its faster convergence shown in Figure 2 (b). We will discuss this below.
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(a) Training and test curves on ResNet-50 under Training Setting I.

0 20 40 60 80 100
Epochs

1

2

3

4

5

6

7

Te
st

 L
os

s

ViT-S

Adan(ours)
Adam
AdamW
LAMB
SGD-M

0 20 40 60 80 100
Epochs

3

4

5

6

7

Tr
ai

ni
ng

 L
os

s

ViT-S

Adan(ours)
Adam
AdamW
LAMB
SGD-M

(b) Training and test curves on ViT-S under Training Setting II.

Figure 2: Training and test curves of various optimizers on ImageNet dataset. Training loss is larger
due to its stronger data argumentation.

In Figure 2 (a), we plot the curve of training and test loss along with the training epochs on ResNet50.
One can observe that Adan converges faster than the compared baselines and enjoys the smallest
training and test losses. This demonstrates its fast convergence property and good generalization
ability. To sufficiently investigate the fast convergence of Adan, we further plot the curve of training
and test loss on the ViT-Small in Figure 2 (b). From the results, we can see that Adan consistently
shows faster convergence behaviors than other baselines in terms of both training loss and test loss.
This also partly explains the good performance of Adan over other optimizers.

D.2 Experiments for Natural Language Processing Tasks

D.2.1 Results on Transformer-XL

Here we investigate the performance of Adan on Transformer-XL [12] which is often used to model
long sequences. We follow the exact official setting 1 to train Transformer-XL-base on the WikiText-
103 dataset that is the largest available word-level language modeling benchmark with long-term
dependency. We only replace the default Adam optimizer of Transformer-XL-base by our Adan,
and do not make other changes for the hyper-parameter. For Adan, we set β1 = 0.1, β2 = 0.1, and
β3 = 0.001, and choose learning rate as 0.001. We test Adan and Adam with several training steps,
including 50k, 100k, and 200k (official), and report the results in Table 4.

From Table 4, one can observe that on Transformer-XL-base, Adan surpasses its default Adam
optimizer in terms of test PPL (the lower, the better) under all training steps. Surprisingly, Adan
using 100k training steps can even achieve comparable results to Adam with 200k training steps.
All these results demonstrate the superiority of Adan over the default SoTA Adam optimizer in
Transformer-XL.

1https://github.com/kimiyoung/transformer-xl
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D.2.2 Results on BERT

Similar to the pretraining experiments of MAE which is also a self-supervised learning framework
on vision tasks, we utilize Adan to train BERT [13] from scratch, which is one of the most widely
used pretraining models/frameworks for NLP tasks. We employ the exact BERT training setting
in the widely used codebase—Fairseq [67]. We replace the default Adam optimizer in BERT with
our Adan for both pretraining and fune-tuning. Specifically, we first pretrain BERT-base on the
Bookcorpus and Wikipedia datasets, and then finetune BERT-base separately for each GLUE task
on the corresponding training data. Note, GLUE is a collection of 9 tasks/datasets to evaluate
natural language understanding systems, in which the tasks are organized as either single-sentence
classification or sentence-pair classification.

Here we simply replace the Adam optimizer in BERT with our Adan and does not make other
changes, e.g. random seed, warmup steps and learning rate decay strategy, dropout probability, etc.
For pretraining, we use Adan with its default weight decay (0.02) and βs (β1 = 0.02, β2 = 0.08, and
β3 = 0.01), and choose learning rate as 0.001. For fine-tuning, we consider a limited hyper-parameter
sweep for each task, with a batch size of 16, and learning rates ∈ {2e− 5, 4e− 5} and use Adan with
β1 = 0.02, β2 = 0.01, and β3 = 0.01 and weight decay 0.01. Following the conventional setting, we
run each fine-tuning experiment three times and report the median performance in Table 5. On MNLI,
we report the mismatched and matched accuracy. The performance of our reproduced one (second
row) is slightly better than the vanilla results of BERT reported in Huggingface-transformer [43]
(widely used codebase for transformers in NLP), since the vanilla Bookcorpus data in [43] is not
available and thus we train on the latest Bookcorpus data version.

From Table 5, one can see that in the most commonly used BERT training experiment, Adan reveals
much better advantage over Adam. Specifically, in all GLUE tasks, on BERT-base model, Adan
achieves higher performance than Adam, and makes 1.8 average improvements on all tasks. In
addition, on some tasks of Adan, BERT-base trained by Adan can outperform some large models.
e.g., BERT-large which achieves 70.4% on RTE, 93.2% on SST-2 and 60.6 correlation on CoLA, and
XLNet-large which has 63.6 correlation on CoLA. See [68] for more results.

D.3 Results on Reinforcement Learning Tasks

Here we evaluate Adan on reinforcement learning tasks. Specifically, we replace the default Adam
optimizer in PPO [44] which is one of the most popular policy gradient method, and do not many any
other change in PPO. For brevity, we call this new PPO version “PPO-Adan". Then we test PPO and
PPO-Adan on several games which are actually continuous control environments simulated by the
standard and widely-used engine, MuJoCo [59]. For these test games, their agents receive a reward
at each step. Following standard evaluation, we run each game under 10 different and independent
random seeds (i.e. 1 ∼ 10), and test the performance for 10 episodes every 30,000 steps. All these
experiments are based on the widely used codebase Tianshou2 [69]. For fairness, we use the default
hyper-parameters in Tianshou, e.g. batch size, discount, and GAE parameter. We use Adan with its
default βs (β1 = 0.02, β2 = 0.08, and β3 = 0.01). Following the default setting, we do not adopt
the weight decay and choose learning rate as 3e-4.

We report the results on four test games in Figure 3, in which the solid line denotes the averaged
episodes rewards in evaluation and the shaded region is its 75% confidence intervals. From Figure 3,
one can observe that on the four test games, PPO-Adan achieves much higher rewards than vanilla
PPO which uses Adam as its optimizer. These results demonstrate the advantages of Adan over
Adam, since PPO-Adan simply replaces the Adam optimizer in PPO with our Adan and does not
make other changes.

D.4 Ablation Study

D.4.1 Robustness to in momentum coefficients

Here we choose MAE to investigate the effects of the momentum coefficients (βs) to Adan, since as
shown in MAE, its pre-training is actually sensitive to momentum coefficients of AdamW. To this end,
following MAE, we pretrain and fine tune ViT-B on ImageNet for 800 pretraining and 100 fine-tuning

2https://github.com/thu-ml/tianshou
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Figure 3: Comparison of PPO and our PPO-Adan on several RL games simulated by MuJoCo. Here
PPO-Adan simply replaces the Adam optimizer in PPO with our Adan and does not change others.
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Figure 4: Effects of momentum coefficients (β1, β2, β3) to top-1 accuracy (%) of Adan on ViT-B
under MAE training framework (800 pretraining and 100 fine-tuning epochs on ImageNet).
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epochs. We also fix one of (β1, β2, β3) and tune others. Figure 4 shows that by only pretraining 800
epochs, Adan achieves 83.7%+ in most cases and outperforms the official accuracy 83.6% obtained
by AdamW with 1600 pretraining epochs, indicating the robustness of Adan to βs. We also observe
1) Adan is not sensitive to β2; 2) β1 has a certain impact on Adan, namely the smaller the (1.0− β1),
the worse the accuracy; 3) similar to findings of MAE, a small second-order coefficient (1.0− β3)
can improve the accuracy. The smaller the (1.0− β3), the more current landscape information the
optimizer would utilize to adjust the coordinate-wise learning rate. Maybe the complex pre-training
task of MAE is more preferred to the local geometric information.

E Proof of Lemma 1: equivalence between the AGD and AGD II

In this section, we show how to get AGD II from AGD. For convenience, we omit the noise term ζk.
Note that, let α := 1− β1:

AGD:


gk = ∇f(θk − ηαmk−1)

mk = αmk−1 + gk

θk+1 = θk − ηmk

.

We can get:
θk+1 − ηαmk = θk − ηmk − ηαmk

=θk − η(1 + α)(αmk−1 +∇f(θk − ηαmk−1))

=θk − ηαmk−1 − ηα2mk−1 − η(1 + α)(∇f(θk − ηαmk−1)).

(9)

Let {
θ̄k+1 := θk+1 − ηαmk,

m̄k := α2mk−1 + (1 + α)∇f(θk − ηαmk−1) = α2mk−1 + (1 + α)∇f(θ̄k)

Then, by Eq.(9), we have:
θ̄k+1 = θ̄k − ηm̄k. (10)

On the other hand, we have m̄k−1 = α2mk−2 + (1 + α)∇f(θ̄k−1) and :

m̄k − αm̄k−1 = α2mk−1 + (1 + α)∇f(θ̄k)− αm̄k−1

= (1 + α)∇f(θ̄k) + α2
(
αmk−2 +∇f(θ̄k−1)

)
− αm̄k−1

= (1 + α)∇f(θ̄k) + α
(
α2mk−2 + α∇f(θ̄k−1)− m̄k−1

)
= (1 + α)∇f(θ̄k) + α

(
α2mk−2 + α∇f(θ̄k−1)

)
− αm̄k−1

= (1 + α)∇f(θ̄k)− α∇f(θ̄k−1)

= ∇f(θ̄k) + α
(
∇f(θ̄k)−∇f(θ̄k−1)

)
.

(11)

Finally, due to Eq.(10) and Eq.11, we have:m̄k = αm̄k−1 +
(
∇f(θ̄k) + α

(
∇f(θ̄k)−∇f(θ̄k−1)

))
θ̄k+1 = θ̄k − ηm̄k

F Proof of Theorem 1

Before starting the proof, we first provide several notations. Let Fk(θ) := Eζ [f(θ, ζ)] +
λk

2 ∥θ∥2√nk

and µ := β3c
2
∞/ε = O

(
ϵ4
)
,

∥x∥2√nk
:=
〈
x,

√
nk + ε ◦ x

〉
, λk = λ(1− µ)

k
.

Moreover, we let
θ̃k :=

√
nk + ε ◦ θk.

Lemma 2. Assume f(·) is L-smooth. For

θk+1 = argmin
θ

(
λk

2
∥θ∥2√nk

+ f(θk) + ⟨uk,θ − θk⟩+
1

2η
∥(θ − θk)∥2√nk

)
.
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With η ≤ min{ 1
3L/

√
ε
, 1
10λ}, then we have:

Fk+1(θk+1) ≤ Fk(θk)−
η

4c∞

∥∥∥uk + λkθ̃k

∥∥∥2 + η

2
√
ε
∥gk − uk∥2,

where gk := ∇f(θk).

Proof. We denote pk := uk/
√
nk + ε. By the optimality condition of θk+1, we have

λkθk + pk =
λkθ̃k + uk√

nk + ε
=

1 + ηλk

η
(θk − θk+1). (12)

Then for η ≤ 1
3L/

√
ε
, we have:

Fk+1(θk+1) ≤ f(θk) + ⟨∇f(θk),θk+1 − θk⟩+
L

2
∥θk+1 − θk∥2 +

λk+1

2
∥θk+1∥2√nk+1

(a)

≤f(θk) + ⟨∇f(θk),θk+1 − θk⟩+
L

2
∥θk+1 − θk∥2 +

λk

2
∥θk+1∥2√nk

(b)

≤Fk(θk) +

〈
θk+1 − θk, λkθk +

gk√
nk + ε

〉
√
nk

+
L/

√
ε+ λk

2
∥θk+1 − θk∥2√nk

=Fk(θk) +
L/

√
ε+ λk

2
∥θk+1 − θk∥2√nk

+

〈
θk+1 − θk, λkθk + pk +

gk − uk√
nk + ε

〉
√
nk

(c)
=Fk(θk) +

(
L/

√
ε+ λk

2
− 1 + ηλk

η

)
∥θk+1 − θk∥2√nk

+

〈
θk+1 − θk,

gk − uk√
nk + ε

〉
√
nk

(d)

≤Fk(θk) +

(
L/

√
ε

2
− 1

η

)
∥θk+1 − θk∥2√nk

+
1

2η
∥θk+1 − θk∥2√nk

+
η

2
√
ε
∥gk − uk∥2

≤Fk(θk)−
1

3η
∥θk+1 − θk∥2√nk

+
η

2
√
ε
∥gk − uk∥2

≤Fk(θk)−
η

4c∞

∥∥∥uk + λkθ̃k

∥∥∥2 + η

2
√
ε
∥gk − uk∥2,

where (a) comes from the fact λk+1(1− µ)−1 = λk and Proposition 1:( √
nk + ε√

nk+1 + ε

)
i

≥ 1− µ,

which implies:

λk+1∥θk+1∥2√nk+1
≤ λk+1

1− µ
∥θk+1∥2√nk

= λk∥θk+1∥2√nk
,

and (b) is from:

∥θk+1∥2√nk
=
(
∥θk∥2√nk

+ 2 ⟨θk+1 − θk,θk⟩√nk
+ ∥θk+1 − θk∥2√nk

)
,

(c) is due to Eqn. (12), and for (d), we utilize:〈
θk+1 − θk,

gk − uk√
nk + ε

〉
√
nk

≤ 1

2η
∥θk+1 − θk∥2√nk

+
η

2
√
ε
∥gk − uk∥2,

the last inequality comes from the fact in Eqn. (12) and η ≤ 1
10λ , such that:

1

3η
∥(θk+1 − θk)∥2√nk

=
η

3
√
nk + ε(1 + ηλk)

∥∥∥uk + λkθ̃k

∥∥∥2 ≥ η

4c∞

∥∥∥uk + λkθ̃k

∥∥∥2.
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Theorem 1. Suppose Assumptions 1 and 2 hold. Let cl := 1
c∞

and cu := 1√
ε
. With β3c

2
∞/ε ≪ 1,

η2 ≤ clβ
2
1

8c3uL
2
, max {β1, β2} ≤ clϵ

2

96cuσ2
, T ≥ max

{
24∆0

ηclϵ2
,
24cuσ

2

β1clϵ2

}
,

where ∆0 := F (θ0)− f∗ and f∗ := minθ Eζ [∇f(θk, ζ)], then we let uk := mk + (1− β1)vk and
have:

1

T + 1

T∑
k=0

E
(∥∥∥uk + λkθ̃k

∥∥∥2) ≤ ϵ2,

and
1

T + 1

T∑
k=0

E
(∥∥∥mk − gfull

k

∥∥∥2) ≤ ϵ2

4
,

1

T + 1

T∑
k=0

E
(
∥vk∥2

)
≤ ϵ2

4
.

Hence, we have:

1

T + 1

T∑
k=0

E

(∥∥∥∥∇θk

(
λk

2
∥θ∥2√nk

+ Eζ [∇f(θk, ζ)]

)∥∥∥∥2
)

≤ 4ϵ2.

Proof. For convince, we let uk := mk + (1− β1)vk and gfull
k := Eζ [∇f(θk, ζ)]. We have:∥∥∥uk − gfull

k

∥∥∥2 ≤ 2
∥∥∥mk − gfull

k

∥∥∥2 + 2(1− β1)
2∥vk∥2.

By Lemma 2, Lemma 3, and Lemma 4, we already have:

Fk+1(θk+1) ≤ Fk(θk)−
ηcl
4

∥∥∥uk + λkθ̃k

∥∥∥2 + ηcu

∥∥∥gfull
k −mk

∥∥∥2 + ηcu(1− β1)
2∥vk∥2, (13)

E
(∥∥∥mk+1 − gfull

k+1

∥∥∥2) ≤ (1− β1)E
(∥∥∥mk − gfull

k

∥∥∥2)+
(1− β1)

2
L2

β1
E
(
∥θk+1 − θk∥2

)
+ β2

1σ
2

(14)

E
(
∥vk+1∥2

)
≤ (1− β2)E

(
∥vk∥2

)
+ 2β2E

(∥∥∥gfull
k+1 − gfull

k

∥∥∥2)+ 3β2
2σ

2 (15)

Then by adding Eq.(13) with ηcu
β1

× Eq.(14) and ηcu(1−β1)
2

β2
× Eq.(15), we can get:

E(Φk+1) ≤ E

(
Φk − ηcl

4

∥∥∥uk + λkθ̃k

∥∥∥2 + ηcu
β1

(
(1− β1)

2
L2

β1
∥θk+1 − θk∥2 + β2

1σ
2

))

+
ηcu(1− β1)

2

β2
E
(
2β2L

2∥θk+1 − θk∥2 + 3β2
2σ

2
)

≤E

(
Φk − ηcl

4

∥∥∥uk + λkθ̃k

∥∥∥2 + ηcuL
2

(
(1− β1)

2

β2
1

+ 2(1− β1)
2

)
∥θk+1 − θk∥2

)
+ (β1 + 3β2)ηcuσ

2

(a)

≤E
(
Φk − ηcl

4

∥∥∥uk + λkθ̃k

∥∥∥2 + ηcuL
2

β2
1

∥θk+1 − θk∥2
)
+ 4βmηcuσ

2

(b)

≤E
(
Φk +

(
(ηcu)

3L2

β2
1

− ηcl
4

)∥∥∥uk + λkθ̃k

∥∥∥2)+ 4βmηcuσ
2

≤E
(
Φk − ηcl

8

∥∥∥uk + λkθ̃k

∥∥∥2)+ 4βmηcuσ
2,

where we let:

Φk := Fk(θk)− f∗ +
ηcu
β1

∥∥∥mk − gfull
k

∥∥∥2 + ηcu(1− β1)
2

β2
∥vk∥2,

βm = max {β1, β2} ≤ 2

3
, η ≤ clβ

2
1

8c3uL
2
,
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and for (a), when β1 ≤ 2
3 , we have:

(1− β1)
2

β2
1

+ 2(1− β1)
2
<

1

β2
1

,

and (b) is due to Eq.(12) from Lemma 2. And hence, we have:

T∑
k=0

E(Φk+1) ≤
T∑

k=0

E(Φk)−
ηcl
8

T∑
k=0

∥∥∥uk + λkθ̃k

∥∥∥2 + (T + 1)4ηcuβmσ2.

Hence, we can get:

1

T + 1

T∑
k=0

E
(∥∥∥uk + λkθ̃k

∥∥∥2) ≤ 8Φ0

ηclT
+

32cuβσ
2

cl
=

8∆0

ηclT
+

8cuσ
2

β1clT
+

32cuβmσ2

cl
≤ ϵ2,

where

∆0 := F (θ0)− f∗, βm ≤ clϵ
2

96cuσ2
, T ≥ max

{
24∆0

ηclϵ2
,
24cuσ

2

β1clϵ2

}
.

We finish the first part of the theorem. From Eq.(14), we can conclude that:

1

T + 1

T∑
k=0

E
(∥∥∥mk − gfull

k

∥∥∥2) ≤ σ2

βT
+

L2η2c2uϵ
2

β2
1

+ β1σ
2 <

ϵ2

4
.

From Eq.(15), we can conclude that:

1

T + 1

T∑
k=0

E
(
∥vk∥2

)
≤ 2L2η2c2uϵ

2 + 3β2σ
2 <

ϵ2

4
.

Finally we have:

1

T + 1

T∑
k=0

E

(∥∥∥∥∇θk

(
λk

2
∥θ∥2√nk

+ Eζ [f(θk, ζ)]

)∥∥∥∥2
)

≤ 1

T + 1

(
T∑

k=0

E
(
2
∥∥∥uk + λkθ̃k

∥∥∥2 + 4
∥∥∥mk − gfull

k

∥∥∥2 + 4∥vk∥2
))

≤ 4ϵ2.

Now, we have finished the proof.

G Auxiliary Lemmas

Proposition 1. If Assumption 2 holds. Given β3 ≤ ε
c2∞

, we have:∥∥∥∥ηk − ηk−1

ηk−1

∥∥∥∥
∞

≤ β3c
2
∞

ε
.

Proof. Note that, give any index i ∈ [d]:∣∣∣∣(ηk − ηk−1

ηk−1

)
i

∣∣∣∣ = ∣∣∣∣(√
nk−1 + ε√
nk + ε

)
i

− 1

∣∣∣∣.
By the definition of nk, we have:(

nk−1 + ε

nk + ε

)
i

= 1 +

(
nk−1 − nk

nk + ε

)
i

=1 + β3

(
nk−1 − (gk + (1− β2)(gk − gk−1))

2

nk + ε

)
i

∈
[
1− β3c

2
∞

ε
, 1 +

β3c
2
∞

ε

]
,
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hence, we have:(√
nk−1 + ε√
nk + ε

)
i

∈

[√
1− β3c2∞

ε
,

√
1 +

β3c2∞
ε

]
⊂
[
1− β3c

2
∞

ε
, 1 +

β3c
2
∞

ε

]
,

where we utilize the fact
√

1− β3c2∞
ε ≥ 1− β3c

2
∞

ε when β3 ≤
√
ε

c∞
. In conclusion, we get:∣∣∣∣(ηk − ηk−1

ηk−1

)
i

∣∣∣∣ ∈ [0, β3c
2
∞

ε

]
.

We finish the proof.

Lemma 3. Consider a moving average sequence:

mk = (1− β)mk−1 + βgk,

where we note that:
gk = Eζ [∇f(θk, ζ)] + ξk,

and we denote gfull
k := Eζ [∇f(θk, ζ)] for convenience. Then we have:

E
(∥∥∥mk − gfull

k

∥∥∥2) ≤ (1− β)E
(∥∥∥mk−1 − gfull

k−1

∥∥∥2)+
(1− β)

2
L2

β
E
(
∥θk−1 − θk∥2

)
+ β2σ2.

Proof. Note that, we have:

mk − gfull
k =(1− β)

(
mk−1 − gfull

k−1

)
+ (1− β)gfull

k−1 − gfull
k + βgk

=(1− β)
(
mk−1 − gfull

k−1

)
+ (1− β)

(
gfull
k−1 − gfull

k

)
+ β

(
gk − gfull

k

)
.

Then, take expectation on both sides:

E
(∥∥∥mk − gfull

k

∥∥∥2)
=(1− β)

2E
(∥∥∥mk−1 − gfull

k−1

∥∥∥2)+ (1− β)
2E
(∥∥∥gfull

k−1 − gfull
k

∥∥∥2)+ β2σ2+

2(1− β)
2E
(〈

mk−1 − gfull
k−1,g

full
k−1 − gfull

k

〉)
≤
(
(1− β)

2
+ (1− β)

2
a
)
E
(∥∥∥mk−1 − gfull

k−1

∥∥∥2)+(
1 +

1

a

)
(1− β)

2E
(∥∥∥gfull

k−1 − gfull
k

∥∥∥2)+ β2σ2

(a)

≤ (1− β)E
(∥∥∥mk−1 − gfull

k−1

∥∥∥2)+
(1− β)

2

β
E
(∥∥∥gfull

k−1 − gfull
k

∥∥∥2)+ β2σ2

≤(1− β)E
(∥∥∥mk−1 − gfull

k−1

∥∥∥2)+
(1− β)

2
L2

β
E
(
∥θk−1 − θk∥2

)
+ β2σ2,

where for (a), we set a = β
1−β .

Lemma 4. Consider a moving average sequence:

vk = (1− β)vk−1 + β(gk − gk−1),

where we note that:
gk = Eζ [∇f(θk, ζ)] + ξk,

and we denote gfull
k := Eζ [f(θk, ζ)] for convenience. Then we have:

E
(
∥vk∥2

)
≤ (1− β)E

(
∥vk−1∥2

)
+ 2βE

(∥∥∥gfull
k − gfull

k−1

∥∥∥2)+ 3β2σ2.
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Proof. Take expectation on both sides:

E
(
∥vk∥2

)
= (1− β)

2E
(
∥vk−1∥2

)
+ β2E

(
∥gk − gk−1∥2

)
+ 2β(1− β)E(⟨vk−1,gk − gk−1⟩)

(a)
=(1− β)

2E
(
∥vk−1∥2

)
+ β2E

(
∥gk − gk−1∥2

)
+ 2β(1− β)E

(〈
vk−1,g

full
k − gk−1

〉)
(b)

≤(1− β)
2E
(
∥vk−1∥2

)
+ 2β2E

(∥∥∥gfull
k − gfull

k−1

∥∥∥2)+ 2β(1− β)E
(〈

vk−1,g
full
k − gk−1

〉)
+ 3β2σ2

(c)

≤(1− β)
2E
(
∥vk−1∥2

)
+ 2β2E

(∥∥∥gfull
k − gfull

k−1

∥∥∥2)+ 2β(1− β)E
(〈

vk−1,g
full
k − gfull

k−1

〉)
+ 3β2σ2

(d)

≤ (1− β)E
(
∥vk−1∥2

)
+ 2βE

(∥∥∥gfull
k − gfull

k−1

∥∥∥2)+ 3β2σ2,

where for (a), we utilize the independence between gk and vk−1, while for (b):

E
(
∥gk − gk−1∥2

)
≤ E

(∥∥∥gk − gfull
k

∥∥∥2)+ 2E
(∥∥∥gfull

k−1 − gk−1

∥∥∥2)+ 2E
(∥∥∥gfull

k − gfull
k−1

∥∥∥2),
for (c), we know:

E
(〈

vk−1,g
full
k−1 − gk−1

〉)
= E

(〈
(1− β)vk−2 + β(gk−1 − gk−2),g

full
k−1 − gk−1

〉)
=E
(〈

(1− β)vk−2 − βgk−2,g
full
k−1 − gk−1

〉)
+ βE

(〈
gk−1 − gfull

k−1 + gfull
k−1,g

full
k−1 − gk−1

〉)
=− βE

(∥∥∥gfull
k−1 − gk−1

∥∥∥2),
and thus E

(〈
vk−1,g

full
k − gk−1

〉)
= E

(〈
vk−1,g

full
k − gfull

k−1

〉)
− βE

(∥∥∥gfull
k−1 − gk−1

∥∥∥2). Fi-
nally, for (d), we use:

2E
(〈

vk−1,g
full
k − gfull

k−1

〉)
≤ E

(
∥vk−1∥2

)
+ E

(∥∥∥gfull
k − gfull

k−1

∥∥∥2).
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