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Abstract

Most large language models (LLMs) today excel at generating raw, sequential
code with minimal abstractions and custom structures. However, there has been
little work on graph-based abstract code generation, where significant logic is
encapsulated in predefined nodes and execution flow is determined by edges. This
is relevant for visual programming languages, and in cases where raw source code is
inaccessible to users and LLM training sets. In this work, we propose and evaluate
JSON representations for graphs to enable high accuracy graph-based abstract code
generation. We evaluate these representations on ScratchTest, a mini-benchmark
based on our custom Python re-implementation of Scratch, which tests the LLM
in code graph space. Our findings demonstrate that LLMs can indeed perform
the aforementioned generation task in a single pass without relying on specialized
or complex pipelines, given the correct graph representations. We also show that
different representations induce significantly different accuracies, highlighting the
instrumental role of representations in this generation task. All in all, this work
establishes the first steps towards representation learning for graph-based abstract
code generation.

1 Introduction

Large language models (LLMs) [5] have increased in capability significantly over recent years in not
only natural language tasks, but also the more syntactically rigorous task of code generation [6} 2]].
These models excel not only in code completion [20, 143} 147]], but also in instruction-following to
generate code in natural-language-to-code (NL2Code) tasks [2} 13, [53]]. Indeed, many LLMs today, be
they open-weight or otherwise, feature a code fine-tuning of them, such as Qwen3-Coder [49, [38], or
have their coding capabilities highlighted by model developers and evaluators through blog highlights
and benchmark performance reporting, such as those for GPT-5 [33]], Claude Opus 4.1 [31], and
DeepSeek-R1 [9]. This is in no small part due to the abundance of benchmarks that specifically
evaluate the code generation, understanding, and/or problem-solving capabilities of these models,
such as SWE-bench Verified [34] and Weapons of Mass Destruction Proxy - Cyber [25]. The success
of agentic tools in Cursor [8]], Codex [32], and ClaudeCode [1] is a testament to how capable these
models are in coding, and how rapidly these capabilities have developed in the past two years of their
massive popularity and widespread adoption.

However, these coding tasks are restricted to the domain of raw, sequential code, which is the style
of code that software engineers are most familiar with and thus have produced an abundance of
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data of that is available online for training: neatly arranged line-by-line in a file as a string in an
intuitively linear fashion. Of course, code need not necessarily be written in this form; there are
many graph-based languages like Scratch [29]], Unreal Engine Blueprints [13], and n8n software [30]
that are widely used by beginner programmers for learning how to think programmatically, game
developers and designers for rapid prototyping, and software engineers for implementing agentic Al
workflows, respectively. Despite its prevalence, the domain of graph-based abstract code has thus
far been sidelined, which is evident in the lack of benchmarks related to it. There is also no unified
representation of these graph-based code fragments. As such, LLMs today lack the ability to reliably
generate logically sound graph-based code that accomplishes the task or goal detailed in the user
query, or even graph-based code that compiles.

Furthermore, research on graph-based abstract code generation has greater implications in supporting
LLMs in cases where there are minimal code implementation examples available, such as in newer
libraries. This is because inherent in this flavor of code is the fact that implementation details are
abstracted away from the user and thus the LLM. While it can be argued that any programming
language abstracts implementation details away, the abundance of available data of such abstractions
in, for instance, GitHub repositories that is exposed to these LLMs during pre-training and fine-tuning
eliminates that barrier [24, 27|]. However, for lesser-known or newer libraries or frameworks, this
is hardly the case. In fact, we argue that these libraries or frameworks face the same challenge
as graph-based coding languages: abstraction. Furthermore, the existence of Scratch, Blueprints,
and other similar languages shows that raw code can be represented as graphs, and thus the code
underlying these lesser-known or newer libraries or frameworks can also be represented as graphs.
While in-context learning [11] seems like a potential solution, it is more suited for familiarizing
LLMs with new syntax, not logic flows; graph-based languages introduce interesting non-linear
relationships between code fragments in the form of nodes, posing a challenge in-context learning is
ill-equipped to solve. As such, advancing graph-based code generation also advances the general
capability of LLMs to generate code using the libraries or frameworks that are disproportionately
underrepresented in their training data.

As such, our contributions are as follows:

* We propose a simple JSON representation of nodes that enables current LLMs to gener-
ate the most syntactically and logically accurate code graphs when given a list of those
representations as reference compared to other JSON representations.

* We propose a JSON representation of code graphs that further enables current LLMs to
generate the most syntactically and logically accurate code graphs when outputting that
representation compared to other JSON representations.

* We propose a new mini-benchmark based on a Python re-implementation of Scratch to
evaluate graph-based abstract code generation capabilities of LLMs.

Our work focuses on improving the performance of a one-agent LLM framework without fine-tuning
[28, [10], in-context learning [[11]], or other additions to the base model. In other words, we focus on
showing how integrating the correct node and graph representations into the LLM’s prompt increases
the LLM’s generation accuracy. Code is available in the |GitHub repositoryl

2 Related Work

2.1 Graph Understanding and Generation

Past work on graph generation includes GraphRNN [52]] and GraphGAN [42]. Though leveraging
distinct approaches, both are suited for generating generic nodes and edges by learning a particular
graph distribution represented in the ground truth set. However, these approaches do not translate
well for our focus on graph-based code generation; these past approaches focus on instantiating
graph models based on characteristics or properties of a set of observed graphs, while our focus is
on generating graphs which fulfill a functional objective as we work with rich nodes that encode
information and rich edges that encode logic and data flow. The same limitation exists in Fatemi
et al. [15], Wang et al. [41], Ye et al. [50], and Zhang [54] as the foci of these papers are on graphs as
mathematical objects instead of representations of logic, and on evaluating LLM graph understanding
(e.g. whether two nodes are connected to each other) instead of on completion based on the encoded
logic within each graph.
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More recently, there has been work on Graph Foundation Models (GFMs) [26], which are built
on either graph neural networks (GNNs) [39] or LLMs. While GFMs are designed to handle non-
Euclidean data for graphs, we argue that it is unnecessary, at least for our focus, as graphs can
be represented as plain string or stringified JSON, both being Euclidean. As to the backbones of
GFMs, it has been shown that GNNs do not scale well with current hardware [44], 140} 48]], while the
representation used by the proposed LLM-based GFMs relies too heavily on brittle natural language
rather than structured representations like JSON. The limitations of GFMs also apply to the work by
Jin et al. [22]] as they leverage GNNs and/or natural language translations of graphs. Instead, we show
that with a correct structured representation of code graphs, vanilla LLMs alone suffice in generating
syntactically and logically sound graphs.

2.2 LLM Coding Agents

The other side of our work is code generation, which today’s LLMs are extremely capable of, as
aforementioned. Recent work in reinforcement learning on chain-of-thought has increased LLM
capabilities in verifiable domains, including mathematics and coding [45}51},9]]. Prior to that, methods
like fill-in-the-middle (FIM) [4]] have proved effective in training code models like CodeGemma [7]],
and data processing methods in the form of file-level and repo-level pre-training have also proven
effective in increasing the accuracy of code models like Qwen?2.5-Coder [21]]. LLM code capabilities
have also been enhanced by constrained decoding for structured output generation [[19} 12, [46] [16]],
as much of software engineering relies on reliable structures for reliable data flows.

However, it is evident that LLMs, be they foundation models or fine-tunes or agents, show greater
capability in generating certain languages, libraries, frameworks, etc. than others 21 [36]. This
discrepancy is due to the different levels of availability of data online for different domains. We thus
hypothesize that having LLMs generate graph-based code in an ubiquitous format like JSON will
increase their accuracy.

3 ScratchTest

Before discussing our proposed representations, it is valuable to first explain the mini-benchmark
we used to run the evaluations, and to ground what we mean by graph-based abstract code in real
examples. This section thus discusses ScratchTest, a set of test prompts and correct behaviors that
assesses the accuracy of an LLM in implementing nodes of a re-implementation of Scratch [29]]
written in Python.
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Figure 1: Two Scratch blocks from each built-in block type in the Scratch online editor.

Scratch is a beginner-friendly, high-level programming language that is based on the concept of
blocks, which can be thought of as nodes in a graph (we thus use “block” and “node” interchangeably
in this paper). Programs in Scratch primarily manipulate a sprite using built-in blocks of various



types: motion, looks, sound, event, control, sensing, operator, and variable [29]. A subset of these
blocks is found in Figure|l] Scratch blocks abstract away many implementation details, hence are
used by users through connecting them together (as indicated by the indents and outdents of each
block) and modifying the default parameters (e.g. 10 in “move 10 steps”), rather than writing lines
of code that are more akin to Python or C++ to manipulate primitives and keywords. ScratchTest
includes Python re-implementations of 53 out of the 107 built-in Scratch blocks, chosen by which
blocks can be feasibly implemented in a command line interface (CLI). The full list of blocks that are
included in ScratchTest is found in Appendix [A]

To preserve simplicity in implementation and output analysis, and given the constraints of a CLI,
the blocks in ScratchTest do not directly manipulate a sprite nor any visual element. Instead, we
rely on each block returning a behavior log (e.g. a “move n steps” block would output “moved n
steps” when called). We also persist a dictionary of sprite attributes, such as its x-position, y-position,
and direction (i.e. rotation). Furthermore, each complete and valid graph as the final output of our
proposed methodology outputs a Python file that directly interfaces with the classes and functions of
the Scratch re-implementation. As such, assessing both the behavior logs outputted by the graphs
generated by LLMs and the output Python file is how we evaluate the accuracy of these LLMs.

Note that our mini-benchmark currently does not have a canonical set of ground-truth behavior logs
nor Python files due to the high variability in approaches to satisfy the functionality requested in
a prompt. While we can curate more straightforward prompts to circumvent this issue, this risks
asking the LLM to implement functionalities which are too elementary, preventing the tests from
being sensitive enough to evaluate the proposed representations and their ablations or alternatives.
Hence, to ensure reliability and accuracy in the evaluation, we opt to manually evaluate both the
behavior logs and Python files of sufficiently complex prompts. A correct implementation is one
which outputs a reasonable behavior log and a logically accurate Python file based on the requested
functionality in the prompt.

WhenFlagClicked e RepeatUntil }M—»{ Repeat H MoveSteps H TurnRight ‘

Constant ("space”) H KeyPressed ‘ ‘ Constant (4) ‘ ‘ Constant (100) ‘ ‘ Constant (90) ‘

[Program started, ‘Repeat until "space” key pressed: ['Repeated 4 times: [\Moved 100 steps\,, \Turned right 90 degrees\]]]
{x":100.0,'y" 0.0, 'direction’: 90, 'size’: 100}

Figure 2: Correct output graph, behavior log, sprite state, and corresponding Pythonic Scratch for
prompt “When the green flag is clicked, continuously move in a square pattern until the user presses
the space key.”

ScratchTest includes 20 unique prompts that describe a certain functionality; for example, “When the
green flag is clicked, continuously move in a square pattern until the user presses the space key.” and
“When the ‘s’ key is pressed, say a secret password made of two random letters and three random
numbers.” Each prompt’s requested functionality can be accomplished by implementing at least one
permutation of the nodes available in ScratchTest. Figure 2] shows a sample correct graph of Scratch
nodes (with connected ports specified) with the corresponding behavior log, sprite state, and Python
file for the prompt specified in the caption. Each prompt is run five separate times; the resulting
behavior log and Python file corresponding to each prompt are thus also evaluated five separate times.

4 Representations

This section explains our proposed JSON representations to ensure the highest accuracy in graph
generation for a vanilla one-agent LLM framework compared to other JSON representations. These
include the node representation we provide the LLM as reference, as well as the graph representation
we steer the LLM to output. We include a reference node representation to provide the LLM
with context on what nodes (i.e. functions) it can use, which is crucial as it is not fine-tuned on the
particular graph-based library or framework. This is distinct from in-context learning; performing
in-context learning would be providing the LLM with correct prompt-graph pairs. We also include an
output graph representation to guide the LLM to generate a standardized structured output format



for the post-processing step that translates the generated graph into its equivalent in the Pythonic
Scratch implementation.

For our main experiments, we use OpenAl’s gpt-oss-120b [35] on Groq [18] as is. The exact model
configuration is found in Appendix [B] We also ran experiments on other LLMs, namely qwen3-32b
[49], deepseek-r1-distill-llama-70b [9], and llama-3.3-70b-versatile [17] on Groq; their respective
configurations are also found in Appendix [B] The system prompt can be found in Appendix [C]

It is important to note that the LLM is exposed only to the representations detailed in this section.
Notably, the Python implementation of Scratch is not at all provided to the LLM, which is to say that
the LLM is not aware of what logic underlies the JSON representations it is actually provided with.
This simulates real-world environments where the user (or LLM) is only given the function names
without the underlying logic that has been abstracted away. As such, the LLM is unable to use or
infer from the actual implementation to assist its generation, which is desired.

4.1 Reference Node Representation

We propose a node representation with the following format to be provided to the LLM as a reference
list of canonical nodes:

[NODENAME]: {
inPorts: {id: string, type: string }[],
fields: {id: string , type: string }[],
outPorts: {id: string , type: string }[]

More specifically:

* NODENAME: The name of the node. Each name corresponds to that of the actual block
in Scratch (e.g. WhenFlagClicked corresponds to the “when green flag clicked” block in
Scratch).

* inPorts: The input ports of the node, which are ports that correspond to an incoming edge.
These include ports that represent parameters, and EXEC ports which are connected to
an edge that is also connected to the node that immediately precedes the current node in
execution (the visual indent of a Scratch block is EXEC).

* fields: Parameters of the node that must be chosen from a predefined list. For instance, the
MathFunction node has a field called OPERATOR which takes in only the following values:
abs, floor, ceiling, sqrt, sin, cos, tan, asin, acos, atan, In, log, e, 10~. These are virtually
indistinguishable from inPorts during generation.

* outPorts: The output ports of the node, which are ports that correspond to an outgoing
edge. These include ports that represent return values, THEN ports which are connected to
an edge that is also connected to the node that immediately succeeds the current node in
execution (the visual outdent of a Scratch block is THEN), and SUBSTACK ports which are
connected to edges that are also connected to the nodes that exist within the loop/control
block (only relevant for control nodes).

¢ id: The unique identifier of each port (e.g. EXEC).
* type: The type that is to be connected to this port (e.g. number, string, Node).

We find that the addition of type to each port increases the accuracy of the graph generation, as
we observe that the LLM may hallucinate node-node or constant-node connections of incompatible
types (e.g. connecting a port of type number to a port of type string). Interestingly, we find that
adding natural language descriptions to both the nodes and the ports does not increase the accuracy
of the LLM in constructing the graph by any significant margin. We hypothesize that this is because
the node and port names are sufficiently descriptive for the LLM such that the addition of these
descriptions only increases the token count for a comparable accuracy. We will show in Section [5] the
quantitative effects of these additions on the accuracy of the generation through ablations.

The inclusion of id for each port helps in the post-processing step that translates the output graph
generated by the LLM to the equivalent Pythonic Scratch implementation. This is because each port
can then be uniquely identified and thus be well-assembled after the translation. Port IDs generally



correspond to parameter names (e.g. STEPS for the number of steps to move in a MoveSteps nodes),
but we also have the specially defined ports THEN and EXEC to facilitate the reconstruction of
execution flow such that the THEN port of some node is connected to the EXEC port of the next node
in the main graph. Another specially defined port is SUBSTACK, which is relevant only for control
nodes (e.g. Repeat, IfElse); the SUBSTACK port of a control node is connected to the EXEC port
of the nodes to be repeated, looped over, branched into, etc. Some nodes like IfElse have multiple
SUBSTACK ports to handle logic branches (i.e. one for the case where the condition is true, and
another for the case where the condition is false).

4.2 Output Graph Representation

We propose a graph representation with the following format to be outputted by the LLM:
{

nodes: {
[key: string]: {
name: string ,
value: anylnull

}

1,

edges: {
outNodelD: string ,
outPortID: string ,
inNodelD: string ,
inPortID: string

H

More specifically:

* nodes: A map of nodelDs to node data. nodeIDs are unique string identifiers such that no
two nodes in one graph can have the same ID. The node data dictionary has the node name
and the node value. The value field is always null except for when it is for a constant, in
which case its value is the value it is supposed to hold (e.g. 10, “Hello”, True). Note that
unique nodelDs are necessary as nodes of the same name may be instantiated more than
once in one graph (e.g. the graph may have multiple Add nodes).

 edges: An array of dictionaries representing edges. outNodelID belongs to the node whose
outPort is used for this edge (outPortID is the ID of said port). inNodeID belongs to the
node whose inPort is used for this edge (inPortID is the ID of said port). A field of a node
can be considered an inPort for the purposes of an edge.

As will be shown in our experiments detailed in the subsequent section, this particular output graph
representation achieves the highest generation accuracy compared to an alternative representation
which is equally as intuitive. We hypothesize that the separation of concerns between generating the
nodes and the edges reduces the margin of error for the LLM, and the generation itself is more linear
in the sense that connectable nodes are defined first and edges connecting those nodes are defined
later. This is in contrast to a representation where nodes and edges are defined within the same atomic
JSON object, where nodes that are defined later are referenced earlier, and one edge must be defined
twice (first from the perspective of the outNode via the outPin, and second from the perspective of
the inNode via the inPin), resulting in duplicative and more error-prone effort.

The proposed output graph representation will then undergo a post-processing step to translate the
graph into the Python implementation of Scratch. The reconstruction first orders the nodes and edges
using topological sort, as the graph must be a directed acyclic graph for it to have a valid execution
sequence; the existence of for loops and other similar logic is handled by the respective nodes, which
prevents instances of actual loops in the graph representation. After the sort, the post-processing step
constructs a Python file which contains the Pythonic Scratch methods obtained after translating the
nodes and edges in the graph representation. The translation process includes instantiating Scratch
block objects bound to variables named the respective nodelDs, defining constants, passing in nodes
or constants as arguments to the block objects whenever necessary, adding nodes to the respective
substacks of control nodes, and connecting the nodes sequentially based on the THEN and EXEC
ports.



5 Evaluation

We conduct ablation studies to evaluate the impact of including and omitting certain components from
both the reference node representation and the output graph representation. As a reminder, a correct
implementation is one that outputs a reasonable behavior log and a logically accurate Python file; an
incorrect implementation is either logically flawed or results in an error during the post-processing
step or during the execution of the constructed Pythonic Scratch implementation. The results shown
in Sections[5.1|and [5.2] are for gpt-oss-120b; results for other models can be found in Appendix [G|

5.1 Reference Node Representation
Breaking down the ablations, we have the following three reference node representations:

* No Types: Our proposed representation, but without types for both nodes and ports. This
representation is essentially the minimal baseline representation.

» Extra Description: Our proposed representation, but with description fields for both nodes
and ports (e.g. the description for the MoveSteps node is “Move sprite forward by specified
number of steps”, and that for the EXEC port is “Previous block that triggers this block™).

* Proposed: Our actual proposed representation described in Section4.1]

Evaluating the ablations on 20 ScratchTest prompts five independent times each, we obtain the results
shown in Table[I] For a granular per-prompt breakdown of the results, please refer to Appendix [E]

Table 1: ScratchTest results for reference node representation ablations.

Name Runl Run2 Run3 Run4 Runb5
No Types 12/20  14/20 12/20 1520 12/20
Extra Description  14/20  16/20 14/20 17/20 13/20
Proposed 16/20 14/20 15/20 16/20 14/20

We conclude that Proposed has the highest mean accuracy (albeit only slightly more accurate than
Extra Description) and is the most consistent across runs. The results summary is shown in Table 2]

Table 2: Summary results for reference node representation ablations.

Name Mean Standard Deviation
No Types 0.65 0.071
Extra Description  0.74 0.082
Proposed 0.75 0.050

Calculating the two-sided p-values with Welch’s t-test, and setting the significance level o = 0.05,
the difference in accuracy between Proposed and No Types is significant as p = 0.036 < «; however,
that between Proposed and Extra Description is not significant as p = 0.82 > «. This shows that
while adding types increases accuracy by a statistically significant amount, adding descriptions does
not; descriptions are unnecessary, cost more in terms of tokens, and do not scale as robustly due
to the extra tokens per node. We posit that descriptions must be well-thought out and sufficiently
verbose to result in a significant increase in accuracy (but at the cost of tokens) as otherwise accuracy
may instead decrease due to misleading or vague descriptions; a more scalable alternative is to name
the nodes and ports sufficiently descriptively, and if necessary create a mapping between the more
descriptive names to the actual names provided by the abstracted library or package. The exact
descriptions used are all included in the |GitHub repository, where one can see the difference in token
counts between Proposed and Extra Description.
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5.2 Output Graph Representation

Breaking down the ablations, we have Proposed, which is our actual proposed representation
described in Section[d.2] (this is identical to Proposed in Table[I)), and Alternative, which is further
described below:

[key: string]: {
nodeName: string ,
value: anylnull,
edges: {
portID: string,
otherNodelID: string

1
}

More specifically (refer to Section[4.2] for more explanation of the respective attributes):

* key: The keys of the JSON object are nodelDs.
¢ nodeName: The name of the node.
¢ value: The value of the node.

» edges: An array of dictionaries representing edges. portID is the ID of the port on this
current node that is connected to this edge. otherNodelD is the ID of the other node that is
connected to this edge (i.e. is paired with this current node by this edge).

Given the different output graph representation, the system prompt for Alternative is also different.
It is outlined in Appendix D]

Evaluating the ablations on 20 ScratchTest prompts five independent times each, we obtain the results
shown in Table 3] For a granular per-prompt breakdown of the results, please refer to Appendix [F}

Table 3: ScratchTest results for output graph representation ablations.

Name Runl Run2 Run3 Run4 Runb5

Alternative  10/20 9/20 10/20 11/20 9/20
Proposed 16/20 14/20 15/20 16/20 14/20

The mean accuracy of Alternative is 0.49 and its standard deviation is 0.042; Proposed has a
significantly higher mean accuracy and a slightly lower consistency (refer to Table [2). Calculating
the two-sided p-value with Welch’s t-test, and setting the significance level o = 0.05, the difference
in accuracy between Proposed and Alternative is significant as p = 0.000024 < «. With 95%
confidence, Proposed improves accuracy by 23-29% compared to Alternative.

Common errors faced by the alternative representation include connecting ports of the same direction
together (i.e. connecting an outPort with another outPort, or an inPort with another inPort) and
forgetting to define the ports for the two nodes that are connected by the particular edge (recall
how Alternative requires one edge to be defined twice). These are fundamental and thus critical
errors. Hence, we conclude that our proposed output graph representation indeed enables the LLM to
generate more accurate graphs.

6 Limitations

Our proposed representations do not enable the LLM to achieve 100% accuracy. We primarily
observe these two common errors: failing to create a valid directed acyclic graph, and referencing
an undeclared variable. It is to be noted that this work establishes the first steps towards graph-
based abstract code generation, and we encourage and will ourselves embark on further research
to find more effective representations and/or tokenization and encoding methods to increase the
accuracy of the generated code graphs. Furthermore, we intentionally limit this work to the vanilla



one-agent framework, recognizing that fine-tuned models as well as multi-agent frameworks that
include planning and error-correction will likely boost the accuracy, especially for more complex
long-horizon tasks, prompts which are exceedingly high-level (e.g. create a platformer game using
only Scratch blocks), or frameworks or libraries with hundreds or thousands of nodes. Our goal
in this paper is to propose representations that outperform other similar representations to act as a
baseline for further refinement to the model or pipeline architecture.

7 Conclusion

It has been observed that the code generation capability of LLMs is a research focus prioritized by
leading labs and companies [6l 2| 20l [1} 38]], most advancing these capabilities through post-training
methods like chain-of-thought reasoning for foundation models [9], or relying on multi-turn methods
leveraging planning and/or error-correction [14} 23] for downstream applications. However, the
current focus is heavily on raw, sequential code with minimal abstractions, while minimal work has
been done on graph-based abstract code. We argue that the latter is also an important direction in
code generation, as not only do many software tools today leverage visual graph-based programming
languages [29} 13| 30], but also this flavor of code essentially represents niche or specialized libraries
or frameworks that abstract away implementation details from downstream users and thus from
training data for LLMs [37, 12, [36]. Our work acts as an early step towards graph-based abstract code
generation, and we posit that finding the optimal representations of these graphs allows even current
LLMs that are not specially trained to understand and generate non-sequential graphs to achieve a
relatively high accuracy in this task.

A key idea of our proposed representations, both for reference nodes and output graphs, is that current
LLMs are already frequently exposed to and thus well-capable of generating JSON or structured
outputs. The question we aim to answer is thus “what JSON representation will yield the highest
accuracy consistently for graph-based abstract code generation using today’s LLMs?” Through
evaluating ablations of our proposed representations on our new mini-benchmark ScratchTest, we
conclude that our proposed representations are indeed the JSON representations that would yield
the highest accuracy in the most consistent and resource-conservative manner, particularly for the
one-agent framework without fine-tuning, in-context learning, multi-turn interactions, etc. Adding
the aforementioned techniques and using frontier models will likely further increase the generation
accuracy; what is valuable from our research for this future work is the baseline accuracy guarantees
as demonstrated in the ScratchTest results. Given that our work proposes structures for reference
nodes and output graphs, it can easily be adapted to larger and more complex graph-based domains
beyond Scratch, as long as the context window of the LLM can accommodate the representations.

Furthermore, in attempting to answer the aforementioned question, we observe a behavior that has
implications beyond graph-based abstract code generation. We learn that the capabilities of an LLM
depend not only on its architecture and training data, but also the representation of information that
it is provided within its context window during inference, and the representation of the output it is
steered to generate. In other words, the same LLM can generate outputs of varying qualities given
the same prompt structure but different representations. While we do not have definitive conclusions
nor hypotheses as to why this occurs for the general case beyond the particular ablations evaluated in
this work, it is nevertheless an important idea to bear in mind when working with these and similar
models.

All in all, we hope that our work will spur more research into graph-based abstract code generation,
either through searching for even better representations (that may not necessarily be JSON-based) or
through innovating new algorithms and generative models that specialize in code graph space. We
believe that these are promising directions for future work in deep learning for code.

Acknowledging societal impacts: We acknowledge that there are broader societal impacts of our
work. Improving graph-based abstract code generation will increase the productivity of users of
the tools which rely on graph-based code, yet it may also cause job loss in particular fields where
automation becomes predominant. It is our hope that the tools our work inspires will be designed to
assist and empower human users, not replace them.
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A All ScratchTest Blocks

. WhenFlagClicked
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34. Subtract
35. Multiply
36. Divide

37. Random
38.
39.
40.
41.
42.
43,
44,
45.
46.
47.
48.
49.
50.

LessThan
Equals
And

Or

Not

Join
LetterOf
LengthOf
Contains
Mod
Round

52.
53.

GreaterThan

MathFunction

51. SetVariable
ChangeVariableBy
GetVariable

B LLM Configurations

B.1 gpt-oss-120b

B.2 qwen3-32b

Attribute Value
Model openai/gpt-oss-120b
Temperature 1
Max Completion Tokens 8192
Top P 1
Reasoning Effort Medium
Attribute Value
Model qwen/qwen3-32b
Temperature 1
Max Completion Tokens 8192
Top P 1
Reasoning Effort Default

B.3 deepseek-rl-distill-llama-70b

Attribute Value
Model deepseek-r1-distill-llama-70b
Temperature 1

Max Completion Tokens
Top P

8192
1
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B.4 llama-3.3-70b-versatile

Attribute Value

Model llama-3.3-70b-versatile
Temperature 1

Max Completion Tokens 8192

Top P 1

C LLM System Prompt

## Goal

You are an expert software engineer extremely proficient in programming using a graph-based, visual
programming language. You will be provided with the following information:

**User Query**: The overall functionality that you are required to fulfill through calling pre-declared
functions.

Your task is to analyze the **User Query** and generate a connected graph that fulfills the requested
functionality in **User Query**. All necessary nodes and connections MUST be included in your
output. Each node can be instantiated in the graph more than once.

## Node Reference (Complete Form)
Every possible node in their complete form:
{reference_nodes}

## Output Format

Your output must be a JSON object in the following format: {“nodes”: Dict[str, Node], “edges™:
List[Edge]}

The keys of the ‘nodes’ dictionary are NODEIDs, which are unique string identifiers such that no two
nodes can have the same NODEID. A NODEID must contain only letters (a-z, A-Z) and be prefixed

29

with “node_".

The Node type is {“name”: NODENAME, “value”: anylNone} The value field of a Node type is
always None except for when it is for a constant, in which case its NODENAME is “Constant” and
its value is the value it is supposed to hold (e.g. 10, “Hello”, True).

The Edge type is {“outNodelD”: str, “outPortID”: str, “inNodelD”: str, “inPortID”: str} outNodelD is
the NODEID of the node of which you are using one of the outPorts. inNodelD is the NODEID of the
node of which you are using one of the inPorts. Connecting constants to a node should be done like the
following example: “moving 10 steps” means having the edge {“outNodeID’: IDOfAConstantNode,
“outPortID”: *”’, “inNodelD”: “IDOfAMoveStepsNode”, “inPortID”: “STEPS”}. A “field” of a node
can be considered an inPort for the purposes of an Edge. An outPort connects to an inPort; an outPort
cannot connect to another outPort, and an inPort cannot connect to another inPort.

D LLM System Prompt: Alternative Output Graph Representation

## Goal

You are an expert software engineer extremely proficient in programming using a graph-based, visual
programming language. You will be provided with the following information:

**User Query**: The overall functionality that you are required to fulfill through calling pre-declared
functions.

Your task is to analyze the **User Query** and generate a connected graph that fulfills the requested
functionality in **User Query**. All necessary nodes and connections MUST be included in your
output. Each node can be instantiated in the graph more than once.

## Node Reference (Complete Form)
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Every possible node in their complete form:
{reference_nodes}
## Output Format

Your output must be a JSON object in the following format: {[key: NODEID]: “nodeName”:
NODENAME, “value”: anylNone, “edges”: List[Edge]}

NODEIDs are unique string identifiers such that no two nodes can have the same NODEID. A
NODEID must contain only letters (a-z, A-Z) and be prefixed with “node_". The value field of a
Node type is always None except for when it is for a constant, in which case its NODENAME is
“Constant” and its value is the value it is supposed to hold (e.g. 10, “Hello”, True).

The Edge type is {“portID”: str, “otherNodeID”: OTHERNODEID }

OTHERNODEID is the NODEID this current node is connected to via the port with ID that matches
the one specified in portID. An outPort connects to an inPort; an outPort cannot connect to another
outPort, and an inPort cannot connect to another inPort. A Constant node has only one port, and it is
an outPort: VALUE. A “field” of a node can be considered an inPort for the purposes of an Edge.
Port connections must be defined in the “edges” list for both the to and from nodes.

E Granular Per-Prompt Results Breakdown: Reference Node Representation

The following results are ordered by prompt number. The prompts are:

1. When the green flag is clicked, continuously move in a square pattern until the user presses
the space key.

2. When the “r” key is pressed, set size to a random number between 50 and 150.

3. When the “s” key is pressed, say a secret password made of two random letters and three
random numbers.

4. When the green flag is clicked, simulate a loading bar by incrementally increasing a progress
variable and displaying it.

5. When the green flag is clicked, repeat until key “q” is pressed: move randomly.

6. When the green flag is clicked, move forward by 50 steps and rotate right 45 degrees,
repeating forever.

7. When the “down arrow” key is pressed, decrease the sprite’s size by 10.
8. When the green flag is clicked, repeat until X is greater than 150: move 10 steps.
9. When the green flag is clicked, join “X is ”” with current X position and say it.
10. When the “d” key is pressed, set X to 30 and Y to 6.
11. When the green flag is clicked, simulate a spiral by increasing steps and turning each time.
12. When the green flag is clicked, if size is greater than 100, say “Too big!”.
13. When the green flag is clicked, say a sentence constructed from 3 random words.
14. When the “r” key is pressed, simulate a die roll and say the result.
15. When the green flag is clicked, count up for 5s from 0 to 100, saying each number.
16. When the green flag is clicked, simulate a heartbeat by growing and shrinking repeatedly.
17. When the “left arrow” key is pressed, change X by -20 and say “Going left!”
18. When the green flag is clicked, wait until the “a” key is pressed, then jump to (0, 0).
19. When the green flag is clicked, alternate between saying “Tick” and “Tock” forever.

20. When the “x” key is pressed, say a randomly selected word from a list.

The results are logged using the following symbols: " means correct, X means incorrect logic, E
means the generation resulted in an error.
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E.1l Runl

Name Results
No Types E xExv' x E E
Extra Description X xEvVEE X
Proposed E E E
E.2 Run2
Name Results
No Types EvxxE X
Extra Description E Ev v xE
Proposed X Ev xx E
E3 Run3
Name Results
No Types xEEV x E E
Extra Description xEEV'E E
Proposed X Ev v x E
E4 Run4
Name Results
No Types X Evxv E
Extra Description E E
Proposed X X E
ES5 RunS$
Name Results
No Types X xExv' x E E
Extra Description X xEE E xE
Proposed X xE x E

F Granular Per-Prompt Results Breakdown: Output Graph Representation

The following results are ordered by prompt number. The prompts are the same as in Appendix [E]

The results are logged using the following symbols:
means the generation resulted in an error.

means correct, X means incorrect logic, E

F1 Runl
Name Results
Alternative Ev xE Ev x XEVEV E E
Proposed X E E E
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F.2 Run?2

Name Results

Alternative E EEEVE EE E xEE

Proposed X X Ev/ xx E
F3 Run3

Name Results

Alternative EVEE E EE x Ev' xXE

Proposed E X E X E
F4 Run4

Name Results

Alternative E EE EE EE EE

Proposed X E X E
F.5 Run$5

Name Results

Alternative E EE E xEv xx E EE

Proposed X E xE x B

G Evaluation for Other LLMs

The following results are ordered by prompt number. The prompts are the same as in Appendix [E]

The results are logged using the following symbols: v means correct, X means incorrect logic, E
means the generation resulted in an error.

G.1 qwen3-32b

Table 4: ScratchTest results for reference node representation ablations.

Name Results

No Types EXEEE Ex x EEx XE Ex v Ex
Extra Description = EEXEv ExXEv x XEEXE XEEEXx
Proposed EXVEX XX X EEv XEEx Vv XE

Table 5: ScratchTest results for output graph representation ablations.

Name Results

Alternative EEEEE EEEE x EEEEE EEEEE
Proposed Ex/EXx xx x EEv XEExv xE
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G.2 deepseek-rl-distill-llama-70b

Table 6: ScratchTest results for reference node representation ablations.

Name Results

No Types ExXEEx xxE EEVEE ExVEE
Extra Description EExEv EE X EEEXE x xv' EE
Proposed ExEE X E EEEEE v x vV EE

Table 7: ScratchTest results for output graph representation ablations.

Name Results

Alternative EEEEE EEEv E EEEEE EEEEE
Proposed EXxEE X E EEEEE v x v EE

G.3 llama-3.3-70b-versatile

Table 8: ScratchTest results for reference node representation ablations.

Name Results

No Types Ev xXEE vEE EEEVE EEVEx
Extra Description Ev EEE EEv EE EEXEE Ev EEx
Proposed EvEEx EVEv x EVVEV EvV VEE

Table 9: ScratchTest results for output graph representation ablations.

Name Results

Alternative EEEEE EEEEx v EEEE EEEEE
Proposed EvEEx EVEV/ xEvVEv E/VEE
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: We make sure to acknowledge the progress that has been made by the LLM and
Deep Learning For Code community in raw sequential code generation, while highlighting
that graph-based abstract code generation is an overlooked vertical in the field. We also
condition our approach to a one-agent LLM framework and JSON representations. We also
highlight our evaluation method, which is a new mini-benchmark based on our own Python
reimplementation of Scratch.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: We have a dedicated Limitations section which highlights the errors our
approach faces as well as the self-imposed restrictions we placed on our work, which when
lifted will likely increase the accuracy of the approach.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,

model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms

and how they scale with dataset size.

If applicable, the authors should discuss possible limitations of their approach to

address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.
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3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
Justification: The paper does not include theoretical results.
Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We have specified the model configurations, the platform we run it on, and the
system prompt (and its variations). We have also specified the prompts we used to test our
approach. These are found in Section 4 and Appendices B, C, D, and E.

Guidelines:

» The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

* If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

* Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

* While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
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In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: Since the OpenReview page does not have the Supplementary Material field,
we will be releasing the relevant materials via GitHub once we are able to unanonymize our
paper. Note that since we used Groq in our experiments, API credits must be purchased in
order to run them.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

¢ Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

 The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

 Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We have specified the model configurations, the platform we run it on, and the
system prompt (and its variations). We have also specified the prompts we used to test our
approach. These are found in Section 4 and Appendices B, C, D, and E.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: We have included standard deviations and p-values for statistical significance.
These are found in Section 5.
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8.

10.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: We specify the platform (Groq) which was used to run the experiments.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: We have reviewed the NeurIPS Code of Ethics and our paper conforms fully.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]
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11.

12.

Justification: We have described societal impacts in our paper in Section 7.
Guidelines:

* The answer NA means that there is no societal impact of the work performed.

o If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pre-trained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper does not pose such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We use open-source models and respect open-source licenses. We also use our
own dataset for benchmarking.

Guidelines:

» The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.
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13.

14.

15.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: Since the OpenReview page does not have the Supplementary Material field,
we will be releasing the relevant materials via GitHub once we are able to unanonymize
our paper. Documentation for these assets will be well-written and included alongside the
assets.

Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,

or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.

Guidelines:
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* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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