
Under review as submission to TMLR

Guided DropBlock and CNN Filter Augmentation for Data
Constrained Learning

Anonymous authors
Paper under double-blind review

Abstract

Deep learning algorithms have achieved remarkable success in various domains; yet, training
them in environments with limited data remains a significant hurdle, owing to their reliance
on millions of parameters. This paper addresses the intricate issue of training under data
scarcity, introducing two novel techniques: Guided DropBlock and Filter Augmentation for
resource-constrained deep learning scenarios. Guided DropBlock is inspired by the Drop-
Block regularization method. Unlike its predecessor, which randomly omits a contiguous
segment of the image, the proposed approach is more selective, focusing the omission on the
background and specific blocks that carry critical semantic information about the objects
in question. On the other hand, the filter augmentation technique we propose involves per-
forming a series of operations on the Convolutional Neural Network (CNN) filters during
the training phase. Our findings indicate that integrating filter augmentation while fine-
tuning the CNN model can substantially enhance performance in data-limited situations.
This approach results in a smoother decision boundary and behavior resembling an ensemble
model. Imposing these additional constraints on loss optimization helps mitigate the chal-
lenges posed by data scarcity, ensuring robust feature extraction from the input signal, even
when some learnable parameters within the CNN layers are frozen. We have validated these
enhancements on seven publicly accessible benchmark datasets, as well as two real-world
use cases, namely, identifying newborns and monitoring post-cataract surgery conditions,
providing empirical support for our claims.

1 Introduction

Data-driven applications strive to automate a variety of real-world challenges by deriving insights and making
decisions based on data. However, there are numerous real-world scenarios still uncharted, particularly in
resource-restricted environments as highlighted in various studies Wang et al. (2015); Xu et al. (2023); Li
et al. (2023). These settings often face constraints in terms of computational/hardware resources and data
accessibility Latif et al. (2020). Hardware limitations may arise due to a lack of computational resources,
such as the absence of GPUs, or restrictions in network connectivity from edge computing devices to the
cloud, often for security reasons associated with edge devices Tuggener et al. (2020). Conversely, the issue
of data scarcity can result from the inherent characteristics of certain applications, such as the identification
processes in newborns and pre-post cataract surgery scenarios, or from limitations in the sensing devices
themselves. This scenario presents a significant hurdle, as having sufficient high-quality training data is a
crucial prerequisite for constructing deep learning systems. Over time, as advancements in research have
occurred, meeting this prerequisite has become imperative for the development of high-performing deep
learning models He et al. (2016); Huang et al. (2017).

Training deep learning models in data-constrained environment (i.e., the training set has a limited number of
samples) often results in a skewed distribution of gradients, as the models struggle to fine-tune their millions
of parameters Badger (2022); Bailly et al. (2022). Consequently, these deep models exhibit poor general-
ization and convergence when applied to tasks with fewer samples in the dataset. This issue is particularly
noticeable in scenarios such as small object detection Yuan et al. (2023), budgeted data classification Feuer
et al. (2023), multi-task learning Wu & Peng (2022), high-resolution mapping Li (2021), text to signature
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Figure 1: Illustration of differences between DropBlock and Guided DropBlock. (a) an input image for a CNN
model. The yellow regions in (c) and (d) include the activation units, which contain semantic information
about cows shown in the input image (a) and the activation map (b). (c) In DropBlock, continuous regions
containing semantic information like head or feet can be removed. If the object’s size varies (as shown in (a),
which has four cows at different distances, hence different sizes within an image), then dropping a random
block can drop the whole object or miss it. Thus, it will lead to inefficiency in dropping semantic information.
(d) Proposed Guided DropBlock, where continuous regions are selected from the active features shown in
feature map (b).

transformations Tsourounis et al. (2022), and distributed semi-supervised learning Liu et al. (2022). To
mitigate the challenges posed by data-constrained environments, a variety of strategies have been proposed.
These include adjusting the adaptive learning rate Liu et al. (2019), facilitating the transfer of learnable
features Long et al. (2015), implementing rotation equivariant CNNs Veeling et al. (2018), augmenting
the dataset to increase sample numbers Cubuk et al. (2018); Krizhevsky et al. (2012); Park et al. (2022);
Salamon & Bello (2017); Simard et al. (2003); Suri et al. (2018), utilizing models pre-trained on extensive
datasets Keshari et al. (2018), adopting knowledge distillation techniques Hinton et al. (2015); Kim et al.
(2021), engaging in metric learning Ghosh et al. (2019), and applying regularization methods Ghiasi et al.
(2018); Srivastava et al. (2014). These approaches aim to alleviate the undergeneralization issue and enhance
the performance of deep models in data-constrained scenarios.

Few-shot learning presents a unique challenge in data-constrained scenarios, where it is defined as an m-
shot n-way classification task. In this context, m represents the count of labeled instances for each novel
category, and n signifies the quantity of unfamiliar categories to be classified. Various strategies have been
proposed to address this challenge, including approaches based on probability density Miller et al. (2000),
metric learning Luo et al. (2017); Vinyals et al. (2016), memory augmentation Santoro et al. (2016), and the
generation of latent features Ma et al. (2022). A comprehensive review by Wang et al. (2020) encapsulates
the problem of few-shot learning, pinpointing the main issue as the model’s poor generalization capabilities
when only limited samples are available. To navigate the constraints imposed by limited data availability,
there are two principal strategies: A) augmenting the dataset to increase the number of samples, and B)
implementing robust regularization techniques. These approaches aim to enhance the model’s performance,
making it more adaptable and reliable even when operating under data scarcity.
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Figure 2: Illustrating CNN and the structure of trained filters. CNN contains multiple convolutional blocks
followed by Fully Connected (FC) and Softmax layers. (a) Visualization of trained filters in CNN frame-
work, trained on the source database. (b) Visualization of three filter augmentation operations on pre-trained
filters along with two FC layers. FA1: is a 90◦ clockwise rotation operation, FA2: randomly drops some
of the weight in a filter after FA1, FA3: is a conditional operation applied when the condition is satisfied.
Each FA operation leads to training the corresponding feature vector shown in the first FC layer. All feature
vectors are combined via 1 × 1 conv layer and produce the second FC layer used as an input for the softmax
layer.

A) Data Augmentation directly manipulates the data before it is inputted into the model, allowing
the model to extract relevant features from various transformations or perspectives of the data. Common
augmentation techniques encompass operations such as rotation, flipping, histogram equalization, cropping,
CutMix, MixUp, and pixel corruption Lopes et al. (2019). Enhancements in model performance are consis-
tently observed across the board when these approaches are employed, as they enable the model to capture
variability properties from both the original and augmented data sets Cubuk et al. (2019); Feng et al. (2022);
Lim et al. (2019). Nevertheless, it’s crucial to note that CNNs generally struggle with handling variations in
object views, often misclassifying objects when they appear in rotated forms Alcorn et al. (2019). To address
this issue, there has been exploration into adjusting the orientation and scale of filters Cohen & Welling
(2016b); Ghosh & Gupta (2019), aiming to equip CNNs with the capability to better recognize and classify
objects, regardless of their orientation or scale in the input data.

B) Regularization plays a crucial role in mitigating poor generalization in deep learning models. Various
adaptations of the traditional dropout regularization method Srivastava et al. (2014) have been introduced
in the literature. Among these, DropBlock Ghiasi et al. (2018) stands out as a regularization technique
designed to eliminate semantic information, making it particularly suitable for use after convolutional layers
in modern CNN architectures Kong et al. (2022); Roy & Bhaduri (2022); Wang et al. (2022); Zhang et al.
(2022). To illustrate, consider Figure 1(a), which depicts an image featuring four cows at varying distances
and consequently, different sizes. Figure 1(b) represents the corresponding activation map. After translating
the activation map into binary form, we derive the highlighted cells shown in Figure 1(c) and (d). In
Figure 1(c), a 3×3 block in the top-left corner is randomly chosen. In the standard DropBlock method,
continuous regions of the image, possibly containing vital semantic information like parts of the object,
could be randomly removed. This method can be less efficient, especially when objects vary in scale and the
image has a significant background portion. To address these limitations, we introduce a modified version
of the DropBlock regularizer named Guided DropBlock, aiming to enhance efficiency through guidance. As
depicted in Figure 1(d), Guided DropBlock selectively removes continuous regions based on the active features
highlighted in the feature map (Figure 1(b)), providing a semantic guide for more effective information
dropping. Moreover, we incorporate fine-tuning of a pre-trained model, freezing the initial layers of the
CNN, and utilizing Guided DropBlock for regularization to optimize performance.
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Contributions: Fine-tuning a pre-trained model in data-limited environments (previously trained on a
comprehensive dataset) serves as a viable strategy to mitigate overfitting when data is scarce. As illustrated
in Figure 2(a), a model undergoes training on a source database abundant with data, adequate for training
the model. Adaptation of the pre-trained model involves updating only the last few layers, rendering it
challenging to determine the optimal filters for the target database. Conversely, in our proposed framework,
as shown in Figure 2(b), the pre-trained model undergoes fine-tuning on the target dataset while undergoing
three operations: FA1, FA2, and FA31, resulting in behavior akin to an ensemble model. This research
focuses on the following:

1. Extraction of pertinent features for the target database, even when filters are frozen, to prevent
overfitting due to limited data availability.

2. Addressing the research question: "Is it feasible to implement augmentation operations on convo-
lutional filters, enabling the extraction of apt features for the target database, even with a scarce
number of samples?"

3. We propose Guided DropBlock and utilize it as a component of Filter Augmentation (FA) alongside
other operations within the CNN framework, introducing minimal overhead by applying augmenta-
tion operations directly to filters.

4. To substantiate our claims, extensive experiments were conducted, yielding results across seven
databases and two real-world applications. Comparative analyses with existing state-of-the-art al-
gorithms were also carried out to demonstrate the effectiveness of the proposed method.

2 Related Work

The related literature can be divided into two parts: 1) advancement in few-shot learning and 2) architectural
similarity-based approaches.

Advancements in Few-Shot Learning: Generally, few-shot learning protocols are defined in terms of
base and novel classes. Base classes usually have sufficient samples to train the model, and novel classes have
fewer training examples. Therefore model should be generalized enough to perform well on novel classes also.
In literature, multiple promising solutions have been proposed. Santoro et al. (2016) have suggested using
a memory-augmented-based neural network. Their approach utilizes gradient descent and slowly learns an
abstract method for obtaining valuable representations of raw data and binding with a single presentation
through an external memory module. Vinyals et al. (2016) have proposed a non-parametric solution for
few-shot learning, which utilizes a neural network (augmented with memory) and builds a function between
small sample data to its classes.

Luo et al. (2017) have utilized a CNN architecture and employed supervised and entropy losses to achieve
multi-level domain transfer. Specifically, they have a semantic transfer by minimizing the pairwise entropy’s
similarity between unlabeled/labeled target images Keshari et al. (2018) have proposed a strength-based
adaptation of CNN filters. While training, they froze the filters and learned only one parameter corresponding
to each filter. The results showed improved performance and reduced the requirement for extensive training
data. Rahimpour & Qi (2020) have proposed a structured margin loss with a context-aware query embedding
encoder and generates a highly discriminative feature space for discriminative embeddings. Their proposed
task-dependent features help the meta-learner to learn a distribution over tasks more effectively.

Hu et al. (2021) have proposed a novel transfer-based method that builds on two successive steps: 1)
transform the feature vectors to Gaussian-like distributions, and 2) utilizing this pre-processed vectors via
an optimal-transport inspired method which uses the Wasserstein distance Cuturi (2013). Mangla et al.
(2020) have proposed an S2M2 framework that learns relevant feature manifolds for few-shot tasks using self-
supervision and regularization techniques. They observed that regularizing the feature manifold, enriched via
self-supervised methods, with Manifold Mixup significantly improves the performance of few-shot learning.

1The number of FA operations can vary based on the selection of functions deemed suitable for the filters.
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Figure 3: Illustration of filter augmentation operations in 3×3 filters: (a) Visualization of eight anti-clockwise
rotation operations of intervals 45◦, (b) horizontal and vertical flip operation, (c) randomly drop some of the
weight in a filter, (d) channel shuffling operation, (e) learning strength of filters.

Zhen et al. (2020) have suggested utilizing adaptive kernels with random Fourier features in the meta-learning
framework for few-shot learning called MetaVRF. They have formulated the optimization of MetaVRF
as a variational inference problem and proposed a context inference of the posterior, established by an
LSTM architecture to integrate the context information of the previous task. Simon et al. (2020) have
proposed a framework by introducing subspace-based dynamic classifiers that use few samples. They have
experimentally shown the efficacy of the proposed modeling on the task of supervised and semi-supervised
few-shot classification. Xing et al. (2022) have submitted Task-specific Discriminative Embeddings for Few-
shot Learning (TDE-FSL) via utilizing the dictionary learning method for mapping the feature to a more
discriminative subspace. It allows them to use unlabeled data. And they obtained excellent performance on
five benchmark image datasets.

Architectural Similarity: Analyzing the filters while applying operations such as orientation, scale, and
structural change are widely utilized in computer vision Gonzalez et al. (2002) and now used to study
CNN filters as well Yosinski et al. (2014). We want to mention some of the regularizations which could be
related to ”filter augmentation”. In the filter augmentation, operations on the filters have been applied that
change the network architecture and require a dedicated feature vector in the FC layer. Cohen & Welling
(2016a) have proposed Group equivariant CNNs (G-CNNs) where a new layer called G-convolution has been
used. In this new type of convolution, reflection, rotation, and translation operations have been utilized to
have robust features. Extending the work of G-CNNs, Cohen and Welling Cohen & Welling (2016b) have
proposed steerable CNNs where a cyclic shift of convolutional kernel can extract rotation-invariant features.
Similarly, Ghosh & Gupta (2019) have utilized scale-steerable operation on the filters to make the CNN scale
and rotation invariant.

Kanazawa et al. (2014) have proposed a locally scale-invariant CNN model and shown improvement on the
MNIST-scale dataset. In some cases of filter augmentation, operations are not directly affecting network
architecture and do not require a dedicated feature vector in the FC layer such as dropconnect Wan et al.
(2013), dropout Srivastava et al. (2014) and its variants Ba & Frey (2013); Gal et al. (2017); Keshari et al.
(2019); Klambauer et al. (2017). Patch Gaussian Augmentation Lopes et al. (2019) regularizers behave as an
ensemble of filter augmentation operations when the deep models are trained for many epochs. Apart from
filter augmentation operation, model adaptation is also widely used when the target database has limited
samples Donahue et al. (2014); Sharif Razavian et al. (2014).

3 Proposed Guided DropBlock and Filter Augmentation

In this research, we introduce two novel contributions: 1) Guided DropBlock, a new regularization technique
in filter augmentation, and 2) in conjunction with Guided DropBlock, additional filter augmentation, which
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involves applying transformations to pre-trained or previously learned filters. The proposed filter augmen-
tation (FA) technique encompasses five distinct operations: e) variation in strength, a) rotation, b) flipping,
c) random elimination of filter weights, and d) channel shuffling,. These proposed FA operations are visually
depicted in Figure 3. This section is structured to first provide preliminary information, followed by detailed
descriptions of the proposed Guided DropBlock, filter augmentation, and the associated implementation
specifics.

3.1 Preliminary

Dropout stands as a prominent and extensively utilized regularization technique to address overfitting Sri-
vastava et al. (2014), with numerous variations introduced in subsequent literature. DropBlock Ghiasi et al.
(2018) represents a novel iteration of this concept, tailored for semantic-aware learning applications. This
method is specifically intended for use following the convolutional layer, where it operates by randomly
eliminating block(s) of semantic information from the 2D input.

Dropout and DropBlock: In dropout Srivastava et al. (2014), some of the nodes from the hidden layers
are dropped at every epoch with probability (1 − θ). Let ℓ be the ℓth layer of a network, where the value of ℓ
ranges from 0 to L, ℓ0 represents the input layer, and L is the number of hidden layers. Let the intermediate
output of the network be z(ℓ).

ãj
(ℓ+1) = r

(ℓ+1)
j ⊙ a

(ℓ+1)
j (1)

where, a
(ℓ+1)
j = f(z(ℓ+1)

j ), and z
(ℓ+1)
j = w

(ℓ+1)
j×i aℓ

i + b
(ℓ+1)
j . i ∈ [1, ..., Nin], and j ∈ [1, ..., Nout] are index

variables for Nin and Nout at the (ℓ + 1)th layer, respectively. f(.) is the RELU activation function. The
conventional dropout randomly drops nodes using Bernoulli distribution, where ã is the masked output,
a(ℓ) is the intermediate output, ⊙ is the element-wise multiplication, and r(ℓ) is the dropout mask sampled
from Bernoulli distribution.

In case of “DropBlock”, the outputs ã has been modified by r ⊙ a, where, r, and a are four-dimensional
tensors. r is randomly sampled from Bernoulli distribution such that selected pixels of the features map
along with neighboring pixels are dropped in a block-wise manner Ghiasi et al. (2018).

3.2 Guided DropBlock

First, we establish a connection between traditional dropout and “Filter Augmentation”, demonstrating
that DropBlock serves as an innovative approach to implement FA on convolutional filters. Subsequently,
we delve into the functionality of “Guided DropBlock,” which we introduce as a novel filter augmentation
method. This technique is employed to train the model, as illustrated in Figure 1(d). The dropout Eq. 1
can be rewritten as: ãj

(ℓ+1) = r
(ℓ+1)
j ⊙ f(w(ℓ+1)

j×i aℓ
i). The Bernoulli variable r is element-wise multiplied by

the output of function f . Directly modifying the weight parameter W with dropout mask r, the equation
can be further derived as:

ãj
(ℓ+1) = f(W′(ℓ+1)

j aℓ
i), W′ =

{
W if r = 1
0 if r = 0 (2)

where, W′(ℓ+1)
j = r

(ℓ+1)
j ⊙W(ℓ+1)

j and Wj is the column vector wi, ∀ i. In the case of convolution operation,
the modified filters can behave as a conditional operation over Bernoulli variable r as described in equation 2.

Dropout is not commonly utilized following the convolutional layer. This is primarily due to the lack of
semantic information at this stage, and the random elimination of pixel data may not effectively contribute
to the variability in the sample. To overcome this limitation, Ghiasi et al. (2018) introduced DropBlock,
a novel approach that systematically eliminates semantic information from feature maps in a block-wise
fashion. This can be advantageous when the blocks removed contain partial object information. However,
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Algorithm 1: Guided DropBlock
1 Input: output of ℓth layer is A, block_size, drop_prob, mode
2 Output: masked output of A
3 if mode == Inference then
4 return A
5 else
6 mask Mi,j : A > mask_th
7 list= find(Mi,j == 1)
8 drop_list = Random(list, drop_prob) ; // randomly select n items from list with drop

probability p
9 while i’,j’∈ drop_list do

10 k,l=spatial_square_mask_index(i′, j′, block_size)
11 Mk,ℓ = 0
12 end
13 A = A × M
14 A = A × count(M)/count_ones(M)
15 end

the method might not be as effective if it ends up removing blocks that predominantly contain background
information. To address this issue, we propose leveraging the feature maps to create a mask highlighting
crucial activated regions. This mask is then used to guide the block removal process, ensuring that the blocks
dropped contain important semantic information. We refer to this approach as “Guided DropBlock”.

Algorithm 1 describes the proposed Guided DropBlock. Here, A = aℓ
i represents the output of the ℓth layer

or feature map, block_size is the height and width of a spatial square mask. The generation of mask Mi,j

is achieved through iterative scheduling of the masking threshold (mask_th) applied to A at every epoch.
Mk,ℓ is set to be zero based on randomly selected block{k, ℓ}. The function Spatial_square_mask_index()
takes a block as input and returns a list of all pixel locations of the block2. Finally, generated M is applied
to mask the feature map A. After that, A is normalized by the total number of ones in M .

3.3 Filter augmentation (FA)

Filter Augmentation (FA) enhances the diversity of filters by applying a series of operations to the existing
ones, which can be derived from predefined mathematical functions Pérez et al. (2020) or pre-trained CNN
models Yosinski et al. (2014). This paper delves into various innovative operations to manipulate pre-trained
CNN filters. FA operations can be integrated into each training epoch, transforming the resulting model into
an ensemble of multiple classifiers, influenced by different augmentation operations applied to the filters. This
approach is particularly beneficial when adapting pre-trained models to a limited dataset that significantly
differs from the source data. Previous work has introduced steerable CNNs, which generate filters through
rotational operations and are determined by the nature of the representations π and ρ′ it integrates. The
total number of parameters for a non-equivariant filter bank equals s2K · K ′. Although the utilization of
parameters is eight times better (when µ = 8 for H = D4) than ordinary CNN, it requires more memory and
computation compared to ordinary CNN. In contrast, this research proposes incorporating an augmentation
module within the convolutional block of CNN models, empowering the network to learn invariant features
tailored to the augmentation methods employed. Although the proposed method is applicable to any CNN
model, this paper focuses on two specific ResNet architectures, 50 and 101. It is important to note that since
the emphasis of this research is on data-constrained environments, more parameterized ResNet architectures
are not preferred. As shown in Figure 4, (a) represents the conventional training of the ResNet model,
(b) proposed framework for the ResNet model in which every convolutional block has a filter augmentation
module (< FA >).

2k,ℓ=Spatial_square_mask_index(i′, j′, block_size), where, i′ and j′ as a center-pixel of the squared block of size
block_size. k and ℓ have a list of all pixel locations of the block
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Figure 4: Illustration of ResNet model and proposed fine-tuning phase: (a) represents the conventional
training of the ResNet model, (b) Proposed framework for fine-tuning of ResNet model in which every
convolutional block has filter augmentation module (< FA >). While fine-tuning the model, convolutional
blocks are frozen, and only the Fully Connected (FC) layer has been trained along with augmentation
operations.

An infinite number of filters can be generated by changing the values of pre-existing filters. However, only
some filters might be helpful for the target database. In this paper, six types of augmentation methods have
been considered: 1) Guided DropBlock (as explained in Section 3.2) 2) learning strength of filters, 3) rotation
operation, 4) flip operation, 5) channel shuffling, and 6) generating new filters while dropping connections.
The five operations 2 to 6 can be directly applied to the filters and likely cover most ways of generating new
filters from existing ones. For example, a 3 × 3 filter can only have eight new filters by applying rotation
operation.

Similarly, horizontal and vertical axes have been chosen to use the filter’s flip function without changing the
filter structure. Also, the strength learning operation allows us to have a new filter while keeping the exact
structure of the pre-trained filter Keshari et al. (2018). Since filters are a 3D kernel, where the depth of the
filter is many channels, a new 3D kernel can be obtained by applying channel shuffling. Also, a new filter
can be generated by changing any cell value of 3 × 3 filter.

Rotation operation: In the rotation operation (shown in Figure 3(a)), eight angles (θ ∈ [0◦, 45◦, ..., 315◦])
have been utilized to apply rotation on the convolutional filters. Out of eight possible angles, any one of
the angles is applied on the filters in an anticlockwise manner. To obtain the rotated filters, the 2D affine
matrix has been computed and used to find the transformed index variable i′ and j′.

M =
[

α β (1 − α) × ω1 − β × ω2
−β α β × ω1 + (1 − α) × ω2

]
(3)
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i′

j′

1

 = M ×

i
j
1

 (4)

where, α = s × cos(θ), β = s × sin(θ), and s is the scaling parameter. i and j are index variables of the wi×j

parameter known as height and width for 2D filters, where, i ∈ [0, ..., height] and j ∈ [0, ..., width].

Flip operation: Two horizontal and vertical flips have been utilized (shown in Figure 3(b)). In case of
horizontal flip, wi×j can be written as wi×j′ , where, j′ ∈ [width, ..., 0]. Similarly, in the case of a vertical
flip, the obtained filter is wi′×j , where i′ ∈ [height, ..., 0].

Learning strength of filters: In this type of operation (shown in Figure 3(e)), an augmented filter
is generated by learning the strength of a filter and scaling the filter by element-wise multiplication and
mathematically can be represented as W′ = t ⊙ W Keshari et al. (2018).

Channel shuffling: CNN filters are defined in four-dimensional tensor wi×j×c×n, where, i, j, c, and n
are height, width, number of channels, and number of filters, respectively. To apply the channel shuffling
operation on 4D tensor, channel index variable c has been shuffled to obtain c′ = shuffle(c) (shown in
Figure 3(d)).

Randomly drop filter weight(s): Unlike the dropout regularization, dropping weights are similar to
dropconnect Wan et al. (2013) which is directly applied on weights of CNN filters. Mathematically, it can
be expressed as: ãj

(ℓ+1) = f((r(ℓ+1)
j×i ⊙ w

(ℓ+1)
j×i )aℓ

i), where, r is randomly sampled from Bernoulli distribution
and the dimension of r is same with weight parameter W. In dropping filter weight (shown in Figure 3(c)),
randomly sampled Bernoulli variable ri×j is applied on wi×j . It can be observed that applying drop-connect
operation on the weight of filter w generates new filters as a feature extractor which leads the network to
extract robust features from the sample.

3.4 Fully Connected Layer and loss function

As shown in Figure 4(b), each filter augmentation operation creates a new classifier, and the output feature
vector m represents numerical scores (pre-softmax logits). We are assigning f : Rd 7→ Rm to represent a
basic classifier that receives a d-dimensional input. These m-dimensional feature vectors are combined by
1 × 1 conv layer3, mathematically it can be represented as f̄(x) =

∑k
l=0 Ψl × Al(f(x)) where, f̄ and f

are the output of ensemble of classifiers after applying Al augmentation and a selected classifier when no
augmentation A0 applied, respectively. The feature vector of the individual classifier then fuses with either
averaging all logits [1FC] or using the second FC layers [2FC]. In all the experiments, both settings are
used to compute the performance and compare with SOTA methods. k is the number of augmented filters
operations, Ψl is the weight associated with each feature vector. In case of [1FC], Ψl is a uniform distribution
1
k . y = f̄(x) will lead the model to smooth the decision boundary and essential while finetuning a model
on the target dataset. The output of the FC layer is embeddings for the softmax layer. The loss function
for the model can be written as L(y, c) = −φclog

exp(yn,c)∑C

i=1
exp(yn,i)

, where, y is the logits for the softmax layer,

at l = 0 means un-augmented classifier. c is the target, φ is the weight, C is the number of classes, and N
spans the mini-batch dimension.

3.5 Why Filter Augmentation Work on Data Constrained?

The fundamental issue that deep learning encounters when dealing with small datasets is generalization.
When provided with a limited amount of data, deep models tend to memorize the training samples rather than
learning the underlying patterns. As a result, the model exhibits high variance on the test set, demonstrating
poor performance due to the insufficient smoothing of the decision boundary Horváth et al. (2021). Let us
assume pre-softmax logits f l(x) =: yl ∈ Rm as the sum of two random variables yl

t = yl
d + yl

s, where, yl
s

3if feature vector size is 512×1 and many FA operations are nine then all feature vector has been concatenated, and resultant
vector size is 512 × 1 × 9, and conv size would be 1 × 1 × 9 × 1
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represents classifier’s behavior on the source domain data, and yl
d represents the effect of domain shift. The

distribution of the source target component ys over classifiers with mean c = El

[
f l(x)

]
, and covariance

Σc ∈ Rm×m characterizing randomness in the training process. We assume the distribution of the target
data domain shift effect yd to be zero-mean (following from local linearization and zero mean perturbations)
and to have covariance Σd ∈ Rm×m. Another way, it can be represented as Σii = σ2

i and Σij = σiσjρij ,
for standard deviations σi and correlations ρij . In the case of the ensemble model, we parametrize the
covariance between yi

s and yj
s for classifiers i ̸= j with ζs

∑
s and similarly between yi

d and yj
d with ζd

∑
d

for ζs, ζd ∈ [0, 1]. With these correlation coefficients ζs and ζd, this construction captures the range from no
correlation (ζ = 0) to perfect correlation (ζ = 1).

Variance Reduction explained by Horváth et al. (2021) is also applicable in source and target finetuning,
where multiple filter augmentation creates an ensemble model. Mathematically, for both variance component
ratios σ2

s(k)/σ2
s(1) and σ2

d(k)/σ2
d(1) can be defined as4:

σ2(k)
σ2(1) = (1 + ζ(k − 1))(σ2

1 + σ2
i − 2ρ1,iσ1σi)

k(σ2
1 + σ2

i − 2ρ1,iσ1σi)
= 1 + ζ(k − 1)

k
(5)

where, ζ is correlation coefficients, σ2(1) covariance matrix for majority class. From equation 5, it can
be observed that there is a direct relationship between the variance component ratio and the correlation
coefficients within the ensemble network, culminating in a more resilient decision boundary when dealing
with small datasets.

3.6 Implementation Details

Experiments are performed on a workstation with two 1080Ti GPUs under PyTorch Paszke et al. (2017)
programming platform. Also, some of the experiments are performed on Amazon SageMaker p3.8xlarge,
which has four V100-SXM2 GPUs Liberty et al. (2020). The program is distributed on GPUs. Hyperpa-
rameters such as epochs, learning rate, and batch size are kept as 200, [10−1, 10−2, 10−3, 10−4] (after every
50 epoch, the learning rate has been reduced by the factor 10), and 32, respectively for all the experiments.
FA operations are fixed and lead to training corresponding feature vectors in the first FC layer. In guided
dropblock, mask-threshold (mask_th) has been scheduled zero till 50 epochs. After that, 150 equally-spaced
mask-threshold have been drawn from the minimum to maximum value of the feature map. Obtained 150
mask-threshold values are then iteratively initialized from epochs 51 to 200. In the case of FA-ResNet [1FC],
the network is trained independently, and softmax layer scores have been fused with equal weight. In FA-
ResNet [2FC], feature vectors are combined with the learned weight of 1 × 1 conv layer utilized before the
final FC layer, as shown in Figure 4(b).

There are two modes of making an inference5: 1) when we trained all the layers, then the best-trained model
was utilized. 2) when we trained only the last layers, all the filters were the same except the final two FC
layer’s features vector of the model. In our proposed methods, the FA module is a set of operations defined
in the convolutional block. The functions are applied directly to the convolutional filters. Rotation operation
has been utilized from the library given by Riba et al. (2020). The other operations are available in the
PyTorch library.

Empirically, we have obtained four filters of angle [0◦, 45◦, 90◦, 135◦] in rotation operation and horizontal,
vertical flip operations. In the case of channel shuffling, we have utilized one channel shift in a clockwise
manner. Therefore, the total number of feature vectors is nine (four rotations, two flips, one strength
learning, one channel shuffling, and one for all randomly dropping weights.)
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Figure 5: Shows a few samples from datasets used in our experiments. Left side of databases are bench-
marking datasets, summarized in table 1. Right side of databases are used for data-constrained experiments
such as few-shot, and real-world applications as a use case, summarized in table 2. We have also conducted
experiments with the bench-marking dataset by reducing per class sample.

Table 1: Summarizing the protocols of the publicly available databases in terms of the number of classes in
training and testing sets.

Database Classes Train Test

Source TinyImageNet 200 100,000 10,000
ImageNet 1,000 1,331,167 100,000

Target

CIFAR10 10 50,000 10,000
CIFAR100 100 50,000 10,000
MNIST 10 60,000 10,000
SVHN 10 73257 26,032

4 Experiments and Results

The proposed FA approach has been evaluated with two settings in terms of the source and target databases
1) intra-database and 2) cross-database. For the intra-database experiments, ResNet50 and ResNet101 have
been utilized. For the data-constrained cross-database experiments, ResNet50 has been utilized, which is
pre-trained on ImageNet. The pre-trained ResNet50 is then finetuned on the randomly sampled target
dataset. The protocol is similar to few-shot learning; therefore, we evaluated the proposed model on publicly
available few-shot databases and predefined protocols. We have used two architectures as backbone, ResNet
and ConvMixer, for evaluation.

4.1 Database and Protocols

The performance of the proposed algorithm is demonstrated on five classification benchmarking datasets: CI-
FAR10 LeCun et al. (1998), CIFAR100 LeCun et al. (1998), TinyImageNet TinyImageNet (2018), SVHN Net-
zer et al. (2011), MNIST LeCun et al. (1998), and for few-shot experiments CUB Wah et al. (2011), and
Omniglot Lake et al. (2011) have been utilized. We have also conducted experiments on real-world ap-

4subscript is omitted
5The augmentation operations have been applied when the model is getting trained and at the inference.
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Table 2: Summarizing the protocols of the publicly available databases for zero-shot experiments and real-
world applications as a use-case in terms of the number of classes in training, validation, and testing sets.

Dataset Train Validation Test
Omniglot 30 - 20
CUB 100 50 50
CIFAR-FS 64 16 20
CMPD 132 - 56
Newborn Face 10 - 86

Table 3: Summarizing the Protocol for inter/cross database experimental setup. The source database is
used for training, and the target database is used for testing. (CIFAR10 and CIFAR100 mention as C10 and
C100, respectively.)

Experiments Source Database Target Database

A: Intra Database
Filter Augmentation

C10 C10
C100 C100

TinyImageNet TinyImageNet
SVHN SVHN
MNIST MNIST

B: Cross Database
Filter Augmentation

ImageNet

C10
C100

MNIST
SVHN

Tiny-ImageNet

C10
C100

MNIST
SVHN

Table 4: Intra-database results when the complete dataset has been used to train all layers of CNN models.
Test accuracy (%) on five databases using two different depths of ResNet architectures. For the ConvMixer
model, two architecture † h128-d4, ‡ h256-d20 have been utilized, which is not ResNet architecture and
highlighted with light gray color. (Top two accuracies are in bold).

Method ResNet-50 ResNet-101

C10 C100 SVHN MNIST Tiny
ImageNet C10 C100 SVHN MNIST Tiny

ImageNet
ResNet

He et al. (2016) 93.01 73.02 93.11 99.43 59.25 93.39 73.5 93.11 99.44 59.38

SteerCNN
Cohen & Welling (2016b) 93.26 73.25 94.42 99.34 60.17 93.26 73.49 94.42 99.34 60.17

SS-ResNet
Keshari et al. (2018) 92.89 72.38 94.11 99.7 60.05 92.89 72.14 94.11 99.7 60.05

BiT
Kolesnikov et al. (2020) 95.22 76.52 96.57 99.68 62.84 95.95 76.54 96.26 99.71 63.73

ConvMixer
Trockman & Kolter (2023) 91.26† 70.84† 91.33† 99.52† 58.75† 96.67‡ 76.29‡ 95.03‡ 99.59‡ 62.42‡

FA-BiT [1FC] 95.08 76.15 96.25 99.51 62.55 95.41 76.06 95.88 99.7 62.55
FA-BiT [2FC] 96.18 77.08 97.25 99.73 63.69 96.63 77.17 97.38 99.73 64.84

FA-ConvMixer [1FC] 92.56† 73.67† 92.34† 99.54† 59.23† - - - - -
FA-ConvMixer [2FC] 93.78† 74.03† 93.89† 99.65† 60.51† - - - - -

plications such as newborn Bharadwaj et al. (2016) and cataract pre-post surgery (CMPD) Keshari et al.
(2016) identification. Some of the samples are shown in figure 5. The details of the respective databases
and experiments are mentioned in Tables 1, 2, and 3. ImageNet and Tiny-ImageNet are source databases
in these experiments, and CIFAR-10, CIFAR-100, MNIST, and SVHN are target databases. In the data-
constrained cross-database experiments, the training set of the target databases is randomly selected with
1, 5, 10, 25, 50, 100 samples per class. Five-fold cross-validation has been performed for data-constrained ex-
periments, and the mean of test accuracies are shown in Figure 6. The testing set for the target databases
is kept unchanged. Finetuning is performed on the model pre-trained on the source dataset, i.e., ImageNet.
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We have also conducted few-shot experiments with 1-shot, 5-way, and 5-shot, 5-way settings on CUB,
Omniglot, and CIFAR100 datasets. The protocols for all three datasets are predefined. Omniglot has 1623
handwritten characters of 50 different alphabets. The split of the dataset is adopted from Vinyals et al.
(2016). The background database has 30 alphabets, and the evaluation set has 20. In the case of CIFAR100,
the new split defined as CIFAR-FS by Bertinetto et al. (2018) is adopted. They divided the dataset into the
train, validation, and test sets of 64, 16, and 20. The resolution of the dataset is kept unchanged, which is
32 × 32. CUB has 11,788 images of resolution 84 × 84 and contains total 200 classes. The protocol is defined
by Hu et al. (2020). The train set has 100 classes, 50 for validation and 50 novel classes for testing. All
the experiments are performed with five-fold cross-validation, and average accuracies are reported, which we
explain in the following subsection.

4.2 Intra Database Results

The proposed filter augmentation-based finetuning has been evaluated on five databases, and experimental
protocols are summarized in Tables 1 and 3. In Table 3, row A: Intra Database Filter Augmentation has
the same source and target database. A training set of the source database is used for training, and a test
set is used for evaluation. Two different ResNet of depth 50 and 101 are utilized to assess the performance
of proposed FA-ResNet. The proposed method is then compared with baseline methods ResNet He et al.
(2016), steerableCNN Cohen & Welling (2016b) and SS-ResNet Keshari et al. (2018) and state-of-the-art
(SOTA) methods ConvMixer Trockman & Kolter (2023) and BiT Kolesnikov et al. (2020). SteerableCNN
and SS-ResNet methods are considered baseline because they have modified Reset’s architecture similar to
our proposed method. Specifically, steerableCNN and SS-ResNet are changing the convolutional layer.

For our proposed method, we have conducted experiments with different architectures and observed con-
sistent improvement; here, we are reporting FA-BiT and FA-ConvMixer as a proposed modification of BiT
and ConvMixer. Also, the proposed [1FC] and [2FC] FA operations are fixed and shared weights of the
CNN model and then applied on all layers where one and two FC layers have been utilized, respectively.
ConvMixer did not have ResNet as the base model; therefore, h128-d4 and h256-d20 have been utilized and
in Table 4 represented as light gray color with symbol † and ‡, respectively. ConvMixer-based models need
high computational resources, and the heaver model with our proposed modification is not feasible. How-
ever, we have computed results for our proposed FA-ConvMixer with base ConvMixer h128-d4 and observed
improvement of 1% to 2%.

Experiments with the different base models with different depths of respective models are conducted to
showcase the applicability of the proposed framework across robust and SOTA CNN architectures. It can
be observed that FA-BiT-50 [2FC] is able to achieve 96.18%, 77.08%, 97.35%, 99.73%, 63.69% on CIFAR10,
CIFAR100, SVHN, MNIST, and TinyImageNet, respectively. And FA-BiT-101 [2FC] is able to achieve
96.63%, 77.17%, 97.38%, 99.73%, 64.84% on CIFAR10, CIFAR100, SVHN, MNIST, and TinyImageNet,
respectively. FA-BiT-50 [2FC] outperforms in comparison to SOTA methods reported in Table 4.

4.3 Cross Database Results

The proposed method is evaluated on cross-database experiments, and experimental protocols are summa-
rized in Tables 1, and 3. In Tables 3, row B: Cross Database Filter Augmentation has different source and
target databases. A training set of the source database is used for training, and a test set is used for eval-
uation. In this setting, the model has been pre-trained on the source database and finetuned on the target
database to adapt the model. Pre-trained ResNet models on ImageNet Deng et al. (2009) with different
depths are available and widely used to finetune the target dataset. Since pre-trained steerable CNN on
ImageNet is unavailable, TinyImageNet has been used as a source database for pre-training the model and
finetuned on the target databases. The protocol has been consistent for BiT and proposed FA-BiT as well.
Two sets of experiments are performed to evaluate the proposed model on cross-database. 1) Use complete
data, and 2) use data constrained settings for finetuning explained in section 4.4.

Complete Data: With complete training data, experiments can be divided into two subparts. 1) Finetune
all the layers of the pre-trained model, and 2) Finetune the last layer of the pre-trained model. The results
are reported in Tables 5 and 6. Pre-training with ImageNet as a source database is superior to TinyimageNet.
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Table 5: Cross-database results when a complete dataset has been used to finetune all the layers and the
last layer of models. ImageNet has been used as a source database for test results with cross-database
experiments. (Top two accuracies are in bold)

Method ResNet-50 ResNet-101
C10 C100 SVHN MNIST C10 C100 SVHN MNIST

A
ll

La
ye

r

ResNet
He et al. (2016) 84.73 55.77 95.39 99.55 85.66 56.18 96.32 99.64

SS-ResNet
Keshari et al. (2018) 84.71 55.64 95.73 99.65 85.70 57.12 96.54 99.68

BiT
Kolesnikov et al. (2020) 97.20 86.50 97.90 99.73 98.50 90.80 98.24 99.83

FA-BiT [1FC] 97.13 86.57 98.06 99.72 98.17 91.15 98.58 99.68
FA-BiT [2FC] 98.13 87.56 98.55 99.74 98.64 91.26 98.62 99.79

La
st

La
ye

r ResNet
He et al. (2016) 78.78 49.30 44.68 92.64 67.13 47.84 39.92 90.68

SS-ResNet
Keshari et al. (2018) 80.05 55.02 58.19 94.74 68.71 48.87 45.92 92.22

BiT
Kolesnikov et al. (2020) 82.3 63 68.81 94.04 85.2 67.4 72.15 98.13

FA-BiT [1FC] 85.08 65.54 69.59 95.35 86.36 68.32 74.82 98.45
FA-BiT [1FC] 86.45 65.81 71.38 96.38 87.66 70.27 75.04 99.12

Table 6: Cross-database results when a complete dataset has been used to finetune all the layers and the
last layer of models. TinyImageNet has been used as a source database for test results with cross-database
experiments. (Top two accuracies are in bold)

Method ResNet-50 ResNet-101
C10 C100 SVHN MNIST C10 C100 SVHN MNIST

A
ll

La
ye

r

ResNet
He et al. (2016) 80.99 50.99 90.93 98.05 81.35 52.77 92.53 98.26

Steerable ResNet
Cohen & Welling (2016b) 80.5 51.03 93.34 98.82 80.86 54.22 93.29 98.98

SS-ResNet
Keshari et al. (2018) 80.68 51.45 93.83 99.02 81.32 54.55 93.48 99.09

BiT
Kolesnikov et al. (2020) 93.3 83.69 94.57 99.03 94.60 87.36 94.27 99.14

FA-BiT [1FC] 93.47 83.11 95.13 99.14 94.56 87.88 95.85 99.28
FA-BiT [2FC] 94.66 84.51 95.72 99.25 94.69 88.89 96.02 99.47

La
st

La
ye

r

ResNet
He et al. (2016) 74.8 45.12 42.17 91.19 63.48 44.11 37.29 91.38

Steerable ResNet
Cohen & Welling (2016b) 77.19 52.76 55.47 94.15 66.23 45.71 43.22 94.42

SS-ResNet
Keshari et al. (2018) 78.19 55.41 63.97 93.49 77.92 58.45 67.21 93.64

BiT
Kolesnikov et al. (2020) 80.85 59.46 65.97 94.46 81.84 63.26 69.08 94.71

FA-BiT [1FC] 81.74 61.16 67.45 95.55 83.68 65.04 71.37 95.71
FA-BiT [2FC] 82.93 62.69 75.99 95.68 84 67.23 74.78 95.81

From the Tables 5 and 6, it can be observed that compared to SOTA methods, the proposed method yields
higher performance by 1% to 5% when only the last layer is finetuned.

An improvement ranging from 0.1% to 1% is observed when finetuning all layers on target datasets. These
results highlight that the availability of comprehensive data and ample training samples enables the effective
training of all model layers. When sufficient data is present, the models’ absolute performance is superior
when training all layers compared to just training the last layer. Nonetheless, it is important to emphasize
that the proportional enhancement compared to the SOTA is more pronounced when only the last layer of
our proposed FA-BiT model is finetuned.
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Figure 6: Summarizing mean of test accuracy over five random folds (represented on the Y-axis) vs. re-
spective dataset sampling size. On X-axis, the number represents pre-class sample(s) selected randomly
for finetuning. We have employed two baselines, ResNet and SS-ResNet, and BiT state-the-of-art (SOTA)
methods to compare with our proposed FA-BiT [2FC] approach. All methods base model ResNet50 is kept
the same, and the ImageNet database has been utilized for pre-training. (best viewed in color)

4.4 Data Constrained Problem

In data-constrained problems, there are either too few samples or classes available, making it challenging
to capture the entire distribution of the data accurately. Firstly, we executed experiments on benchmark
databases, decreasing the number of samples across all categories, and assessed the class activation maps of
the fine-tuned models. Secondly, we benchmarked our proposed method against state-of-the-art techniques in
few-shot learning scenarios. Finally third, we demonstrated the efficacy of our approach through real-world
applications, specifically in identifying individuals in newborns and in pre-post cataract surgery scenarios.
For second and third, experimental protocols are summarized in the Table 2.

4.4.1 Reduced Samples in Bench-marking Databases

In this experiment, all of the results were obtained by fine-tuning only the last layer of the pre-trained model,
while keeping the rest of the layers fixed. We noticed a decrease in accuracy when attempting to train all
the layers of the model with a limited number of samples. Consequently, for protocols with data constraints,
we have chosen not to include comparisons with experiments that trained all model layers. The obtained
results were benchmarked against our proposed method, FA-BiT [2FC]. All evaluations were carried out
using ImageNet as the source database, and CIFAR10, CIFAR100, MNIST, and SVHN as target databases.
As illustrated in Figure 6, it is evident that our FA-BiT [2FC] method not only surpasses baseline methods
such as ResNet and SS-ResNet but also outperforms the state-of-the-art BiT method. In scenarios with
only one sample per class, our method achieved test accuracies of 61.03%, 40.02%, 65.12%, and 59.03% on
CIFAR10, CIFAR100, SVHN, and MNIST, respectively. These results show improvements of 3.13%, 4.82%,
4.95%, and 0.62% over the state-of-the-art BiT method on the respective target databases.

Visualization: Figure 7 illustrates the class activation map of different methods used in Table 6. The first
row is an airplane class; it can be observed that the conventional ResNet focuses on a small portion of the
airplane than BiT. However, our proposed methods, FA-BiT [1FC] and FA-BiT [2FC], almost concentrate
on the whole object. The pattern can be seen consistently in other classes as well. The activation map
supports our assertion that augmented filters allow the model to learn more convenient features.

15



Under review as submission to TMLR

Input ResNet BiT FA-BiT [1FC] FA-BiT [2FC]

Figure 7: Illustration of Class Activation Map (CAM) from the model trained on ImageNet and finetuned all
the layers using the CIFAR10 dataset. The first column is a CIFAR10 test image that feeds into the model.
The second to fifth columns are the CAM output of ResNet, BiT, FA-BiT [1FC], and FA-BiT [2FC]. From
the fifth column, it can be observed that there are more active regions around the object for FA-BiT [2FC].

Table 7: Test accuracy (%) on the Omniglot dataset. In the BiT and proposed method, backbone ResNet50
has been utilized for the evaluation. (Top two results are in bold, ‡‡‡ results are not reported in the paper,
computed using the official code)

Method 1-shot, 5-way 5-shot, 5-way
Santoro et al. (2016) 82.8 94.9

Koch et al. (2015) 97.3 98.4
Vinyals et al. (2016) 98.1 98.9

SS-ResNet34 Keshari et al. (2018) 97.6 ± 0.84 98.3 ± 1.03
‡‡‡PT-MAP Hu et al. (2021) 99.1±0.32 99.6±0.15

Rahimpour & Qi (2020) 99.7 99.9
BiT Kolesnikov et al. (2020) 98.7 ± 1.29 99.0 ± 1.27

FA-BiT [1FC] 99.4 ± 0.57 99.5 ± 0.22
FA-BiT [2FC] 99.8 ± 0.15 99.9 ± 0.18

4.4.2 Few-shot learning

Table 7 summarizes the results of the proposed algorithm on the Omniglot database. It can be observed
that utilizing BiT of depth 101 with Filter Augmentation (FA-BiT [2FC]) outperforms methods for 1-shot,
5-way protocol. In the 5-shot, 5-way protocol, the mean accuracy of the proposed method is the same, with
a standard deviation of 0.18 compared to SOTA. We have also evaluated and compared the proposed model
on CUB Wah et al. (2011) and CIFAR-FS Bertinetto et al. (2018) datasets. Table 8 summarizes the results
of the proposed algorithm and compares them with existing SOTA algorithms. In the case of CIFAR-FS
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Table 8: Test accuracy (%) on CUB Wah et al. (2011), and CIFAR-FS Bertinetto et al. (2018) datasets with
few shot setup. In the BiT and proposed method, backbone ResNet50 has been utilized for the evaluation.
(Top two results are in bold)

Method CUB CIFAR-FS
1-shot,
5-way

5-shot,
5-way

1-shot,
5-way

5-shot,
5-way

MetaVRF Zhen et al. (2020) - - 63.1±0.70 76.5±0.90
S2M2R Mangla et al. (2020) 80.7±0.81 90.9±0.44 74.8±0.19 67.5±0.13
PT-MAP Hu et al. (2021) 91.6±0.19 94.0±0.10 87.7±0.23 90.7±0.15

Steerable ResNet Cohen & Welling (2016b) 81.2±0.50 91.4±0.60 80.4±0.25 83.0±0.44
SS-ResNet34 Keshari et al. (2018) 84.9±0.84 92.8±0.71 81.9±0.58 83.1±0.81

DSN-MR Simon et al. (2020) - - 78.0±0.90 87.3±0.60
TDE-FSL Xing et al. (2022) - - 84.68±1.14 89.24±0.66
BiT Kolesnikov et al. (2020) 88.6±0.83 92.4±1.79 83.2±0.98 88.9±1.45

FA-BiT [1FC] 89.6±0.05 93.3±0.02 84.8±0.08 89.6±0.03
FA-BiT [2FC] 91.8±0.08 94.0±0.06 87.7±0.09 90.2±0.04

datasets, it can be observed that the proposed FA-BiT [2FC] is the second-best performing algorithm for
the 5-shot, 5-way protocol. However, In the case of the CUB dataset, the proposed method performs better
than the SOTA method when experimenting with the 1-shot, 5-way protocol. In 5-shot, 5-way for CUB,
and 1-shot, 5-way for CIFAR-FS, the proposed FA-BiT [2FC] performs similarly with reduced variance. The
reduced variance is obtained because of the nature of the ensemble explained in section 3.5.

4.4.3 Real-world Application

To validate the effectiveness of our proposed method, we have applied it to two specific applications: (i)
Identification Before and After Cataract Surgery Using Periocular Information: The periocular region, en-
compassing the eye and its surrounding area, undergoes noticeable changes post-cataract surgery, potentially
impairing the performance of identification systems Nigam et al. (2019). Our method aims to address these
challenges and improve the system’s resilience to such changes. (ii) Newborn Face Identification: This ap-
plication is particularly challenging due to the scarce availability of extensive datasets, posing difficulties
in developing robust identification models Bharadwaj et al. (2016). Both of these applications inherently
deal with data-constrained environments, making them apt for demonstrating the strengths of our proposed
method. For experimental validation, we adhered strictly to predefined protocols across all tests. Perfor-
mance was evaluated using rank-1 identification accuracy (in percentage) on both the newborn and CMPD
datasets, with the results detailed in Table 9. Observations from the results indicate that our FA-BIT [2FC]
model exhibits superior performance compared to the state-of-the-art methods across various gallery settings
in the newborn dataset. Additionally, our method demonstrates enhanced performance in both modalities
(L and R) and in both registered and unregistered periocular scenarios for the periocular dataset. It is
important to note that in the registered periocular scenario, four eye points are aligned across all images.

4.5 Inference time

The proposed model prioritizes learning to generalize the embedding space by leveraging each augmenta-
tion operation. The computational cost of Filter Augmentation (FA) can vary depending on the specific
operation employed. Here, we present the computational overhead associated with various FA operations.
For instance, guided dropout involves mask generation and element-wise multiplication with a feature map,
with computational burden scaling with feature map resolution. Rotation costs can be calculated using
Equation 4, with six multiplications required for obtaining new [i′, j′] coordinates. Considering a 3x3 filter,
this operation necessitates 18 multiplications. Additionally, strength learning introduces one parameter for
each 3 × 3 filter, leading to nine element-wise multiplications. Conversely, operations like flipping, chan-
nel shuffling, and random weight drop incur a constant computational cost of O(1). While FA does add
some extra computational cost, it remains relatively insignificant. For example, on a V100-SXM2 GPU,
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Table 9: Identification accuracy (%) on newborn and CMPD dataset. Gallery in newborn experiments is a
set of representative image(s) of each class from the test set. If one representative image is kept, the gallery
number is represented as one, and experiments are repeated from one to four galleries. L and R represent
left-left and right-right periocular matching from sessions S1 and S2. In the BiT and proposed method,
backbone ResNet50 has been utilized for the evaluation. (Top two results are in bold)

Method
Newborn CMPD S1-S2 (pre-post surgery)

Number of Gallery Images Unregistered Registered
1 2 3 4 L R L R

Gabor+scatNet
+DSIFT - - - - 16.3 15.5 30.1 22.4

SS-VGG-face
Keshari et al. (2018) 70.4± 0.50 81.4±1.59 86.5±1.20 90.0±1.53 52.4 60.1 68.7 66.6

Steerable ResNet
Cohen & Welling (2016b) 73.4±2.34 82.8±2.05 85.8±2.45 91.4±2.51 51.8 50.3 64.2 61.8

PT-MAP
Hu et al. (2021) 77.2±1.59 84.1±1.11 86.6±1.56 92.8±1.65 56.7 54.5 69.8 67.3

DSN-MR
Simon et al. (2020) 74.7±1.88 83.5±1.23 85.5±1.62 90.3±1.72 54.9 52.2 66.7 62.7

Inception-Resnet-v1
Schroff et al. (2015) 74.5±1.15 82.8±1.05 85.4±0.9 5 91.5±0.84 55.6 53.9 67.3 65.7

BiT
Kolesnikov et al. (2020) 76.2±1.36 83.6±1.02 85.9±0.99 92.8±1.53 56.2 54.1 68.7 67.2

FA-BiT [1FC] 79.3±0.11 85.2±0.10 86.1±0.12 93.1±0.63 61.2 60.8 71.9 69.8
FA-BiT [2FC] 80.4±0.07 86.7±0.09 87.8±0.18 93.8±0.34 63.9 62.4 74.2 71.2

Table 10: Test accuracy (%) on CIFAR10 and SVHN datasets as Ablation study. ResNet-50 has been
used as backbone model for BiT and pre-trained on the ImageNet and finetuned on target dataset. BiT+ is
the model which has been trained while augmenting the training data while utilizing 1) rotation, 2) flip, 3)
channel shuffling, 4) generating new sample while randomly dropping image pixels, 5) blocks, and 6) change
intensity. The number of augmentation operations are six.

S.No. FA operation CIFAR10 SVHN
1 BiT 85.16±1.6 86.67±0.79
2 BiT+ 85.36±1.03 86.8±0.58
3 Learning Strength 85.58±1.30 87.50±1.51
4 Rotation 85.86±1.91 87.43±1.12
5 Flip 85.44±0.92 86.04±0.69
6 Channel Shuffling 85.20±0.31 86.12±0.56
7 Dropping Weights 85.93±0.54 86.81±0.43
8 Guided DropBlock 86.07±0.16 89.74±0.25
9 FA-BiT [1FC] 86.27±0.12 89.19±0.34
10 FA-BiT [2FC] 86.43±0.41 90.19±0.28

ResNet 50 completed execution in 0.241 seconds, whereas FA-ResNet-50 [1FC] required 0.305 seconds and
FA-ResNet-50 [1FC] required 0.318 seconds (averaged over 100 iterations with a batch size of 32).

5 Ablative Analysis

In this research, we explore six Filter Augmentation (FA) operations: Guided DropBlock, learning filter
strength, rotation, flipping, channel shuffling, and generating new filters while dropping connections. While
rotation and flipping operations share similarities with traditional input data augmentation, filters with 3×3
kernels are inherently limited compared to input rotation, which can span the full 0 to 360-degree range.
Conversely, operations like Guided DropBlock, learning filter strength, channel shuffling, and generating

18



Under review as submission to TMLR

new filters while dropping connections may offer more intuitive extensions of input augmentation. The
core concept behind filter augmentation is to facilitate the discovery of effective convolutional kernels that
traditional training may overlook. Our research demonstrates that certain input augmentation techniques
can be directly applied to filters, and there exists potential for the exploration of additional operations in
this domain.

Through empirical observations, we have found that utilizing four filters at angles [0◦, 45◦, 90◦, 135◦] for
the rotation operation yields performance almost equivalent to using eight filters. This is because the
combination of four filters, along with horizontal and vertical flip operations, can generate filters that are
similar to those produced with eight filters. Given our focus on data-constrained learning, the ablation results
presented here are based on a random selection of 100 samples. Moreover, we have individually assessed all
six FA operations (refer to serial numbers 3 to 8 in Table 10), following a procedure of five-time random
subsampling. The results, including means and standard deviations, are provided in Table 10. Among
all the FA operations applied, Guided DropBlock stands out as the most effective, and the results from
FA-BiT [2FC] indicate that a combination of these FA operations leads to enhanced performance. Beyond
Guided DropBlock, operations such as dropping weights, rotation, and strength learning play important roles
when transitioning from source (ImageNet) to target dataset (CIFAR10). Similarly, when the source data is
ImageNet and the target is SVHN, Guided DropBlock, alongside strength learning, rotation, and dropping
weights, emerges as important. Here, flip and channel shuffling operations exhibit comparatively weaker
performance in these scenarios. Similar pattern can be seen for learned weights of individual FA operations
as shown in Table 11. Table 11 Contains weight value of individual embeddings encoded by respective FA
operations used to generate 2FC layer. In case of CIFAR10, we can observe that 45◦ and 135◦ rotations are
less important than 0◦ and 90◦. In case of SVHN, 135◦, 90◦, and 45◦ rotation have more weight than 0◦.
Among all FA operations, Guided DropBlock has more weightage and contribution to the performance.

Contrary to approaches that add filters to models, which in turn increases training overhead, our recom-
mendation is to implement augmentation operations directly on the filters and to fine-tune only the last
layer of the CNN models. This approach maintains efficiency while improving the model’s performance in
data-constrained scenarios. This work bridges the concepts of traditional dropout and "Filter Augmenta-
tion," extending them to incorporate Guided DropBlock. It is important to note that among the operations,
Guided DropBlock is a novel addition within Filter Augmentation. The significance of Guided DropBlock
is highlighted in Table 10, where its exclusive utilization leads to improvements in BiT performance: 0.91%
on CIFAR10 and 2.52% on SVHN. This highlights the distinctive contribution of Guided DropBlock to the
overall efficacy of the proposed framework.

Within intra-dataset settings, FA-BiT [1FC] shows limited improvement. However, FA-BiT [1FC] exhibits
superior performance across various datasets in cross-dataset scenarios, particularly when finetuning all
layers or solely the last layer, as evidenced in Tables 5 and 6. The improvement of 2FC over 1FC in the
proposed solution can be attributed to its capability to learn weights for fusing embeddings, thus avoiding
the equal weightage assigned to all embeddings computed from different FA operations. It is essential to
highlight that in this context, 2FC entails learning fusion weights for all embeddings computed by applying
FA operations, while 1FC involves fusing all embeddings with equal weights.

Our results indicate that Filter Augmentation (FA) is advantageous, particularly in scenarios involving
cross-database tasks or finetuning with limited datasets, as shown in Tables 5, 6, and Figure 6. However,
as illustrated in Table 4, FA-BiT [1FC] does not consistently outperform BiT. Despite this, notable en-
hancements are observed, attributed to the filter augmentation’s ability to encode more resilient embeddings
specific to the target dataset. Such robust encoding might not have been attainable solely through training
on disparate source datasets, highlighting the utility of filter augmentation in certain contexts. It justifies
the proposed solution’s superior performance and enables a more robust representation of samples in the
embedding space. By leveraging augmentation operations, our approach facilitates extracting more feature
descriptors, thereby enhancing the model’s ability to generalize across various transformations and datasets.
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Table 11: Serves as a vital reference, illustrating the importance of various FA operations. Higher values
in the table signify greater importance of the corresponding operation, translating to a more substantial
contribution to overall performance enhancement.

FA operation Learn Weight (CIFAR10) Learn Weight (SVHN)
[0◦, 45◦, 90◦, 135◦] [0.102, 0.003, 0.105, 0.001] [0.012, 0.031, 0.055, 0.047]

Flip 0.032 0.025
Learning strength 0.101 0.202
Channel shuffling 0.025 0.032

Randomly drop filter weight 0.219 0.101
Guided DropBlock 0.411 0.494

6 Conclusion

Finetuning is a prevalent technique in deep learning, particularly when dealing with data-constrained chal-
lenges. The approach involves adjusting the extent to which the learning parameters of a model are either
kept static or adapted based on the size of the available training dataset. In this paper, we introduce
Guided Dropblock and Filter Augmentation as methods to enhance feature extraction from images. This is
achieved by augmenting the filters within convolutional layers while maintaining the current number of learn-
able parameters. The proposed methodology enables the augmentation of specific filters that are pertinent
to the target dataset, employing augmentation operations on filters that have been pre-trained. Through
extensive experimentation, we have validated that applying augmentation operations to convolutional fil-
ters, combined with the regularization effect of Guided Dropblock, leads to improved performance. This is
particularly evident in cross-dataset experiments and scenarios characterized by limited data availability.

References
Michael A. Alcorn, Qi Li, Zhitao Gong, Chengfei Wang, Long Mai, Wei-Shinn Ku, and Anh Nguyen. Strike

(with) a pose: Neural networks are easily fooled by strange poses of familiar objects. In CVPR, June 2019.

Jimmy Ba and Brendan Frey. Adaptive dropout for training deep neural networks. In
C. J. C. Burges, L. Bottou, M. Welling, Z. Ghahramani, and K. Q. Weinberger (eds.),
NIPS, pp. 3084–3092. Curran Associates, Inc., 2013. URL http://papers.nips.cc/paper/
5032-adaptive-dropout-for-training-deep-neural-networks.pdf.

Benjamin L Badger. Why deep learning generalizes. arXiv preprint arXiv:2211.09639, 2022.

Alexandre Bailly, Corentin Blanc, Élie Francis, Thierry Guillotin, Fadi Jamal, Béchara Wakim, and Pascal
Roy. Effects of dataset size and interactions on the prediction performance of logistic regression and deep
learning models. Computer Methods and Programs in Biomedicine, 213:106504, 2022.

Luca Bertinetto, Joao F Henriques, Philip HS Torr, and Andrea Vedaldi. Meta-learning with differentiable
closed-form solvers. ICLR, 2018.

Samarth Bharadwaj, Himanshu S Bhatt, Mayank Vatsa, and Richa Singh. Domain specific learning for
newborn face recognition. IEEE Transactions on Information Forensics and Security, 11(7):1630–1641,
2016.

Taco Cohen and Max Welling. Group equivariant convolutional networks. In ICML, pp. 2990–2999, 2016a.

Taco S Cohen and Max Welling. Steerable cnns. ICLR, 2016b.

Ekin D Cubuk, Barret Zoph, Dandelion Mane, Vijay Vasudevan, and Quoc V Le. Autoaugment: Learning
augmentation policies from data. arXiv preprint arXiv:1805.09501, 2018.

Ekin D Cubuk, Barret Zoph, Dandelion Mane, Vijay Vasudevan, and Quoc V Le. Autoaugment: Learning
augmentation strategies from data. In CVPR, pp. 113–123, 2019.

20

http://papers.nips.cc/paper/5032-adaptive-dropout-for-training-deep-neural-networks.pdf
http://papers.nips.cc/paper/5032-adaptive-dropout-for-training-deep-neural-networks.pdf


Under review as submission to TMLR

Marco Cuturi. Sinkhorn distances: Lightspeed computation of optimal transport. NIPS, 26, 2013.

J. Deng, W. Dong, R. Socher, L.-J. Li, K. Li, and L. Fei-Fei. ImageNet: A Large-Scale Hierarchical Image
Database. In CVPR, 2009.

Jeff Donahue, Yangqing Jia, Oriol Vinyals, Judy Hoffman, Ning Zhang, Eric Tzeng, and Trevor Darrell.
Decaf: A deep convolutional activation feature for generic visual recognition. In ICML, pp. 647–655, 2014.

Yaogong Feng, Xiaowen Huang, Pengbo Yang, Jian Yu, and Jitao Sang. Non-generative generalized zero-shot
learning via task-correlated disentanglement and controllable samples synthesis. In CVPR, pp. 9346–9355,
2022.

Benjamin Feuer, Ameya Joshi, Minh Pham, and Chinmay Hegde. Distributionally robust classification on a
data budget. TMLR, 2023.

Yarin Gal, Jiri Hron, and Alex Kendall. Concrete dropout. In NIPS, pp. 3584–3593, 2017.

Golnaz Ghiasi, Tsung-Yi Lin, and Quoc V Le. Dropblock: A regularization method for convolutional
networks. In NIPS, pp. 10727–10737, 2018.

Rohan Ghosh and Anupam K Gupta. Scale steerable filters for locally scale-invariant convolutional neural
networks. arXiv preprint arXiv:1906.03861, 2019.

Soumyadeep Ghosh, Richa Singh, and Mayank Vatsa. On learning density aware embeddings. In CVPR,
2019.

Rafael C Gonzalez, Richard E Woods, et al. Digital image processing, 2002.

Kaiming He, Xiangyu Zhang, Shaoqing Ren, and Jian Sun. Deep residual learning for image recognition. In
CVPR, pp. 770–778, 2016.

Geoffrey Hinton, Oriol Vinyals, and Jeff Dean. Distilling the knowledge in a neural network. arXiv preprint
arXiv:1503.02531, 2015.

Miklós Z Horváth, Mark Niklas Müller, Marc Fischer, and Martin Vechev. Boosting randomized smoothing
with variance reduced classifiers. arXiv preprint arXiv:2106.06946, 2021.

Yuqing Hu, Vincent Gripon, and Stéphane Pateux. Exploiting unsupervised inputs for accurate few-shot
classification. arXiv preprint arXiv:2001.09849, 2020.

Yuqing Hu, Vincent Gripon, and Stéphane Pateux. Leveraging the feature distribution in transfer-based
few-shot learning. ICANN, 2021.

Gao Huang, Zhuang Liu, Laurens van der Maaten, and Kilian Q Weinberger. Densely connected convolutional
networks. In CVPR, 2017.

Angjoo Kanazawa, Abhishek Sharma, and David Jacobs. Locally scale-invariant convolutional neural net-
works. DLRL: NIPSW, abs/1412.5104, 2014.

Rohit Keshari, Soumyadeep Ghosh, Akshay Agarwal, Richa Singh, and Mayank Vatsa. Mobile periocular
matching with pre-post cataract surgery. In 2016 IEEE International Conference on Image Processing
(ICIP), pp. 3116–3120. IEEE, 2016.

Rohit Keshari, Mayank Vatsa, Richa Singh, and Afzel Noore. Learning structure and strength of cnn filters
for small sample size training. In CVPR, pp. 9349–9358, 2018.

Rohit Keshari, Richa Singh, and Mayank Vatsa. Guided dropout. In AAAI, volume 33, pp. 4065–4072, 2019.

Youngeun Kim, Donghyeon Cho, Kyeongtak Han, Priyadarshini Panda, and Sungeun Hong. Domain adap-
tation without source data. IEEE Transactions on Artificial Intelligence, 2(6):508–518, 2021.

21



Under review as submission to TMLR

Günter Klambauer, Thomas Unterthiner, Andreas Mayr, and Sepp Hochreiter. Self-normalizing neural
networks. In NIPS, pp. 971–980, 2017.

Gregory Koch, Richard Zemel, and Ruslan Salakhutdinov. Siamese neural networks for one-shot image
recognition. In ICML deep learning workshop, volume 2. Lille, 2015.

Alexander Kolesnikov, Lucas Beyer, Xiaohua Zhai, Joan Puigcerver, Jessica Yung, Sylvain Gelly, and Neil
Houlsby. Big transfer (bit): General visual representation learning. In Computer Vision–ECCV 2020: 16th
European Conference, Glasgow, UK, August 23–28, 2020, Proceedings, Part V 16, pp. 491–507. Springer,
2020.

Xiangtao Kong, Xina Liu, Jinjin Gu, Yu Qiao, and Chao Dong. Reflash dropout in image super-resolution.
In CVPR, pp. 6002–6012, 2022.

Alex Krizhevsky, Ilya Sutskever, and Geoffrey E Hinton. Imagenet classification with deep convolutional
neural networks. In NIPS, pp. 1097–1105, 2012.

Brenden Lake, Ruslan Salakhutdinov, Jason Gross, and Joshua Tenenbaum. One shot learning of simple
visual concepts. In AMCSS, volume 33, 2011.

Siddique Latif, Muhammad Usman, Sanaullah Manzoor, Waleed Iqbal, Junaid Qadir, Gareth Tyson, Ignacio
Castro, Adeel Razi, Maged N Kamel Boulos, Adrian Weller, et al. Leveraging data science to combat
covid-19: A comprehensive review. TAI, 1(1):85–103, 2020.

Yann LeCun, Léon Bottou, Yoshua Bengio, Patrick Haffner, et al. Gradient-based learning applied to
document recognition. Proceedings of the IEEE, 86(11):2278–2324, 1998.

Enlin Li, Liwei Wang, Qiuju Xie, Rui Gao, Zhongbin Su, and Yonggang Li. A novel deep learning method
for maize disease identification based on small sample-size and complex background datasets. Ecological
Informatics, 75:102011, 2023.

Lianfa Li. High-resolution mapping of aerosol optical depth and ground aerosol coefficients for mainland
china. Remote Sensing, 13(12):2324, 2021.

Edo Liberty, Zohar Karnin, Bing Xiang, Laurence Rouesnel, Baris Coskun, Ramesh Nallapati, Julio Del-
gado, Amir Sadoughi, Yury Astashonok, Piali Das, et al. Elastic machine learning algorithms in amazon
sagemaker. In ACM SIGMOD, pp. 731–737, 2020.

Sungbin Lim, Ildoo Kim, Taesup Kim, Chiheon Kim, and Sungwoong Kim. Fast autoaugment. In NIPS,
pp. 6662–6672, 2019.

Liyuan Liu, Haoming Jiang, Pengcheng He, Weizhu Chen, Xiaodong Liu, Jianfeng Gao, and Jiawei Han. On
the variance of the adaptive learning rate and beyond. arXiv preprint arXiv:1908.03265, 2019.

Ying Liu, Zhen Xu, and Chen Zhang. Distributed semisupervised partial label learning over networks. TAI,
3(3):414–425, 2022.

Mingsheng Long, Yue Cao, Jianmin Wang, and Michael I Jordan. Learning transferable features with deep
adaptation networks. arXiv preprint arXiv:1502.02791, 2015.

Raphael Gontijo Lopes, Dong Yin, Ben Poole, Justin Gilmer, and Ekin D Cubuk. Improving robustness
without sacrificing accuracy with patch gaussian augmentation. arXiv preprint arXiv:1906.02611, 2019.

Zelun Luo, Yuliang Zou, Judy Hoffman, and Li F Fei-Fei. Label efficient learning of transferable represen-
tations acrosss domains and tasks. In NIPS, pp. 165–177, 2017.

Peirong Ma, Hong Lu, Bohong Yang, and Wu Ran. Gan-mvae: A discriminative latent feature generation
framework for generalized zero-shot learning. PRL, 155:77–83, 2022.

22



Under review as submission to TMLR

Puneet Mangla, Nupur Kumari, Abhishek Sinha, Mayank Singh, Balaji Krishnamurthy, and Vineeth N
Balasubramanian. Charting the right manifold: Manifold mixup for few-shot learning. In CVPR, pp.
2218–2227, 2020.

Erik G Miller, Nicholas E Matsakis, and Paul A Viola. Learning from one example through shared densities
on transforms. In CVPR, volume 1, pp. 464–471, 2000.

Yuval Netzer, Tao Wang, Adam Coates, Alessandro Bissacco, Bo Wu, and Andrew Y Ng. Reading digits in
natural images with unsupervised feature learning. In NIPSW, volume 2011, pp. 5, 2011.

Ishan Nigam, Rohit Keshari, Mayank Vatsa, Richa Singh, and Kevin Bowyer. Phacoemulsification cataract
surgery affects the discriminative capacity of iris pattern recognition. Scientific reports, 9(1):11139, 2019.

Chanwoo Park, Sangdoo Yun, and Sanghyuk Chun. A unified analysis of mixed sample data augmentation:
A loss function perspective. Neurips, 2022.

Adam Paszke, Sam Gross, Soumith Chintala, Gregory Chanan, Edward Yang, Zachary DeVito, Zeming Lin,
Alban Desmaison, Luca Antiga, and Adam Lerer. Automatic differentiation in PyTorch. In NIPSW, 2017.

Juan C Pérez, Motasem Alfarra, Guillaume Jeanneret, Adel Bibi, Ali Thabet, Bernard Ghanem, and Pablo
Arbeláez. Gabor layers enhance network robustness. In ECCV, pp. 450–466. Springer, 2020.

Alireza Rahimpour and Hairong Qi. Class-discriminative feature embedding for meta-learning based few-shot
classification. In WACV, pp. 3179–3187, 2020.

E. Riba, D. Mishkin, D. Ponsa, E. Rublee, and G. Bradski. Kornia: an open source differentiable computer
vision library for pytorch. In WACV, 2020. URL https://arxiv.org/pdf/1910.02190.pdf.

Arunabha M Roy and Jayabrata Bhaduri. Real-time growth stage detection model for high degree of
occultation using densenet-fused yolov4. Computers and Electronics in Agriculture, 193:106694, 2022.

Justin Salamon and Juan Pablo Bello. Deep convolutional neural networks and data augmentation for
environmental sound classification. SPL, 24(3):279–283, 2017.

Adam Santoro, Sergey Bartunov, Matthew Botvinick, Daan Wierstra, and Timothy Lillicrap. Meta-learning
with memory-augmented neural networks. In ICML, pp. 1842–1850, 2016.

Florian Schroff, Dmitry Kalenichenko, and James Philbin. Facenet: A unified embedding for face recognition
and clustering. In Proceedings of the IEEE conference on computer vision and pattern recognition, pp.
815–823, 2015.

Ali Sharif Razavian, Hossein Azizpour, Josephine Sullivan, and Stefan Carlsson. Cnn features off-the-shelf:
an astounding baseline for recognition. In CVPRW, pp. 806–813, 2014.

Patrice Y Simard, David Steinkraus, John C Platt, et al. Best practices for convolutional neural networks
applied to visual document analysis. In ICDAR, volume 3, 2003.

Christian Simon, Piotr Koniusz, Richard Nock, and Mehrtash Harandi. Adaptive subspaces for few-shot
learning. In CVPR, pp. 4136–4145, 2020.

Nitish Srivastava, Geoffrey Hinton, Alex Krizhevsky, Ilya Sutskever, and Ruslan Salakhutdinov. Dropout: a
simple way to prevent neural networks from overfitting. JMLR, 15(1):1929–1958, 2014.

Saksham Suri, Anush Sankaran, Mayank Vatsa, and Richa Singh. On matching faces with alterations due
to plastic surgery and disguise. In BTAS, pp. 1–7. IEEE, 2018.

TinyImageNet. Tiny ImageNet tiny imagenet visual recognition challenge. https://tiny-
imagenet.herokuapp.com/, 2018. Accessed: 21st-Jan-2020.

Asher Trockman and J Zico Kolter. Patches are all you need? TMLR, 2023.

23

https://arxiv.org/pdf/1910.02190.pdf


Under review as submission to TMLR

Dimitrios Tsourounis, Ilias Theodorakopoulos, Elias N Zois, and George Economou. From text to signatures:
Knowledge transfer for efficient deep feature learning in offline signature verification. ESA, 189:116136,
2022.

Lukas Tuggener, Mohammadreza Amirian, Fernando Benites, Pius von Däniken, Prakhar Gupta, Frank-
Peter Schilling, and Thilo Stadelmann. Design patterns for resource-constrained automated deep-learning
methods. AI, 1(4):510–538, 2020.

Bastiaan S Veeling, Jasper Linmans, Jim Winkens, Taco Cohen, and Max Welling. Rotation equivariant
cnns for digital pathology. In MICCAI, pp. 210–218. Springer, 2018.

Oriol Vinyals, Charles Blundell, Timothy Lillicrap, Daan Wierstra, et al. Matching networks for one shot
learning. In NIPS, pp. 3630–3638, 2016.

Catherine Wah, Steve Branson, Peter Welinder, Pietro Perona, and Serge Belongie. The caltech-ucsd birds-
200-2011 dataset. 2011. URL http://www.vision.caltech.edu/visipedia/CUB-200-2011.html.

Li Wan, Matthew Zeiler, Sixin Zhang, Yann Le Cun, and Rob Fergus. Regularization of neural networks
using dropconnect. In ICML, pp. 1058–1066, 2013.

Jie Wang, Jianqing Liang, Jiye Liang, and Kaixuan Yao. Guide: Training deep graph neural networks via
guided dropout over edges. TNNLS, 2022.

Joseph Wang, Kirill Trapeznikov, and Venkatesh Saligrama. Efficient learning by directed acyclic graph for
resource constrained prediction. NIPS, 28, 2015.

Yaqing Wang, Quanming Yao, James T Kwok, and Lionel M Ni. Generalizing from a few examples: A
survey on few-shot learning. CSUR, 53(3):1–34, 2020.

Shiling Wu and Dunlu Peng. Pre-smats: A multi-task learning based prediction model for small multi-stage
seasonal time series. ESA, pp. 117121, 2022.

Lei Xing, Shuai Shao, Weifeng Liu, Anxun Han, Xiangshuai Pan, and Bao-Di Liu. Learning task-specific
discriminative embeddings for few-shot image classification. Neurocomputing, 488:1–13, 2022.

Pengcheng Xu, Xiaobo Ji, Minjie Li, and Wencong Lu. Small data machine learning in materials science.
npj Computational Materials, 9(1):42, 2023.

Jason Yosinski, Jeff Clune, Yoshua Bengio, and Hod Lipson. How transferable are features in deep neural
networks? In NIPS, pp. 3320–3328, 2014.

Xiang Yuan, Gong Cheng, Kebing Yan, Qinghua Zeng, and Junwei Han. Small object detection via coarse-
to-fine proposal generation and imitation learning. In ICCV, pp. 6317–6327, 2023.

Hang Zhang, Chongruo Wu, Zhongyue Zhang, Yi Zhu, Haibin Lin, Zhi Zhang, Yue Sun, Tong He, Jonas
Mueller, R Manmatha, et al. Resnest: Split-attention networks. In CVPR, pp. 2736–2746, 2022.

Xiantong Zhen, Haoliang Sun, Yingjun Du, Jun Xu, Yilong Yin, Ling Shao, and Cees Snoek. Learning to
learn kernels with variational random features. In ICML, pp. 11409–11419. PMLR, 2020.

24

http://www.vision.caltech.edu/visipedia/CUB-200-2011.html

	Introduction
	Related Work
	Proposed Guided DropBlock and Filter Augmentation
	Preliminary
	Guided DropBlock
	Filter augmentation (FA)
	Fully Connected Layer and loss function
	Why Filter Augmentation Work on Data Constrained?
	Implementation Details

	Experiments and Results
	Database and Protocols
	Intra Database Results
	Cross Database Results
	Data Constrained Problem
	Reduced Samples in Bench-marking Databases
	Few-shot learning
	Real-world Application

	Inference time

	Ablative Analysis
	Conclusion

