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Abstract

Improving the reasoning capabilities of large language models (LLMs) typically
requires supervised fine-tuning with labeled data or computationally expensive
sampling. We introduce Unsupervised Prefix Fine-Tuning (UPFT), which leverages
the observation of Prefix Self-Consistency – the shared initial reasoning steps across
diverse solution trajectories – to enhance LLM reasoning efficiency. By training
exclusively on the initial prefix substrings (as few as 8 tokens), UPFT removes
the need for labeled data or exhaustive sampling. Experiments on reasoning
benchmarks show that UPFT matches the performance of supervised methods
such as Rejection Sampling Fine-Tuning, while reducing training time by 75%
and sampling cost by 99%. Further analysis reveals that errors tend to appear in
later stages of the reasoning process and that prefix-based training preserves the
model’s structural knowledge. This work demonstrates how minimal unsupervised
fine-tuning can unlock substantial reasoning gains in LLMs, offering a scalable
and resource-efficient alternative to conventional approaches.

1 Introduction

Large language models (LLMs) have demonstrated remarkable performance across a wide range
of natural language understanding and generation tasks, primarily due to large-scale pre-training
and subsequent instruction fine-tuning on high-quality datasets [16, 27]. Despite these successes,
enabling LLMs to exhibit systematic reasoning capabilities remains a challenging endeavor [29,
4, 8, 20]. In multiple domains—from mathematical problem solving to logical and commonsense
reasoning—models often rely on large amounts of human-annotated data or extensive sampling-and-
filtering pipelines to achieve high accuracy.

Recent inquiry has introduced approaches such as Rejection Sampling Fine-Tuning [33] (RFT)
and Self-Taught Reasoner [34] (STaR) to leverage model-generated solutions for iterative self-
improvement, often requiring multiple candidate responses and subsequent filtering or verification
steps. While these methods can yield impressive gains, they are time-consuming, resource-intensive,
and assume ready access to correct targets or verification mechanisms — particularly challenging
when no reliable ground-truth is available.
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Rejection Sampling Fine-Tuning (Label Required)

Let B = 100.  Since A is 40% heavier, A = 100 + (40% 
of 100) = 140. A is 30% less than C, so C = A/0.7.  Given 
A=140, C = 140/0.7 = 200. Ratio B/C = 100/200 = 1/2.

Let B = 100.  Since A is 40% heavier, A = 100 + (40% 
of 100) = 140. A is 30% less than C and A=140.  C = 140 * 
(70/100) = 98. Ratio B/C = 100/98 = 50/49.

Let B = 100.  Since A is 40% heavier, A = 100 + (40% 
of 100) = 140. A is 30% less than C and C = 200/7. With B = 
100, ratio B/C = 100 / (200/7) = 7/2.

Question 
The weight of A is 40% 
greater than the weight 
of B but 30% less than 
the weight of C. What is 
the ratio of the weight of 
B to the weight of C 
expressed as a common 
fraction?

✔

✘

✘

Question Let B = 100.  Since A is 40% heavier, A = 100 + (

Unsupervised Prefix Fine-Tuning (Label Free)

(a) Fine-tuning methods
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Figure 1: (a): Conventional Rejection Sampling Fine-Tuning (RFT) method (upper panel) involves
generating multiple responses to a given question and then applying posterior filtering to discard
trajectories that lead to incorrect answers. Finally, the correct trajectory is used for final training.
In contrast, the proposed UPFT method (bottom panel) requires only prefix minimal initial tokens
of a single generated sample, eliminating the need for labeled data or rejection sampling. (b): Our
proposed UPFT matches the performance of supervised RFT, while reduces tuning cost by 75+%.

In this paper, we propose an unsupervised fine-tuning method that requires only a single pass of
model-generated responses per question, coupled with prefix-based fine-tuning. Our key insight is
that different solution paths often share a common initial reasoning phase, which we call “Prefix
Self-Consistency”. By fine-tuning on these minimal prefixes (as few as 8 tokens), we effectively guide
the model’s inherent reasoning structures toward more systematic solution strategies while avoiding
the complexity and cost of large-scale or iterative filtering. Moreover, we preserve the model’s overall
problem-solving format through a small proportion of full-token fine-tuning experiments, ensuring
the model does not lose its length generalization and instruction-following abilities.

We conduct comprehensive experiments across four training corpora and evaluate our method on four
widely used reasoning benchmarks. UPFT demonstrates exceptional data efficiency and flexibility,
outperforming conventional full-token fine-tuning in an unsupervised sampling setting. Furthermore,
UPFT achieves performance competitive with the widely used RFT method, which relies on labeled
verification or large-scale rejection sampling, while requiring only 25% of the training time and
1% of the sampling time. Our approach can be easily adapted to various datasets, tasks, and LLM
architectures, highlighting its flexibility and universality for developing robust problem-solving
capabilities in large language models.

Our main contributions are as follows:

1. We identify Prefix Self-Consistency as a critical phenomenon, showing that early reasoning
steps are highly consistent across trajectories, enabling efficient self-improvement learning.

2. We propose an unsupervised fine-tuning method UPFT that leverages only prefix substrings
(i.e., minimal initial tokens of model-generated responses), eliminating the need for labeled
data or rejection sampling.

3. We conduct comprehensive empirical validation to demonstrate that UPFT exhibits ex-
ceptional data efficiency and versatility, outperforming vanilla full-token fine-tuning in
unsupervised settings and achieving competitive performance with RFT while drastically
reducing sampling and tuning overhead.

2 Prefix Self-Consistency

A central observation of this work is that different solution trajectories for the same question often
share a common initial reasoning phase, even if their later steps diverge substantially. We term this
phenomenon prefix self-consistency. In other words, when an LLM generates multiple solutions
for a single question, the opening tokens – typically restatements of the problem or the setup of its
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(a) Average number of covered trajectories.
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(b) Success rate of trajectory prefixes.

Figure 2: An empirical investigation of prefix self-consistency. We investigate (a) the average number
of trajectories covered by prefixes at different lengths, and (b) the success rate of 32 rollout samplings
from prefixes for both correct and incorrect trajectories.

initial logical steps – tend to be highly consistent across these separate responses. In this section, we
identify two key characteristics of reasoning prefixes to demonstrate the existence and plausibility of
prefix self-consistency. We report results on 500 questions randomly sampled from the PRM training
dataset.

Early reasoning steps are highly consistent across reasoning trajectories. We sampled 1,000
trajectories for each question instance (using a temperature of 0.6) and calculated the average
trajectories per prefix of different lengths, as shown in Figure 2(a). The results confirm that reasoning
processes exhibit strong prefix self-consistency, with a remarkably high degree of prefix overlap
among multiple trajectories for both models. As we increase t (i.e., longer prefixes), the average
number of samples per prefix pattern decreases, yet both models maintain consistent patterns well
beyond the very first tokens. Notably, the math-specialized Qwen-Math-7B-Instruct preserves shared
prefixes more consistently than the general-purpose Llama-3.1-8B-Instruct, as evidenced by the
higher values in all cases. This suggests that Qwen-Math-7B’s generation process is more tightly
anchored in its initial reasoning steps, whereas Llama-3.1-8B introduces more prefix variability. An
example is shown in Appendix D.

Errors predominantly occur in later reasoning steps. To empirically validate the plausibility
of the reasoning prefix, we conducted 32 rollout samplings for each token in both a correct and
an incorrect trajectory for each question. Figure 2(b) illustrates the success rate of these rollout
samplings across both correct and incorrect trajectories. Two key observations can be made:

• Incorrect trajectories diverge significantly from correct ones in later reasoning steps. The rollout
success rate for correct trajectories steadily rises as t grows for both models. For example, with
Llama, the success rate starts at 54.2% at t = 0 and reaches 96.2% by t = 512. This trend is
expected: sampling from the later tokens of a correct trajectory leverages more accurate contextual
information, increasing the likelihood of staying on a correct path. In contrast, the rollout success
rate for incorrect trajectories declines substantially as t increases, indicating that once an incorrect
path is taken, recovering through rollout sampling becomes far less likely. This contrast highlights
that errors tend to occur in the later stages of generation.

• Initial reasoning prefixes exhibit self-consistency. At the earliest token positions (t ≤ 16), the
rollout success rates for both correct and incorrect trajectories are strikingly similar. For Qwen-
Math-7B at t = 4, the success rates are 85.7% and 86.1% for correct and incorrect trajectories,
respectively. This near-identical performance in early steps suggests that the initial tokens generated
– whether they lead to a correct or incorrect final answer – are statistically indistinguishable in
terms of leading to a correct result when used as a starting point for rollout sampling.
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Overall, these results indicate that while mistakes in reasoning are more prone to appear and accumu-
late in later steps, the initial reasoning prefixes generated by LLMs exhibit a considerable degree of
self-consistency. This consistency is reflected in the similar early-stage rollout success rates across
both correct and incorrect trajectories. Consequently, enhancing the accuracy and robustness of these
early reasoning steps may be a key factor in improving the overall reliability of reasoning tasks.

3 Methodology

Based on the aforementioned observation, we firstly provide a Bayesian explanation in Section 3.1,
identify the coverage and accuracy of Prefix Self-Consistency in Section 3.2, and propose our UPFT
in Section 3.3.

3.1 Understanding Coverage and Accuracy from A Bayesian Perspective

We demonstrate that the SFT process can be naturally interpreted within a Bayesian framework.
Consider a dataset (x, y) ∼ D, where each x represents an input and y is the corresponding ground-
truth answer. For each input x, we conduct the reject sampling process of SFT aims to maximize the
following objective:

E(x,y)∼D, r(k)∼p(·|x;θ)
r∈R1(r

(k),y)

log p(r|x) (1)

where r(k) ∼ p(·|x; θ) denotes the generated reasoning trace, and r ∈R 1(r(k), y) denotes the
rejection sampling, which only picks the reasoning trace r whose final answer is y.

From a probabilistic perspective, we can decompose the conditional probability p(y|x) by marginal-
izing over all possible reasoning traces r that could lead to the answer, and derive the following lower
bound:

log p(y|x) = log
∑
r

p(y, r|x) (2)

= log
∑
r

p(y|r, x)p(r|x) (3)

≥
∑
r

p(r|x) log p(y|r, x) (4)

= Er∼p(·|x) log p(y|r, x) (5)

The correct answer log p(y|x) is lower-bounded by:

• Coverage: The expectation Er∼p(·|x)[·] is with respect to the distribution of reasoning trace p(r|x).
The term p(r|x) denotes a prior probability of reasoning trace r given input x, which denotes the
prefix coverage of the entire reasoning trace space. This corresponds to the average trajectory
covered by prefixes in Section 2 indicated by Figure 2(a).

• Accuracy: Term p(y|r, x) within the expectation can be viewed as the likelihood of the answer y
being correct given a specific reasoning trace r, which is the accuracy. This is also observed by our
previous observation in Section 2 in Figure 2(b).

3.2 Prefix Coverage and Accuracy

To incorporate the concept of prefix spans, we utilize the chain rule for conditional probabilities. We
can decompose the probability of the full reasoning trace r given input x as:

p(r|x) = p(r<t, r≥t|x) = p(r<t|x)p(r≥t|r<t, x)

where r<t denotes the prefix of r before time step t. Substituting this decomposition of p(r|x) into
the original lower bound from Equation (4), we get:
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log p(y|x) ≥
∑
r

p(r|x) log p(y|r, x)

=
∑
r

p(r<t|x)p(r≥t|r<t, x) log p(y|r<t, r≥t, x)

=
∑
r<t

p(r<t|x)
∑
r≥t

p(r≥t|r<t, x) log p(y|r<t, r≥t, x)


=

∑
r<t

p(r<t|x)

∑
r≥t

p(r≥t|r<t, x) log p(y|r, x)


=

∑
r<t

p(r<t|x)L(r<t, x)

= Er<t∼p(·|x)[L(r<t, x)] (6)

where,

L(r<t, x) =
∑
r≥t

p(r≥t|r<t, x) log p(y|r<t, r≥t, x)

= Er≥t∼p(·|r<t,x)[log p(y|r<t, r≥t, x)] (7)

Equation (6) presents the original lower bound of Equation (5) in terms of prefix spans of the
reasoning trace. It also states the importance of coverage and accuracy of the prefix span r<t:

• Prefix Coverage: The outer expectation in Equation (6) Er<t∼p(·|x)[·] is with respect to the
distribution of prefixes p(r<t|x). The term p(r<t|x) represents the prior probability of the model
generating a prefix reasoning trace r<t given the input x. This denotes the coverage of prefix
reasoning traces.

• Prefix Accuracy: For each prefix r<t, the term L(r<t, x) in Equation (7) is the conditional lower
bound given the prefix r<t. It is the expected log-likelihood of the answer y given that the reasoning
process starts with prefix r<t, averaging over all possible suffixes r≥t that can follow r<t. This
can be viewed as the expected accuracy when reasoning is conditioned to start with the prefix r<t.

So far, we have mathematically derived a representation of the lower bound in terms of prefix spans for
both prefix coverage and prefix accuracy. To achieve superior performance through prefix fine-tuning,
a specific prefix length t is required to trade off both prefix coverage and prefix accuracy terms.

3.3 Our Method: Unsupervised Prefix Fine-Tuning

Motivated by previous theoretical justification, we develop our method Unsupervised Prefix Fine-
Tuning (UPFT), which is apt to maximize the coverage of the reasoning trace while maintaining
a relatively high accuracy by only learning from the proper prefix of the reasoning trace. This
strategy shares several advantages. First, UPFT exhibits enhanced coverage of all possible correct
reasoning traces. As demonstrated in Section 2 and Section 3.1, the prefix of the reasoning traces
represents a set of reasoning traces with the identical prefix, which increases the coverage term
of Equation (5)’s lower bound. Second, by solely decoding a certain length of the prefix, UPFT
inherently enjoys improved computational efficiency. In contrast, conventional Reasoning From
Traces (RFT) methods necessitate rejecting sampling over entire reasoning traces. This approach
incurs a significant inference burden, particularly in scenarios where generating valid full reasoning
traces from the base model proves challenging.

Our strategy consists of the following steps:

• Given a training set (x, y) ∈ D, we only decode a prefix span r<t of reasoning trace from the base
model r<t ∼ p(·|x; θ);

• We conduct the SFT learning on the prefix spans of the reasoning trace r<t with NLL objective;
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Structure Tuning To avoid the catastrophic forgetting [19], we jointly conduct the prefix tuning
and full trace tuning by a data split ratio p%, which yields a prefix dataset Dp and full trace dataset
Df . We utilize a specialized task template, as shown in Appendix A, for prefix tuning to enhance the
model’s ability to learn effectively from prefix-specific patterns. Note that the full trace tuning does
not require correctness verification as well. In summary, the overall objective is a combination of
UPFT and unsupervised SFT by maximizing the following objective:

E x∼Dp

r<t∼p(·|x;θ)
[log p(r<t|x; θ)] + E x∼Df

r∼p(·|x;θ)
[log p(r|x; θ)] (8)

Notably, compared to conventional RFT objective, our method does not require any rejection sampling
process denoted by 1(r(k), y) in Equation (1). Consequently, our method is naturally suitable for
learning from unproven questions with extreme data efficiency.

4 Experiment

In this experiment, we compare UPFT with traditional supervised methods such as SFT and RFT in
both supervised and unsupervised sampling settings. We also evaluate its scalability by varying the
self-training corpora and backbone models.

4.1 Experiments Setup

Backbone LLMs For our experiments, we selected three representative open-source backbone
models: the general-purpose Llama-3.1-8B-Instruct [4], the math-specialized Qwen2.5-Math-7B-
Instruct [29] optimized for mathematical tasks, and the long-reasoning DeepSeek-R1-Distill-Qwen-
7B [8], distilled from DeepSeek-R1.

Fine-Tuning We used four datasets to generate self-training data for fine-tuning:

1. PRM (12K instances; 15): This dataset includes 4.5K MATH [10] test problems, which are drawn
from the PRM800K training set.

2. OMI2 (600K instances; 26): This is a subset of 600K unique questions extracted from the
OpenMathInstruct2 math-instruction tuning dataset.

3. LIMO (819 instances; 31): A high-quality training dataset specifically focused on challenging
problems.

4. U-Hard (100K questions): This dataset, introduced in this work, is designed to explore the
potential of our method in an unsupervised setting.

U-Hard was curated through an extensive collection of questions from publicly available online
sources. Adhering to the Omni-Math approach [6], we labeled the collected data by difficulty and
subsequently filtered out lower-difficulty questions. This process resulted in a dataset composed
exclusively of challenging questions, thereby ensuring U-Hard’s practical relevance to real-world
scenarios. To ensure a fair comparison, UPFT employs the same hyperparameters as conventional SFT
when fine-tuning models.Details about hyperparameters is shown in Appendix B. During the inference
stage, we adopt a prompted zero-shot setup and use standard greedy decoding, wherein models are
directed to answer each question using natural language instructions without any accompanying
contextual demonstrations.

Benchmarks We evaluated the performance of our method and the baseline methods on four widely
used benchmarks: GSM8K [3], MATH500 [10], AIME24 [18], and GPQA Diamond [24].

Tuning Scenarios We employed two experimental settings:

• Unsupervised sampling: we took one sample per question without any posterior filtering.
• Supervised sampling: Following RFT [33], we sampled the responses for each question 16 times

and used the ground truth answers to select a correct response.
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Figure 3: Impact of (a) prefix length and (b) structure tuning ratio on reasoning accuracy.

4.2 Ablation Study

In this section, we evaluated the impact of two hyperparameters of UPFT on the PRM-12K dataset
using Llama-3.1-8B-Instruct and Qwen2.5-Math-7B-Instruct in the unsupervised setting and report
the results on the MATH500 test set.

Impact of Prefix Length Figure 3(a) illustrates how prefix length affects reasoning accuracy. Each
model has its own optimal prefix length for peak performance: Llama-3.1-8B-Instruct achieves
its highest average accuracy (52.0%) with an 8-token prefix, whereas Qwen2.5-Math-7B-Instruct
remains stable over prefix lengths from 8 to 32 tokens. The math-specialized Qwen2.5-Math-7B-
Instruct is less sensitive to prefix length, likely because it was trained on the high-quality large-scale
math corpus, which reinforces its stability on the MATH500 test set. For subsequent experiments, we
set Llama-3.1-8B-Instruct to 8 tokens and Qwen2.5-Math-7B-Instruct to 32 tokens. In the following
experiments, we set the prefix length to 8 for Llama-3.1-8B-Instruct and 32 for Qwen2.5-Math-7B-
Instruct. Because the responses from the long-reasoning DeepSeek-R1-Distill-Qwen-7B are generally
more than four times longer than those of Qwen2.5-Math-7B-Instruct, we use a prefix length of 128
tokens for the former.

Impact of Structure Tuning Ratio Figure 3(b) plots the effect of the structure tuning ratio (p). The
performance of both models generally improves with increasing p, peaking at p = 10%. This result
supports our hypothesis that even minimal structural supervision effectively guides models towards
generating complete responses. However, exceeding this ratio leads to a performance decrease.
Consequently, we set p to 0.1 in UPFT for all datasets, except LIMO. For the smaller LIMO dataset,
we increased p to 0.3 for structure tuning.

4.3 Unsupervised Fine-Tuning

Table 1 presents the results for the unsupervised sampling setting, where the data is not filtered based
on the correctness of the extracted answer. We compare these outcomes to those obtained using
conventional SFT [21], which fine-tunes models on training data without any self-improvement or
test-time verification.

UPFT demonstrates superior performance compared to SFT in unsupervised fine-tuning.
UPFT consistently outperforms conventional SFT across various self-training datasets and backbone
models under the unsupervised sampling setting. For instance, using the U-Hard dataset with
Qwen2.5-Math-7B-Instruct, UPFT achieves an average accuracy of 54.5% across all benchmarks,
exceeding the 51.3% attained by conventional SFT. Likewise, with DeepSeek-R1-Distill-Qwen-7B
and U-Hard, UPFT attains an average of 61.6%, whereas SFT achieves 56.4%. These results highlight
UPFT’s effectiveness in leveraging unsupervised data to enhance reasoning, thereby reducing the
reliance on labeled data. They also indicate the versatility and broad applicability of UPFT across
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Table 1: Model performance under the unsupervised sampling setting, without any filtering based
on the correctness of the final answer. “Length” denotes the average length of the tuning samples in
each dataset. Models trained with SFT and the proposed UPFT generate responses of similar length.

Fine-Tuning Testsets
Method Data Avg. Length GSM8K MATH500 AIME2024 GPQA Ave.
Llama-3.1-8B-Instruct 82.0 51.0 3.3 8.6 36.2

+ SFT PRM 175.8 83.8 48.4 3.3 8.6 36.0
+ UPFT (12K) 15.8 85.4 52.0 6.7 9.1 38.3

Qwen2.5-Math-7B-Instruct 95.2 84.0 16.7 9.6 51.4
+ SFT PRM 300.1 95.8 83.4 13.3 9.1 50.4
+ UPFT (12K) 51.4 95.5 85.6 20.0 9.6 52.6
+ SFT OMI2 533.2 95.4 83.4 13.3 6.6 49.7
+ UPFT (600K) 67.5 95.4 86.4 20.0 9.6 52.9
+ SFT LIMO 491.8 95.8 84.2 20.0 7.6 51.9
+ UPFT (0.8K) 77.8 95.6 85.8 20.0 8.6 52.5
+ SFT U-Hard 393.3 95.5 83.4 16.7 9.6 51.3
+ UPFT (100K) 68.2 96.0 85.6 26.6 9.6 54.5

DeepSeek-R1-Distill-Qwen-7B 88.6 87.0 40.0 13.1 57.2
+ SFT LIMO 2029.5 89.7 87.0 40.0 12.1 57.2
+ UPFT (0.8K) 757.7 92.0 89.4 43.3 17.7 60.6
+ SFT U-Hard 3440.4 89.7 87.0 36.7 12.1 56.4
+ UPFT (100K) 561.7 91.4 89.2 50.0 15.7 61.6

different LLM architectures, supporting its claim of being a flexible, universal method for improving
reasoning capabilities.

The benefits of UPFT are more pronounced on complex reasoning tasks. The performance
gains of UPFT over conventional SFT are especially evident on more challenging benchmarks such
as AIME2024 and GPQA. For example, on AIME2024 with the U-Hard dataset, UPFT achieves
26.6% accuracy with Qwen2.5-Math-7B-Instruct, a notable improvement over the 16.7% achieved by
conventional SFT. A similar trend is observed with DeepSeek-R1-Distill-Qwen-7B on AIME2024,
where UPFT reaches 50.0% compared with SFT’s 36.7%, showing UPFT’s capability to improve
reasoning on difficult problems, aligning with our claim of enhancing reasoning capabilities effectively
and efficiently.

The U-Hard dataset maximizes UPFT’s potential through difficulty-focused curation. Training
with U-Hard yields the strongest performance improvements across models, particularly for complex
benchmarks. Qwen2.5-Math-7B achieves 26.6% on AIME2024 with U-Hard - 10 points higher than
with PRM data. This demonstrates that challenging questions provide richer signals for prefix-based
self-improvement, as they demand more sophisticated initial reasoning setups. Using U-Hard, UPFT
achieves the highest average accuracy with both Qwen2.5-Math-7B-Instruct and DeepSeek-R1-Distill-
Qwen-7B, surpassing other datasets such as PRM-12K and OMI2-600K. These findings demonstrate
that UPFT effectively leverages diverse and challenging questions to refine the model’s reasoning
skills in an unsupervised manner, showcasing its data efficiency and versatility.

UPFT achieves dramatic efficiency gains through minimal token training. UPFT reduces train-
ing sequence length by 82.6-94.7% compared to SFT across datasets, with U-Hard samples averaging
68.2 tokens vs. SFT’s 393.3. This directly translates to 6.3-16.7x faster training iterations and reduced
memory consumption. Notably, DeepSeek-R1-Distill-Qwen-7B attains better performance with
UPFT’s 561-token samples than SFT’s 3,440-token sequences, proving that strategic prefix selection
preserves critical learning signals. These efficiency characteristics validate UPFT’s practical value
for resource-constrained applications while maintaining or exceeding baseline performance.

8



Table 2: Model performance under the supervised sampling setting on the PRM-12K dataset, with
filtering 16 sampled solutions based on the correct extract answer. “#Tokens” denote the number of
tokens in each phase. Compared to RFT, V-STaR requires two additional samples to tune the verifier.

Method #Tokens Testsets
Sampling Tuning GSM8K MATH500 AIME2024 GPQA Ave.

Llama-3.1-8B-Instruct 82.0 51.0 3.3 8.6 36.2
+ RFT 36.9M 2.3M 86.0 52.0 6.7 9.1 38.5
+ V-STaR 6.8M 85.4 52.6 6.7 8.6 38.3
+ UPFT (Ours) 0.2M 85.4 52.0 6.7 9.1 38.3

+ Lable Filter 36.9M 0.2M 85.8 53.4 6.7 9.1 38.8
Qwen2.5-Math-7B-Instruct 95.2 84.0 16.7 9.6 51.4

+ RFT 51.7M 3.2M 95.7 85.2 20.0 9.6 52.6
+ V-STaR 9.6M 96.0 85.4 20.0 10.1 52.9
+ UPFT (Ours) 0.6M 95.5 85.6 20.0 9.6 52.6

+ Lable Filter 51.7M 0.6M 96.0 85.6 20.0 10.1 52.9
DeepSeek-R1-Distill-Qwen-7B 88.6 87.0 40.0 13.1 57.2

+ RFT 318.0M 19.9M 90.7 87.0 40.0 11.1 57.2
+ UPFT (Ours) 5.0M 91.9 88.4 40.0 14.6 58.7

+ Lable Filter 318.0M 4.5M 92.3 89.2 40.0 13.6 58.8

4.4 Supervised Fine-Tuning

In the supervised sampling setting, we compare our approach with two SFT variants in Table 2:

• RFT [33] samples 16 candidate responses with a label filter to identify a correct one.

• V-STaR [11] produces 16 responses for each tuning instance, trains a verifier on them for one
iteration, and uses it at test time to select the answer from 4 completions.

UPFT achieves competitive performance with supervised methods while requiring significantly
fewer tokens in both sampling and tuning. Across multiple model architectures, UPFT matches
or exceeds the performance of supervised baselines such as RFT and V-STaR. On the Llama-3.1-
8B-Instruct backbone, UPFT attains an average reasoning benchmark score of 38.3%, matching
V-STaR (38.3%) and approaching RFT (38.5%). For Qwen2.5-Math-7B-Instruct, UPFT achieves
identical average accuracy to RFT (52.6%), while using only 1.2% of the sampling tokens (0.6M vs.
51.7M). Most notably, UPFT enables DeepSeek-R1 to achieve 58.7% average accuracy, which is
1.5 points higher than RFT, while requiring 16× fewer tuning tokens than RFT. This underscores
how prefix-based fine-tuning effectively captures critical reasoning patterns without incurring the
computational overhead of sampling 16 responses per question, as required by supervised baselines.
Moreover, UPFT maintains its strong performance even when ground-truth answers are available. By
focusing on the shared reasoning prefixes, it does not sacrifice accuracy. These results reinforce our
core claim: prefix-based training captures the essential reasoning signals available in full trajectories,
validating our Prefix Self-Consistency hypothesis. This hypothesis posits that the essential signals for
effective reasoning are largely contained within the initial prefixes of successful solution trajectories,
allowing for efficient learning and high performance.

UPFT offers seamless integration with label verification for enhanced accuracy. An additional
benefit of UPFT is its inherent flexibility and compatibility with label verification techniques when
such information is accessible. As demonstrated in the table’s last rows for each model backbone,
when UPFT is enhanced with label filtering, it attains 58.8% average accuracy on DeepSeek-7B,
surpassing all baselines while maintaining a 4.4× tuning token advantage over RFT. For Qwen2.5-
Math-7B-Instruct, we match V-STaR’s 52.9% peak performance without requiring compute-intensive
verifier training or best-of-N inference. This dual capability demonstrates UPFT’s unique adaptability
- it functions as a standalone unsupervised learner while seamlessly integrating supervision when
available, making it practical for real-world deployment across the supervision spectrum.
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5 Related Work

Unsupervised Learning Unsupervised learning encompasses diverse methodologies, including
pseudo-labeling [30], pivot-based approaches [22], and adversarial networks [5]. Self-supervised
learning has since emerged as a dominant paradigm, particularly for language models, leading to the
success of pre-trained models like BERT [14] and others [9, 23]. More recently, self-improvement
techniques, such as self-rewarding [2, 32], further advance unsupervised learning by enabling models
to iteratively enhance performance without external supervision. Building upon self-improvement,
AL [13] extends this paradigm to unsupervised domain adaptation.

Self-Improvement A family of methods, starting with STaR [34], reinforced self-training [7], and
rejection fine-tuning [33], leverages the solutions generated by large language models (LLMs) to
iteratively update and improve the models themselves. These techniques involve fine-tuning the
model on the generated solutions that produce correct answers. ReSTEM [25] views this fine-tuning
process as expectation-maximization-based reinforcement learning (RL) for a solution-generating
agent. Wang et al. [28] propose using a contrastive loss to enhance the likelihood of correct solutions
over incorrect ones. The discovery of successful solutions presents a significant exploration challenge.
Luong et al. [17] demonstrated that RL-based fine-tuning of an LLM is particularly difficult unless
preceded by several steps of supervised fine-tuning. In An et al. [1], a more powerful LLM was
employed to edit the incorrect rationales generated by a smaller model, thereby providing positive
data for its fine-tuning. However, Huang et al. [12] argued that LLMs have limited capacity to correct
their own reasoning flaws.

In contrast to the above approaches, this paper focuses on discovering self-supervised signals
specifically for mathematical reasoning. We introduce UPFT, a simple and effective unsupervised
post-training method requiring only questions and the LLM itself.

6 Conclusion

In this work, we presented an unsupervised fine-tuning method that enhances the reasoning capabilities
of large language models using only prefix substrings as minimal guidance. Our approach leverages
the inherent reasoning structures within pretrained models, exploiting the phenomenon of Prefix Self-
Consistency where different reasoning trajectories share common prefixes. Extensive experiments
demonstrated that our method outperforms traditional full-token fine-tuning and achieves performance
comparable to supervised approaches like RFT, with significantly reduced training and inference
times. This work highlights the potential of minimal unsupervised fine-tuning in improving the
reasoning abilities of LLMs without relying on external supervision or extensive computational
resources. Future work will explore the application of this method to other challenging tasks and
investigate the theoretical underpinnings of Prefix Self-Consistency in more depth.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: Our abstract and introduction clearly describe our contribution, the algorithm,
and the experimental results.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We mentioned our limitation in Appendix C.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [Yes]
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Justification: We mentioned our Theory Assumptions in Section 2 and Section 3.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: We provide a detailed description of our model architecture and present all the
training details in Section 4 and Appendix B, including dataset and hyperparameter settings.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: We provide our code in the supplemental material.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: We provide the full details in Section 4 and Appendix B.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: Yes, we mentioned in the Section 4 and Appendix B.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.

15

https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy


• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: Yes, we mentioned in the Section 4 and Appendix B.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: This paper strictly adheres to the NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
Justification: This work is foundational research and not tied to particular application.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
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generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: This paper poses no such risks.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: Yes, the paper properly credits the creators or original owners of assets
(e.g.,code, data, models) and explicitly mentions and respects the relevant licenses and terms
of use.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
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Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: Yes, we mentioned in the Section 4.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
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Answer: [Yes]
Justification: Our paper investigates the issue of efficient self-training in large language
models, conducting research based on multiple open-source large language model backbone.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Settings of the Experiments

A.1 Task Template for Prefix Tuning

For the prefix fine-tuning, we simply apply the task template shown in Figure 4.

Task template used for prefix tuning.

[question] Please provide the initial step towards resolving the question.
This step may serve as a foundation but might not encompass the entire
solution.

Figure 4: The task template used to learn from the prefix of the reasoning traces. [question]
represents the question that needs to be answered.

B Hyperparameters

Table 3: The hyperparameters used for our method on all training corpora.
Hyperparam. PRM-12K OMI2-60K LIMO U-Hard
Optimizer AdamW
Warmup Ratio 0.03
Learning Rate 1e-6 2e-6 1e-6
LR Schedule constant_with_warmup
Batch Size 1
Gradient Step 8
Max Length 4096 16384
# Epoch 2 1 3 1

To ensure a fair comparison, UPFT employs the same hyperparameters as conventional SFT when
fine-tuning models, as listed in Table 3. During the inference stage, we adopt a prompted zero-shot
setup and use standard greedy decoding, wherein models are directed to answer each question using
natural language instructions without any accompanying contextual demonstrations.

C Limitations

• Validation with larger-scale models: In our experiments, the choice of backbone was
primarily based on the mathematical capabilities of the model. Our goal is to further enhance
the model’s reasoning ability at a low cost. In future research within the RL framework, we
will consider validating our approach on larger-scale models, such as QwQ-32B-Preview
and DeepSeek-R1-Distill-Qwen-32B.

• Study on sample-independent prefix selection strategy: Despite achieving satisfactory
performance, this work is based on a heuristic prefix selection strategy. In future research,
we will continue to design an adaptive sample-independent prefix selection for UPFT.

D Case study of Prefix Data

We provide a case study of prefix data shown in Figure 5. We can see that the different 16 rollout
samples have very similar prefixes.

20



Case Study

Question: Melinda has three empty boxes and 12 textbooks, three of which
are mathematics textbooks. One box will hold any three of her textbooks,
one will hold any four of her textbooks, and one will hold any five of her
textbooks. If Melinda packs her textbooks into these boxes in random order,
the probability that all three mathematics textbooks end up in the same box
can be written as m

n
, where m and n are relatively prime positive integers.

Find m+ n.
The first 32 words (prefix substring) of all answers:
A1: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A2: To determine the probability that all three mathematics textbooks end up
in the same box, we need to follow these steps: 1. **Calculate the total
number of ways to pack the textbooks
A3: To determine the probability that all three mathematics textbooks end
up in the same box, we start by calculating the total number of ways to
distribute the 12 textbooks into the three
A4: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A5: To determine the probability that all three mathematics textbooks end
up in the same box, we start by calculating the total number of ways to
distribute the 12 textbooks into the three
A6: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A7: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A8: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A9: To determine the probability that all three mathematics textbooks end up
in the same box, we need to consider the total number of ways to distribute
the 12 textbooks into the three
A10: To determine the probability that all three mathematics textbooks
end up in the same box, we need to consider the total number of ways to
distribute the 12 textbooks into the three
A11: To determine the probability that all three mathematics textbooks
end up in the same box, we start by calculating the total number of ways
to distribute the 12 textbooks into the three
A12: To determine the probability that all three mathematics textbooks end
up in the same box, we need to follow these steps: 1. **Calculate the total
number of ways to distribute the 12
A13: To determine the probability that all three mathematics textbooks
end up in the same box, we need to consider the total number of ways to
distribute the 12 textbooks into the three
A14: To determine the probability that all three mathematics textbooks end
up in the same box, we need to follow these steps: 1. **Calculate the total
number of ways to pack the textbooks
A15: To determine the probability that all three mathematics textbooks
end up in the same box, we need to consider the total number of ways to
distribute the 12 textbooks into the three
A16: To determine the probability that all three mathematics textbooks
end up in the same box, we need to consider the total number of ways to
distribute the 12 textbooks into the three

Figure 5: With the temperature set to 0.7, we sample 16 times based on Qwen2.5-Math-7B-Instruct
for the given question, where A1-A16 represents the corresponding output results.
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