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Abstract

Reliable handling of code diffs is central to agents that edit and refactor repositories
at scale. We introduce Diff-XYZ, a compact benchmark for code—diff understanding
with three supervised tasks: apply (old code + diff — new code), anti-apply (new
code — diff — old code), and diff generation (new code — old code — diff). Instances
in the benchmark are triples (old code, new code, diff) drawn from real commits
in CommitPackFT, paired with automatic metrics and a clear evaluation protocol.
We use the benchmark to do a focused empirical study of the unified diff format
and run a cross-format comparison of different diff representations. Our findings
reveal that different formats should be used depending on the use case and model
size. For example, representing diffs in search-replace format is good for larger
models in the diff generation scenario, yet not suited well for diff analysis and
smaller models. The Diff-XYZ benchmark is a reusable foundation for assessing
and improving diff handling in LLMs that can aid future development of diff
formats and models editing code. The dataset is published on HuggingFace Hub:
https://huggingface.co/datasets/JetBrains-Research/diff-xyz,

1 Introduction

Modern code-capable language models increasingly interact with repositories by both analyzing and
generating code diffs. In tasks such as issue resolution [15}|17]], CI build repair [6], or bug repair [[13],
the model’s task is to produce a patch for an existing codebase that is then evaluated for correctness.
Tasks like commit message generation treat diffs as an input that a model should analyze to generate
a summary [11529].

There exists a multitude of formats for representing code diffs. Classical diff formats include the (i)
normal format — changes without surrounding context, (ii) context format — changes with surrounding
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lines, and (iii) unified formatﬂ— a compact, context-carrying variant with @@ hunk headers and +/-
prefixes (see the example in Figure[6). These three formats are standardized in GNU diffutils [21]]
and remain the basis for machine-applicable patches. In modern tooling, git diff produces a Git
patch similar to unified diff but with additional Git-specific headers.

While benchmarks such as SWE-bench evaluate patches in the unified diff format, the choice of
the diff representation used by an LLM can influence the quality of generations and their cost. For
example, Aider reports that switching from a search/replace scheme to unified diffs cuts unhelpful
outputs and raises benchmark scores [1]]. OpenAl trains GPT-4.1 to generate and apply diffs in a
recommended V4A patch format, and reports large gains on Aider’s polyglot diff benchmark [2; 23].
Existing works [25} [27; 28] report using different approaches, such as working with unified diffs,
performing rewrites on specified ranges, supporting search-replace formats that specify anchored
replacements.

Despite this centrality, current evaluations make it hard to isolate the effect of diff format from other
factors like retrieval or tool use. Wang et al. [26] analyze SWE-bench and highlight that there exist
distinct failure modes: a patch may fail because it is syntactically malformed, because it does not
apply to the intended context, or because it applies but does not fix the issue. This shows that patch
outcomes depend on more than just representation, making it difficult to isolate and evaluate the
impact of diff formats within such end-to-end benchmarks.

To enable studies targeting diff representations, we introduce Diff-XYZ, a focused lightweight
benchmark for exploring how well models work with various diff formats. Our benchmark allows
varying the diff representation while keeping the rest of the context fixed. Diff-XYZ consists of
three synthetic tasks that represent three possible problems of finding an unknown in the equation
diff = new code — old code. We hypothesize that solving complex generation and analysis tasks
involving code diffs requires first mastering simpler variants of the problem. These include cases
where two elements of the equation new code — old code = diff are provided and the third must be
inferred. Rewriting it as X — Y = Z, we obtain the following list of tasks.

X. Apply Task — new code is unknown. This tests format obedience and character-level fidelity.
The model must analyze a diff in a given format and realize the exact edits, including
whitespace and ordering.

Y. Anti-Apply Task — old code is unknown. This probes invertibility and losslessness of
the chosen format as processed by the model. The model must reconstruct deletions and
replacements precisely and align modified regions back to their original spans. This is a
strict operational check of diff understanding that goes beyond surface copying.

Z. Diff Generation Task — diff is unknown. This measures reliable diff synthesis: correct
formatting and minimal, parseable edits. The outcome is directly relevant to code agents
and patch-based evaluations where the system must emit a patch that tools can apply and
reviewers can inspect.

First, we apply Diff-XYZ to analyze how well proprietary and open-source LLMs work with the most
widespread unified diff format. Proprietary models consistently outperform open-source models, with
Claude 4 Sonnet and GPT-4.1 achieving the highest scores across the tasks; GPT-4.1 is more sensitive
to a task prompt and tends to emit V4A diff format by default. For open models, scores improve as
model size grows, yet performance is still short of strong results, especially for smaller open models.
Diff-XYZ can help by providing focused, reproducible checks that highlight where formats and
prompts make the most difference. This analysis clarifies model behavior on the benchmark tasks
and establishes strong reference results. Building on these findings, we then compare alternative edit
representations: udiff-based formats work best for Apply and Anti-Apply, search-replace excels for
Diff Generation, but for smaller models modified udiff variants perform best.

2 Data Collection

We construct Diff-XYZ, a compact benchmark of 1,000 real-world code edits derived from the
CommitPackFT dataset [22], a large-scale corpus of open-source commits with paired before/after
code and commit metadata. Each instance in Diff-XYZ is a triple (old code, new code, diff), where
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diff is computed between the two code versions. This dataset serves as the common basis for all tasks
presented in the next section.

To ensure diversity and quality, we apply systematic filtering and sampling. We retain only commits
that change a single file and exclude binary files, generated code, vendor directories, and trivial
whitespace-only changes. Changed files must contain at least 40 lines and no more than 1,000 lines
in at least one version of the code (old or new). To balance edit complexity, we stratify commits
by the number of changed hunks and change size (added + removed lines), targeting a 50/50 split
between single-hunk and multi-hunk edits and a 40/40/20 distribution of small, medium, and large
edits, defined by the 40th and 80th percentiles of change size (added + removed lines) within each
bucket. In practice, edits with at most 7 changed lines are considered small (40th percentile), those
with 8-24 lines medium (40th-80th percentile), and those with more than 24 lines large. We also cap
the number of examples per repository at 5 to encourage repository diversity.

The final dataset covers five programming languages, with 200 examples each: Python, JavaScript,
and Java, which are widely used and appear in most existing benchmarks, and Kotlin and Rust, which
are comparatively underrepresented but actively used in distinct contexts.

Most edits include both additions and deletions (81.5%), while a minority are add-only (16.3%) or
delete-only (2.2%). In total, Diff-XYZ spans 891 unique repositories.

3 Tasks Description

3.1 Apply Task and Anti-Apply Task

Apply is a straightforward task: given the old code and the diff, generate the new code. It can be
viewed as a special case of code generation task with all the needed information being already in
the prompt, yet the model has to correctly interpret the diff to solve it. If an LLM is capable of
understanding the diff and copying, we expect it to solve the task accurately, with larger models
solving it near-perfectly. In case a model scores low on the Apply task, it may require additional
fine-tuning to work with diffs or an adaptation of the diff format. Note that Apply is a natural
simplification of the recently introduced problem of smart paste or fuzzy diff application with LLMs
[12], i.e., generate a new code state after applying a patch in some insufficient format.

Anti-Apply is the problem complementary to the Apply task: given the new code and the diff, generate
the old code. Similar to the Apply task, all the data required to solve it is in the prompt. In case
there is a significant difference between the Apply and Anti-Apply scores for a model, it is a sign of
model’s overfitting on one of the tasks.

We evaluate performance on these tasks with slightly modified standard metrics. To calculate the
following metrics for code snippets, we remove all the lines that contain only whitespace characters.

 Stripped Exact Match — EM — is 1 when two processed code snippets are exactly the
same, 0 otherwise.

* Stripped Intersection over Union for lines — IoU — ratio of unique lines in intersection to
unique lines in union for two processed code snippets.

3.2 Diff Generation Task

Diff Generation Task is formulated as follows: given the old code and the new code, generate the diff
in the specified format. This task is different from the first two, as it does not require generating long
code sequences but rather shorter strictly formatted diffs.

The choice of format is crucial for the Diff Generation Task, as the model may be more or less
aware of the given format. The unified diff format is the most common format used by GitHub and
SWE-bench, and LLMs have higher chances of seeing it during pretraining. This may be not the case
for other formats, so we always add a format description in the system prompt.

Unlike Apply and Anti-Apply, diff calculation is not uniquely defined. Even for the same code
change, different but valid diffs can be produced, depending on factors such as the number of context
lines. Because of that, we cannot apply similarity metrics like EM or IoU to the Diff Generation
task. To overcome this problem, we evaluate EM and IoU for the new code and the code that is the



result of applying the generated diff to the old code. Because diff application is a strict, all-or-nothing
procedure, EM and IoU after application only capture exact correctness when the generated diff
applies successfully. To measure partial correctness even when application fails, we also compute
F1-scores over the sets of added and deleted lines [20].

Finally, the standard unified diff hunk header contains line numbers, which are used to resolve
uncertainties. However, it can be challenging to generate a hunk header before the hunk itself, and
such uncertainties represent less than 1% of the dataset. For this reason, we ignore hunk headers
during patch application when they are not needed.

Here is the formal definition for metrics that we use to evaluate the Diff Generation task.

* Parsing Rate and Applying Rate — the fraction of generated diffs that can be parsed, and
the fraction that can be successfully applied to the old code.

e EM and line-level loU after application — EM and IoU values of the new code and the
code after applying diff to the old code, O if the generated diff cannot be parsed.

e Fl-score on Addition Lines — F1+ — Fl-score between the set of added lines in the
generated diff and those in the reference.

e Fl-score on Deletion Lines — F1- — F1-score between the set of deleted lines in the
generated diff and those in the reference.

4 Unified Diff Evaluation

In this section, we provide an extensive evaluation for the unified diff format on Diff-XYZ. The
results are organized in two subsections: proprietary models and open-source models.

All models are evaluated with a fixed user prompt for each task (see Appendix[A.2). We vary the
system prompt in two ways:

1. w/o format — a generic system prompt ("You are a helpful assistant.") with no explicit
description of the edit representation.

2. w/ format — a system prompt that explicitly defines the unified diff format (see Figure [2]in
Appendix [A.T)

4.1 Proprietary Models

Proprietary LLMs are usually more powerful than open-source ones [3;110; [16; 23[], and since the
tasks are conceptually simple, we expect the best models to achieve near-perfect scores.

Table [ shows the results for the Apply and Anti-Apply tasks on the Diff-XYZ dataset. Claude 4
Sonnet outperforms all models, making almost no mistakes on Apply under either system prompt,
though it shows some quality drop on Anti-Apply. GPT-4.1 also performs very well across both tasks,
but its results vary more across prompts. For some models (e.g., GPT-4.1), quality drops on Apply
when moving from the w/o format to the w/ format system prompt, while the scores on Anti-Apply
remain unaffected. Such inconsistencies may indicate overfitting: the model focuses on the diff
description and outputs a diff instead of code (see Figure [I0]in Appendix [B).

Although diff application is a conceptually simple task, only the strongest proprietary models solve it
perfectly. Open-source models, and even some smaller proprietary ones, still make mistakes. This
confirms that the benchmark is well-calibrated: it exposes meaningful differences in models’ ability
to interpret diff syntax, align edits with code, and produce the correct target version exactly.

Table [2] shows the results for the Diff Generation task. Here, the effect of the system prompt is much
stronger: explicitly describing the format narrows the model’s choices and reduces the likelihood of
switching to alternative diff formats. This effect is especially noticeable for GPT 4.1, which, without
explicit instructions, frequently outputs diffs in V4A, the format it was trained to produce, rather than
unified diff (see Figure [TT]in Appendix B).

We observe that the Apply Rate is nearly identical to the IoU across models, indicating that whenever
a model produces an applicable diff, it is usually very close to the expected result.



Table 1: Results of closed models on the Apply and Anti-Apply tasks on Diff-XYZ.

Model Prompt Apply Anti-Apply

EM 1IoU EM IoU
GPT 40 w/o format 0.83 097 0.88 0.97
GPT 40 w/format 087 098 0.89 0098
GPT 40-mini w/o format 0.70 096 0.57 0.85
GPT 40-mini w/format 005 0.12 034 049
GPT 4.1 w/o format 092 098 093 0098
GPT 4.1 w/format 081 086 095 0.98
GPT 4.1 mini w/o format 090 099 0.86 0.97
GPT 4.1 mini w/format 090 098 0.85 0.97
GPT 4.1 nano w/o format 0.38 0.85 0.03 0.63
GPT 4.1 nano w/format 029 0.58 0.00 0.08
Claude 4 Sonnet  w/o format 095 099 0.87 0.90
Claude 4 Sonnet  w/format 096 099 0.87 0.89
Gemini 2.5 Flash  w/o format 091 097 0.77 0.85
Gemini 2.5 Flash  w/format 093 098 0.81 0.85

Table 2: Results of closed models on the Diff Generation task on Diff-XYZ.

Model Prompt EM 1IoU fl1+ fl1- Apply Rate Parsing Rate
GPT 40 w/o format 0.34 0.50 0.72 0.51 0.52 0.89
GPT 4o w/format 033 053 0.79 0.52 0.55 0.98
GPT 40-mini w/o format 0.17 038 0.65 0.36 0.40 0.92
GPT 40-mini w/format 0.16 027 0.60 0.33 0.28 0.90
GPT 4.1 w/o format 0.34 035 034 0.25 0.35 0.44
GPT 4.1 w/format 076 0.78 0.76 0.52 0.79 0.99
GPT 4.1 mini w/o format 0.11 0.12 0.08 0.08 0.12 0.15
GPT 4.1 mini w/format 0.60 064 0.52 0.33 0.78 0.65
GPT 4.1 nano w/o format 025 034 026 0.14 0.35 0.47
GPT 4.1 nano w/format 021 027 0.18 0.09 0.28 0.53
Claude 4 Sonnet  w/o format 0.64 0.66 0.73 0.57 0.67 0.80
Claude 4 Sonnet  w/format 085 0.89 0.92 0.71 0.89 1.00
Gemini 2.5 Flash w/o format 0.69 0.79 0.82 0.61 0.80 0.93
Gemini 2.5 Flash  w/format 066 076 0.80 0.59 0.77 0.90

4.2 Open Source Models

To analyze how model size affects diff understanding, we evaluate the Qwen2.5-Coder series [15], a
family of open-source, code-focused LLMs ranging from 0.5B to 32B parameters. Qwen2.5-Coder
models achieve near state-of-the-art results on standard code generation and reasoning benchmarks
among open-source models, making them a strong testbed for scaling analysis on Diff-XYZ. Tables 3]

and [ report results for the Apply/Anti-Apply and Diff Generation tasks, respectively.

We observe a clear scaling trend: performance improves steadily with model size. On Apply and
Anti-Apply, reliable results emerge around the 7B scale, with the largest Qwen Coder approaching
GPT-40. In contrast, none of the open-source models achieve comparable performance on Diff
Generation. This gap suggests that handling diff syntax and formatting requires substantially more
capacity than simply applying edits. It may also help explain why smaller models perform poorly
on complex downstream benchmarks such as SWE-bench, where correctly generating patches is

critical.



Table 3: Results of the Qwen Coder family of models on the Apply and Anti-Apply tasks on Diff-XYZ
with w/format system prompt.

Model Apply Anti-Apply
EM 1IoU EM IoU

Qwen2.5-Coder-0.5B-Instruct  0.00 0.39 0.00 0.46
Qwen2.5-Coder-1.5B-Instruct  0.11 0.39 0.05 0.70
Qwen2.5-Coder-3B-Instruct 036 0.81 0.15 0.71
Qwen2.5-Coder-7B-Instruct 0.59 094 0.64 0.93
Qwen2.5-Coder-14B-Instruct  0.82 097 0.82 0.97
Qwen2.5-Coder-32B-Instruct  0.85 0.98 0.86 0.98

Table 4: Results of the Qwen Coder family of models on the Diff Generation task on Diff-XYZ with
w/format system prompt.

Model EM IoU fl1+ fl1- Apply Rate Parsing Rate
Qwen2.5-Coder-0.5B-Instruct  0.00 0.00 0.01 0.02 0.01 0.23
Qwen2.5-Coder-1.5B-Instruct  0.01 0.04 0.07 0.10 0.04 0.69
Qwen2.5-Coder-3B-Instruct 0.00 0.12 0.18 0.15 0.15 0.72
Qwen?2.5-Coder-7B-Instruct 0.03 0.17 0.29 0.24 0.19 0.70
Qwen2.5-Coder-14B-Instruct  0.14 035 047 0.37 0.38 0.92
Qwen2.5-Coder-32B-Instruct  0.24 047 0.61 0.50 0.50 0.99

5 Diff Format Exploration

While the unified diff format is the most widely used, it is not the only way to represent edits. Different
formats impose different structural constraints and tokenization patterns, which can affect how easily
models generate, parse, and apply them. To probe these effects, we compare several representations
side by side on Diff-XYZ. For each format, the system prompt included both a description of the
format and one example (see Appendix [A.3).

We evaluate the following formats:

1. udiff: the standard unified diff (Figure [6)).
2. udiff-h: unified diff with a relaxed hunk header, written as @@ ... @@ (Figure .

3. udiff-I: unified diff with verbose line markers ADD, DEL, CON instead of the single-character
+, -, and a leading space (Figure|g).

4. search-replace: a sequence of edits where each search substring is replaced by a replace
substring, following Aider [1] and Li et al. [[18] (Figure E])

We include udiff and search-replace because they are widely used. The two udiff variants address
practical generation issues: udiff-h avoids committing to exact line numbers before the hunk body is
produced, and udiff-I reduces ambiguity and token collisions by replacing single-character markers
with explicit tags.

The results are presented in Table[5] For Diff Generation, search-replace is a strong default for most
larger models, while udiff-I achieves the best scores for smaller models, a result that is both consistent
and unexpected. Another unexpected finding is that udiff-h is typically much worse than udiff, despite
only relaxing the hunk header and making a minimal change in format. For Apply and Anti-Apply,
however, search-replace underperforms relative to more structured formats, highlighting a trade-off
between ease of generating edits and faithfulness of application. These results suggest that while
search—replace is attractive for generation, it is a poor fit for tasks where faithful application matters.
This may also affect downstream tasks such as commit message generation, which rely on diffs as
structured inputs. For such tasks, explicit udiff variants remain the safer and more reliable choice.

We also observe that the most effective representation depends on both model scale and task step
(generation vs. application). We hypothesize three interacting causes:



Table 5: Results on Diff-XYZ for various diff formats. For each model, the best-performing format is
highlighted per task: Apply, Anti-Apply, and Diff Generation. If a format is best in multiple tasks,

the corresponding styles are combined (e.g., udiff).

Model Diff Format Apply Anti-Apply Diff Generation
EM EM EM f+ -

udiff 0.86 0.85 043 089 0.83

udiff-h 0.85 0.89 0.03 020 0.61

GPT 40 udiff-1 0.82 088 003 011 025
search-replace  0.57 0.60 0.74 093 0.89

udiff 0.90 0.88 077 092 091

udiff-h 0.92 0.93 006 025 06l

GPT 4.1 udiffl 091 0.88 0.06 021 0.39
search-replace  0.57 0.56 095 097 094

udiff 0.89 0.81 073 087 0.84

. udiff-h 0.86 0.85 0.03 028 0.62

GPT 4.1-mini udift-1 0.86 083 004 010 0.14
search-replace  0.57 0.55 090 094 094

udiff 0.37 0.02 051 081 0.78

GPT 4. 1-nano udiff-h 0.32 0.01 0.12 047 049
' udiff-l 0.44 0.04 0.09 0.10 0.11
search-replace 0.33 0.01 0.05 0.07 0.07

udiff 0.95 0.82 0.82 095 0.94

Claude 4 Sonnet udiff-h 0.95 0.87 0.02 0.13 031
udiff-1 0.95 0.93 0.15 034 055

search-replace  0.57 0.48 094 097 0.96

udiff 0.90 0.34 073 094 092

. udiff-h 0.91 0.54 0.10 022 0.8
Gemini 2.5 Flash udiffl 0.79 0.07 0.17 032 026
search-replace  0.57 0.53 0.88 0.96 0.95

udiff 0.01 0.01 0.00 0.04 0.02

udiff-h 0.01 0.01 0.03 0.18 0.18

Qwen2.5-Coder-0.58  peet 0.00 0.01 023 057 042
search-replace 0.00 0.00 0.00 0.04 0.22

udiff 0.16 0.04 001 0.07 0.09

udiff-h 0.16 0.05 020 045 042

Qwen2.5-Coder-1.5B  gigp ) 0.11 003 038 049 0.49
search-replace 0.20 0.07 0.19 0.35 0.38

udiff 0.38 0.17 001 020 022

udiff-h 0.41 0.20 002 0.16 021

Qwen2.5-Coder-3B gigr 0.34 0.13 036 054 0.55
search-replace 0.28 0.25 0.14 0.30 0.22

udiff 0.58 0.65 005 039 031

udiff-h 0.57 0.64 001 0.17 0.28

Qwen2.5-Coder-7B | ir ) 0.57 0.62 007 0.17 0.18
search-replace  0.50 0.50 0.28 0.62 0.58

udiff 0.84 0.87 023 073 0.63

udiff-h 0.83 0.86 0.00 025 0.67

Qwen2.5-Coder-32B  yige | 0.83 0.82 0.03 0.18 0.39
search-replace  0.57 0.53 0.68 0.92 0.86




1. Local vs. global constraints. search-replace avoids format-level global constraints such as
predicting line numbers in hunk headers (e.g., @ -a,b +c,d @@), matching hunk lengths,
and preserving the number of context lines. Each replacement stands on its own, so an
error in one edit does not invalidate the rest. Larger models are better at locating distinctive
anchors and ordering small, local edits, which increases parse/apply success.

2. Marker collisions. Small models may confuse single-character udiff markers (+, -, leading
space) with ordinary code characters. Replacing them with explicit tags (ADD/DEL/CON) in
udiff-I makes the control tokens unambiguous and rare; the model mainly needs to decide,
for each line, which tag to use and then emit the line, an easier decision for weaker models.

3. Header scaffolding & distribution shift. Standard udiff hunk headers (¢@ -a,b +c,d
©@@) provide numeric anchors and implicit ordering cues. Even though our application step
does not rely on these numbers, their presence appears to help models structure the patch:
they act as scaffolding that encourages hunks to be segmented and emitted in file order. In
udiff-h, this scaffold is removed, which not only introduces a distribution shift relative to
pretraining corpora (most public diffs include numbers) but may also increase the frequency
of hunks being emitted out of order (e.g., an edit to line 120 preceding one to line 90). Both
effects make the resulting patches less reliable, even though the format change is minimal.

6 Limitations and Future Work

The tasks in Diff-XYZ are simplified proxies rather than full downstream applications. Establishing a
quantitative link between performance on these tasks and outcomes in real systems such as commit
message generation, automated bug fixing, or code review is left for future work. As a result, our
findings should not be interpreted as direct predictions of production performance.

All experiments use non-reasoning LLMs under greedy decoding. Evaluation of tool use, multi-
step reasoning, sampling strategies, or best-of-n decoding, is an important question that is out of
scope of this work. The reported numbers therefore reflect single-pass behavior and likely represent
conservative estimates rather than achievable upper bounds.

The set of edit representations we study is limited to the most popular ones. Some alternatives remain
unexplored, including richer tree- or AST-based patches, structured search-replace variants, and
error-tolerant or partially specified formats. Note, that they can be integrated into Diff-XYZ without
modifying the benchmark.

7 Related Work

Code generation benchmarks. A long line of benchmarks evaluate LLMs on code generation from
natural language. Chen et al. [9] and Austin et al. [4]] introduced HumanEval and MBPP, which remain
the most widely used, with extensions such as HumanEval+ and MBPP+ [19], HumanEval-XL [24]],
and multilingual variations such as MultiPL-E [7]]. BigCodeBench [30] emphasizes more complex
and library-heavy tasks. These benchmarks primarily test function-level synthesis and correctness,
but do not address how edits are represented or applied.

Editing and issue-resolution benchmarks. More recent work has evaluated language models
in editing settings. Cassano et al. [8] introduces instruction-following edits, and Guo et al. [14]
evaluate debugging, polishing and translation tasks. At a larger scale, Jimenez et al. [17] proposed
SWE-bench, which tasks models with resolving real GitHub issues by producing patches that apply
and pass tests. These benchmarks reflect realistic workflows, but include many factors, from retrieval
and long context reasoning to semantic correctness and patch formatting. These benchmarks capture
realistic workflows, including patch application, but their evaluation mixes retrieval, long-context
reasoning, semantic correctness, and patch formatting — making it difficult to isolate the role of edit
representation.

Positioning. Despite this breadth, existing benchmarks all assume a fixed diff format, typically
unified diff. In reality, there are multiple representations in use: normal diff, context diff, unified
diff, OpenAI’s V4A diff format [23]], and search/replace schemes, including anchored replacements
used by some agents. Format is therefore a real variable, not a constant. Aider’s benchmarks [2]]



are notable for reporting differences between formats (whole file rewrite, search/replace, unified
diff), but their evaluation was motivated by tool design choices rather than a systematic study of edit
representations.

Our benchmark takes a complementary approach: it decomposes the end-to-end code editing pipeline
problem and focuses specifically on edit representation in isolation. By holding task context fixed,
it enables us to measure how models handle alternative formats under controlled conditions. This
design also makes evaluation lightweight and cheap: unlike agentic frameworks such as SWE-bench,
it requires no repository setup or execution harness, yet still targets a core capability that directly
impacts downstream systems.

8 Conclusion

We introduced Diff-XYZ, a benchmark for evaluating LLMs’ ability to handle code diffs across
multiple formats. The tasks isolate core subproblems that arise in downstream systems while
remaining simple enough to serve as controlled probes for more complex workflows.

Our main contribution is a set of focused tasks with clearly specified inputs and targets, paired with
automatic metrics. This framework offers a reproducible setting for studying model behavior in
diff-centric workflows. Possible extensions include connecting the benchmark to downstream tasks
such as commit message generation, exploring corrupted or partial diff application, and incorporating
structured code editing.

We also establish baselines for the unified diff format by measuring how LLMs process udiff inputs
directly. Frontier models perform strongly on the provided tasks, suggesting the value of introducing
more challenging instances within the same framework.

Beyond udiff, we compare several edit representations across a range of models. The resulting
trade-offs can guide representation design. Future work will address the observed flaws and iterate
toward formats that improve faithfulness and applicability.
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Inference Details

System prompts

You are a helpful assistant.

Figure 1: w/o format System Prompt

You are a helpful assistant.

When referred to unified diff format, the formatting must be
as follows:

Do NOT include or start with Git headers like diff -git

or index ..... Use POSIX unified diff with headers
-- <0ld> and +++ <new>, hunks @@ -old_start,old_count
+new_start,new_count Q0. Prefix context with space, removals
-, additions +. 1-based numbering, LF newlines, 1 context
lines. New file: -- /dev/null. Deleted file: +++
/dev/null.

Figure 2: w/format System Prompt
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A.2 Task Prompts

You need to write a code that is a result of applying the
following diff in unified diff format to the following code

snippet:

Diff:
{aiff}

Code:
{old_code}

Use triple backtick formatting for you answer (e.g.,
T Tpython... 7).

Figure 3: Prompt Template for the Apply Task

You are given a code snippet that results from applying a
unified diff. Your task is to reconstruct the original
version of the code before the diff was applied.

Diff:
{diff}

Code After Applying the Diff:
{new_code}

Use triple backtick formatting for you answer (e.g.,
T Tpython... 7).

Figure 4: Prompt Template for the Anti-Apply Task
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You need to write a diff in unified diff format that
transforms code snippet 1 to code snippet 2:

Code Snippet 1:
{old_code}

Code Snippet 2:
{new_code}

Use triple backtick formatting for you answer (e.g.,
TTUdiff. . ).

Figure 5: Prompt Template for the Diff Generation Task

A.3 Examples of Diff Formats

@0 -1,2 +1,4 Q@

+import math

+

def calculate_area(radius):

- return 3.14159 * radius * radius
+ return math.pi * radius * radius
@0 -4,2 +6,0 Q@

-def old_function():

- return "deprecated"

Figure 6: Example of a diff in udiff format. This example is included in system prompt for diff
exploration.

©e ... Q@
+import math
+

def calculate_area(radius):

- return 3.14159 * radius * radius
+ return math.pi * radius * radius
@@ ... @@

-def old_function():

- return "deprecated"

Figure 7: Example of a diff in udiff-h format. This example is included in system prompt for diff
exploration.
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e@ -1,2 +1,4 Q@
ADD import math

ADD

CON def calculate_area(radius):

DEL return 3.14159 * radius * radius
ADD return math.pi * radius * radius

e -4,2 +6,0 Q@
DEL def old_function():
DEL return "deprecated"

Figure 8: Example of a diff in udiff-l format. This example is included in system prompt for diff
exploration.

<<<<<<< SEARCH
return 3.14159 * radius * radius

return math.pi * radius * radius
>>>>>>> REPLACE

<<<<<<< SEARCH

def old_function():
return "deprecated"

>>>>>>> REPLACE

Figure 9: Example of a diff in search-replace format. This example is included in system prompt for
diff exploration.
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B Typical Errors

--- a/src/main.rs
+++ b/src/main.rs
@@ -20,5 +20,15 @@
let mut num = 0;
+ let mut prev = 0;

for ¢ in roman_number.chars() {
num += roman_char_to_decimal(c);

+
+ 1let digit = roman_char_to_decimal(c);
+
+ num += digit;
+
+ if prev != 0 && digit > prev {
+ num -= 2 * prev;
+ }
+
+ prev = digit;
X

Figure 10: Typical incorrect answer for GPT 4.1 with w/format system prompt in Apply Task. Diff
instead of new code is generated for more than 10% of data points. For these data points, answer with
w/o format system prompt is correct, and answer for Anti-Apply is correct with either system prompt.

--- snippetl.py 2024-06-13 12:00:00.000000000 +0000
+++ snippet2.py 2024-06-13 12:00:00.000000000 +0000
@@ setup(

- classifiers=[

- ’Development Status :: 4 - Beta’,

+ classifiers=[

+ ’Development Status :: 5 - Production/Stable’,
--- old

+++ new

@@ -18,7 +18,7 @@
packages=[’drupdates’, ’drupdates.tests’],
classifiers=[
- ’Development Status :: 4 - Beta’,
’Development Status :: 5 - Production/Stable’,

’Environment :: Console’,
’Intended Audience :: Developers’,
’Intended Audience :: System Administrators’,

Figure 11: Top Box. Typical incorrect answer for GPT 4.1 with w/o format system prompt in Diff
Generation Task. Bottom Box. Answer with w/format system prompt. Incorrect diff is in V4A format
instead of the unified diff format. Such answers are generated for more than 50% of data points.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Main claims in the abstract and introduction are an accurate summary of the
results presented in the paper.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: The separate "Limitations" section is in the paper. Additionally, local assump-
tions are highlighted in corresponding sections.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
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Answer: [NA]
Justification: Paper does not include theoretical results.
Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: To the best of our knowledge, we have provided all the details necessary to
reproduce the paper. If some steps are not reproducible, we are ready to provide additional
details upon request.

Guidelines:

» The answer NA means that the paper does not include experiments.
* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]
Justification: Dataset with instructions is provided in supplementary materials.
Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https !
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
 Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: Experimental setting is presented in the paper, with some details in Appendix.
Guidelines:

» The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer:

Justification: We do not provide any information such as error bars, confidence intervals, or
statistical significance tests since it is not of main significance for the paper. We did all the
necessary calculations and we are ready to provide the results upon request.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).
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8.

10.

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

e It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer:

Justification: The number of resources needed for all the experimental runs is not provided,
however, it can be derived from all the provided details.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: Paper conforms with NeurIPS Code of Ethics.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]
Justification: There is no societal impact of the work performed.
Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.
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» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We followed the citation information provided by the authors of the datasets
and models we use. We only use permissively licensed data in our work.

Guidelines:

* The answer NA means that the paper does not use existing assets.
 The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.
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14.

15.

* If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: The documentation file for the dataset is provided.
Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
16. Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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