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Abstract

Modern recurrent architectures, such as xLSTM and Mamba, have recently chal-
lenged the Transformer in language modeling. However, their structure constrains
their applicability to sequences only or requires processing multi-dimensional
data structures, such as images or molecular graphs, in a pre-defined sequential
order. In contrast, Multi-Dimensional RNNs (MDRNNSs) are well suited for data
with a higher level structure, like 2D grids, trees, and directed acyclic graphs
(DAGS). In this work, we extend the notion of multi-dimensionality to linear RNNs.
We introduce parallelizable Linear Source Transition Mark networks (pLSTMs)
using Source, Transition, and Mark gates that act on the linegraph of a general
DAG. This enables parallelization in analogy to parallel associative scans and the
chunkwise-recurrent form of sequential linear RNNs, but for DAGs. For regular
grids (1D and 2D), like images, this scheme can be efficiently implemented using
einsum operations, concatenations, and padding in logarithmic time. pLSTMs
tackle the vanishing/exploding activation/gradient problem for long distances in
DAGs via two distinct modes: a directed propagation mode (P-mode) and a dif-
fusive distribution mode (D-mode). To showcase the long-range capabilities of
pLSTM, we introduce arrow-pointing extrapolation as a synthetic computer vi-
sion task that contains long-distance directional information. We demonstrate
that pLSTMs generalize well to larger image sizes, whereas Transformers strug-
gle to extrapolate. On established molecular graph and computer vision bench-
marks, pPLSTMs also show strong performance. The complete code is available at
https://github.com/ml-jku/plstm_experiments|

1 Introduction

Linear RNNs such as DeltaNet [Schlag et al.| 2021]], Gated Linear Attention [[Yang et al.l [2023]],
Mamba [[Gu and Dao, 2023} |Dao and Gu, 2024]], and xXLSTM (mLSTM) [Beck et al.,[2025b]] have
recently evolved as a powerful alternative to the Transformer [Vaswani et al.,2017]. In addition to
sequence-parallelizable training, such modern recurrent architectures are more efficient at inference
time than Transformers. In contrast to classical RNNs, they come with associative memory expansion,
enabling more performant sequence modeling. However, these modern recurrent architectures
are inherently limited to sequences. While linear RNNs have shown good performance for multi-
dimensional data such as images, they enforce a pre-defined sequential traversal structure [Zhu
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et al., |2024] |Alkin et al., 2025]. To illustrate, for images, this corresponds to processing patches
in a scanline form. However, this is problematic as, within one layer, even (vertical) neighbors
in a patch grid are only distantly related, in the (horizontal line-wise) processing. Even when
switching between a line- and column-wise order across layers, diagonal relationships are not covered
sufficiently. This mismatch of short-range spatial and long-distance relations in a certain path with
precise positioning requirements leads to credit assignment problems [Minskyl [1961} Bengio and
Frasconi, |1993| |Schmidhuber], [2015]] and suffers from vanishing activations/gradients [Hochreiter,
1991} Bengio et al.l [1994] Hochreiter et al., 2001, [Hochreiter and Schmidhuber, |1997, |Pascanu et al.,
2013].
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Figure 1: Illustration of the receptive fields induced by pLSTM and related architectures (for a
single layer). CNNs are locally restricted while ViTs have a global receptive field. Modern recurrent
architectures, such as ViM, traverse the 2D grid sequentially. pLSTM effectively extends the receptive
field via its combination of D-mode and P-mode.

Multi-dimensional RNNs (MDRNNSs) [Graves et al.| [2007]] have demonstrated how non-linear
RNNSs like LSTMs [Hochreiter, |1991), [Hochreiter and Schmidhuber, 1997 can be extended to multi-
dimensional data, such as images [Graves et al., 2007} [van den Oord et al., [2016]], trees [Tai et al.|
2015], and DAGs [Peng et al., 2017]]. In this work, we translate the findings of MDRNNS to linear
RNNSs and introduce parallelizable Linear Source Transition Mark Networks (pLSTM). To achieve
this, we first translate their input, forget, and output gates to Source, Transition, and Mark gates,
respectively. This is to make the resulting structure applicable to general DAGs. Second, we derive a
parallelization scheme enabled by the previous adaptation, leading to higher-order Source, Transition,
and Mark terms - forming a parallel associative scan in multiple dimensions and DAGs. This also
allows for a chunkwise-parallel formulation known from linear RNNs [Yang et al.| 2023, [Beck et al.,
2025al, using the parallelization up to a certain level and the recurrent option between chunks/patches.
Third, we derive two stabilization options, the P-mode for directional propagation and the D-mode
for undirected global distribution. In Figure|l} we illustrate how the two modes affect the receptive
field of pLSTM compared to other linear RNNs. We use pLSTM with MLP layers in a residual
pre-LayerNorm backbone, resembling a Transformer with replaced multi-head attention.

To showcase the long-range capabilities of pLSTM in multiple dimensions, we first introduce the
synthetic arrow-pointing extrapolation task (see Figure[2)). As the directional information is not tied
to only testing horizontal and vertical cases separately, a certain line-wise or column-wise ordering
(even in alternation) cannot capture the directional information in the sequential RNN transitions,
at least for a limited number of layers. Importantly, pLSTM generalizes well to increasing image
resolutions compared to the Transformer (see Section [5.1). Moreover, we demonstrate the efficacy of
pLSTM on established computer-vision and graph benchmarks. Experiments on ImageNet-1k (see
Section[5.2) and on molecular graphs (see Section[5.4) show promising results compared to baselines
and good scaling behavior to larger model sizes.



In summary, we make the following contributions:

* We translate the findings of classic MDRNNSs to linear RNNs and introduce pLSTM, which
comes with adapted gates and a scalable chunkwise-parallel formulation.

* We formally derive the general stabilization of pLSTMs for long-range propagation on
general DAGs (including images), establishing the P- and D-mode cases.

* We introduce the synthetic Arrow Pointing Task to highlight the theoretical advantage
of pLSTMs, in which pLSTM shows strong extrapolation abilities, and provide a highly
scalable implementation of pLSTM.

2 Related work

Modern Recurrent Architectures This work presents a new form of linear RNNs, where
DeltaNet [Schlag et al., 2021} |Yang et al.||2024], LRU [Orvieto et al.,2023]], GLA [Yang et al.| 2023]],
Mamba [Gu and Dao), 2023} [Dao and Gul 2024]], and xLSTM [Beck et al.,[2025b]] (in the mLSTM
form) have shown their effectiveness on sequence modeling in the language domain. Recently, this
line of work has been complemented by TTT [Sun et al., [2024]], Titans [Behrouz et al.| 2024]], and
DeltaProduct [Siems et al.,|2025]], which motivate this structure as a gradient-based optimization in
context, in line with early work on Fast-Weight Programmers [Schlag et al.,2021]. Due to their ability
for parallelization during training, modern recurrent architectures scale to large-scale datasets similar
to Transformers. Moreover, they come with efficient inference, which is attractive for real-world

applications [Schmidinger et al., 2024, [Schiff et al.| 2024} |Schmied et al.| 2024].

Non-Linear Multi-Dimensional RNNs The first founda-
tional extension of non-linear RNNs / LSTMs to multiple
dimensions was carried out by |Graves et al.| [2007]]. Subse-
quently, Stacked LSTM was proposed [Graves et al., 2013],
which stacks LSTM layers on top of each other. MDRNNSs are
hard to parallelize, while re-arranging the traditional cuboid
order of computations in MDLSTMs in pyramidal fashion led
to PyraMiD LSTM [Stollenga et al.l 2015]], which can be par-
allelized. Grid LSTM |[Kalchbrenner et al.,[2015]] operates in
multiple processing dimensions simultaneously, thus general-
izing one-dimensional LSTM to more dimensions. Tree-LSTM
[Tai et al}[2015] and DAG-LSTM [Zhu et al., 2016/ |Peng et al.|
2017, |Chen et al.,[2017] extend MDRNN:Ss to tree structures and
DAGs. PixelRNN [Van Den Oord et al., 2016] operates directly
on pixel-level and improves MDRNNS for images. Due to their
strictly recurrent nature, these architectures are not paralleliz-
able and therefore unsuitable for modern hardware. Moreover,
they lack the associative memory component (state expansion)
of modern linear RNNs, making them less powerful.

Linear RNNs on Multi-Dimensional data VisionMamba
(ViM) [Zhu et al., [2024] and Vision-LSTM (ViL) [Alkin et al.,
2025]) applied linear RNNss to the vision domain to challenge
the common Vision Transformer (ViT) with its quadratic scal-
ing [Dosovitskiy et al.| 2021]]. These works rely on traversing
the 2D plane in a predefined order to accommodate their sequen-
tial nature and often employ flipping the traversal order across
layers. This was also investigated further in Mamba-ND [Li
et al.,|2025]]. Similarly, several works use Mamba on graph data,
covering the graph with multiple paths [Wang et al.| [2024a]]
or forming a sequence in other ways [Behrouz and Hashemi,
2024]], with an overview presented in |Atitallah et al.[[2024]. To
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Figure 2: Illustration of the Ar-
row pointing task. The model
has to classify whether an arrow is
pointing towards a circle (top left).
Models with global receptive fields,
such as Vision Transformers (ViTs),
can solve this task by leveraging di-
rectional information encoded via
positional embeddings (top right),
but they often struggle to generalize
to higher resolutions. In contrast,
pLSTMs can effectively solve this
task in both diffusive distribution
(D-mode, bottom left) and directed
propagation (P-mode, bottom right)
modes, enabling long-range reason-
ing and better scalability.

the best of our knowledge, all of these rely on a sequential representation to apply Mamba at some
point, and therefore do not use the graph’s structural information for the recurrence. Recent works
extend the Mamba architecture to two dimensions. Most related to our work are V2M [Wang et al.,



2024b] and 2DMamba [Zhang et al., 2024a]], which cover only the D-mode of pLSTM, at the loss
of directional propagation. Mamba2D [Baty et al.,|2024] and 2-D SSM [Baron et al., | 2024] cover
the P-mode of pLSTM, but in contrast to pLSTM, they are limited to the diagonal line instead of
input-directed propagation along any line because of their fixed normalization factor of 1/2 (see
Appendix [D.2).

Relation to GNNs and MPNNs - Since pLSTM propagates recurrent states along a (directed acyclic)
graph, it can be seen as a form of Graph Neural Network (GNN) [Scarselli et al., 2009] that covers a
whole connected component of a DAG per layer instead of just a one-hop neighborhood.

3 Background

3.1 Multidimensional RNNs

The most general form of MDRNNSs[Graves et al., [2007] was introduced as DAG LSTM by |Zhu
et al.[[2016], as it can be applied to all directed acyclic graphs P(N, E). We denote n_,(e),n_(e),
incoming and outgoing node of an edge ¢ € F, and E_, (n), E_(n) the sets of incoming and outgoing
edges of a node n € N. The core element of (Multi-Dimensional) LSTMs is the LSTM Cell ¢,
computed as:

Cn = Z fan @ cpr +1, © 2, (H
n'ePg(n)
h, = o, ®tanh(c,) 2)

with hidden state / output h,, and Pg(n) denoting the parents of node n in a DAG G. In standard
LSTMs, the input ¢,,, forget f,,, output gates o,, and the Cell update z,, are dependent on external
inputs @,, and on the previous/parent hidden states (h,, )n'epg(n), which makes them non-linear. In
contrast, for undirected graphs, DAG LSTMs can be applied by ordering the nodes first, thereby
fixing edge directions and using a DAG LSTM bi-directionally. Note that there is typically more than
one ordering option, where different orders can lead to different outcomes.

3.2 Linear RNNs

Linear RNNs resemble the structure of the original LSTM. For e D E
linearization, they remove the previous hidden state dependency > 4| > ~| p—
of the gates and cell update. Additionally, they commonly in- O I/ O_ \/ -
clude a state expansion dimension or query / key dimension. D D

This enables a form of associative memory with inner-product
retrieval in relation to quadratic energy-based models [Hopfield|
1982} [Schmidhuber, [1992]]. To include all relevant dimensions,
we switch to the Einstein sum convention notation (so dimen-
sions are visible in the indices) and absorb the input gate in
the key and the output gate in the query. In reverse, query and
key can also be interpreted as extended input and output gates.
Additional normalization, as in mLSTM [Beck et al., 2025b],
can be interpreted as a parallel execution with similar inputs
and reduced dimensionality.

Onode [ input/output > edge 11 gate ! gate dep.

Figure 3: Transition from input/-
forget/output gating in between
nodes (and input/output) in (linear)
RNNs towards Source/Transition/-
Mark gating between edges and in-
put/output (bottom/top) in pLSTMs.
As for linear RNNGs, the gates do not
depend on states, but inputs only.
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For certain architectures, the scalar forget gate F} is extended to the key dimension as F}; in GLA
[Yang et al.,2023] or a matrix in DeltaNet as Fyp C; 151, With Fypp = 1 — 5, Ky, Ky [Schlag et al.l
2021}, |Yang et al., 2024]] or Gated DeltaNet [Yang et al., 2025[]. DeltaProduct [[Siems et al., 2025]]
uses a product of multiple of these Householder-matrices. The important part is the linearization, by
removing the dependence on the previous hidden state. All of F}, Ky, V;, and Q4 depend only on
the input of the layer x,, for this time step. This structure enables a chunkwise-recurrent form for
efficient execution on modern hardware [Beck et al.,2025a, |Yang et al., [2023}2024]].



4 pLSTM

Similar to how LSTMs are extended to general DAGs, this can be applied to linear RNNs. Here, we
extend the setting of MDRNNs and DAG LSTMs to enable guided directional propagation. Instead
of being associated with a node in the graph, the Cell state C, is now associated with an edge. The
inputs and outputs / hidden states are still associated with nodes. Using this reformulation, we can
define generalized linear DAG networks that resemble the LSTM structure (see Figures [3]and [6)):

Cow= Yy T 00, + KDy Osr-0) s)
e'eE_(n_(e))
Hy=Qp Y M!Cuy+KiV,'D"Q; ©)
e€eE_(n)
The Cell state receives an external input via the Source S, ~() at the incoming node in addition to a

sum of the Cell states of incoming edges to the incoming node modified by the respective Transition

T;T(e) . The hidden state / network output H, at node n is a sum of all incoming edge Cell states
C.1,», modified by Mark M_' and projected by query Q. Note that the Source, Transition, and Mark
gates are influenced by the input at node n, and optionally by the edge features of their associated
local edges. Functionally, the Source replaces the input gate, the Transition the forget gate, and
the Mark the output gate of a traditional LSTM [Hochreiter and Schmidhuber, |1997 |Gers|, |1999],
while acting here on the node-edge, edge-edge, and edge-node combinations. The direct D" term
represents a skip directly from input to output at a node and also integrates the Q},, K., V" terms.
These equations define general parallelizable Linear Source Transition Mark (pLSTM) networks on
DAGs. This S-T-M structure can be computed sequentially, going through the DAG in a topological
node order.

4.1 Parallelization on DAGs
4.1.1 Naive Parallelization over Paths

Since all operations are linear, the iterative definition of Equation [5|can also be resolved to a sum
over all ancestor nodes and a combination of Source, path Transition and Mark over all paths P(e’, e)
connecting nodes n' and n via first edge ¢’ and last edge e:

o=y KV ZSZ'( > 1 TQZPQZP)M:' QL+ KLV DNQE ™)

n'<n PeP(e'e)nPer [eas

v
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The middle STM part in Equationcan be precomputed into the resulting gating matrix G ", and

the state expansion and projection via Q. and K can be integrated externally, similar to classical
(linear) self-attention [[Vaswani et al., 2017, [Katharopoulos et al., 2020, the D" term represents the
diagonal entries. Computing the gating matrix via all paths is infeasible due to their exponential
number (see Appendix [D.T).

4.1.2 Hierarchical Parallelization

Similar to an associative scan in 1D, we can apply a divide-and-conquer approach for hierarchical
parallelization. Recursively, we merge Source-Transition, Transition-Transition, and Transition-Mark
combinations to higher-order Source, Transition, and Mark objects that cover more than a single
node. In Appendix B.2] we show how this procedure works for DAGs. For regular grids such as
sequences in 1D and images in 2D, we can derive a scheme of einsum, concatenation, and padding
operations, which are well supported by modern hardware and parallel computation frameworks.
In Appendix we show the parallelization in 1D. In Appendix we show the parallelization
scheme for 2D grids. To better convey the core idea of pLSTM parallelization, we include a sketch
for all three cases and pLSTM in general in Figure[6]of the appendix.



4.2 Long-Range Stability

For sequential data, it is known since the seminal LSTM work of [Hochreiter and Schmidhuber
[1997] that having forget gates larger or smaller than one in magnitude leads to exploding/vanishing
activations and gradients. For general DAGs, this was not explored yet, with recent analyses on
undirected GNNs [Arroyo et al., [2025]. In DAG LSTM, Tree LSTM, Grid LSTM, or MD LSTM,
potentially exploding parts are limited only in the hidden state by non-linear, bounded activation
functions (i.e., tanh) [Hochreiter and Schmidhuber, [1997]]. The Cell states, however, can grow
exponentially if the forget gates are limited to only one. See Appendix [D.T]for details.

Using the more general setting of Transitions 7., from edge e to edge e, as introduced in this work,
we can derive two modes of stability. First, a propagation mode (P-mode) that covers all paths in
the DAG, but is effectively limited to a line as mode of propagation. Second, a distribution mode
(D-mode) that limits the Transitions to a subset, such that their resulting line-graph is reduced from a
DAG to a multi-tree Jung| [[1978]].

The line graph of a DAG G = (N, E) is the DAG G = (F, E') formed by the edges F of the original
DAG and the lineedges ¢ € E < ¢ = (ey,e3),An € N :e; € E,(n)Ney € E_(n), which
connect two original edges if these are connected by a node in G [Whitney, [1932]]. Given the previous
definitions of Cell states C,, and Transitions 7., these can be interpreted as states and edges on the
nodes of the line graph G. The Transitions 7' can be viewed as entries of the adjacency matrix T of
G. This way, we can apply the theory of power iterations and matrix norms. The application of a
pLSTM of Equation [5]is equivalent to the application of the power iteration and can be bounded by
compatible matrix norms | - |:

o Lo » |T|<1
lel =1 Y T"|sl = || ) T"|s| = Psls| ®)
p=0 p=0

As G is a DAG, also its line graph Gisa DAG and this one’s adjacency matrix 7. is nilpotent, for a
certain power 3Pz < |N| : Vp > Pg : T” = 0. For simplicity, we use matrix-vector notation here
for Cell states ¢, Transitions T, and Sources s - without key-value extension.

The first stabilization option for the P-mode is to limit the norm of T" as in Equation[§] A node-local
option to achieve this is to limit the Transition entries 7., per node as:

RIS ©)

eeE._(n)

This limits the respective column ¢ in the line graph adjacency matrix 7', and in turn limits its
Li-norm ||T||;. Since the L;-norm is sub-multiplicative [Horn and Johnson, |1985]], this can be
applied to the matrix powers in Equation [§] and keeps the L;-norms of the Cell states C, limited.
Keeping the norm fixed at one exactly enables long-range propagation (e.g., by division of the column
entries by the norm). This stabilizes the gradient propagation with an L, bound, as gradients are

propagated backwards and the applied transposed adjacency matrix T" is row-(sub)-normalized and
therefore L, bounded (the dual norm to the L; norm).

For the second stabilization option, the D-mode, we do not limit a matrix norm of 7', but instead
reduce T or G from a DAG to a multitree [Jung, [1978], i.e., a directed graph, such that two nodes
are only connected by a single path. The original graph G is not reduced to such a multitree by that.
Since there is only one path in the line graph structure, there is only one path term in Equation|[7] so
there is no exponential explosion of path numbers, and limiting single T entries by one is sufficient.

4.3 pLSTM on regular grids

Although pLSTMSs can be used and parallelized on general DAGs, the additional structure greatly
helps with the parallelization for regular grids. All operations can be decomposed into generalized
matrix operations in the form of views, einsums, concatenations, and paddings. We show this for the
1D case of sequences in Appendix [B.3]



4.3.1 pLSTM in 2D - images

On a 2D undirected grid, pLSTM can be applied in different ways since there are more than two
options for DAGs covering the undirected graph. There are, however, four distinct DAG covers,
for which the local structure translates to a global structure: allowing only Transitions exclusively
left or right and up or down, both in combination: ¢, , %, <. We focus on the first, the
right-down combination, for the description, but all four combinations should be used to cover all
directional interactions. Note that here, nodes correspond to pixels/patches and edges to the respective
connections between them, including the introduced direction. For the parallelization, we derive
a hierarchy of different levels of Source, Transition and Mark, covering larger chunks of multiple
nodes. This is also depicted in Figure[6]and described in Appendix Section[B.2]and [B.4]

As Transitions follow all edge combinations, there are four options again: —, s, ), |. The level
zero Source, Transition, and Mark tensors are therefore: Sry, Si,y, Twy, T‘/,:y7 T;y, Ta{y, Mmy7 Mz, '.
The general DAG is depicted in Figure []in the center right. As the in- and out-degrees of thls

DAG are now larger than one, there are more stabilization options, namely the P-mode and D-mode

(Section[d-2).

P-mode When we allow all Transition options —, s, 3, |, we are in the P-mode. In general, the

. , . , Ty Tor S -
Transition matrix at position x, y looks like T}, = TI{J ¥ |. The P-mode stabilization now limits
ey Aay

. . e o o
this matrix to absolute column sums < 1. This limits the structure at criticality to [1 —a 1 ? 5}'

When setting 3 = «, we even arrive at a geometrical interpretation of this Transition: it directionall
propagates the signal with maximal amplitude along the line defined by ﬁ—i = « (see Appendix @
for the derivation). In Figure [6] bottom right, we depict the receptive field of a single non-zero
Source with constant Transitions of this structure across the grid. For a practical parameterization,
we, therefore, fix this structure with the "angle’ of propagation « and an additional decay factor ~:

=02 o) (10

D-mode While the P-mode offers a directional propagation, the receptive field of a node/patch/pixel
is limited to roughly a line, it cannot reach all other nodes equally The D-mode can provide this by
losing the notion of directionality. For the D-mode, either T, yorT, - » have to be set to zero globally.
In this way, two edges can only be connected via a single path In Flgure [6] the bottom right, the
second option is shown, with an additional decay. At criticality, this node can still reach all other
nodes to its bottom right with magnitude one, a long-range propagation in two dimensions.

Directional Initialization and Combination Using the concept of multiple heads, as used in
Vaswani et al.| [2017]], we can initialize our network to cover multiple directions in P-mode at
criticality on initialization. Similarly, we can initialize different decay scales for both P- and D-mode
for different heads. By using the P- and D-mode in alternating layers, we leverage both their potential.

State-Tracking Expansion In Appendix we show how pLSTMs can be extended for state
tracking via non-diagonal Transitions [Merrill et al., 2024, |Siems et al., [2025] |Grazzi et al., [2025]].

5 Experiments

We first showcase the theoretical advantages of pLSTM on the synthetic arrow-pointing extrapolation
task (see Section[5.1)). Then we highlight the benefits of pLSTM for two-dimensional input data on
ImageNet-1K [Deng et al., 2009, Russakovsky et al., 2015]], demonstrating scalability to large-scale
datasets (see Sections[5.2|and [5.3)). Finally, we illustrate how pLSTM scales to more than two input
dimensions on established graph benchmarks (see Section [5.4).

5.1 Arrow Pointing Extrapolation

In this task, an image containing an arrow and a circle must be classified as to whether the arrow is
pointing to the circle (see also Figure2)). This is a long-range directional task as it involves the relative
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Figure 4: Training curves for the Arrow Pointing Extrapolation task, averaged over 5 seeds with
90% CI. ViT and EfficientNet can quickly match the training set (left), and EfficientNet reaches
the best validation performance of all models on the samples of the same resolution as seen during
training. pLSTM performs best on the extrapolation set (right) by a significant gap. While Mamba2D
and 2DMamba should cover restricted modes of pLSTM, their learning shows high variance. ViL
and Mamba2D do not extrapolate at all beyond random performance.

positioning of two objects, in conjunction with local information from one of them - the direction of
the arrow. To test for arrow pointing extrapolation capabilities, we generate a balanced dataset of
100k arrow pointing images at resolution 192 X 192, with positions of the arrow and circle randomly
sampled. For validation, we generate 5120 images in the same resolution and at resolution 384 X 384
- to test for extrapolation capabilities. For all models, including the ViT [Dosovitskiy et al., [2021]]
baseline, we use a bicubic interpolation of the positional embeddings (via jax.image.resize) for
scaling to higher resolutions (see also [Dosovitskiy et al., [2021])). For details on the training, see
Appendix [E2] In Figure[d] we show the learning curves for pLSTM and all baselines. We find that
pLSTM performs well on both the training and validation tasks. Importantly, pLSTM exhibits the
strongest extrapolation abilities. In contrast, ViL performs poorly because it traverses the image
patches sequentially along the scanline form and misses out on important directional information.
Despite its global receptive field, ViT falls short on extrapolation to larger image resolutions, which
we surmise is due the its positional encoding. Similarly, EfficientNet exhibits strong performance
on training/validation tasks, but fails to extrapolate. Finally, pLSTM considerably outperforms
Mamba2D (which covers the P-mode) and 2DMamba (which covers the D-mode), despite their
multidimensional nature. Also note that, in practice, pLSTM is much faster than Mamba2D or
2DMamba on real hardware, despite missing kernels, and on par with ViL (see[6). In Figure[5] we
highlight the performance differences between D- and P-mode-only models on the arrow pointing
task.

—— pLSTM —— pLSTM / (P-mode) —— pLSTM / (STM bias only)

pLSTM / (no pos emb.) —— pLSTM / (D-mode) — VIiT
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Figure 5: Training curves for the Arrow Pointing Extrapolation task, averaged over 5 seeds with
90% CI on different model ablations. P-mode by itself performs worse, D-mode by itself is not as
general in interpolation, but performs better on extrapolation compared to other models. pLSTM
does not rely on the positional embedding for strong performance.



Table 1: ImageNet-1K pre-training accuracy. All models use a patch size of 16 X 16 with 224 x 224
resolution at maximum. Models with “+” in their “Epochs” column pre-train on lower resolution,
followed by fine-tuning on 224 X 224 resolution for some epochs. Values of reference models are
taken from |Alkin et al.|[2025] and the original work for 2DMamba, Mamba2D and EfficientNet [Tan
and Le, 2019} [Zhang et al.|[2024b, Baty et al.,2024]]. Note that EfficientNet, as a CNN-based baseline,
was also trained on larger resolutions for the scaled-up versions. Due to the chunkwise-recurrent
option, pLSTM FLOPs could be optimized further (see Appendix [B.7).

Model Epochs #Params FLOPS IN-1K
EfficientNet-BO [[Tan and Lel[2019] ? 5M 039G 77.1
DeiT-T [Touvron et al.,[2021]] 300 6M 1.3G 72.2
DeiT-III-T (reimpl.) [Touvron et al.,2022]  800+20 6M 1.1G 75.4
VRWKV-T [Duan et al., 2024] 300 6M 1.2G 75.1
Vim-T [Zhu et al.} [2024] 300 ™ 1.5G 76.1
ViL-T [Alkin et al., [2025]] 800+20 6M 1.3G 78.3
pLSTM-Vis-T 800+20 6M 1.4G 75.2
EfficientNet-B4 [[Tan and Lel[2019] ? 19M 1.8G 82.9
DeiT-S [Touvron et al.,[2021] 300 22M 4.6G 79.8
DeiT-1II-S (reimpl.) [Touvron et al.,[2022]  400+20 22M 4.6G 80.3
ConvNeXt-S (iso.) [Liu et al.}[2022]] 300 22M 4.3G 79.7
VRWKV-S [Duan et al., 2024 300 24M 4.6G 80.1
Vim-S [Zhu et al., [2024]] 300 26M 5.3G 80.5
Mamba2D-T [Baty et al., 2024] 300 27TM - 82.4
2DMamba-T [Zhang et al., [2024al] ? 30M 4.9G 82.8
ViL-S [Alkin et al., [2025]] 400+20 23M 4.7G 81.5
pLSTM-Vis-S 400+20 23M 4.9G 80.7
EfficientNet-B6 [Tan and Lel[2019] ? 43M 19G 84.0
DeiT-B [[Touvron et al.,[2021]] 300 86M 17.6G 81.8
DeiT-1II-B (reimpl.) [Touvron et al., 2022] 400+20 8™ 16.8G 83.5
ConvNeXt-B (iso.) [Liu et al.|[2022] 300 8T™M 16.9G 82.0
VRWKV-B [Duan et al.|[2024] 300 94M 18.2G 82.0
2DMamba-S [Zhang et al.,[2024a]] ? 50M 8.8G 83.8
ViL-B [Alkin et al.}[2025]] 40045 89M 17.9G 82.4
pLSTM-Vis-B 400+20 8OM 182G 82.5

5.2 ImageNetlk

To test for real-world image model capabilities, we train pLSTM using the schedule of DeiT-
III [Touvron et al., |2022]], comparing our architecture to other vision models. pLSTM performs
similar to other popular approaches. With the integration of local features, e.g., including additional
convolutions such as in Vision LSTM [Alkin et al.,[2025], we see room to narrow the gap to SOTA.
For a detailed discussion on the results and relation to previous work, see Appendix[E.3]

5.3 ImageNet-1k Ablation

We ablate our pLSTM and compare against a ViT trained using the ViT-T model scale and a simpler
single pre-training schedule close to DeiT [Touvron et al., 2021]] at 224 X 224 resolution (see
Appendix for details. At this scale, pLSTM outperforms ViT by a significant margin. Results
are shown in Table 2]

Ohttps ://github.com/facebookresearch/fvcore
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Table 2: Ablation of pLSTM variants and Table 3: Long-Range Graph Benchmark Re-

ViT (DeiT) re-training on ImageNet-1k. sults [Dwivedi et al., [2022]]
Model ImageNet-1k Model Peptides Peptides
(top-1) 1 -struct -func
P (MAE) | (Avg. Prec.) 1
pLSTM 75.51 GAT [[Velitkovi€ et al.|[2018] 0.270 0.525
GCN [Kipt and Welling|[2017] 0.264 0.534
pLSTM / (no posemb.) 75.22 GIN [Xu et al.| 2018 0.328 0.593
pLSTM / (P-mode only) 74.86 LSTM-GNN [Liang et al.|2016]  0.274 0.502
pLSTM / (D-mode only) 75.13 MPNN [Gilmer et al.|[2017] 0.260 0.557
pLSTM / (STM bias only) 75.10 pLST™M 0264 0.536
ViT 73.49
5.4 Graphs

Small molecules and proteins are typically depicted as an undirected graph. However, both exist as
3D structures in the real world, and GNNs trained on such datasets might benefit from directional
information propagation, as there is an underlying spatial relation. We test this hypothesis on popular
small molecules and bioinformatics datasets from the TUDataset benchmark [Morris et al., [2020]]
and the Long-Range Graph Benchmark [Dwivedi et al.,[2022]]. The results in Tables [3|and 4] show
that pPLSTM can compete with popular GNN architectures on those datasets. Similar to the computer
vision experiments (Section [5.2), pLSTM alternates between the P-mode and the D-mode. Since
there is no external notion of direction, we use node and edge features to adapt the Transitions.

Table 4: Test accuracy on small molecule and bioinformatics datasets as provided by TUDataset.

Model | MUTAG NCI1 PROTEINS PTC_FM | AVG 1

GAT [|Velickovi¢ et al.||2018] 0.7822 £ 0.09 0.7968 £ 0.03  0.7215 £ 0.03  0.6105 + 0.05 | 0.7277 £ 0.06
GCN [Kipf and Welling||2017] 0.7234 £0.08 0.7852 £0.02 0.7395 £ 0.03  0.6162 + 0.04 | 0.7161 £ 0.05
GIN [Xu et al.[]2018] 0.8251 £0.10 0.8175 £ 0.02 0.7350 £ 0.04 0.6097 + 0.10 | 0.7468 + 0.08
LSTM-GNN |[Liang et al.|[2016] | 0.7450 £ 0.11  0.7951 £ 0.02  0.7503 + 0.04 0.6076 + 0.04 | 0.7245 £ 0.06
MPNN [Gilmer et al.[[2017] 0.7450 £ 0.09 0.8012 £ 0.02 0.7350 £ 0.04 0.5786 + 0.07 | 0.7149 £ 0.06
pLSTM 0.8512 £ 0.06 0.7324 £ 0.03 0.7502 £ 0.05 0.6133 £ 0.08 | 0.7368 + 0.06

6 Conclusion

In this work, we introduce pLSTM, which unites the benefits of MDRNNSs [Graves et al.,|2007] and
the recently introduced XLSTM [Beck et al., [2025bf]. pLSTM overcomes the limitations of modern
recurrent architectures when applied to multi-dimensional data, such as images and graphs. To
achieve this, we modify the gating structure of xLSTM and introduce Source, Transition, and Mark
gates. Then, we derive a parallelization scheme that enables processing data in multiple dimensions
concurrently. pLSTM comes with a P-mode and a D-mode, which together enable a large and
auto-tunable effective receptive field. We demonstrate the theoretical advantages of pLSTM on the
arrow-pointing task and highlight its ability to generalize to varying grid resolutions. Finally, we
show the efficacy of pLSTM both on classical computer vision and graph benchmarks.

Limitations & Future Work pLSTM shows promising results across different domains, however,
there is still room for improvement compared to highly optimized domain-specific models. With
the incorporation of domain-specific inductive biases, we are positive that the results can be further
improved. While pLSTMs should theoretically enable long-range propagation of activations and
gradients in multiple dimensions for recurrent, subquadratic models, the arrow pointing extrapolation
task only tests this in a restricted way. Moreover, while pLSTM models generalize better than ViTs,
which use position embeddings to encode spatial relations, there is still a gap to perfect extrapolation.
This leaves room for improvements, both on the data side of harder multi-dimensional long-range
benchmarks and the architectural side to better generalize to that data. Given the flexibility of pLSTM
to handle data with rich multi-dimensional structure, we anticipate that pLSTMs can be successfully
applied across a broader spectrum of challenging domains, including biology, chemistry, medical
imaging, and other scientific domains.
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A Method Visualization
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Figure 6: Illustration of pLSTM on general DAGs (left), and on 1D /2D grids (right): In the top-left
part, a general DAG is visualized, with Sources S, Transitions 7., and Marks M_" populating
node-outgoing-edge, incoming-edge-outgoing-edge, and incoming-edge-node pairs. Due to the
associative structure of these linear operators, they can be combined; some examples are shown in
the center left. The end-to-end (node-to-node) result is the Gating matrix. In the bottom left, the two
stable modes are depicted: The P-mode, where the sum over absolute Transitions of an in-coming
edge have to be limited by one, and the D-mode, where the line graph over edges is reduced to a
multitree, requiring the remaining Transitions each to be limited in absolute to one. On the right, the
application of this to regular 1D and 2D grids is shown. For 2D, the P-mode results in a directional
propagation, whereas the D-mode results in a diffusive / un-directed distribution (shown with decay
here).
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B Method Details

B.1 Loosely self-similar graphs

Graphs modeling hierarchical order or spatial extensions, as in meshes or grids do typically have low
node degree and can be decomposed recursively into subgraphs of similar structure. We use the term

loosely self-similar graphs for these. In particular, a graph G := G (£) should be decomposable into M
subgraphs {Q(L D= = (N 2 E(L 1))}ae{1 .M} and boundary edges B((lg_l) C N(EL_U X NéL_l)
such that G = G'*) = (U N(L 2 U, bB (L1 U, E,(lL_l)). This decomposition should be
applicable recursively down to single nodes, such that |Né0)| =1 VYawitha = (ap_;...ag)
the multi-index of successive decompositions. Ideally, all decompositions should be balanced,

|N(§f)| - |N [gl)| € {-1,0,1} VI, «,f, for optimal parallelization - which should serve as the
definition of loosely self-similar. Choosing arbitrary subsets of nodes for subgraphs, one can always
arrive at a decomposition of any graph, but the edges across subgraphs might not be balanced then.

B.2 Hierarchical Parallelization

Given a decomposition of a (loosely self-similar) DAG, we can apply a divide-and-conquer strategy to
the expensive Transition sum/product combination. We want to calculate now the G™ " K matrix entry
for two nodes n',n € N;n' < n, such that, at level [ +1, both are in the subgraph 9“1 in'ine NlJr1
but going one level lower, they are in distinct subgraphs n e Na N E Na;b a #b. Wlth incoming

and outgoing boundary edges ee Bl_,a;a, e € Bf_a:a, we define the generalized Source, Transition,
and Mark tensors at level {:

gribeia Y 7 Y HTEAPEP (11)

e'eE_(n') PeP(ee)nFeP

et S ] T 2

PeP(e,e)nfepP

Myt =y ( Sy ]_[T:ﬁpezp)M: (13)

ecE_(n) \PeP(e',e) nFeP

Given these, the gating matrix entry can be calculated as:

> Y s( > r[Tlliim)

EEBL(,;G, C’EBLQ;]’ PZE'P (e e) CEPZ am(‘ «—mc

Here, P' is the set of "meta-paths" that connect two edges e, e via subgraphs at level [, in these

meta-paths the subgraphs act as "nodes" and the boundary edges Bf_a as Bl_,a o as edges’ Note

that, by Emstem sum convention we 1mphc1tly sum over multiple in-coming and out-going edges

el > C, and e ml ¢ for generalized Transitions T"%“in G™" and in the following. See Figure [6[for an

illustration of this decomposition. In reverse, this means that higher-level Source, Transmon and
Mark can be constructed recursively bottom-up from one level lower (a chosen such that n' e N aa

l
orn € Ng.,):
1
n,l+1,a n'\l,ata 1azh
Se - Z S Z HTIMZM (14)
e'eBlaa PlePl(e,e) be P! —mpem
I+1,«x lach
T' = Z 1_[Tlablab (15)
PlePl(e',e) be P! smpemb
n,l+1,0 IRH nlaa
M' = Z Z l_[Tlablab (16)
eeBLata \ PleP!(e,e) be P! ~mb ~m
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Note that using this hierarchy only up to a certain level, one can optimize the parallelization to the used
hardware. Whereas first, all the Source, Transition, Mark, and Gating matrix objects are constructed
in parallel up to a certain level, the recurrent mode of Equation [5is applied with generalized Source,
Transition and Mark matrices of level [, in the topological ordering of the subgraphs at this level.
This resembles the structure of the chunk-wise parallel formulation for linear RNNs.

B.3 Parallelization of pLSTM in 1D - sequences

For a sequence as a DAG, pLSTMs reduce to linear RNNs. Here, all nodes and subgraphs have
a single incoming and outgoing (boundary) edge. For parallelization, the decomposition is done
hierarchically in powers-of-two splits. The S, T, M and G tensors are constructed as follows:

Som = [Ségi)(7ljo)7}l5;+1)7Sf§;+1)(n10)}0 17)
T, = QIQJ)T(ZQ_;+1) (18)
Man = [ Mzas1)(n)o)s Tzay Mizas1ymio) ], (19)
Ganin = [[Gﬁzaxnuo)(nhwo]ov (20)

-1 -1 l
[Sam Mzarnmn): Cearnminmi ]1

with a the external index (Source index € {0..S/ 2l - 1} of level 1), n the internal index (node index

€ {O..2l — 1} within generalized Source Sfl). Here, [ ]; denotes a concatenation along the axis ¢, and
|; and ]; denote these indices are used as axis 4 for this concatenation - one taking the lower half, one

the upper half, e.g. for vectors a € RY; b,ce RN/2,

b, n<N/2

" [b(”JO)’ C(”]O)]O " {CH—N/Q nzz N/2 @0

Note that we use a causal setting here. For a non-causal structure, one would apply this bi—
bidirectionally, effectively filling the top-right entries of the gating matrix with a different Source/Mark
combination for the opposite order. Equivalently, both directions can be added in their outputs while
computing the parallel parts twice.

B.4 Parallelization of pLSTM in 2D - images

Here, we now use u for internal indices along the z-axis, and v for internal indices along
the y-axis, and a,b,c for an index along the edge/boundary direction, while keeping z,y
for outer indices. These are needed for higher-level tensors, leading to a recursion shown
below. The Source, Transition and Mark tensors at level [ have the following structure:

I~ L7 L, U Il 1,y : l
Seyuvar Seyuvas Loyavs Leyabs Leyabs Leyavs Mayuoss Mayuoy With u,v,a,0 € {0..27 — 1}

l,— 1>

I+l I, l,—- 1,
Seyuwa = |:[[S(2I)(2y)(ujo)(le)bT(2w+1)(2y)b(aJ2)7S(2x+1)(2y)(u]0)(wJ1)(ajg):|0’ [O(UJO)(wh)(an)’O(UJO)(wh)(an)]O]17

(22)
NS I, IS 1,7 L, l,-
[[5(21)(2y)(UJo)(wJ1)bT(2z+1)(2y)bcT(2z+1)(2y+1)c(a12) + S22y (o) (w1 )b L (22) (2y+ 1)be L (2041) 25+ 1)e(ala)’

LS

L, l,—

1,7 L,
S(2r+1)(2y)(U1o)(wJ1)bT(2r+1)(2y+1)bc]0’ [S(Qr)(2y+1)(uJo)(wh)bT(2a?+1)(2y+1)b(a1z)’ S(2r+1)(2y+1)(u1o)(w11 )(ab)]o]l}

(23)
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+1,7  _ 1,7 1 1,7
Sayuwa = |:|:[S(Zm)(Zy)(uJO)(wjl)bT(Qm)(2y+1)b(aJ2)70(“]0)(”]0)(“]2)]07 [S(Zz)(2y+1)(ujo)(w]1)(ajg)’O(U]O)(w]o)(ajz)]()]l’

(24)

I~ I,y 1l 1,7 IS N
[[5(21)(2y)(uJo)(wJ1)bT(2rc+1)(2y)bcT(2ar+1)(2y+1)c(a1z) + S(2z)(2y)(uJo)(wJ1)bT(2x)(2y+1)bcT(2x+1)(2y+1)c(a12)’

1,1 L, L, N 1,7
SaenEnulnwlop L Ba ey el Jor [yl @b T Ges )2y Dbl S<2z+1)(2y+1>(u10)(v11)(ah)]o]l}
2

l,—

l,— l,—
Toyar = [[T(zm)(zy)(ajo)CT(2m+1)(2y)c(bJ1)v O(ah)(bh)]o’ (25)
L, U, l,— l,— I I,
[T el Ten e neal oy naen) + Tooes e o eyed o) @pdbn):
l,— l,—
T(zx)(2y+1)(a]o)cT(2z+1)(2y+1)c(b11)v0(a1o)(bJ1)]o]1

L _ N N
szab - [[T(2w)(2y)(ajo)cT(2;E)(2y+1)c(bJ1)’ O(U«]O)(bh)]w (26)

L, LS I, l,— I, 1,1
[Tay el Loy eales ey 1aen) + Lo al)e Lot @yed oty @pabn):

Il Il
T(2:p+1)(2_1,)(a]o)cT(235+1)(2y+1)0(1711)7 O(Lﬂo)(bh)]o]1

Lo [pabs - L
Toyar = [[T(M)(?y)(aJo)cT(2x+1)(2y)C(bJ1)’T(2:v+1)(2y)(a1o)(bh)]0’ 27)

Tl,k, 1, I, + Tl,l IS l,—
(22)(2y)(alo)c™ (2z+1)(2y)ed ™ (22+1)(2y+1)d(b]1) (22)(2y)(alo)c™ (22)(2y+1)ed ™ (22+1)(2y+1)d(b]1)’

Ll l,s
/11(293+1)(2y)(a]g)c (2z+1)(2y+1)c(b]1)]0]1

Ly I, Il I,
Tyar = [[T(2x)(2y)(aJo)cT(2ﬂc)(2y+1)C(bJ1)’T(Zx)(2y+1)(a1o)(bh)]0’ (28)
[N S [ l,— [N 1,
Towy2y)(alo)e L @z)2y+1)eal 2a+1)(2y+1)d0]) T T22)20)(alioe L (2a+1)(2y)ed ] (2a+1)(2y+1)d(b11)?

l,— [P0
,‘T(Zx)(2y+1)(a]o)cT(2x+1)(2y+1)c(b]1)]0]1

1,

1, _ l,~ l,— I, 1Y
Mayuva = |:[[M(Qf)@y)(uJo)(UJl)(GJQ)’T(Qf)(2y)(flJ2)bM(21+1)(Qy)(U]0)(UJ1)5]0’ [Tiay )@l )p M)y 1) o)l )b
(29)

[ I, I~ l,— I, 1,1
Towy2y)(ala)p L 22y 2+ 1oeM 22+ 1) 2+ 1) o) w])e T T(zz)(ay)(an)bT(2x+1)(2y)bcM(2z+1>(2y+1)<u1o>(v11)c]o]1’

I~ l,— l,»
[[OWJo)(le)(ab)v O(“]O)(”Jl)(a]z)]O’ [M(2w)(2y+l)(ujo)(v]l)(a]z)7 T(2a:)(2y+1)(a]g)bM(2w+1)(2y+l)(u]0)(v]l)b]O]l
2

IS 1,

Ly Ly Ly 1y
Myyuva = [[[M(2w)(2y)(UJo)(vJ1)(aJ2)’T(2w)(2y)(an)bM(2z+1)(2y)(u1o)(vJ1)b]O’ [Ty vyl Mza) 2y 1wl wlb:
(€)

1,
M

I
T (2$+1)(2y+1)(u]0)(v]1)0]0]1’

L I~ Iy 1L
T T M + T (22)(2y+1)be

(22)(2y)(al2)b™ (22+1)(2y)be ™" (20+1)(2y+1)(ulo)(v]i)e (22)(2y)(al2)b

1,1 Il 1,1
[[O(UJO)(UJl)’ M s1y20) i) (0] Jor LOCulo) o1y s T(2x+1)(2y)(a'|2)bM(2x+1)(2y+1)(u]g)(U]1)b]O:Il:|
2
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B.5 State-Tracking Extension

Recent research has shown that having scalar, positive Transitions 7, . does not allow for state
tracking capabilities in these linear RNNs [[Merrill et al., 2024} |Grazzi et al.,2025]]. We can generalize
the Transition scalars to Transition matrices here as well: Tynen — Tenenyj 4,5 € {1..Jr}, Jr being
the Transition state tracking dimension. Note that in this way, the Source and Mark matrix have to
include this extended dimension as well. We can define generalizations with additional state tracking
dimensions Jg, Jj;:

grbe , gnibe ke{l.Js}ie{l.J5} 31)
Ty = 105, i.j € {1.Jr) (32)
A i je{l.Jr},me {l..Jy} (33)
G GZ;Z ke{l.Js},me {1.Jy} (34)

This extension includes specific parameterizations such as defining the Transition matrix as T;; =
1 + Bk;k; known from DeltaNet [Schlag et al., [2021]]. For these, the chunk-wise parallelization
of [Yang et al.| [2024] can be applied along multiple dimensions.

B.6 Stability in the State Tracking Extension

The stabilization of Section can be applied in the state tracking extensions as well. In the
extended case, the absolute values of Transitions are replaced by the spectral norm of the Transition
matrix (7¢;;);; defined by its largest singular value. The stability can be ensured by limiting
the sum of the largest singular values (instead of scalar entries) for the P-mode or zero matrix
entries, resulting in a line graph tree with maximally unit norm matrices for tree Transitions in the
D-mode. There are several options to limit or set the Transition matrices by/to one in magnitude. A
straightforward option is to parametrize not the Transition entries T;; directly, but to parametrize

its singular value decomposition, with orthogonal (or unitary) matrices T' = UXV". The singular
values X can be limited in magnitude by a tanh (for multiplicative decay) or fixed to +1 (long-
range propagation). In the case of multiple directions (see 2D grid case), in the P-mode, they are
multiplied by an additional softmax-limited propagation factor ("angle") - limiting the sum over the
direction pairs in Equation[0] The orthogonal matrices U, V' can be parametrized by the product
of Householder matrices (generated from vectors), or the exponential of the Lie-group / generating
group of special orthogonal matrices: the skew-symmetric matrices (directly parameterized). With
these parametrizations, in turn depending on the network inputs (at nodes), state-tracking capabilities
can be achieved while maintaining long-range stability [Merrill et al.| [2024] |Grazzi et al.||2025].

B.7 Chunkwise-Parallel Form

Given the hierarchical structure of the parallelization shown in Sections [B.2] [B.3] and[B.4] one can
stop at a certain level of it. At this level, the resulting objects will again form a higher-level DAG or
grid, which can now be processed sequentially, in the topological ordering of this DAG. This way, the
quadratic complexity introduced by the parallelization is only introduced up to the optimal level
of the hardware’s parallelization capabilities. While typically the FLOP-optimal point is at lower
parallelization, [Beck et al.|[2025a] showed that a certain degree of parallelization is hardware optimal.

Multi-Directional Form For the 2D grid case of images, we use pLSTM in all four direction
combinations of the 2D DAG at once in parallel, at each node going down/right, down/left, up/right,
up-left. By pre-computing all of them in full parallelization, we can add up their gating matrices,
resulting in just a single pass of the gated linear attention computation (see Equation[7). This fully
parallelized form was used for the vision experiments.
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C Full Model Architecture

C.1 pLSTM for Vision

For the pLSTM-Vis, we use the ViT [Dosovitskiy et al., 2021]] with pre-LayerNorm (actually
RMSNorm) structure as backbone architecture, replacing the Multi-Head Attention with a pLSTM
layer. Note that in addition to query-, key-, value-, and out-projections, we have linear layers for
Source, Transition, and Mark gates in the four direction combinations. In addition, we apply a
multi-head RMSNorm. Note that the Source, Mark, and Direct gates are sigmoid-activated, and the
Transition is tanh-activated. For details, we refer to the attached source code.

D Theoretical Analysis

D.1 Exponential growth of path counts on a 2D grid

Assume a 2D grid structure of a DAG, then the number of paths between two nodes can be calculated
in the following way. In total, the number of Transitions to the right and Transitions to the bottom
are fixed by the position offsets A, and A, between the nodes. In total, the number of paths can
be counted by the number of orderings of a string consisting of A, times — and A, times «. This
results in the combinatorial factor, which is exponential in the path length A, + A, =: A:

#Path Ap + By (Ar + Ay)! Stirling (AI + Ay) (Am + Ay)A“Ay
aths = = — =
A, ALIA) 1A, A, A ALY
Agi=pA 1 By _ ay-(1=B))A
="\ h m(ﬁ (1-8) ) (35)
>1

Given Transitions / forget gates potentially all at 1, this exponential number of paths leads to an
exponentially growing magnitude of the Cell state C, as of Equation[7} For a non-linear MD-RNN,
like DAG-LSTM, this path count applies as well, assuming that all forget gates are fixed to one. Also
in this case, the cell states accumulate all their ancestors’ values via all paths.

D.2 Long-Range Decay for P-mode in 2D

As the P-mode offers a directional propagation, here, we want to calculate the decay of one Source
signal along the leading direction - given all Transitions are equal within the grid and at criticality:

T = [ (1 (_y a) (1 f a)]' This results in the following overall Transition from Source S, at x, y to

Mark M+, )(y+a,) at T + Ag,y + A, - with path length A = A, + A, > 1, direction 3 := %:

full PNV A VAV N A, A A 1-8)A
Toy(ern,)y+a,) = Z T Taw = ( A, y)a o= (5A)aﬁ (1=
Paths g
(36)

Notice the binomial structure of the equation that fixes the total sum y_ AL €{0..A) Ti‘;b +AL)(y+A,) tO

1, so the total activation is conserved along the diagonal. Differentiating this equation by /3, we can

get the direction of largest propagation:

00, 10g Tyy(ora, )(y+,) = —05 (1og T(A +1) + log T(BA + 1) +log (1 = B)A + 1)) + Alog(a) — Alog(1 - a)
(37

Stirling

—-0p (BAlog(B) + (1 = B)Alog(1 = B)) + Alog(a) — Alog(1 — «)

)
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This implies 5 = « for the direction of largest propagation. Now, inserting this direction into the
Transition product:

21 A (%)A a(m(l - Oz)(l_(l)A

full [ A) aa (1-a)A Stirling
Toy(e+n,)y+a,)lp=a = (QA)Q (1-a) =

V2raA (%)QA Var(l = a)A (el )(1—a)A

1
- V 2ra(l — a)A (38)

So, even in the critical case of the P-mode, the signal is decaying, but only as a power law O(A_l/ 2)

of the path length.

D.3 Computational complexity analysis

For the (chunkwise) recurrent mode of operation, the state updates need to be taken into consideration.
Let’s ignore the S and M multiplications for the moment. For each chunk (higher level node), there
are F;,, * F,,; state transition operations (T C) and N,,,4., updates of key-value outer products.
The source terms can be absorbed into K/ V, and the pre-computation overhead is neglected in this

analysis. This leads to a complexity per chunk for the recurrent part (' = Y TC + SKV):

Frifop = Nein * Neout * DK * DV + Nnodes * DK * DV * Neout (39)

There is also the memory complexity of loaded memory parts, assuming that the loaded chunk data
(K, V) can be kept in lower-level memory, iterating over edge combinations:

F:\/eICEJu=Nein*Neout*DK*DV+Nnodes*(DK+DV) (40)

The edge-combination memory overhead is reduced by the amount of edge/cell states that can be cut
down to (Ngip, + Neour) * Dx * Dy, . For the parallel computation (Q - C + (G0 Q- K) -V ), we

get the following complexities, assuming that the gating and mark terms are pre-computed with no
overhead:

F;f;ijP:Nein*Nnodes*DK*DV—FNSOdes*(DK+DV) (41)
Fpur ™ = Nein % Dic % Dy + Nyoges(2 % Dic + Dy) (42)

Note that this can be further fused, if Dy, Dy, are small enough. Actually, for the concrete reduction
of the einsums, we rely on JAX+XLA, which might peform this suboptimally. Now, if we add this up
with a certain overhead M per memory op (333 FLOPs/byte for a H100 on TensorCores), and add a
SCElliIlg for the Neinv Neout = N:odesa a = ]-/2 in ZD’ Ntotal = Nnodes * Nchunk,s:

EFF « «
F = Ntotal/Nnodes * [(2 * erL:des + N72Lodes + Ngodes) * DK * DV (43)
+ M * (3% Nyojes * Dic % Dy + Nypges * (3% Dy +2 % Dy))] (44)

Removing constants and scales and calculating the derivative of the leading order terms (D g * Dy/),
we arrive at:

~EFF

dF 2c0-2

=20 % Nops + (20— 1) * N2%2 + 1+ M *3(a— 1)« Noiy =0 (45)
which leads to an optimal number of nodes per chunk N,, 4. (derivative equals 0) for 2D (o = 1/2):

dFEFF e+ N3/2

nodes

—3/2% M =0 (46)

So, the optimum is:
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(3/2 % M)?® < N22r < (3% M)*® (47)

For the sequential linear RNN case (a = 0), it is:

NDx = oV (48)

Note that lower-order terms are neglected here, and FLOPs counting might vary in prefactors, but the
overall scaling of the optimum remains the same. Also, interestingly, for graphs where the edges in
between chunks scale as the number of contained nodes (or worse, a = 1), the derivative is always
positive and the optimum is the pure recurrent computation.

Modern GPUs need a high arithmetic intensity [Williams et al., 2009} Dao et al., 2022 [PSppel et al.|
2025] such that FLOPs become the bottleneck of computation. Because of this trade-off between
FLOPs versus runtime + memory, typically more parallelization is beneficial for actual runtime up to
a certain Pareto limit (see also Beck et al.[[2025a]]). For larger images, full parallelization will not be
the optimal case due to the quadratic FLOPs complexity in the image size.

E Experimental Results

Due to the complex structure of pLSTM in 2D and its parallelization, we use a jax El-based imple-
mentation to enable efficient compilation of the computational graph. In particular, we re-use parts

of |Parki [2024]]. Early experiments on using torch.compile on the torch||implementation showed
a slowdown rather than a speed-up of the model computations, which is why we use jax. Our source
code, released with this work, has a detached configuration that works for both jax and torch and
should enable a fast switch of frameworks for future changes. We use jax version 0.4.32 and
CUDA 12.2.

E.1 Initialization

While for the ablations and arrow pointing extrapolation, we use zeros initialization for the weight
terms of Source, Mark, Transition, Direct as well as Orientation (P mode angle) layers, on the DeiT-1I1
style training on ImageNet1k, using a non-zero small normal init leads to significantly better results
reported here. For ViT, we observe that LayerScale initialized with le-4 is important for ImageNet1k
training, whereas on Arrow Pointing Extrapolation, it is important to initialize the LayerScale at 1 to
reach the observed performance.

Table 5: General pLSTM initialization settings

Parameter Value

Source Bias Init -4

Mark Bias Init -4

Direct Bias Init -6

Transition Bias Init 1

Transition Scaling Factor 5

Orientation Bias Init Headwise Range in [-2, 2]
Multi-Head RMSNorm ¢ le-5

Pooling Corner Patches
Mode P+D (alternating)

E.2 Arrow Pointing

Here, we train for 50 epochs with batch size 128, using learning rates [ le-4, 3e-4, le-3 ] and report
the mean validation curves over five seeds at the best learning rate. For ViL, we include 1e-5 as the

lhttps ://jax.dev
2https ://pytorch.org
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learning rate, as it fails to improve for higher learning rates. The validation datasets (standard and
extrapolation) are generated from the same validation seed for all runs. We use a linear-warmup +
cosine-decay schedule with one warmup epoch starting from zero and ending at 0.001 X peak_Ir.
The models take about one hour of training on a single NVIDIA H100-64GB.

E.2.1 Test results

Table 6: Test Results on Arrow Pointing Extrapolation (5 seeds, 90% confidence interval) and
training time on one H100, * is just trained on one learning rate, ° is without flash attention for fair
comparison

Best LR Test Acc. Test Acc. (Ext.) Training Time (h)

Model

pLSTM 0.0001  0.972 £ 0.003 0.778 £ 0.031 2.0
pLSTM / (no posemb.) 0.0001  0.975 £0.003 0.769 £ 0.018 2.0
pLSTM / (P-mode only) 0.0003  0.978 £ 0.005 0.746 £ 0.027 2.0
pLSTM / (D-mode only) 0.0001  0.957 £ 0.002  0.828 + 0.028 2.0
pLSTM / (STM bias only)  0.0001  0.975 + 0.003  0.784 + 0.020 2.0
ViT 0.0003 0.915+0.019 0.707 £ 0.014 0.7°
ViL 3e-05 0.823 + 0.157  0.503 £ 0.004 1.9
EfficientNet 0.001 0.998 + 0.001  0.649 + 0.023 1.2
2DMamba 0.0001* 0.964 £ 0.045 0.584 £ 0.144 8.1
Mamba2D 0.0001* 0.553 £0.121  0.500 + 0.001 7.3
V2M 0.0001* 0.948 £ 0.009  0.557 £ 0.036 26.7
V2M+Mamba2D 0.0001* 0.496 + 0.005 0.500 + 0.001 17.9

E.3 ImageNet-1k

For training on ImageNet-1k, we match the original training schedule of DeiT-III [Touvron et al.|
2022]|. EfficientNets [Tan and Le, 2019] as a convolution-based baseline architecture are still the SOTA
at these scales, but it is important to note that larger models were also trained at larger resolutions,
whereas training resolution was not scaled with the models for all other models. EfficientNet,
Mamba2D, and 2DMamba are non-isotropic in that their embedding dimensions are scaled up with
depth. ViT, ViL, and pLSTM are isotropic, as is the reported isotropic ConvNeXt. For ConvNeXt,
isotropic models showed lower performance compared to non-isotropic ones. For pLSTM, a transition
to non-isotropic model could therefore lead to performance gains as well.

All of the models are pre-trained for up to 24 hours on 4 nodes, with 4 NVIDIA H100-64GB GPUs
each. ViT models are faster (about 30-50%), as our models do not yet utilize specific kernels. For
counting FLOPs, we use £ vcoreﬂ on the PyTorch implementation. For arrow pointing extrapolation
training, the Mamba2D and 2DMamba variants were about twice as slow as pLSTM despite utilizing
custom kernels.

E.3.1 Ablation Settings

For the ablation studies, we use a simplified training setting, without an additional fine-tuning stage,
resembling a DeiT-T training over 400 epochs [Touvron et al), 2021]]. In Table [8] we provide a
summary of the used training hyperparameters.

E.4 Graph Benchmarks

For the graph version of pLSTM, we use torch, as the dynamic computation graph support is
better for this framework. For simplicity, we also do not implement any parallelization of the graph
computation, but use the recurrent form only.

3https ://github.com/facebookresearch/fvcore
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Table 7: ImageNetlk - DeiT-II1 style training parameters

Parameter

Value ( — Fine-Tuning)

Image Resolution

192 X 192 — 224 x 224

Training Epochs 800 (T), 400 (S), 400 (B) — 20
Hidden Dimension 192 (T), 384 (S), 768 (B)
Num Heads 3(T),6(S), 12 (B)
DropPath Rate 0. (T), 0.05 (S), 0.1 (B)
LayerScale -

Warmup Epochs 5

Peak Learning Rate 4e-3 (T), 4e-3 (S), 3e-3 (B) — le-5
Weight Decay 0.2

Gradient Clip Norm 1.0

Optimizer Lamb — AdamW

Loss Type Binary Cross Entropy — Cross Entropy
MixUp 0.8

CutMix 1.0

Label Smoothing 0.0 - 0.1

Global Batch Size 2048 — 512
Colorlitter 03—-0.0
AutoAugment "3a" — "rand-m9-mstd0.5-inc1"
RandomErasing 0.
AugmentRepeats 3-1
TestCropRatio 1.0

RandomCrop rrc

Datasets. Our experiments are conducted with 10-fold cross-validation on popular TUDatasets
[Morris et al., |2020]]. For each fold, we use 1/10 of the respective training data as test set, 1/10 for
validation and 8/10 for training. For every fold, we pick the test accuracy of the epoch with the best
validation accuracy and report the average over all folds. For pLSTM, we encode the number of
neighbors for each node with a standard positional encoding [[Vaswani et al.,[2017]]. Otherwise, no
data transformation, augmentation, or normalization is used.

Training procedure. We train all models for 100 epochs with AdamW, a learning rate of 0.001,
batch size of 64, and a cosine decay learning rate schedule with 5 warmup epochs.

Models. The compared models are GAT [Velickovi¢ et al., |2018]], GCN [Kipf and Welling, 2017],
GIN [Xu et al., 2019]], LSTM GNN [Liang et al., 2016|], MPNN [Gilmer et al.,|2017]. All GNNs
consist of an encoder, decoder, and 4 or 8 message passing layers. The best model configuration is
selected based on the validation accuracy. pLSTM also consists of the same encoder and decoder, but
has 2 layers that operate in D-mode and 2 layers that operate in P-mode. To achieve an approximately
similar parameter count, we fix the hidden dimension of pLSTM to 96, while the other GNNs have a
hidden dimension of 128. All trained models have a parameter count of < 300,000.

Graph Positional Embedding. Encodings are frequently used to boost performance on graph
benchmarks. For example, an encoding based on eigenvectors and eigenvalues of the graph Laplacian
(LapPE) [Dwivedi and Bresson, [2020] has been frequently used to improve results on peptides-struct,
while a random-walk structural encoding (RWSE) performs well on peptides-func [Dwivedi et al.,
2021, [Rampasek et al., 2022]]. Especially the RWSE could skew the results, as it is very similar
to message passing (which we compare against). However, in our experiments, we do not include
LapPE or RWSE for pLSTM or any other method for a cleaner architectural comparison. In this
setting, pLSTM performs comparable or better than several baselines on the peptide benchmarks.
pLSTM is also fully compatible with such encodings, and integrating them could further improve
performance. However, we intentionally did not include them in this study to better isolate the effect
of our proposed architecture incorporating the structural information.
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Table 8: ImageNetlk - DeiT style ablation training parameters

Parameter Value
Image Resolution 224 x 224
Training Epochs 400
Hidden Dimension 192
Num Heads 3
DropPath Rate 0.
LayerScale -
Warmup Epochs 5
Peak Learning Rate le-3
Weight Decay 0.05
Gradient Clip Norm 1.0
Optimizer AdamW
Loss Type Cross Entropy
MixUp 0.8
CutMix 1.0
Label Smoothing 0.0 - 0.1
Global Batch Size 2048
ColorlJitter 0.0
AutoAugment "rand-m9-mstd0.5-inc1"
RandomErasing 0.25
AugmentRepeats 3-1
TestCropRatio 1.0
RandomCrop rre
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NeurlIPS Paper Checklist

The checklist is designed to encourage best practices for responsible machine learning research,
addressing issues of reproducibility, transparency, research ethics, and societal impact. Do not remove
the checklist: The papers not including the checklist will be desk rejected. The checklist should
follow the references and follow the (optional) supplemental material. The checklist does NOT count
towards the page limit.

Please read the checklist guidelines carefully for information on how to answer these questions. For
each question in the checklist:

* You should answer [ Yes] , ,or [NA] .

* [NA] means either that the question is Not Applicable for that particular paper or the
relevant information is Not Available.

* Please provide a short (1-2 sentence) justification right after your answer (even for NA).

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our claims of contribution are reflected by the respective related work sections,
which includes to the best of our knowledge all related works, and our distinctive qualities
compared to those. We believe that the abstract provides a good summary of the paper’s
storyline.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We provide a respective paragraph as part of the conclusion.
Guidelines:
* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.
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* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

« If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]

Justification: Our theoretical results are accompanied by the relevant assumptions and
proven within the paper.

Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: In addition to the detailed experiment setup description, we (will) provide the
code including training configurations as part of our submission supplement.

Guidelines:

» The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

* If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

* Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

* While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
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(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We (will) include the training code including training configurations as part of
our submission.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We specify the training details in the Experimental Section of the supplement
and include the training code with configurations as part of our submission.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
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7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: While for the large scale experiments on ImageNet1k, computational restric-
tions limit us to report just single run accuracies (as it is common for those), our smaller
scale experiments all include error bars (and description) showing the statistical significance.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

o If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We provide detailed training times and compute resources in the Experiments
section of the appendix.

Guidelines:

* The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]

Justification: We use common, public and synthetic datasets that do not contain PII. While
we cannot rule out negative sociental impacts of this work in the distant future, we do not
see a mid-term impact. Our aim is to benefit society by expanding the technical capabilities
of machine learning systems.
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Guidelines:

* The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: We do not see significant societal impacts of our work in the short-term future,
but improvements in understanding, capabilities and efficieny of general model architectures
might well have some over long time scales.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: We do not think our models have high risk for misuse.
Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.
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12.

13.

14.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: Code used from other sources under Apache 2.0 License is properly credited
both in the adapted code and the paper.

Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

* If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: While an experimentation codebase is by definition experimental, we try to
have core assets (model architecture, training pipeline) well tested and documented.

Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: None of our experiments / research contains newly crowd-sourced data.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.
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15.

16.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: Our work does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used

only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: We did not use LL.Ms for substantial, non-standard parts of this research.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

* Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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