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Abstract

Binary choices, as often used for reinforcement learning from human feedback
(RLHF), convey only the direction of a preference. A person may choose apples
over oranges and bananas over grapes, but which preference is stronger? Strength
is crucial for decision-making under uncertainty and generalization of preference
models, but hard to measure reliably. Metadata such as response times and inter-
annotator agreement can serve as proxies for strength, but are often noisy and
confounded. We propose ResponseRank to address the challenge of learning from
noisy strength signals. Our method uses relative differences in these signals to rank
responses to pairwise comparisons by their inferred preference strength. Signals are
only considered locally within carefully constructed strata, controlling for systemic
variation. This enables robust learning of utility differences consistent with strength-
derived rankings, all while making minimal assumptions. Our contributions are
threefold: (1) ResponseRank, a novel method that robustly learns preference
strength by leveraging locally valid relative strength signals; (2) empirical evidence
of improved sample efficiency and robustness across diverse tasks: synthetic
preference learning (with simulated response times), language modeling (with
annotator agreement), and RL control tasks (with simulated episode returns); and
(3) the Pearson Distance Correlation (PDC), a novel metric that isolates cardinal
utility learning from ordinal accuracy.

1 Introduction

Consider an AI system choosing between a risky action (usually good, occasionally catastrophic) and
a safe one (consistently mediocre). Optimal decision-making in such uncertain scenarios requires
knowing not just which outcome is preferred, but by how much – the preference strength. A slight
preference for the good outcome over the mediocre one might favor safety, while a strong preference
could justify the risk. Knowing preference strength is essential for optimal decision-making when
outcomes are uncertain [1]. However, standard reinforcement learning from human feedback (RLHF)
typically only collects binary preferences, identifying the preference order but not this crucial strength
information – the distance between utilities.

In addition to the benefits to decision making under uncertainty, learning preference strength can
significantly improve reward model generalization [2, 3], providing benefits even in deterministic
tasks where the optimal policy only depends on the order. When assuming that preferences adhere to
a latent utility function, utility differences provide additional structural information that aids learning
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Figure 1: ResponseRank learns strength-aware preferences from rankings over comparisons
derived from implicit strength signals (e.g., response times). (1) Comparisons are stratified (e.g.,
by annotator ID), ensuring local validity of signal-strength relationship. (2) Within each stratum,
instances (ai, bi, pi, τi) are normalized to (wi, li, τi) format based on the preference label pi, where
wi is the preferred item and li is the dispreferred item. (3) Rank construction then sorts these
normalized tuples (e.g., by ascending response time τi) and appends a virtual anchor element with a
fixed score of 0 to create target rankings. (4) A preference predictor models these target rankings by
predicting signed utility differences sθ(wi, li) = uθ(wi)−uθ(li). (5) The sθ values (and the anchor’s
0) act as latent strengths for a Plackett–Luce model; NLL loss minimization yields parameters θ.

this utility [4]. Moreover, strength signals can provide an implicit regularization effect, emphasizing
confident preferences and downweighting noisy ones.

Lacking an explicit strength signal, standard RLHF has to rely entirely on the model’s generalization
between comparisons to learn preference strength.Collecting such explicit signals directly requires
additional annotation effort [5], however, and is susceptible to metacognitive challenges [6]. As
an alternative to explicit collection, response metadata can often convey strength information. A
motivating example of such implicit strength signals is response time (RT), the time taken by
annotators to provide their feedback. Faster responses often indicate stronger preferences [7, 8].
While promising, signals such as response times can be difficult to learn from as they are noisy and
confounded by factors such as individual annotator speed and task complexity [8, 9]. Consequently,
the inverse RT-strength relationship is most reliably observed locally within homogeneous contexts,
motivating methods that can robustly exploit such signals.

Contributions. (1) We introduce ResponseRank (Figure 1), a novel RLHF method that extracts
preference strength from any locally-valid relative strength signal by leveraging the relative order of
strength within homogeneous strata (e.g., per-annotator). This local approach can mitigate systemic
noise through stratification and provides a proxy for preference strength designed to improve reward
model generalization and decision-making under uncertainty. (2) We empirically demonstrate
ResponseRank’s improved accuracy and generalization. (3) We introduce the Pearson Distance
Correlation (PDC), a novel metric designed to quantify how well a model captures preference
strength.

2 Learning preference strength from local rankings

We introduce ResponseRank, a novel method for learning strength-aware preference models from
rankings of comparisons. Our method builds on the principle that auxiliary signals can indicate
preference strength but are often noisy and confounded. We learn utility differences by leveraging
the relative order of these signals within homogeneous partitions (strata).
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2.1 Problem setting and utility framework

We aim to learn a reward model from human feedback, incorporating strength signals to improve
strength modeling and generalization. The input consists of a dataset D = {(ai, bi, pi, τi,mi)}Ni=1.
Each data point i consists of two items ai, bi ∈ X being compared, a preference label pi indicating the
preferred item, the strength signal τi (e.g., response time), and optional metadata mi (e.g., annotator
ID, session timestamp).

Our approach is grounded in utility learning, a preference learning approach seeking to learn a utility
function u : X → R that assigns a scalar value to each item, such that x ⪰ y ⇐⇒ u(x) ≥ u(y).
The magnitude of the utility difference, u(x)−u(y), quantitatively represents the preference strength.
In reinforcement learning from human feedback (RLHF), such learned utility functions often serve
as reward models guiding policy optimization [10, 11]. The ResponseRank method, detailed next,
learns such utility functions uθ by leveraging both the choice pi and the strength signal τi to infer not
just which item is preferred, but by how much.

2.2 The ResponseRank method

ResponseRank starts by constructing strength-ranked comparisons within homogeneous strata (step
1 in Figure 1). It then learns preferences and strength jointly from these rankings using a joint
ranking loss (steps 2–5 in Figure 1). We detail this process in the following subsections and discuss
ResponseRank’s relation to the conventional choice-only Bradley–Terry approach.

2.2.1 Constructing strength-ranked comparisons within homogeneous strata

Stratification. The key challenge is that strength signals like response times are often confounded
globally but reliable locally. Consider response times across different annotators: baseline speed
differences make global comparisons misleading, but stratifying by annotator isolates the within-
annotator strength relationship. More generally, any factor believed to systematically influence
the strength signal can serve as a stratification criterion, enabling flexible encoding of domain
knowledge.1 Examples include task attributes such as text complexity clusters, labeling sessions, or
other contextual features.

Within each stratum, the strength-signal relationship is more homogeneous. Rather than explicitly
modeling the signal-generation process, we exploit this local validity by leveraging ordinal (relative)
information within each stratum. This ordinal-only approach is inherently robust to outliers and signal
magnitude variations, allowing any locally valid strength signal to serve as a proxy for preference
strength – only a monotonic relationship within each stratum is needed.

Partitioning and batch packing. Once strata are formed, ResponseRank optionally applies additional
partitioning within each stratum,2 driven by practical constraints of the Plackett–Luce training
objective: (1) Plackett–Luce requires rankings to be co-located within a training batch, necessitating
careful packing and potential splitting of rankings into batches; (2) Strength signals may contain ties;
partitioning can ensure tie-free rankings for cleaner training signals. (3) Smaller rankings sometimes
improve robustness to noisy signals.

We detail algorithms for batch packing as well as size-constrained and tie-avoidant partitioning in
Appendix B. Once stratification and partitioning are complete, the final step is sorting comparisons
within each partition by the strength signal, yielding the target rankings used in the learning step.

2.2.2 Learning preferences and strength jointly from comparison rankings

To learn from the strength rankings constructed in the previous section, we need a model that captures
both preference direction and strength. We adopt Plackett–Luce [13, 14], a probabilistic ranking
model that connects latent scores (strengths here) to observed rankings.3

1This stratification is analogous to blocking in experimental design [12], where units are grouped into
homogeneous subsets to reduce confounding variance.

2Globally valid signals may even only require partitioning and no data-driven stratification.
3Learning from such rankings of comparisons, a form of learning from second-order preferences, provides

a strong signal for utility differences. Under reasonable assumptions, this is sufficient to identify the utility
function up to a linear transformation [15]. A brief theoretical discussion can be found in Appendix F.4.
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Table 1: Target ranking of a single stratum using illustrative comparisons with response times as
the strength signal. Original comparisons (qi) are first normalized to (winner, loser) format (q′i), then
sorted by ascending response time τi (faster RTs indicate stronger preferences and are ranked higher).
A virtual anchor element (latent score 0) is appended to this list for the Plackett–Luce model. The
model learns positive utility differences sθ(q′) = uθ(winner)− uθ(loser) ordinally consistent with
this ranking (exemplary latent s(q′) shown).

Comparison (qi) Preference (pi) Normalized (q′i) RT (τi) Exemplary s(q′)
(a1, b1) a1 ≻ b1 (a1, b1) 1.2s 1.7
(a2, b2) a2 ≻ b2 (a2, b2) 1.7s 1.0
(a3, b3) b3 ≻ a3 (b3, a3) 1.7s 0.9
(a4, b4) b4 ≻ a4 (b4, a4) 2.3s 0.5

Virtual Anchor Element N/A 0 (fixed)

The PL model defines the probability distribution of a ranking π = (q1, q2, . . . , qk) of size k as the
product of sequentially choosing each comparison. The probability of qj being chosen next from the
set of not-yet-ranked comparisons Cj is PPL(qj from Cj | θ) = exp(sθ(qj))/

(∑
q∈Cj exp(sθ(q))

)
.

In our case, the latent utility values to be learned are the preference strength (by construction of the
ranking). To capture direction alongside strength, we require the learned strengths sθ(q) to be signed,
with the sign indicating the preference direction. We achieve this by introducing a virtual anchor
element with fixed score 0 and add it to each ranking. We normalize all comparisons to q′ = (wi, li)
format (preferred item first) and place the anchor at the end, resulting in all-positive target values. The
Plackett–Luce log likelihood loss then naturally penalizes negative predictions, as they would make
the target ranking, in which each comparison q′ is ranked above the 0-valued anchor by construction,
less likely. Our goal is then to learn utility differences sθ(wi, li) = uθ(wi)− uθ(li) that are positive
(to match the normalized format) and ordinally consistent with the strength rankings.

Table 1 illustrates this process with a concrete example, showing how comparisons from a single
partition are normalized, ranked by strength, and augmented with the virtual anchor. The rightmost
column shows exemplary predicted sθ(q′) values that are ordinally consistent with the ranking.

We optimize θ via maximum likelihood estimation, maximizing the joint probability of the observed
rankings under the PL model. Concretely we model the utility function u as a neural network uθ that
maps items to scalar utilities, giving rise to utility differences sθ(ai, bi) = uθ(ai)− uθ(bi). During
training, for each ranking, we predict sθ(q′) for all comparisons and fit sθ to the target ranking via
negative log-likelihood loss minimization.

2.2.3 Relationship to Bradley–Terry

A key property of ResponseRank, as formalized in Theorem 1, is that it gracefully reduces to the
standard Bradley–Terry loss in the degenerate case of a single comparison per stratum (proof in
Appendix G). This reduction places ResponseRank as a generalization of Bradley–Terry and allows
for seamless mixing of strength-ranked and choice-only data: For any datapoint missing a strength
signal, we can place it in a stratum of size 1, resulting in the standard Bradley–Terry loss for that
comparison.
Theorem 1 (ResponseRank reduces to BT for a single comparison). When applying the Respon-
seRank method to a stratum containing only a single normalized comparison q′ = (w, l), the target
ranking for the Plackett-Luce model is [q′, λ0], where λ0 is the virtual anchor. Minimizing the NLL
for this ranking, given the Plackett-Luce scores sθ(q′) = uθ(w)−uθ(l) and s(λ0) = 0, is equivalent
to minimizing the binary cross-entropy loss of a Bradley-Terry model for the preference w ≻ l with
item utilities uθ(w) and uθ(l).

3 The Pearson Distance Correlation

To effectively quantify how well a model learns the strength or distance between utilities beyond just
their ordinal ranking, we introduce the Pearson Distance Correlation (PDC). While some existing
metrics assess aspects of preference strength, PDC is specifically designed to robustly isolate the
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Figure 2: PDC robustly isolates distance learning, unlike TCE. Heatmaps compare PDC and TCE
on synthetic data under varying levels of ordinal error (fsign, y-axis, flipping signs) and distance
information loss (fmag, x-axis, shuffling magnitudes), for original and affine-scaled (2u+ 5) utilities.
PDC remains optimal (blue) when only ordinal information is degraded (fmag = 0), decreases
systematically as distance information is lost (fmag > 0), and is consistent across utility scalings and
ordinal accuracy, unlike TCE which conflates these aspects.

learning of cardinal utility distances by satisfying key desirable properties. Further details, comparison
with other metrics, and a discussion of these properties are provided in Appendix H.

The core idea of PDC, formalized in Definition 1, is to measure the linear correlation between
the absolute magnitudes of true utility differences and predicted utility differences. This focus on
absolute differences aims to decouple the assessment of distance learning from the correctness of
ordinal preference, a property we term ordinal independence. Figure 2 visually contrasts PDC with
calibration error (TCE, l1 distance between predicted confidences and true likelihoods), illustrating
PDC’s robustness and key characteristics like ordinal independence and affine invariance.
Definition 1 (Pearson Distance Correlation). Let X,X ′ ∼iid pdata be independent items sampled
from the data distribution pdata, and let u, û : X → R denote the true and predicted utility functions,
respectively. Define the true absolute utility difference as ∆U(X,X′) := |u(X) − u(X ′)| and the
predicted absolute utility difference as ∆Û(X,X′) := |û(X) − û(X ′)|. The PDC is the Pearson
correlation coefficient between these random variables ∆U and ∆Û :

ρPDC(u, û; pdata) = Corr(∆U,∆Û) =
Cov(∆U,∆Û)√
V[∆U ] · V[∆Û ]

. (1)

Variances and covariances are taken over the joint distribution of (X,X ′) where X,X ′ ∼iid pdata.

PDC is designed to satisfy several crucial properties for evaluating learned utility distances, as stated
in Proposition 1 (details and proof in Appendix H.3).
Proposition 1 (PDC Properties). Given a true utility function u and a predicted utility function û,
the PDC satisfies: (i) Affine Invariance: Unchanged by positive affine utility transformations. (ii)
Distance Sensitivity: Monotonically increases with accuracy of predicted difference magnitudes. (iii)
Known Baseline and Scale: Values of 0 (no distance learning) and 1 (ideal distance learning). (iv)
Ordinal Independence: Baseline for no distance learning is independent of ordinal accuracy.

A PDC significantly greater than 0 implies non-trivial learning of utility difference magnitudes.
This allows more precise statements about if, and how well, a model has learned relative preference
strengths (see Appendix A for an example). PDC is designed to complement standard ordinal metrics,
not replace them. Due to its ordinal independence, a high PDC can occur even with some ordinal
mispredictions, provided the magnitudes of these (potentially erroneous) differences still correlate
with true magnitudes. Note that real-world datasets generally do not have true utilities, making exact
computation impossible. Appendix H.1 discusses this problem and proposes an approximation.

4 Synthetic preference learning experiments

In this section, we evaluate ResponseRank on synthetic pairwise comparison datasets with known
ground-truth utility differences and simulated response times. We compare against baselines on met-
rics measuring preference strength learning (PDC) and ordinal accuracy under controlled conditions.
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Figure 3: Synthetic results with RT variability across strata. Comparison of PDC (top) and
accuracy (bottom) on Deterministic, Drift-Diffusion (DDM), and Stochastic datasets as a function
of dataset size (600 runs; shading indicates 95% CI assuming normality). BT baseline performance
with the full dataset is a dashed red line; ResponseRank’s interpolated breakeven point is marked
by an arrow. Higher PDC indicates better learned preference strength (utility distances); higher
accuracy indicates better ordinal preference predictions. ResponseRank matches BT performance
with only 57-74% of the data, demonstrating the efficiency of the method. The permutation
baseline (RR-Perm) confirms that performance improvements stem specifically from informative
response-time signals rather than modeling artifacts.

4.1 Experimental setup

Datasets. Synthetic datasets are generated by sampling item pairs, each with ground-truth utilities
(e.g., from N (0, 1)), and then deriving choices and strength signals in the form of synthetic RTs
via a human choice model. To test robustness to mismatched assumptions, we consider two distinct
human choice models: (1) a stochastic Bradley–Terry (BT) model extended with a custom link
function mapping utility differences to response times, and (2) a joint drift-diffusion model (DDM)
simultaneously generating stochastic choices and response times. We set model parameters to
yield similar error rates (approximately 8%) in both scenarios, although the DDM exhibits higher
noise in the response time generation. A ‘Deterministic’ setting uses model (1) without choice/RT
noise. Data is partitioned into artificial strata (simulating, e.g., different annotators) and we apply a
random RT multiplier to each stratum (simulating, e.g., annotator speed differences). Full details
and further results are in Appendix C. The source code for our experiments is available at https:
//github.com/timokau/response-rank.

Baselines. We compare ResponseRank against: (1) a Bradley–Terry (BT) baseline, the de-facto
standard for learning utilities from pairwise preferences which considers only preference labels
without response time information, (2) RtRegression: models RTs as inversely proportional to utility
differences via a specific link function; this link function mirrors the one used in generating data
for the deterministic and stochastic conditions but does not use the stratum RT multipliers. (3) two
permutation control baselines (RR-Perm, RtRegression-Perm), which train the respective methods on
permuted response times to assess robustness and verify response-time informativeness, (4) RR-Pool,
an ablation that omits stratification in favor of a single global stratum. Detailed information on
baselines and modeling assumptions are described in Appendix I.
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4.2 Research questions and evaluation criteria

We investigate three specific research questions: (Q1) Preference strength learning: Does ResponseR-
ank better recover underlying utility differences compared to baselines? (Q2) Robustness across data
generating processes: Does ResponseRank maintain performance when trained with datasets gener-
ated from different assumptions? (Q3) Choice prediction accuracy: Does incorporating response-time
information via ResponseRank improve ordinal preference prediction accuracy relative to baselines?

We quantitatively evaluate these aspects using two complementary metrics: (1) Pearson Distance
Correlation (PDC): measuring correlation between predicted and true utility differences (Section 3).
High PDC indicates superior recovery of cardinal utility distances. (2) Choice Accuracy: predicting
held-out preference choices; higher accuracy represents a better ordinal utility model.

4.3 Results and discussion

Figure 3 shows the performance of ResponseRank and the BT baseline as a function of dataset size.
Results demonstrate consistent improvements across most settings, indicating the robustness and
effectiveness of the ResponseRank approach.

Preference strength recovery (Q1). ResponseRank achieves significantly higher median PDC
than BT, demonstrating improved recovery of utility difference magnitudes. The RR-Perm control
performs notably worse than ResponseRank, confirming improvements stem from informative RT
signals, not just artifacts of the training procedure. Nonetheless RR-Perm still demonstrates reasonable
performance, highlighting our method’s robustness to noise in response times and bad stratification.
The performance of the permutation control close to the baseline indicates our methods’ robustness
to noise in response times.

Robustness to data-generating model assumptions (Q2). ResponseRank consistently outperforms
BT and permutation baselines across all data-generation paradigms (Deterministic, DDM, Stochastic)
in median PDC and accuracy (Figure 8). This indicates ResponseRank robustly exploits relative RT
signals even when data-generating mechanisms vary.

Improving ordinal predictions via response time (Q3). Incorporating RTs via ResponseRank
significantly improves ordinal choice prediction accuracy across scenarios. This improvement, despite
RTs not directly adding ordinal labels, highlights that learning better cardinal models through RTs
enhances ordinal generalization. This suggests that ResponseRank could also benefit deterministic
scenarios or domains less obviously requiring cardinal utilities, like language-model fine-tuning from
pairwise human preferences, by learning more accurate and generalizable preference models.

4.4 Comparison to regression-based modeling and robustness analysis

In Figure 3, RtRegression underperforms both ResponseRank and the BT baseline. This is because
RtRegression does not model inter-stratum variability: If there were no variability and the link
between the strength signal and utility differences was perfectly known, RtRegression would be a
viable alternative. Detailed results for this setting are available in Appendix C. RR-Pool similarly
does not take this variability into account, but its performance remains slightly above the baseline.
This indicates that the ResponseRank approach is more robust than RtRegression, likely because
of its much weaker assumptions about the RT-strength relationship. This highlights the practical
robustness of the proposed ranking-based approach, which avoids rigid link-function assumptions
entirely.

Permuting RTs (RR-Perm) significantly degrades ResponseRank’s performance, confirming RTs’ role
in the method. However, accuracy remains above chance and PDC remains above zero, indicating
robustness to even extreme amounts of noise in the raw timing data. ResponseRank’s effectiveness
even on the drift diffusion dataset with noisy response times (Figure 3) demonstrates its robustness to
noisy, yet informative, response time signals.

Our experiments support ResponseRank’s effectiveness and robustness. The empirical evaluation
confirms considerable advantages over baselines in both cardinal and ordinal preference modeling,
effective across diverse assumptions about human choice processes and providing tangible benefits
even for purely ordinal prediction accuracy. These results indicate promising potential for broader
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Figure 4: Response time approach comparison. We compare BT baseline (3 epochs), BT@2
(2 epochs), RR-Random (ablation: using random strength rankings of size 2), RR-RT (using 8
length buckets with size-2 constraint), RR-Stated, and RR-Agree on both MultiPref test accuracy and
RewardBench 2 performance. We report mean and standard deviation across 30 seeds with distinct
train/test splits.

applications, such as training language models, by improving model generalization through the
incorporation of implicit cardinal information.

5 Language modeling experiments on MultiPref

To validate our method’s applicability to real-world language modeling data, we conducted exper-
iments on the MultiPref preference dataset [16]. This dataset provides text preferences with rich
metadata. It spans 289 distinct crowdworkers, 5,323 unique prompts, 10,461 distinct responses, and
four annotations per instance from workers of different expertise. It includes rich data on annotator
expertise, preference strength (clear or slight), per-category preferences (helpful, truthful, harmless),
and justifications for the preferences.

Experimental setup. We compare the BT baseline, not using any strength information, with several
variants of ResponseRank using distinct strength signals: RR-Random ablates the impact of strength
by using random strength rankings of size 2, RR-RT uses response time with stratification by
annotator, RR-Stated uses binary stated strength of the preference (slight/clear) as given by the
annotator with stratification by annotator, and RR-Agree uses the inter-annotator agreement of the 4
annotations for each comparison in the MultiPref dataset without stratification.

Our experimental design aims to validate that incorporating preference strength information improves
reward model performance. In addition to the in-distribution MultiPref test set, we evaluate on the
out-of-distribution RewardBench 2 dataset, which correlates strongly with downstream performance
[17].

Results. Figure 4 shows that, given a relatively clean strength signal such as inter-annotator agreement
(RR-Agree), ResponseRank improves both in-distribution accuracy and out-of-distribution Reward-
Bench performance (+3.0 pp improvement over BT) compared to the BT baseline. Experiments
with smaller subsets of the training data (Figure 10 in Appendix D) further show that RR-Agree
matches final BT performance in RewardBench with approximately 30% fewer preference pairs,
demonstrating its data efficiency.

RR-RT performs poorly, indicating that response time is not a useful signal of preference strength in
this dataset. This may be because MultiPref’s annotation protocol includes additional annotations
(strength, categories, justifications) that extend response times and obscure the RT-strength relation-
ship. Future work could investigate whether RT provides useful strength signals in datasets with
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simpler annotation protocols, or explore whether improved filtering and stratification could extract
meaningful signals from MultiPref.

RR-Stated, which uses explicit strength annotations (slight vs. clear), outperforms RR-Random and
RR-RT, confirming that ResponseRank benefits from informative signals. However, gains over BT are
modest (+0.6 pp on RewardBench, not statistically significant, p = 0.414), likely because rankings
require responses with different strength labels (limited by label imbalance) and self-reported strength
annotations are inherently noisy.

Training robustness. We observe that training with the BT loss for two epochs is better for MultiPref
performance while three epochs (our primary baseline) improve RewardBench performance. Analysis
of RewardBench subcategories (Figure 11 in Appendix D) shows that the epoch 3 gains concentrate
in the Focus category (measuring prompt adherence). We hypothesize that continued training
simultaneously learns transferable skills (off-topic detection) useful for the RewardBench Focus
category while also overfitting to other patterns – gains benefit Focus, but costs dominate on MultiPref
test. ResponseRank variants avoid this tradeoff, demonstrating a regularizing effect of the ranking
loss. Even RR-Random, despite fitting to entirely random strength signals, exceeds three-epoch BT
performance on MultiPref test; this does not generalize to RewardBench, however, where informative
strength signals are necessary.

6 RL control experiments

While our language modeling results demonstrate improved reward model generalization on out-of-
distribution benchmarks, a remaining question is whether learned preference strength translates to
other domains and improved downstream policy performance. To assess this, we conducted additional
experiments in the control domain using simulated episode returns as strength signals. We train
reward models on preference data generated using ground-truth environment rewards and use them to
optimize policies via reinforcement learning, then evaluate the resulting policies on the actual task.
This allows us to test whether capturing preference strength genuinely improves the policies that
agents learn, rather than merely improving reward model statistics.

Experimental setup and strength signal. Following the methodology of Metz et al. [18], we tested
three Mujoco environments (HalfCheetah, Swimmer, Walker2d) and Highway merge-v0, comparing
the BT baseline with ResponseRank using 5000 queries (4000 training/1000 validation) per run
(5 seeds each). As return differences are globally valid, we used random partitions of size 16 to
construct the rankings.

Results. Results detailed in Appendix E show that ResponseRank-reward models slightly increase
reward model accuracy. Furthermore, we find improvements in the downstream RL performance
across environments, with particularly strong gains on Walker2d (+1088 peak reward over BT, +313.2
final reward). Performance gains also hold when comparing across different levels of injected noise
to the reward function.

7 Related work

Our work builds on rich literature in preference learning, auxiliary strength signals, and human
feedback. In this section, we concisely highlight works most relevant to learning preference strength
and the evaluation thereof. Appendix J expands on this and further discusses ranking-based utility
learning, explicit strength specification, and adaptive losses. We give particular attention to response
times as a strength signal in this discussion, as we consider them particularly promising due to their
ready availability and their well-established relationship with preference strength.

Learning from choices. Learning latent utility functions from observed choices is a common
approach in preference learning, widely used in RLHF [10, 19, 20]. Standard models like the
Bradley-Terry model [21], when combined with proper scoring rules, can implicitly learn some
aspects of utility differences, reflecting preference strength in choice probabilities.However, robustly
inferring preference strength solely from choices is challenging when comparisons are seen only
once, as is typical in large-scale RLHF. This limitation motivates the use of additional signals, such
as RTs, inter-annotator agreement, or categorical strength ratings, to capture preference strength more
directly.
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Response time as a strength signal. Response times as a readily available signal with an established
relationship with preference strength are a key motivator for ResponseRank. Prior methods that inte-
grate RTs often employ explicit cognitive process models like the Drift Diffusion Model (DDM) [e.g.,
22, 2] or make strong assumptions about a direct, global relationship between RT magnitude and
preference strength [e.g., 23].4 ResponseRank differs fundamentally: it assumes signal-strength
correlations (e.g., RT-strength) hold only locally within strata (e.g., per-annotator) and leverages only
their monotonic ordinal ranking rather than modeling the full relationship. This local, relative-ranking
approach enhances robustness against confounders, avoids the need for explicit DDM modeling or its
associated complexities, and bypasses restrictive data requirements (e.g., repeated queries or fixed
item sets [2, 23]), rendering it suitable for typical large-scale RLHF data.

Evaluating Preference Strength. While empirical evidence suggests that using signals such as
RTs can improve overall model performance and generalization [3, 2, 22], robustly quantifying how
well preference strength itself is learned remains an open challenge. Standard metrics like choice
prediction accuracy [e.g., used by 2] or general calibration measures like the Brier score [e.g., 22]
only indirectly reflect success in capturing strength, not specifically isolating learned utility distances
or satisfying key invariances desirable for this particular evaluative task. To address this, we propose
the Pearson Distance Correlation (PDC) (Section 3) as a novel metric tailored for evaluating learned
preference strength by directly addressing utility distances and satisfying key invariances.

8 Discussion and conclusion

We introduced ResponseRank, a novel method to learn preference strength from locally valid relative
signals of preference strength, enhancing RLHF without extra annotation.

Limitations and Future Work. In this work, we demonstrated ResponseRank’s effectiveness
across synthetic datasets, real-world language modeling, and RL control tasks. While response
times proved challenging in MultiPref – likely due to the complex annotation protocol – inter-
annotator agreement demonstrated strong performance, validating the approach with informative
signals. Future work should explore datasets with simpler annotation protocols where RT may prove
effective, improved noise-handling techniques (such as refined stratification) to extract weak strength
signals, and alternative low-cost strength proxies. We validated ResponseRank-trained reward models
on RewardBench (which correlates with downstream performance) and demonstrated improved
policies in RL control tasks; validation in large-scale RLHF for language model policies remains
important future work.

Broader applications. The core principle of ResponseRank – inferring signal strength from localized,
relative rankings of noisy auxiliary data – extends beyond RTs in RLHF. It could improve human-
AI alignment by capturing preference intensity from various implicit signals (e.g., hesitation) in
applications like recommender systems. This approach could also generally enhance supervised
learning by estimating label confidence or informativeness from contextual cues, aiding active
learning or calibration.

Conclusion. ResponseRank robustly extracts cardinal preference information from noisy strength
signals, and our proposed Pearson Distance Correlation (PDC) metric specifically quantifies this. Ex-
periments on synthetic data show ResponseRank significantly improves preference strength recovery
(via PDC) and ordinal accuracy over choice-only baselines, indicating better sample efficiency and
generalization. By enabling a more granular understanding of human preferences, ResponseRank
contributes to developing AI systems that better align with the nuanced spectrum of human values,
crucial for building more reliable and beneficial AI.
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Appendix

A Implicit learning of preference strength in standard choice models

Standard pairwise preference labels (a ≻ b) used in reinforcement learning from human feedback
(RLHF) primarily yield ordinal information (i.e., u(a) ≥ u(b)). However, common RLHF method-
ologies often implicitly capture cardinal preference strength (the magnitude of u(a)− u(b)) through
several interconnected mechanisms. This implicit capture of information is suggested by the empirical
success of RLHF methods [e.g., 10]. If utility differences were learned entirely arbitrarily, preserving
only preference order but not magnitude, these methods would likely struggle to learn effective and
generalizable policies.

Several factors contribute to this implicit learning of preference strength. First, probabilistic choice
models like the Bradley–Terry (BT) model [21] or Plackett–Luce models [13] inherently link choice
probabilities to latent utility differences. In such models, for example the BT model, the probability
p(a ≻ b) can be expressed as a function of the utility difference u(a)− u(b), such as σ(u(a)− u(b)).
This means that larger utility differences yield choice probabilities closer to 0 or 1, thereby encoding
preference strength within the choice probability distribution itself. Second, training these models
typically involves minimizing a proper scoring rule, such as cross-entropy loss [24]. This objective
incentivizes the model to accurately predict the true choice probabilities. Since these probabilities
are dependent on utility differences, the training process implicitly pushes the model to learn the
underlying differences necessary to match the observed choice patterns [25]. Crucially, while the
absolute utility values u(x) from such models are typically identifiable only up to an arbitrary additive
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shift, the resulting learned utility differences u(a) − u(b) become meaningful representations of
preference strength and choice probability [25].

Furthermore, inductive biases from the modeling approach assist in learning strength. The core
assumption of a consistent utility function enforces transitivity. The use of smooth function ap-
proximators, such as neural networks, encourages generalization and interpolation of relative utility
differences across similar item pairings. For example, if u(a) > u(b) and b ≈ c, smoothness in the
utility approximator promotes learning that u(a) > u(c). This capability is crucial, as proper scoring
rules alone may not recover true probabilities when only ever observing unique training instances
with hard, binary labels.

The Bradley–Terry model serves as a clear illustration of these principles in action. It is a popular
model for pairwise comparisons, where the probability of preferring item i over item j is typically
defined as:

p(i;ui, uj) =
exp(ui)

exp(ui) + exp(uj)
, (2)

where ui and uj represent the utilities of items i and j respectively. This expression is akin to a
pairwise logistic regression model, where the utility difference effectively serves as a feature. In
many practical RLHF scenarios, we only observe a single outcome for each comparison (e.g., i is
chosen over j), meaning the training labels are degenerate (pi ∈ {0, 1}). In principle, fitting a model
to such degenerate labels without any regularization could theoretically push the learned absolute
utility differences towards infinity, as the model continually seeks to improve the likelihood for
the observed certain outcome. This issue parallels the challenge of fitting a classifier to perfectly
separable hard labels, which can lead to overconfident and poorly calibrated models that assign
extreme probabilities [26, 27]. In both preference learning and classification, the goal extends
beyond mere accuracy in the primary prediction (the choice or the class label) to also obtaining
meaningful secondary information, such as preference strength or a well-calibrated probability. The
aforementioned inductive biases, particularly smoothness from neural network approximators, help
to regularize the learning process and yield finite, meaningful utility differences.

Our own experimental results provide empirical evidence for this implicit learning of distance
by standard models. As demonstrated in Figure 3 in the main paper, the Bradley–Terry baseline
consistently achieves a Pearson Distance Correlation (PDC) that is significantly and robustly above
zero across various synthetic datasets and conditions. As established in Appendix H, a PDC value
greater than zero robustly indicates that the model has learned non-trivial information about the true
underlying utility differences.

Despite these mechanisms allowing for implicit strength capture, it is crucial to recognize their
limitations. The preference strength information learned in this manner is indirect and can be weak,
noisy, or highly contingent on the specific validity of model assumptions, the quality of the data, and
the chosen architectural details. The inherent indirectness and potential unreliability of this implicitly
learned strength motivate the development of methods like ResponseRank. ResponseRank aims to
leverage more direct and potentially richer signals of preference strength, such as human response
times, for more robust reward modeling. Indeed, while our results confirm that standard BT models
do implicitly learn preference strength to some degree, these same results (Figure 3 in Appendix C)
also clearly demonstrate that ResponseRank consistently achieves superior performance in capturing
these cardinal utility differences, highlighting the benefits of its explicit, RT-informed approach.

B Ranking construction details

While conceptually the primary means of constructing rankings is stratification, ensuring that the
strength signal is comparable within each stratum, practical considerations often necessitate additional
constraints: (1) Strata may have tied strength signals (e.g., two comparisons with identical response
time from the same annotator), requiring partitioning into smaller rankings to avoid ties. (2) Strata
may be large, while smaller rankings may be preferable in some cases (see Appendix D.6 for
discussion). (3) Each ranking needs to be entirely co-located in a single on-device batch during
training to compute the ranking loss, imposing memory constraints on ranking size. We address the
first two considerations with a tie-breaking partitioning strategy within each stratum and the third
with a batch packing algorithm.
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B.1 Tie-breaking partitioning strategy

The ranking loss requires preferences within each partition to have distinct strength values. Addi-
tionally, it is often desirable to split these strata further, as they may contain ties in strength values
and smaller rankings may prove more robust to noisy signals (see Appendix D.6). Therefore, after
stratification (if applicable), we further partition the data within each stratum into tie-free partitions
with an optional maximum size s. Given a stratum of size n we compute the number of partitions
k = ⌈n/s⌉ if a maximum size s is specified or k = m, where m is the size of the largest tie group,
otherwise. We group preferences by strength value, then distribute each group across the k partitions
in a round-robin fashion. As long as k is at least the size of the largest tie group, this guarantees that
no two preferences within a partition have the same strength value. This maintains balanced partition
sizes while maximizing the spread of strength values within each partition.

B.2 Batch packing

The Plackett-Luce loss computation requires entire rankings to be co-located within single on-device
training batches, as the probability calculation depends on the full set of comparisons within each
stratum. Although the resulting batches are not iid, as they contain comparisons from the same
stratum (partially mediated by packing strata randomly into batches), this has precedent in techniques
like length-based grouping for efficient GPU utilization [28] and has little performance impact in
practice (see Figure 10 in Appendix D). The batch size additionally constrains maximum ranking
length, which is further analyzed in Appendix D.5.

We designed a greedy ‘largest first best fit’ approach to pack the partitioned rankings into fixed-size
batches for training:

• Initialize sufficient empty batches of fixed size to hold all comparisons. All batches will be
filled to capacity, except possibly the last one.

• Process partition fragments in descending order of size (implemented using a max-heap).
Shuffle each fragment’s comparisons to randomize split points.

• Place the fragment in the batch with the least remaining space that can still accommodate it,
if one exists. Otherwise place the largest prefix that fits and reinsert the remaining suffix
into the heap.

While this leads to non-iid batches, we observe no adverse effects on training performance5.

C Supplemental details on synthetic experiments

In this appendix we first provide additional details on the synthetic experimental setup, including
the datasets and compute resources used. We then provide additional plots and numeric results for
reproducibility.

C.1 Synthetic data

We use three synthetic datasets in our experiments: a deterministic dataset where the choice always
favors the item with the higher utility, a stochastic dataset where the choice is made according to a
Bradley–Terry model parameterized by the true utility, and a drift-diffusion dataset where choice
and response times are generated jointly with a drift-diffusion model parameterized by the utility
difference as the drift rate. The parameters for both models are shown in Table 2.

We generate a synthetic dataset of pairwise comparisons annotated with a choice label and a response
time in two steps: query generation and labeling.

C.2 Query generation

This process generates pairs of objects for comparison. It can be further subdivided into object
generation and pairing. We start by generating random objects, which are represented as vectors

5Validated by comparing BT with random vs. RR-Agree batching, with RR-Agree batching showing a minor
improvement in performance: MultiPref test +0.9 pp (p < 0.001), RewardBench 2 +0.4 pp (p = 0.536).
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Table 2: Parameters for the synthetic data generation models.

Model Parameter Value
Bradley-Terry & Log-Normal Choice temperature 0.2

Response time SD 0.4
Minimum response time 0
Maximum response time 10
Partition RT variability 3.0

Drift-Diffusion Decision threshold 1.2
Non-decision time 0.3
Drift rate multiplier 1.0
Noise standard deviation 0.4
Drift rate variability 0.0
Starting point variability 0.0
Non-decision time variability 0.0
Time increment 0.001
Number of partitions 5
Partition RT variability 3.0

of attributes each sampled from a uniform distribution over [0, 1]. The number of features and the
dimensionality of the feature space can be adjusted to control the complexity of the dataset. We then
generate queries from these objects by randomly sampling pairs of objects (ai, bi).

C.3 Labeling

We start by generating a random utility function u, modelled as a neural network with random weights.
The utility function takes an object x as input and outputs a scalar utility value u(x) that is a function
of the object’s attributes and is guaranteed to be learnable by a neural network. The architecture
of the utility function can be adjusted to control the complexity of the dataset. We then synthesize
preference labels pi and response times τi based on the utility function. To test the robustness of
ResponseRank to different preference and response time models, we consider two different models
for generating the preference labels and response times, one generating preferences and response
times independently, and one generating them jointly. We discuss the models in more detail below.

Independent labeling with Bradley–Terry and Log-Normal. We generate preference labels pi
based on the Bradley–Terry model and response times τi from a log-normal distribution with a
hyperbolic link function. Concretely, we sample pi from a Bernoulli distribution with parameter
p = σ((u(xi) − u(xj))/θ), where σ is the sigmoid function and θ is the choice temperature. For
response times, we first compute the mean using a hyperbolic link function (matching Equation (14)
and repeated here for convenience)

link(∆u; rtmin, rtmax) := rtmin +
rtmax − rtmin

|∆u|+ 1
.

with rtmin = 0 and rtmax = 10. Then, we sample τi from a log-normal distribution with this mean
and a fixed standard deviation parameter. The log-normal distribution ensures that response times
are always positive while allowing for a right-skewed distribution commonly observed in human
response time data. Note that in this model, the response time depends only on the absolute utility
difference, so ‘correct’ and ‘incorrect’ responses are not differentiated in their response times.

Partition-based Variability. To better simulate real-world data collection scenarios, we introduce
an additional source of systematic variability in response times through a partition-based approach.
Each comparison is randomly assigned to one of 5 partitions, representing different data sources,
annotators, or experimental conditions.

Within each partition, all response times are scaled by a partition-specific multiplier. These multipliers
are sampled from a normal distribution with mean 1.0 and standard deviation 3.0, then converted to
absolute values to ensure they remain positive. This creates systematic variation in response times
between partitions while maintaining the same underlying preference patterns, simulating scenarios
where different data sources might exhibit different response time characteristics.
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(a) Deterministic (b) Stochastic (c) DDM

Figure 5: Confusion matrices of the synthetic datasets.

Joint labeling with Drift-Diffusion. We jointly generate preference labels pi and response times
τi based on the drift-diffusion model. We derive the drift rate from the utility difference, i.e.,
the choice experiment comparing ai and xj is modeled as a drift-diffusion process with drift rate
v = u(ai) − u(xj). Since all items are generated from the same distribution and passed through
the same utility function, the drift rate has an expected value of 0. Additionally, we normalize the
standard deviation to 1. All other parameters, such as the decision threshold, non-decision time, and
noise standard deviation, are fixed to constant values as shown in Table 2. We assume symmetric
decision thresholds, which intuitively control how cautious the decision-maker is. We chose these
parameters to ensure a reasonable resulting joint distribution of response times and preference labels
given the synthetic utilities and normalized drift rates.

These datasets can be parameterized, e.g., by re-scaling utilities and their differences, resulting in
different levels and types of noise. The parameters were manually set to values resulting in reasonable
noise levels, which are reported in this section.

Analysis. To characterize the synthetic datasets, we evaluated the noise levels affecting both ordinal
preferences and response time signals (Figures 5 and 6). The confusion matrices (Figure 5) confirm
the expected ordinal preference accuracy: perfect accuracy for the deterministic dataset, and approxi-
mately 8% symmetric error rates for both the Stochastic and DDM datasets due to their probabilistic
choice mechanisms.

Figure 6 assesses the fidelity of response time as an indicator of preference strength. It displays the
distribution of Kendall’s tau correlations (across 600 datasets) between the ranking derived from
simulated RTs and the ranking derived from true utility differences. Kendall’s tau is used here as
it quantifies the correlation of ranks (the order), which is the specific information ResponseRank
aims to leverage from RTs. The results highlight several points: (1) Under ideal (deterministic,
no variability) conditions, the RT ranking perfectly matches the true strength ranking (by design).
(2) Introducing inter-stratum variability weakens this correlation, demonstrating the challenge of
using raw RTs globally, assuming such variability is present in real-world datasets. (3) The inherent
noise in the Stochastic and DDM generation processes further reduces the correlation, with the
Stochastic process preserving the rank order more reliably than the DDM. (4) Inter-stratum variability
consistently degrades the RT-strength signal across dataset types.

Limitations. Our method makes minimal assumptions about human behavior. It requires only that (1)
preferences approximately follow some utility function (standard Bradley-Terry assumption) and (2)
we can approximately rank preference groups by strength. The only assumption about response times
is an inverse monotonic relationship with preference strength. Our synthetic data, while far from
perfectly realistic, reflects these properties: preferences generated from utility functions (extensively
validated through BT model usage) and response times following inverse monotonic relationships
(supported by psychology literature [7]). Going beyond this, one of our settings follows the drift-
diffusion model, which has extensive psychological validation [29], providing an approximation of
response time behavior that goes beyond the monotonic relationship. We choose base utility functions
randomly, which while not aligned with specific human preferences, is reasonable since the model
should learn any utility function matching our two key assumptions.
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Figure 6: Histograms of the Kendall-tau correlation between the strength ranking implied by response
times and the ground-truth strength ranking on synthetic datasets.

C.4 Additional results

Here we present additional experiments supporting the ones in the main body as well as additional
detail and visualizations for the main experiments.

Results without inter-stratum RT variability. In the main experiments, we multiply response
times in each stratum with a stratum-specific random multiplier to simulate effects such as individual
annotator speeds. Here we ablate this choice by presenting results without this variability multiplier.
This simulates a setting where all annotators display the exact same response time patterns. We
include these results to demonstrate RtRegression’s behavior under idealized conditions and the cost
of unnecessary stratification on ResponseRank.

Figure 7 shows that, when inter-stratum RT variability is absent, stratification offers no benefit and
slightly degrades performance compared to an ResponseRank variant using a single global stratum
(RR-Pool). This is expected, as strata have no difference in this setting and smaller rankings offer
less grounding. Both variants continue to outperform the BT baseline.

We further find that in this setting, where RtRegression assumes a perfectly accurate model of the
strength-RT relationship in the deterministic and stochastic datasets, it performs comparably to
ResponseRank. This is to be expected, but not reflective of realistic settings.

We further include a boxplot of performances with the full dataset (Figures 8 and 9) and numerical
results for the experiments presented in the main body (Tables 3 to 6). Boxplots (Figures 8 and 9),
visualize median (center line), interquartile ranges (IQR; boxes), 95% confidence intervals of the
median (notches), and outliers (dots).

D Supplemental details on MultiPref experiments

In this section we share additional results and details on our experiments with the MultiPref dataset,
initially discussed in Section 5.
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Figure 7: Synthetic results without RT variability across strata. Comparison of PDC (top) and
accuracy (bottom) on Deterministic, Drift-Diffusion (DDM), and Stochastic datasets as a function
of dataset size (600 runs; shading indicates 95% CI assuming normality). Here we ablate the effect
of inter-stratum variability by omitting stratum-RT multipliers. BT baseline performance with the
full dataset is a dashed red line; ResponseRank’s interpolated breakeven point is marked by an arrow.
Higher PDC indicates better learned preference strength (utility distances); higher accuracy indicates
better ordinal preference predictions.
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Figure 8: Performance comparison on synthetic datasets when inter-stratum RT variability is
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affecting RTs across different strata. Higher PDC indicates better learned preference strength (utility
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Table 3: PDC performance across datasets with response time variability. Values are reported as
mean ± standard deviation over 600 trials.

Dataset / Learner 50% 60% 70% 80% 90% 100%

Deterministic
BT 0.38± 0.15 0.43± 0.14 0.47± 0.13 0.51± 0.13 0.54± 0.12 0.56± 0.12
RtRegression 0.22± 0.18 0.27± 0.19 0.29± 0.18 0.32± 0.20 0.36± 0.19 0.37± 0.20
RtRegression-Perm 0.15± 0.15 0.18± 0.15 0.18± 0.18 0.18± 0.17 0.23± 0.20 0.24± 0.20
ResponseRank 0.51± 0.16 0.58± 0.14 0.62± 0.13 0.67± 0.12 0.69± 0.12 0.71± 0.11
ResponseRank-Pool 0.39± 0.16 0.44± 0.15 0.49± 0.13 0.52± 0.13 0.56± 0.13 0.58± 0.12
ResponseRank-Perm 0.28± 0.14 0.31± 0.15 0.33± 0.15 0.36± 0.14 0.41± 0.13 0.43± 0.13

Drift diffusion
BT 0.35± 0.14 0.39± 0.13 0.43± 0.14 0.46± 0.14 0.49± 0.14 0.52± 0.13
RtRegression 0.34± 0.14 0.40± 0.15 0.45± 0.14 0.49± 0.14 0.52± 0.14 0.54± 0.12
RtRegression-Perm 0.28± 0.14 0.35± 0.15 0.37± 0.15 0.41± 0.13 0.44± 0.15 0.45± 0.13
ResponseRank 0.43± 0.14 0.47± 0.14 0.51± 0.14 0.54± 0.14 0.57± 0.13 0.60± 0.12
ResponseRank-Pool 0.36± 0.15 0.40± 0.14 0.45± 0.13 0.49± 0.14 0.52± 0.13 0.54± 0.13
ResponseRank-Perm 0.28± 0.15 0.30± 0.13 0.34± 0.14 0.36± 0.14 0.40± 0.14 0.40± 0.13

Stochastic
BT 0.34± 0.14 0.40± 0.14 0.43± 0.14 0.48± 0.13 0.50± 0.13 0.52± 0.12
RtRegression 0.23± 0.18 0.27± 0.19 0.30± 0.19 0.32± 0.20 0.34± 0.21 0.36± 0.20
RtRegression-Perm 0.16± 0.15 0.18± 0.14 0.18± 0.17 0.21± 0.17 0.23± 0.17 0.24± 0.19
ResponseRank 0.47± 0.14 0.54± 0.14 0.57± 0.13 0.62± 0.12 0.64± 0.12 0.66± 0.10
ResponseRank-Pool 0.38± 0.15 0.43± 0.15 0.47± 0.14 0.51± 0.13 0.53± 0.13 0.55± 0.12
ResponseRank-Perm 0.27± 0.15 0.30± 0.15 0.34± 0.14 0.37± 0.14 0.39± 0.14 0.39± 0.12

Table 4: Accuracy performance across datasets with response time variability. Values are reported as
mean ± standard deviation over 600 trials.

Dataset / Learner 50% 60% 70% 80% 90% 100%

Deterministic
BT 73.1± 5.9% 74.8± 5.7% 76.4± 5.9% 77.5± 5.1% 78.8± 5.0% 79.7± 4.8%
RtRegression 65.5± 9.0% 67.4± 9.0% 68.7± 9.3% 69.9± 9.0% 71.3± 8.7% 71.7± 10.1%
RtRegression-Perm 59.6± 11.2% 61.7± 10.2% 62.0± 11.3% 62.5± 10.6% 65.0± 12.0% 64.6± 11.6%
ResponseRank 77.7± 5.9% 79.5± 5.6% 81.0± 5.5% 82.4± 4.8% 83.4± 4.7% 84.1± 4.5%
ResponseRank-Pool 73.6± 6.2% 75.1± 5.7% 76.8± 5.5% 78.2± 4.8% 79.3± 4.8% 80.2± 4.7%
ResponseRank-Perm 69.3± 6.4% 70.5± 6.3% 71.5± 5.7% 73.0± 5.4% 74.0± 5.3% 74.9± 5.5%

Drift diffusion
BT 71.1± 5.1% 72.8± 4.6% 74.0± 4.8% 75.2± 4.6% 76.2± 4.4% 76.8± 4.3%
RtRegression 71.0± 4.6% 73.2± 5.0% 74.4± 4.8% 76.0± 4.8% 76.8± 4.7% 77.7± 4.4%
RtRegression-Perm 68.5± 5.2% 70.8± 5.4% 71.6± 5.6% 73.6± 5.0% 74.4± 4.5% 74.8± 4.7%
ResponseRank 73.3± 5.3% 75.1± 4.8% 76.4± 4.6% 77.4± 4.1% 78.1± 4.2% 78.9± 4.1%
ResponseRank-Pool 71.3± 5.1% 73.2± 4.8% 74.7± 4.8% 76.0± 4.4% 76.5± 4.6% 77.3± 3.7%
ResponseRank-Perm 68.6± 5.5% 69.5± 5.3% 70.8± 5.5% 71.2± 5.0% 72.9± 4.8% 73.1± 4.7%

Stochastic
BT 70.7± 5.2% 72.3± 4.5% 73.3± 4.8% 74.7± 4.4% 75.3± 4.2% 76.1± 4.3%
RtRegression 64.9± 9.3% 66.5± 9.1% 67.1± 9.5% 68.3± 9.2% 69.0± 9.5% 69.3± 9.0%
RtRegression-Perm 59.4± 11.1% 61.6± 10.4% 61.6± 10.4% 62.6± 11.2% 63.3± 10.5% 63.1± 11.9%
ResponseRank 74.7± 5.1% 76.8± 4.7% 78.1± 4.4% 79.3± 4.5% 80.2± 4.3% 80.5± 4.1%
ResponseRank-Pool 71.8± 5.9% 73.2± 5.2% 74.4± 4.8% 75.6± 4.9% 76.2± 4.7% 76.6± 4.3%
ResponseRank-Perm 67.6± 6.1% 69.0± 5.6% 70.7± 5.3% 71.2± 5.0% 71.6± 5.2% 72.3± 4.3%
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Figure 9: Performance comparison on synthetic datasets when inter-stratum RT variability is
absent. Boxplots show PDC (top) and accuracy (bottom) across 600 runs for deterministic, drift-
diffusion, and stochastic data. In this condition, all strata have identical RT patterns (no inter-stratum
variability). Higher PDC indicates better learned preference strength (utility distances); higher
accuracy indicates better ordinal preference predictions.

Table 5: PDC performance across datasets without response time variability. Values are reported as
mean ± standard deviation over 600 trials.

Dataset / Learner 50% 60% 70% 80% 90% 100%

Deterministic no variability
BT 0.34± 0.15 0.40± 0.14 0.44± 0.13 0.46± 0.13 0.50± 0.12 0.52± 0.12
RtRegression 0.53± 0.14 0.59± 0.14 0.63± 0.13 0.65± 0.12 0.68± 0.11 0.69± 0.10
RtRegression-Perm 0.25± 0.13 0.29± 0.15 0.34± 0.14 0.34± 0.14 0.39± 0.13 0.37± 0.12
ResponseRank 0.49± 0.15 0.55± 0.14 0.59± 0.13 0.62± 0.12 0.65± 0.11 0.68± 0.10
ResponseRank-Pool 0.53± 0.15 0.59± 0.14 0.63± 0.13 0.65± 0.12 0.67± 0.11 0.69± 0.10
ResponseRank-Perm 0.27± 0.14 0.29± 0.13 0.34± 0.12 0.35± 0.13 0.39± 0.13 0.41± 0.13

Drift diffusion no variability
BT 0.34± 0.12 0.38± 0.14 0.43± 0.15 0.47± 0.14 0.49± 0.13 0.52± 0.12
RtRegression 0.44± 0.12 0.48± 0.13 0.52± 0.13 0.55± 0.13 0.57± 0.12 0.59± 0.11
RtRegression-Perm 0.30± 0.13 0.36± 0.14 0.40± 0.15 0.45± 0.14 0.47± 0.14 0.50± 0.13
ResponseRank 0.40± 0.13 0.45± 0.13 0.49± 0.14 0.52± 0.12 0.55± 0.12 0.58± 0.12
ResponseRank-Pool 0.42± 0.14 0.47± 0.13 0.51± 0.13 0.54± 0.12 0.57± 0.11 0.59± 0.11
ResponseRank-Perm 0.27± 0.12 0.29± 0.14 0.33± 0.14 0.35± 0.14 0.37± 0.14 0.40± 0.13

Stochastic no variability
BT 0.35± 0.14 0.40± 0.13 0.44± 0.14 0.48± 0.13 0.50± 0.12 0.52± 0.12
RtRegression 0.54± 0.13 0.59± 0.12 0.62± 0.11 0.65± 0.10 0.67± 0.10 0.69± 0.09
RtRegression-Perm 0.25± 0.14 0.29± 0.13 0.31± 0.13 0.34± 0.14 0.36± 0.15 0.38± 0.13
ResponseRank 0.49± 0.14 0.55± 0.14 0.59± 0.12 0.63± 0.11 0.66± 0.10 0.67± 0.10
ResponseRank-Pool 0.54± 0.14 0.59± 0.13 0.63± 0.12 0.65± 0.11 0.67± 0.10 0.69± 0.10
ResponseRank-Perm 0.24± 0.14 0.29± 0.14 0.32± 0.14 0.37± 0.14 0.38± 0.13 0.38± 0.12
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Table 6: Accuracy performance across datasets without response time variability. Values are reported
as mean ± standard deviation over 600 trials.

Dataset / Learner 50% 60% 70% 80% 90% 100%

Deterministic no variability
BT 71.8± 6.0% 74.0± 5.4% 75.2± 5.0% 76.1± 4.7% 77.4± 5.0% 77.8± 4.6%
RtRegression 78.5± 5.4% 79.9± 5.0% 81.3± 4.7% 82.0± 4.5% 82.9± 4.5% 83.5± 4.7%
RtRegression-Perm 68.5± 6.1% 69.8± 6.1% 71.3± 5.4% 72.0± 5.6% 73.5± 5.0% 73.1± 5.1%
ResponseRank 76.5± 5.5% 78.9± 5.2% 80.1± 5.1% 81.1± 4.8% 82.2± 4.7% 82.9± 4.4%
ResponseRank-Pool 78.6± 5.4% 80.3± 5.0% 81.4± 4.9% 82.2± 4.9% 82.9± 4.7% 83.5± 4.5%
ResponseRank-Perm 68.7± 6.1% 69.6± 5.5% 71.4± 4.9% 72.2± 4.6% 73.5± 5.1% 74.3± 4.7%

Drift diffusion no variability
BT 70.5± 5.2% 72.1± 5.1% 74.0± 5.1% 75.2± 5.1% 75.6± 4.6% 76.6± 4.4%
RtRegression 73.5± 5.1% 75.3± 5.2% 76.4± 4.8% 77.8± 4.6% 78.3± 4.4% 79.1± 4.2%
RtRegression-Perm 69.5± 5.4% 71.5± 4.7% 72.9± 4.9% 74.7± 4.9% 74.6± 4.9% 75.9± 4.6%
ResponseRank 72.7± 5.1% 74.1± 4.9% 75.7± 5.0% 76.9± 4.5% 77.5± 4.2% 78.4± 4.0%
ResponseRank-Pool 73.2± 5.5% 75.1± 5.0% 76.2± 4.6% 77.4± 4.5% 78.2± 4.1% 78.8± 4.1%
ResponseRank-Perm 67.7± 5.3% 69.2± 5.1% 70.5± 5.5% 70.9± 4.7% 71.7± 5.1% 73.1± 5.2%

Stochastic no variability
BT 70.7± 4.7% 72.3± 4.9% 73.8± 4.8% 74.9± 4.7% 75.8± 4.5% 76.9± 4.0%
RtRegression 76.7± 5.0% 78.4± 4.4% 79.3± 4.1% 79.9± 3.9% 80.9± 4.0% 81.6± 4.1%
RtRegression-Perm 67.3± 5.0% 68.7± 5.3% 69.8± 5.2% 70.5± 5.4% 71.6± 5.3% 72.1± 4.4%
ResponseRank 74.8± 5.4% 76.8± 4.6% 78.0± 4.4% 79.5± 3.8% 80.2± 4.0% 80.9± 4.0%
ResponseRank-Pool 77.1± 5.2% 78.3± 4.6% 79.4± 4.1% 80.1± 4.1% 80.8± 4.0% 81.5± 3.9%
ResponseRank-Perm 67.2± 5.2% 69.0± 5.3% 69.7± 4.9% 71.8± 5.2% 72.3± 4.6% 72.4± 4.0%

D.1 Data processing

MultiPref is a dataset of 10,461 instances (5,323 unique prompts), each consisting of a prompt and
two completions [16]. For each instance, four distinct preference annotations are collected: two from
expert annotators (defined as having a graduate degree in the relevant domain) and two from normal
crowdworkers, drawn from a pool of 227 total annotators. Each annotation includes extensive
metadata: sub-preferences for helpfulness, truthfulness, and harmlessness; explicit preference
strength (clear vs. slight); and time spent annotating.

Filtering and splits. We preprocess the dataset by filtering samples where one of the compared texts
exceeds the maximum sequence length of 1,024 tokens resulting in a final dataset of 9,846 samples.
We shuffle this filtered dataset and then split 2,000 samples off as a test set, resulting in distinct splits
for different random seeds. Finally, we choose a random subset of the training set (keeping the test
set unchanged) to simulate different training set sizes, as reported as fractions in the line charts. All
bar charts report results on the full training set (fraction 1.0).

Annotation sampling. We randomly sample one of the four annotations per comparison to simulate
typical RLHF data collection. Tied preferences are ignored for both training and evaluation, resulting
in smaller effective train and test set size varying slightly depending on the sampled annotations
determined by the seed (26.32% of annotations in the full length-filtered dataset are ties).

D.2 Strength signals and stratification

We consider three distinct strength signals from the MultiPref dataset:

Response time. We derive strength from the total time spent annotating each comparison, assuming
shorter times indicate stronger preferences. Since annotation time may depend on individual annotator
speed and reading time, we stratify by annotator identity and text length. We first discretize length
by grouping instances into 8 global length buckets. Strata are then formed by the Cartesian product
of annotator identity and length bucket. After stratification, we form rankings of size ≤ 2 within
each stratum using the partitioning strategy (Appendix B.1) to minimize the effect of noisy response
times. Some resulting strata may have size one (2.0% of comparisons on average); those reduce
to Bradley–Terry (Theorem 1). We refer to this variant as RR-RT. As discussed in Section 5, the
response time signal captures not only the preference decision time, but also time spent on additional
annotations and justifications, likely confounding its relationship with preference strength.
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Table 7: Hyperparameters for MultiPref experiments. We use the same hyperparameters for BT and
all RR variants.

Hyperparameter Value
Learning Rate 15e-6
LR scheduler Linear with 0.05 warmup ratio
Gradient Clipping 1.0
Weight Decay 0.1
Optimizer settings (β1, β2, ϵ) (0.9, 0.999, 1e-08)
On-Device Batch Size 16
Gradient Accumulation Steps 4
Max Sequence Length (tokens) 1024
Epochs 3

Stated strength. We use the explicit binary preference strength annotation (slight vs. clear) as the
strength signal. Since this produces only two distinct strength values, most rankings are limited to
size 2 (pairs of preferences with different stated strengths). As stated-strength judgments may be
annotator-specific, we stratify by annotator identity before forming rankings. Within each stratum,
we pair comparisons with different stated strengths using the partitioning strategy (Appendix B.1).
As strengths are imbalanced (more ‘slight’ than ‘clear’), many comparisons cannot be paired and
remain singletons (33.1% of comparisons), which reduce to Bradley–Terry (Theorem 1). We refer to
this variant as RR-Stated.

Inter-annotator agreement. We compute weighted inter-annotator agreement as our primary
strength signal. Each of the four annotations per instance indicates either a clear or slight preference
for one of the two responses. Given N annotations in total, including nt ties, n+c strong and n+s slight
preferences for the chosen response, and n−c clear and n−s slight preferences for the rejected response,
we compute the agreement as

Agreement =
(
1.0 · (n+

c − n−
c ) + 0.5 · (n+s − n−

s )
)
/N .

We do not use any stratification for inter-annotator agreement. As MultiPref has N = 4 annotations
per instance, the agreement score can only take a few discrete values, however, requiring tie splitting
through the partitioning strategy (Appendix B.1). This results in rankings of size 4.58 on average.
We refer to this variant as RR-Agree.

D.3 Experimental setup

Model and hyperparameters. Starting from Llama-3.1-8B-Instruct [30], we train reward
models using both BT and ResponseRank losses. We use equal hyperparameters (Table 7) for both
methods, supported by the hyperparameter sensitivity analysis in Appendix D.8.

Evaluation. We evaluate reward models on both in-distribution and out-of-distribution test data.
The in-distribution test data is a held-out portion of the MultiPref dataset (2,000 samples). For
out-of-distribution evaluation, we primarily rely on RewardBench 2 as it correlates strongly with
downstream performance [17]. In Table 8, we additionally report results for the original RewardBench
benchmark [31]. As we did for the MultiPref dataset, we filter RewardBench for samples where both
responses are within the 1024 token limit.

D.4 Details on main experiments

Performance vs. training set size. Matching the synthetic experiments in Section 4, we investigate
performance as a function of training set size to determine to which degree the best-performing
strength-aware methods (primarily RR-Agree, with RR-Stated shown for comparison) improve sample
efficiency. Figure 10 shows that RR-Agree outperforms BT by 3.5 percentage points on RewardBench
2. Additionally, RR-Agree matches final BT performance on that benchmark with approximately
30% fewer preference pairs, demonstrating its high potential for data-efficient preference learning.

Numerical results. To support reproducibility, we report numerical results for the experiments in
the main text as well as the training data size experiments in Table 8. We also report results for the
original RewardBench benchmark (version 1) for additional validation.
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Figure 10: Performance vs. training set size. As a function of training set size (percent of entire
training set), we show: MultiPref test set accuracy (in-distribution). RewardBench 2 score (out-of-
distribution).

Table 8: Numerical results for MultiPref experiments. The primary numbers indicate RR-Agree
performance, with differences to the BT baseline in parentheses. Positive differences are bolded.

Train samples (fraction) Test set accuracy RewardBench v1 RewardBench v2
578 (0.1) 73.2 (+2.2) 62.4 (-2.8) 30.0 (-3.2)
1157 (0.2) 74.5 (+2.6) 69.5 (+0.5) 37.7 (+0.0)
1735 (0.3) 75.0 (+3.4) 71.3 (+0.9) 41.2 (+0.4)
2314 (0.4) 74.9 (+3.5) 74.4 (+1.7) 45.2 (+1.8)
2892 (0.5) 75.4 (+4.1) 77.0 (+2.4) 49.5 (+3.3)
3471 (0.6) 75.3 (+4.0) 78.0 (+1.7) 50.9 (+2.3)
4049 (0.7) 75.4 (+4.3) 79.1 (+2.8) 53.1 (+4.1)
4628 (0.8) 75.0 (+4.0) 78.6 (+1.2) 53.3 (+1.7)
5206 (0.9) 75.3 (+4.1) 79.2 (+1.4) 54.2 (+1.5)
5785 (1.0) 75.4 (+4.6) 80.0 (+1.6) 55.6 (+3.0)
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Figure 11: RewardBench category breakdown. As a function of training set size (percent of entire
training set), we show RewardBench 2 performance for each category composing the benchmark.

RewardBench category breakdown. The RewardBench 2 benchmark consists of seven distinct
categories, each measuring different aspects of reward model performance [17]. Figure 11 shows
the performance of all the variants studied in the main text broken down by category as a function
of training set size. It shows that variants that make use of an effective strength signal (agreement
and, to a lesser degree, stated strength) outperform the BT baseline primarily in the Safety, Ties, and
Math categories while the Focus category is most impacted by BT training duration (2 vs. 3 epochs).
Performance increases on the particularly difficult Ties category highlight that response time signals
can help learn better-calibrated reward models.

D.5 Validation experiments

Impact of ranking size. As ties are prevalent in agreement scores, tie splitting and batch packing
(Appendix B) result in rankings of at most size 5 (average size 4.58). To investigate the effect of
ranking size on RR-Agree, we additionally test variants that limit ranking sizes to at most 2, 3,
and 4 (resulting in average sizes of 2.00, 2.67, and 4.00 after batch packing6). Figure 12 shows
performance increases with ranking size, demonstrating that larger rankings convey more information

6As 3 does not divide the batch size, this leads to increased fragmentation during batch packing.
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Figure 12: Impact of ranking size for RR-Agree. Effective partition sizes after batch packing: 2.00
(size 2), 2.67 (size 3), 4.00 (size 4), 4.58 (full size).

about preference strength. All variants, even with minimal rankings of size 2, outperform the BT
baseline with the jump in performance between no strength signal (BT) and small rankings being
particularly pronounced.

Agreement signal with directional information. Agreement scores are by design independent of
the chosen preference, only reflecting the degree of consensus among annotators. This choice was
made to simulate realistic settings where only a single annotator’s choice is available, with agreement
serving as a proof of concept for a strong strength signal. As a consequence of this choice, cases
may arise where the sampled annotation disagrees with the majority opinion, yet the agreement score
remains high (e.g., when 3 out of 4 annotators prefer the response rejected by the chosen annotation).
To assess the impact of this design choice, we additionally evaluate a variant using signed agreement
as the strength signals, where agreement is multiplied with +1 if the chosen response aligns with the
mean opinion (where slight preferences are weighted as 0.5) and −1 otherwise. This is equivalent to
using the mean preference as the strength signal, and we call this variant RR-MeanPref . Figure 13
compares RR-Agree with RR-MeanPref. As MeanPref can take more distinct values than Agreement,
it leads to larger average ranking sizes (average 7.03 compared to 4.58 for RR-Agree). We therefore
again compare several different configurations with limited ranking sizes for RR-MeanPref (effective
sizes: 2.00 for size 2, 4.00 for size 4, 4.80 for size 6). We observe that, while RR-MeanPref slightly
increases performance on the in-distribution MultiPref test set, it underperforms RR-Agree on the
out-of-distribution RewardBench 2 benchmark, indicating potential benefits of slightly noisy rank
signals for generalization. The effects in both directions are small, however, and should not be
over-interpreted. Note that agreement and MeanPref differ rarely as the majority opinion is sampled
most of the time. We again observe increasing performance with increasing ranking size, though this
effect plateaus at size 4 (the difference between size 6 and full size is not statistically significant:
+0.3 pp, p = 0.519 on RewardBench, −0.1 pp, p = 0.369).

BT with agreement scores as soft labels. As agreement scores are a particularly clean and infor-
mative strength signal that gives a clear cardinal target, it would be natural to use them directly as
soft labels in the BT loss. We therefore evaluate two alternatives: BT-MeanPref , which uses the
mean opinion as the target preference probability like RR-MeanPref; and BT-Agree, which uses
p∗ = 0.5 + Agreement/2 as the choice probability for the chosen response. BT-MeanPref therefore
uses a stronger signal than agreement, which is stronger than the binary preference observed by
standard BT. Figure 14 compares these approaches, showing a modest improvement of BT-Agree
over BT in both MultiPref test (+0.2 pp, p = 0.179) and RewardBench (+0.5 pp, p = 0.314). While
BT-MeanPref leads to a further improvement on MultiPref test (+0.3 pp vs. BT, p = 0.057), it under-
performs the BT baseline on RewardBench (−0.4 pp, p = 0.694), indicating potential overfitting to
the training distribution. All these effects are small and not statistically significant. They highlight,
however, how difficult soft labels can be to use effectively.
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Figure 13: RR-Agree vs. RR-MeanPref ranking comparison. We compare RR-Agree with different
ranking size configurations of RR-MeanPref. The dashed baseline represents the BT model.
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Figure 14: BT with agreement scores as soft labels. We compare BT baseline, BT-Agree (BT
loss with agreement scores as targets), BT-MeanPref (BT loss with mean preference as targets), and
RR-Agree (ResponseRank with agreement-based ranking).

D.6 Robustness analysis

Robustness to noisy strength signals. To assess the robustness of RR-Agree to noisy preference
data, we conducted experiments with varying levels of data corruption using partial shuffle noise.
This method randomly selects a specified percentage of the preference annotations from the training
dataset (prior to stratification) and shuffles their strength values among themselves.7 0% represents
clean data and 100% representing completely randomized preferences. Figure Figure 15 shows
performance of RR-Agree and the ‘size 2’ variant which uses the same strength signal with smaller
rankings across various noise levels. It shows that RR-Agree falls below basleine performance iwth
50% noise, while the smaller rankings are much more robust to noise. This motivates our choice of
ranking size 2 for the response time experiments with assumed noisy strenght signals.

7While more realistic ranking noise models could be considered, partial shuffle noise provides a simple and
interpretable way to control the noise level. More realistic alternatives such as Mallows would operate on a
rank level (after stratification) instead of on a value level, making comparison between different ranking sizes
challenging, and have less interpretable parameters.
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Figure 15: Robustness to noisy strength signals (RR-Agree). Comparison of two variants of
RR-Agree, one with full ranking size and one limited to size 2, under varying levels of partial shuffle
noise.
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Figure 16: Robustness to noisy strength signals (RR-Random). Comparison of RR-Random with
different ranking sizes (2 vs 4) using completely random strength signals.

We further confirm the effect of ranking size on noise sensitivity in Figure 16, where we compare
RR-Random configurations (random, uninformative strength information) with rankings of different
sizes. We observe that performance degrades sharply with increasing ranking size, demonstrating
that larger rankings make the ResponseRank loss more sensitive to noise in the strength signal.

Robustness to missing strength data. To evaluate the robustness of RR-Agree to missing rank data,
we conducted experiments with different filter fractions applied to the training data. We systematically
varied the fraction of ranks retained during training. As shown in Figure 17, RR-Agree performance
degrades gracefully to BT performance. While very little strength information is sufficient for
performance increases on the MultiPref test set, performance regresses much faster on RewardBench
2 and reaches baseline performance at around 75% missing data.

D.7 Signal-specific stratification analysis

Impact of stratification on response time signal. As individual annotators are likely to have
different baseline speeds, we stratify by annotator identity in our response time experimetnts (RR-RT).
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Figure 17: Robustness to missing strength data. Filter robustness analysis comparing RR-Agree
variants with different filter fractions applied to the training data.

0.6

0.7

0.8

Glo
bal

N
o

buck
et

s

2
buck

et
s

4
buck

et
s

8
buck

et
s

16
buck

et
s

32
buck

et
s

MultiPref Test Accuracy

0.4

0.5

0.6

Glo
bal

N
o

buck
et

s

2
buck

et
s

4
buck

et
s

8
buck

et
s

16
buck

et
s

32
buck

et
s

RewardBench 2 Score

Figure 18: Impact of stratification on response time signal (length buckets). Comparison of
different stratification approaches (no stratification, annotator-only, annotator + 2/4/8/16/32 length
buckets) for the RT-based approach. Referene lines show BT baseline (red) and RR-Random (gray.)

Since longer texts naturally require more time to read and evaluate, we additionally apply length
stratification to ensure fair comparisons: examples are grouped by text length into buckets, and
response times are only compared within each bucket. Here we ablate both choices. Figure 18
shows results for RR-RT with different levels of length stratification (fewer buckets means coarser
stratification). It shows vey little impact of stratification on RR-RT performance, further supporting
that the response time signal is weak in this dataset, independent of stratification choice. This may
also question the assumption that longer texts necessarily require more time to evaluate, as annotators
may skim or skip parts of longer texts. The MultiPref evaluation shows a slight benefit of stratification
(4 bucket is better than annotator-only which is better than no stratification), but this is not reflected
in RewardBench performance. It is notable that the no-stratification condition underperforms the
random baseline (RR-Random) on MultiPref test. One possible explanation is that systematically
fast annotators provide low-quality annotations (classified as strong by the RT signal) or longer
texts (with longer RTs) being systematically classified as weak. We choose 8 length buckets for our
main experiments as a compromise between granularity and sufficient data per bucket, but the figure
indicates that annotator-only stratification or even no stratification would perform similarly.
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Figure 19: Stated preference strength ablation. Comparison of RR-Stated variants that use
explicit annotator-stated preference strength, compared to BT baseline and RR-Agree which uses
inter-annotator agreement. The stated strength approach provides signal but underperforms the
agreement-based method.

To put these empirical results into context, we analyze correlations in the dataset to understand the
relationship between response time, preference strength, and text length. Here we treat ‘consensus’,
which has empirically proven a reliable strength signal, as a proxy for the unknown true preference
strength. We find that RT is strongly correlated with length (within-annotator median ρ = +0.47),
supporting the intuition that longer texts take longer to evaluate. The overall correlation between RT
and consensus is weak (global ρ = −0.05; negative values indicate that lower RT corresponds to
higher strength). Stratifying by annotator improves the correlation slightly (within-annotator median
ρ = −0.08), demonstrating that controlling for annotator-specific effects helps. However, when
additionally stratifying by length (8 buckets), the correlation weakens to ρ = −0.05, showing that
length stratification does not help in this dataset. This is because the already-weak RT signal operates
largely through text length: Length itself has a weak correlation with consensus (within-annotator
length-consensus median ρ = −0.07), indicating that longer texts tend to have weaker preferences.
Since RT and length are strongly correlated, controlling for length removes part of the predictive
power that RT has. This analysis shows that RT is a weak strength signal in this dataset and, when
used, annotator-only stratification is preferable. Note, however, that RT variance is not fully explained
by length, and datasets with simpler annotation protocols (e.g., forced binary choices with immediate
feedback) may exhibit stronger RT-strength correlations.

A large part of the difference of performance across different length stratification choices may be
explained by changes in ranking structure: Stratification increases singleton fractions from 0.0001
(no stratification) to 0.02 (annotator-only), then progressively to 0.04 (2 buckets), 0.08 (4), 0.14 (8),
0.26 (16), and 0.42 (32).

Impact of stratification on stated strength. We evaluate RR-Stated, an alternative approach that
uses explicitly stated preference strength from annotators rather than inter-annotator agreement. We
compare two variants: the standard RR-Stated approach with local stratification, RR-Stated (global)
which uses global ranking across all examples, and RR-Stated (partialshuffle100) which applies full
shuffling noise to test robustness. As shown in Figure 19, the stated strength approach provides useful
signal but underperforms compared to the agreement-based method.

Weighting of slight preferences. In our main experiments we assign slight preferences weight 0.5
and clear preferences weight 0.75. This choice is somewhat arbitrary and depends on each annotator’s
individual calibration of ‘slight’. Here we copmare two alternative variants where we assign slight
preferences weight 0.25 and 0.75 respectively. Figure 20 shows that performance varies slightly
across these variants, but is largely robust to this choice.
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Figure 20: Weighting of slight preferences.
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Figure 21: Learning rate sensitivity analysis.

D.8 Hyperparameter sensitivity

To evaluate the robustness of both BT and RR-Agree across different training configurations, we
conducted comprehensive hyperparameter sensitivity analysis. The main hyperparameters were
manually tuned to for RewardBench 2 performance. We systematically vary learning rate (Figure 21),
gradient accumulation steps (Figure 22), gradient clipping (Figure 23), number of training epochs
(Figure 24), warmup ratio (Figure 25), and weight decay (Figure 26). The hyperparameter value
used in our main experiments is bolded in each plot. Overall, both BT and RR-Agree show robust
performance across a wide range of hyperparameter values.

E Supplemental details on RL control experiments

Our experiments show that ResponseRank improves reward model accuracy across synthetic datasets
and human preference datasets. In an additional series of experiments, we investigate the effectiveness
of our approach for downstream reinforcement learning performance. We investigate this in control
experiment with synthetic preference labels and preference strength information.
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Figure 22: Gradient accumulation steps sensitivity analysis.
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Figure 23: Gradient clipping sensitivity analysis.
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Figure 24: Training epochs sensitivity analysis.
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Figure 25: Warmup ratio sensitivity analysis.
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Figure 26: Weight decay sensitivity analysis.

Setup. We are interested the performance of RL agents trained with learned reward models based
on the ResponseRank loss. We evaluate downstream performance in Mujoco [32], a continuous
control task, and High-Env [33], a benchmark environment with a discrete action space. Both are
well-established environments in RL research. As the RL training algorithm, we use PPO [34]
from the Stable-Baselines3 implementation [35]. For downstream RL evaluation, we use the same
hyperparameters from Stable Baselines3 Zoo across all experimental conditions.

Generating synthetic preference and strength labels. We follow methodology from Metz et al. [18].
We collect a dataset of trajectories based on expert models (trained via standard RL on ground-truth
rewards) generate trajectories sampled across multiple checkpoints, ensuring diverse policy coverage
and skill levels for our offline dataset, similar to [36]. Then we randomly sample 5000 segment
pairs of length 50 (truncated at episode boundaries) for reward model training. Out of these 5000
pairs, 4000 are used as the reward model training set, and 1000 samples are used as the validation set.
We generate synthetic preference and preference-strength labels from ground truth-rewards rgt(s, a)
for state-action pairs in the environment. Given an annotated trajectory pair (ai, bi) and discounted
return Rgt(seg) =

∑
t∈0:50 = λtrgt(st, at):

ai ≻ bi ⇔ Rgt(ai) ≥ Rgt(bi)

34



Table 9: Validation accuracies of reward models for different environments and noise levels. ∆
indicates the difference between RT and Non-RT variants. ResponseRank reward models exhibit
higher reward model accuracy, but differences are not significant.

Environment / Feedback / noise RR (mean±std) BT (mean±std) ∆ RR–BT

HalfCheetah-v5 / noise=0.0 0.997±0.001 0.993±0.005 +0.005
HalfCheetah-v5 / noise=0.1 0.982±0.003 0.979±0.005 +0.002
HalfCheetah-v5 / noise=0.25 0.937±0.008 0.932±0.009 +0.005
HalfCheetah-v5 / noise=0.5 0.860±0.009 0.859±0.009 +0.001

Swimmer-v5 / noise=0.0 0.973±0.006 0.948±0.011 +0.024
Swimmer-v5 / noise=0.1 0.920±0.021 0.905±0.020 +0.016
Swimmer-v5 / noise=0.25 0.812±0.032 0.796±0.040 +0.016
Swimmer-v5 / noise=0.5 0.720±0.035 0.714±0.033 +0.005

Walker2d-v5 / noise=0.0 1.000±0.000 0.996±0.002 +0.004
Walker2d-v5 / noise=0.1 0.990±0.002 0.988±0.002 +0.002
Walker2d-v5 / noise=0.25 0.949±0.007 0.947±0.007 +0.002
Walker2d-v5 / noise=0.5 0.884±0.006 0.883±0.003 +0.001

merge-v0 / noise=0.0 0.824±0.024 0.843±0.020 -0.019
merge-v0 / noise=0.1 0.823±0.019 0.826±0.022 -0.003
merge-v0 / noise=0.25 0.793±0.017 0.780±0.016 +0.013
merge-v0 / noise=0.5 0.713±0.011 0.709±0.008 +0.004

Table 10: RL control results

Environment Max Reward Final Reward
HalfCheetah-v5 5866.9 (+352.3) 5215.2 (-219.3)
Swimmer-v5 110.0 (+66.1) 98.3 (+77.1)
Walker2d-v5 3905.1 (+1088.1) 2679.7 (+313.2)
merge-v0 12.2 (+1.2) 11.4 (+1.0)

and w.l.o.g. for ai being preferred, we use the preference strength sθ(ai, bi) = −(Rgt(ai)−Rgt(bi))
Clearer preference differences correspond to lower simulated response times. Note that since only the
order of pseudo RTs matters, negative values are allowed, and any preference strength estimate could
substitute for response time. The discount factor λ is specific to an environment and fixed across all
training configurations. We then randomly construct rankings of size 16 (matching our on-device
batch size) for reward model training using the ResponseRank loss.

Noise To test robustness to reward noise, we also experimented with perturbed rewards. Here, we
sample rewards from a truncated Gaussian distribution with mean equal to the retrieved environment
reward and scale σ = α · σr, where α is the noise factor (from tables) and σr is the dataset reward
standard deviation. Truncation ensures samples stay within the observed reward range, following
prior work [18], though it’s not essential to our approach. Higher noise levels reduce both preference
accuracy and strength reliability.

Training As reward models, we use 6-layer MLPs with 256 hidden units, processing concatenated
state and action vectors (one-hot encoded for discrete action spaces). We use Adam optimization
with learning rate 1e − 5, weight decay enabled, and early stopping on a validation holdout set
(patience=5). We used a batch size of 16. We train the reward model on the pre-collected data, and
do not use further online training of the reward model during RL training.

Reward Model Training In Table 9, we report reward model accuracies, i.e., prediction accuracy for
identifying the preferred segment. We find that ResponseRank outperforms the BT-baseline in most
configurations, but that accuracies only differ slightly. We hypothesize that the improved downstream
RL performance (see Table 10), is due the learned reward models predicting a better shaped reward
function compared to the Bradley-Terry baseline.

Downstream RL Results Table 10 shows that ResponseRank generally outperforms BT models. For
merge-v0, ResponseRank consistently outperforms despite similar reward model accuracy, suggesting
better reward shaping. In all environments, the maximum reward achieved during training is higher
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Table 11: RL control with reward noise.

Environment Noise Max Reward Final Reward
HalfCheetah-v5 0.0 5866.9 (+352.3) 5215.2 (-219.3)

0.1 5208.3 (-124.3) 4922.7 (-387.7)
0.25 5850.7 (+418.2) 5481.4 (+201.4)
0.5 5433.3 (+155.5) 5433.3 (+439.5)

Swimmer-v5 0.0 110.0 (+66.1) 98.3 (+77.1)
0.1 94.6 (+48.9) 81.8 (+49.6)
0.25 36.7 (-4.8) 9.5 (-12.6)
0.5 47.4 (-29.1) 17.0 (-49.7)

Walker2d-v5 0.0 3905.1 (+1088.1) 2679.7 (+313.2)
0.1 3126.1 (+298.1) 2742.2 (+216.0)
0.25 2567.7 (-1344.8) 1919.1 (-1616.6)
0.5 1754.5 (-1387.6) 1621.9 (-1037.9)

merge-v0 0.0 12.2 (+1.2) 11.4 (+1.0)
0.1 12.1 (+0.9) 11.4 (+0.9)
0.25 11.8 (+0.5) 11.7 (+1.1)
0.5 12.4 (+0.8) 11.5 (+0.3)

for the RL agent with access to the ResponseRank reward model. For all but one environment, also
the final reward is higher.

Noise robustness. The results above were measured with perfect environment rewards. To measure
robustness to noise, we also benchmarked with different noise levels (following Metz et al. [18]),
which perturbs the underlying ground-truth reward and in turn extracted response times and prefer-
ences. Table 11 shows that ResponseRank outperforms the BT-model in low-noise scenarios, and
only underperforms when overall RL performance deteriorates significantly. In environments that are
generally robust to noise (such as merge-v0 or HalfCheetah), ResponseRank also stays stable.

Training Curves In Figure 27 to Figure 30, we report the training curves for the RL agent training
with both the BT-baseline and ResponseRank variants. The ResponseRank-reward models increase
learning performance in most cases. However, the results for the Swimmer-v5 environment show very
high variance for the ResponseRank reward model.

Figure 27: Training curves for HalfCheetah-v5 across different noise levels

Discussion of RL Results Our results provide a strong first indication that the improved reward
modeling performance translates to downstream RL performance. However, we acknowledge that
this investigation is limited so far and requires additional experiments, ideally across more scenarios
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Figure 28: Training curves for Walker2d-v5 across different noise levels

Figure 29: Training curves for Swimmer-v5 across different noise levels

and environments. It should be seen as a proof of concept for application to the control domain and
policy training.

F Background on response times and preference learning

This section discusses the foundational models and empirical evidence that support using response
times (RTs) as a signal for preference strength. It also addresses the complexities inherent in this
relationship and draws conceptual parallels to learning strength in other contexts.

F.1 Foundational support for RTs as preference signals

The premise that RTs offer valuable signals for inferring preference strength is supported by a body
of theoretical work, cognitive modeling, and empirical evidence. Humans demonstrably infer others’
preference strength from RTs in various contexts, from simple inference tasks [37, 38] to strategic
interactions like bargaining games [39].

A key theoretical justification is that decision time can reveal latent aspects of preferences beyond
the choice outcome itself [40, 41]. Alós-Ferrer et al. [41], for instance, provide formal grounding,
demonstrating through analysis of RT distributions that preferences (u(x) ≥ u(y)) can be learned with
weaker noise assumptions than choice-only data typically require. Their findings indicate that RTs
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Figure 30: Training curves for merge-v0 across different noise levels

can help recover basic preferences, generalize preference order under symmetric noise assumptions,
and even generalize relative choice probabilities under stricter Fechnerian noise assumptions. This
informational content of RTs is further highlighted by empirical findings showing that RTs often
correlate with latent utility differences learned by models trained only on binary comparisons
(implicitly learning strength, as discussed in Appendix A), suggesting RTs reflect these underlying
differences [22] and may help learn them more data-efficiently. While ResponseRank does not
estimate full RT distributions, this fundamental insight that RTs inherently contain information about
underlying utility differences supports their use as a signal for preference strength.

The drift-diffusion model (DDM) [42, 29] provides a well-supported cognitive model explaining
this link. It describes the decision process as a stochastic accumulation of evidence over time until
a decision threshold is reached. The DDM posits that stronger preferences lead to faster evidence
accumulation (higher drift rate) and thus quicker decisions. This inverse relationship is observed
empirically; for example, faster responses frequently indicate stronger preferences in tasks like food
choice [7], while more cognitive effort (longer RTs) is common when decision-makers are close
to indifference in decisions under risk [8]. In value-based DDM applications [7], the drift rate v,
indicating evidence accumulation speed and direction, is often modeled as a linear function of the
utility difference between two options, v = β(ua − ub). Here, ua and ub are item utilities, and β is a
sensitivity parameter. This model predicts that larger utility differences (stronger preferences) result
in higher drift rates and, consequently, faster RTs, providing a theoretical justification for using RTs
as a proxy for preference strength.

Moreover, the ability to learn preference strength, as opposed to just ordinal preferences, has been
shown to enhance model generalization and robustness. From a theoretical point of view, assuming the
existence of item utilities allows for generalization to unseen comparisons. Utility differences, often
implied by RTs, provide additional structural information about the underlying utility function that
aids learning beyond simple preference order. For instance, incorporating RTs to better model utility
differences can lead to improved out-of-sample prediction in choice tasks [3] and better performance
in preference-based bandit settings [2]. Humans similarly use RT-implied utility differences to infer
outcomes of unseen comparisons beyond simple transitivity [37]. Understanding preference strength
is also critical for robust value alignment, particularly when choice probabilities are near degenerate
values (0 or 1), where outcomes become highly sensitive to small perturbations in learned utilities [4].
These benefits underscore the value of methods capable of extracting cardinal preference information.

F.2 Complexities and confounding factors in using RTs

Despite foundational support, the relationship between RT and preference strength is complex and
subject to numerous confounding influences. Within the DDM framework itself, observed RTs are
affected not only by drift rate (utility difference) but also by parameters like decision threshold
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(caution), non-decision time (e.g., stimulus encoding), and evidence accumulation starting point.
These parameters can vary significantly across individuals (e.g., differing annotator speeds) and tasks.

External contextual influences further complicate the picture. User fatigue, experience and boredom,
or variations in financial incentives can impact RTs [8]. Task complexity is a major factor; for
instance, RTs can be dominated by the reading time required for lengthy texts or by the inherent
difficulty of discriminating between complex stimuli [9]. This overall variability makes absolute RTs
globally noisy indicators of preference strength.

The nature of the RT-strength relationship can also be nuanced. Factors like decision difficulty,
uncertainty, and cognitive load can mean slower RTs sometimes correlate with stronger deliberation
over highly valued but conflicting options [43]. Campbell et al. [43] highlights that RT is linked
not only to utility differences but also to error variance and cognitive processing strategies. The use
of RTs extends to various contexts for inferring cognitive processes; for example, Montero-Porras
et al. [44] show that in some settings of the iterated Prisoner’s Dilemma, extended deliberation times
(slower RTs) are associated with higher cooperation rates, indicating RTs can signal underlying
strategy or intent – further showing the complex nature of the signal.

Furthermore, the typical inverse RT-strength link may not hold universally. Under certain high-
variance experimental conditions, increased deliberation time might not lead to improved (or even
worsen) decision accuracy [45]. In strategic settings, individuals might consciously alter their RTs to
influence an observer’s perception, irrespective of their true preference strength [39].

The design of ResponseRank is fundamentally motivated by the need to navigate these complexities.
By using relative RTs within carefully constructed, homogeneous strata (e.g., per-annotator or per-
session), ResponseRank aims to control for many of these DDM-internal and external confounders.
The assumption is that within such local contexts, confounding influences are more likely to be
constant or vary less, allowing relative RT differences to more reliably reflect preference strength.
This approach enables ResponseRank to learn utility differences robustly without explicitly modeling
the full DDM or the exact, complex relationship between absolute RTs and preference strength across
diverse settings and individuals. Moreover, Gates et al. [37] suggest that relative utility differences
can often be inferred from RTs without needing strict assumptions about the decision model.

F.3 Learning strength in classification-like settings

Learning utility functions with choice models like the Bradley–Terry model effectively reduces
preference learning to a classification task, where preference strength can be reflected in the classifier’s
confidence. Techniques in supervised learning that address label certainty or aim to modulate learning
based on a kind of ‘strength’ can offer conceptual parallels to learning preference strength.

Label smoothing is a common technique to prevent overfitting in classification by relaxing hard
labels to a target distribution, typically mixing the ground-truth label with a uniform distribution [46].
While this can mitigate overconfidence in predictions, its fixed and static nature implies that the
model is encouraged to predict this smoothed target distribution regardless of the input, which might
be suboptimal in some cases [47].

Label relaxation provides an alternative by relaxing the classification target to a range of permissible
values, rather than a single fixed distribution [48]. This approach allows the model to predict labels
based on its own learned confidence for a given input, relying on its inductive biases to distinguish
between easy (high confidence) and hard (low confidence) examples. The model is not forced
to predict a specific distribution but can learn to assign higher confidence (analogous to stronger
preference) to certain outcomes based on the data.

While these techniques are not directly about learning from RTs, they address the challenge of moving
beyond binary outcomes to incorporate a notion of strength or confidence in a learning process. This
shares a conceptual similarity with ResponseRank’s goal of extracting preference strength information
from relative RTs, rather than solely relying on binary preference choices.

F.4 Second-order preference learning

ResponseRank’s approach to learning preference strength is grounded in the concept of second-order
preferences. A second-order preference relation is a preference over comparisons themselves, rather
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than just a preference over individual items. For instance, the preference for a1 over b1 might be
judged stronger than the preference for a2 over b2. Assuming an underlying utility function u(x),
this implies an ordering over utility differences: |u(a1)− u(b1)| > |u(a2)− u(b2)|.
In ResponseRank, we leverage response times (RTs) to induce a ranking over a set of pairwise
comparisons. This RT-derived ranking (see Section 2 and Table 1) serves as an empirical proxy for
such a second-order preference relation, with faster RTs (for a given choice direction) indicating
stronger preference.

The theoretical basis for learning from second-order preferences is well-established. Suppes and
Winet [15] demonstrate that, under certain assumptions concerning a second-order preference relation
(which they term a difference relation), information about the ordering of utility differences is
sufficient to identify an underlying utility function u(x) up to a positive linear transformation.
ResponseRank aims to recover this cardinal utility function. Presupposing the existence of u(x) (a
common starting point in RLHF), these assumptions from Suppes and Winet [15] translate to two
main categories of conditions for our context:

1. Reliable RT Proxy: Human-generated RTs must consistently reflect the ordering of true
latent utility differences. Since RTs are real numbers, any quantitative strength measure
derived from them will be numerically comparable and transitive. The core assumption is
that this derived order is a faithful proxy for the true order of utility differences.

2. Structural Integrity of True Latent Preferences: The underlying true utility function
u(x) and its differences are assumed to possess structural properties ensuring they behave
like measures on a continuous, well-ordered scale. Key among these (following Suppes and
Winet [15]’s Axioms A6, A9, A10, A11) are that:

• The set of items K and the utility function u are sufficiently rich (e.g., to allow for
approximate midpoints and continuity).

• Utility differences combine additively and consistently.
• All non-zero utility differences are Archimedean (i.e., commensurable, without in-

finitely small or large differences relative to others). While RT-derived strengths are
inherently Archimedean (due to RTs being real numbers), the foundational assumption
is that this reflects an Archimedean nature of the true underlying preferences.

In essence, these structural assumptions ensure that subjective ‘preference strength’ corresponds to a
well-behaved cardinal utility scale. ResponseRank, by learning from RT-derived rankings, operates
on the premise that RTs are a sufficiently faithful proxy to allow recovery of a utility model uθ(x)
that reflects these underlying principles of u(x).

A second-order preference relation subsumes a first-order one by a ⪰1 b ⇐⇒ ab ⪰2 aa.
ResponseRank realizes this by: (1) using the first-order preference pi to normalize comparisons
into a (wi, li) format, and (2) ranking the resultant utility differences sθ(wi, li) against a virtual
anchor. This anchor serves as the conceptual aa element, with sθ(aa) = 0 (or more precisely, its
score in the Plackett-Luce list is 0). Note that this element does not really refer to any object being
compared; the score is entirely virtual and not related to any comparison. An anchor element serving
a comparable role appears in the multiclass classification approach of Fürnkranz et al. [49], where an
‘artificial calibration label’ separates relevant from irrelevant labels. Ranking (wi, li) pairs above this
zero-score anchor directly ensures sθ(wi, li) > 0, thereby establishing the correct ordinal preference
uθ(wi) > uθ(li). The predictor’s inherent antisymmetry (sθ(x, x) = 0, sθ(x, y) = −sθ(y, x)) then
correctly orients sθ(li, wi) automatically. Thus, a single Plackett-Luce loss, operating on these
RT-ordered, correctly-signed utility differences sθ(wi, li) and the anchor, learns both preference order
and strength simultaneously.

G Proof of reduction to BT

Proof for Theorem 1. The theorem considers the special case where an ResponseRank stratum con-
tains only a single comparison. Let this comparison be q, where item a is preferred to item b.
Following the ResponseRank methodology (as described in Section 2), this comparison q is normal-
ized to (a, b) (winner first, loser second). Its RT-derived ranking places it above the virtual anchor
element, λ0. Thus, the target ranking for the Plackett-Luce (PL) model is the ordered list [q, λ0].
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The PL model assigns scores to the elements being ranked.

• The score for the comparison q = (a, b) (representing its preference strength) is the predicted
utility difference sθ(q) = uθ(a)− uθ(b). For brevity, let’s denote this as sab.

• The score for the virtual anchor λ0 is fixed at s(λ0) = 0.

The probability of observing the target ranking [q, λ0] under the Plackett-Luce model is calculated as
the product of probabilities of selecting each item in order from the remaining set:

PPL ([q, λ0]) =
exp(sab)

exp(sab) + exp(s(λ0))︸ ︷︷ ︸
Prob. of q chosen first from {q,λ0}

· exp(s(λ0))

exp(s(λ0))︸ ︷︷ ︸
Prob. of λ0 chosen next from {λ0}

(3)

=
exp(sab)

exp(sab) + exp(0)
· 1 (4)

=
exp(sab)

exp(sab) + 1
(5)

Now, substituting sab = uθ(a)− uθ(b) (the predicted utility difference):

PPL ([q, λ0]) =
exp(uθ(a)− uθ(b))

1 + exp(uθ(a)− uθ(b))
(6)

=
exp(uθ(a))/ exp(uθ(b))

1 + (exp(uθ(a))/ exp(uθ(b)))
(7)

=
exp(uθ(a))

exp(uθ(b)) + exp(uθ(a))
(8)

This final expression (8) is precisely the probability that item a is preferred to item b (denoted a ≻ b)
under the BT model, PBT(a ≻ b).

Optimizing the parameters θ to maximize likelihood is equivalent to maximizing the log-likelihood
(LL). For a single observed preference, y ∈ {0, 1}, where y = 1 if a ≻ b and y = 0 if b ≻ a, and
p = PBT(a ≻ b), the negative log-likelihood is:

NLL = −[y log(p) + (1− y) log(1− p)]. (9)
This NLL is, by definition, the binary cross-entropy between the true (observed) preference distribu-
tion (represented by y) and the model’s predicted probability distribution (represented by p). Thus,
maximizing PPL ([q, λ0]) is equivalent to minimizing the binary cross-entropy loss for PBT(a ≻ b).

This completes the proof.

H Extended discussion of the Pearson distance correlation

This appendix provides a more detailed discussion of the Pearson Distance Correlation (PDC) metric,
complementing Section 3 in the main text. We elaborate on its motivation, desirable properties, its
validation via synthetic experiments, estimation from finite data, formal proofs of its properties, and
its limitations.

H.1 Reliance on true utilities

A practical challenge for PDC is its reliance on true utilities u (yielding true differences ∆U ),
which are often unavailable in real-world datasets. When a large dataset is accessible, we propose
an approximation: train a BT model on its entirety, using the derived utility function uBT as a
proxy ground-truth. This uBT then allows computing an approximate PDC for other models (e.g.,
ResponseRank) trained on smaller data subsets. This approach is justified because BT utilities are
identified up to a constant additive shift in log space [25]; thus, with sufficient data, the absolute
utility differences will closely approximate the true ∆U (further discussed in Appendix A). For model
training it would be preferable to directly use the model trained on more data, but this method enables
PDC-based evaluation of distance-learning on real-world data during method development. This
setup specifically tests how much preference strength can be extracted from (in this case artificially)
limited data using informative signals.
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H.2 Motivation for a dedicated preference strength metric

Common metrics like calibration error (e.g., True Calibration Error, TCE, based on l1 distance
between predicted confidences and true likelihoods [26, 50, 51]) might seem relevant, especially
when evaluating models like Bradley-Terry that link utility differences to choice probabilities (akin
to classification confidence). However, such metrics are often insufficient for the specific purpose
of isolating how well a model has learned cardinal distance information (i.e., preference strength).
They typically lack key properties desirable for this task:

• They often do not possess affine invariance. Scaling utilities directly changes choice proba-
bilities derived from them, thereby affecting calibration metrics. However, since only relative
preference distances (up to a positive scaling factor) influence expected utility maximization,
the evaluation of learned distance should be robust to such utility transformations.

• They usually lack ordinal independence, as they tend to conflate ordinal accuracy (which
item is preferred) with the accuracy of probability estimates (which are tied to utility
differences). A model with perfect ordinal accuracy but poor probability estimation (due to
miscalibrated distances) would be penalized, making it hard to isolate the quality of distance
learning.

• They typically do not provide a clear baseline for zero distance learning that is independent
of ordinal performance.

To address these limitations, a metric for preference strength should ideally satisfy several key
properties. The Pearson Distance Correlation (PDC), as introduced in Section 3, is designed with
these in mind:

1. Distance Sensitivity. The metric should increase monotonically as the model’s predictions
more accurately capture information about the true differences (distances) in utility. It
should specifically reflect the quality of the learned magnitudes of these differences.

2. Affine Invariance. The metric should be unchanged by positive affine transformations of
the utility function (i.e., u′(x) = au(x) + b for a > 0). This is important because such
transformations preserve the underlying preference structure (and thus relative distances),
and only these relative distances are relevant for expected utility maximization, the ultimate
goal of RLHF. Hence, a metric should not penalize a different, but equally good, scaling of
utilities. Further, scaling alters choice probabilities derived from the utilities, as this deriva-
tion generally involves arbitrary scaling factors (e.g., temperature in a softmax function),
factors that should not influence the assessment of learned distance.

3. Known Baseline and Scale. The metric must have well-defined values corresponding to no
learning of utility distances (e.g., 0, indicating predicted magnitudes are uncorrelated with
true ones) and perfect learning (e.g., 1), respectively. This enables hypothesis testing about
the presence of distance learning and standardized comparison across models, independent
of their ordinal accuracy.

4. Ordinal Independence. The metric’s baseline value (indicating no distance learning)
should be achievable even if the model perfectly predicts ordinal preferences (i.e., correctly
identifies which item is preferred) but contains no information about the magnitude of these
differences. This property is critical for distinguishing models that genuinely capture utility
distances from those that merely predict accurate ordinal rankings.

PDC’s design allows it to reveal insights, such as a Bradley-Terry model implicitly learning significant
distance information from ordinal feedback, which would be difficult to ascertain robustly with
standard calibration metrics due to their conflation of ordinal and cardinal performance.

H.3 Formal properties and proofs

This section provides more formal statements and outlines the proofs for the properties of PDC,
elaborating on Proposition 1 from the main text.
Theorem 2 (PDC Properties - Formal Statement). Given true utility function u and predicted utility
function û, let X,X ′ be independent items sampled i.i.d. from a data distribution Pdata. Define
the true absolute utility differences as ∆U = |u(X) − u(X ′)| and the predicted absolute utility
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differences as ∆Û = |û(X)− û(X ′)|. Assuming V[∆U ] > 0 and V[∆Û ] > 0, the Pearson Distance
Correlation (PDC), ρPDC(u, û) = Corr(∆U,∆Û), satisfies:

1. Affine Invariance: For any constants c1, c2 ∈ R and s1, s2 > 0: Let u′(X) = s1u(X)+ c1
and û′(X) = s2û(X) + c2. Then ∆U ′ = s1∆U and ∆Û ′ = s2∆Û . It follows that
ρPDC(u

′, û′) = ρPDC(u, û).

2. Distance Sensitivity: Let û1 and û2 be two predicted utility functions, yielding ∆Û1 =

|û1(X) − û1(X
′)| and ∆Û2 = |û2(X) − û2(X

′)|. If ∆Û1 provides a “better” positive
linear approximation to ∆U than ∆Û2 does, then ρPDC(u, û1) ≥ ρPDC(u, û2). “Better”
here means that the variance of the residuals from an optimal linear regression of ∆Ûk on
∆U (i.e., V[∆Ûk − (ak∆U + bk)] for optimal ak > 0, bk) is smaller for k = 1 than for
k = 2, relative to V[∆Û1] and V[∆Û2] respectively.

3. Known Baseline and Scale: ρPDC(u, û) = 0 if ∆U and ∆Û are uncorrelated.
ρPDC(u, û) = 1 if ∆Û is a perfect positive linear transformation of ∆U (i.e., ∆Û =

a∆U + b with a > 0). ρPDC(u, û) = −1 if ∆Û is a perfect negative linear transformation
of ∆U (i.e., ∆Û = a∆U + b with a < 0).

4. Ordinal Independence: Let û1 and û2 be two predicted utility functions. If, for any pair
(X,X ′) drawn from Pdata × Pdata, it holds that |û1(X)− û1(X

′)| = |û2(X)− û2(X
′)|

(i.e., the magnitude predictions are identical), then ρPDC(u, û1) = ρPDC(u, û2).

5. Range −1 ≤ ρPDC(u, û) ≤ 1.

Outline of Proofs for Theorem 2. The PDC is defined as Corr(∆U,∆Û). Its properties thus largely
follow directly from standard properties of the Pearson correlation coefficient.

1. Affine Invariance: Given u′(X) = s1u(X) + c1 and û′(X) = s2û(X) + c2 with
s1, s2 > 0. The transformed absolute differences are ∆U ′ = |u′(X) − u′(X ′)| =

|s1(u(X) − u(X ′))| = s1∆U (since s1 > 0), and similarly ∆Û ′ = s2∆Û . The Pear-
son correlation coefficient Corr(A,B) is invariant to positive linear scaling of its argu-
ments, i.e., Corr(s1A, s2B) = Corr(A,B) for s1, s2 > 0 [cf. 52]. Thus, ρPDC(u

′, û′) =

Corr(s1∆U, s2∆Û) = Corr(∆U,∆Û) = ρPDC(u, û).

2. Distance Sensitivity: The PDC, being Corr(∆U,∆Ûk), directly reflects the goodness of the
linear fit between these two variables. The square of the Pearson correlation is the coefficient
of determination (R2), which for a regression of ∆Ûk on ∆U is 1− V[residuals]/V[∆Ûk].
The coefficient of determination quantifies the proportion of the variance in one variable
that is predictable from the other variable in a linear regression, thus reflecting the goodness
of linear fit [53, 54]. A “better” positive linear approximation as defined in Theorem 2 (i.e.,
a smaller relative residual variance, with assumed regression coefficient ak > 0) implies a
higher R2. Consequently, this leads to a higher ρPDC(u, ûk) value.

3. Known Baseline and Scale: These are direct consequences of standard Pearson correlation
properties: Corr(A,B) = 0 if A and B are uncorrelated. Corr(A,B) = 1 if B = aA+ b
with a > 0, and Corr(A,B) = −1 if B = aA + b with a < 0 [52]. PDC inherits these
directly with A = ∆U and B = ∆Û .

4. Ordinal Independence: If |û1(X)− û1(X
′)| = |û2(X)− û2(X

′)| for all pairs (X,X ′),
then the random variables for predicted absolute differences, ∆Û1 and ∆Û2, are identical. By
definition, ρPDC(u, û1) = Corr(∆U,∆Û1) and ρPDC(u, û2) = Corr(∆U,∆Û2). Since
∆Û1 = ∆Û2, it immediately follows that ρPDC(u, û1) = ρPDC(u, û2).

5. Range: The Pearson correlation coefficient Corr(A,B) always lies in the interval [−1, 1]
[52]. As PDC is defined as such a correlation, it directly inherits this range.
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Corollary 1 (PDC baseline for no distance learning). If predicted utility difference magnitudes
|û(X)− û(X ′)| are statistically independent of true utility difference magnitudes |u(X)− u(X ′)|
(even if signs of the utility differences are preserved), then the PDC satisfies:

ρPDC(u, û, pdata) = 0. (10)
This establishes a baseline of 0 when no meaningful distance information is learned, providing a
basis for hypothesis tests.

H.4 Synthetic experiment validating PDC properties

Figure 2 in the main text (Section 3) compares PDC and TCE under simulated prediction degradation
to validate PDC’s properties. The experiment starts with perfect predictions (û = u) based on
synthetic utility data (N = 1000 items, random utilities with a normal distribution). Degradation is
applied by:

1. Randomly flipping the sign of the predicted utility difference for a fraction fsign of item
pairs (introducing ordinal errors, y-axis of the heatmaps).

2. Shuffling the magnitudes (absolute values) of the predicted utility differences for a fraction
fmag of item pairs (destroying distance information, x-axis of the heatmaps).

This process is performed for both the original utilities u and affine-transformed utilities u′ = 2u+5.

The figure demonstrates PDC’s properties as follows:

• Ordinal Independence: Observed along the left edge (fmag = 0) of the PDC heatmaps.
Even as fsign increases (moving up the y-axis, introducing more ordinal errors), PDC remains
at its maximum value (blue), indicating perfect correlation of magnitudes. This demonstrates
that PDC’s assessment of distance learning is unaffected by purely ordinal errors when true
distance information is perfectly preserved. This contrasts sharply with TCE, which worsens
(increases) with fsign.

• Distance Sensitivity: Observed as one moves from left (fmag = 0) to right (fmag = 1)
across the PDC heatmaps. PDC systematically decreases (plots become less blue/more
red) as fmag increases, reflecting its sensitivity to the progressive loss of true magnitude
information caused by shuffling.

• Affine Invariance: Demonstrated by comparing the left PDC panel (original u) with the
right PDC panel (affine-scaled u′ = 2u+ 5). The heatmaps are nearly identical, confirming
that PDC’s evaluation is robust to positive affine transformations of the underlying utility
function. TCE, conversely, shows different patterns for u and u′, highlighting its lack
of affine invariance. Note that technically the desirable property is invariance to affine
transformations of the utility distance. Scaling of utilities directly translates to scaling of
distances, however, shifting utilities cancels out, and shifting of distances is not meaningful
due to the anchoring at 0.

• Known Baseline and Scale: The PDC heatmaps show a clear scale: optimal (blue, approxi-
mately 1) when fmag = 0 (perfect distance information, irrespective of fsign), and a baseline
(red, approximately 0) when fmag = 1 (all distance information destroyed, irrespective of
fsign). This aligns with the theoretical properties.

• Contrast with TCE: The TCE plots in Figure 2 clearly lack these desirable properties. TCE
increases (worsens) with both sign flips (fsign > 0) and magnitude shuffling (fmag > 0),
thereby conflating ordinal and distance errors. Furthermore, its sensitivity to affine scaling
(evident from the differing left and right TCE panels) and its lack of a clear, ordinally-
independent baseline for distance learning make interpretations of TCE regarding learned
strength ambiguous.

This empirical validation highlights the PDC’s ability to specifically and robustly quantify learned
utility distance information, fulfilling the design goals outlined in Appendix H.2 and Section 3.

H.5 Estimation of PDC from sample data

In practical scenarios, the PDC (Definition 1) is estimated from a finite dataset of pairwise compar-
isons. Let Dpairs = {(ai, bi)}Ni=1 denote N item-pairs sampled i.i.d. from pdata × pdata. The sample
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PDC is computed as the sample Pearson correlation coefficient:

ρ̂PDC(u, û;Dpairs) =

∑N
i=1

(
∆Ui −∆U

) (
∆Ûi −∆Û

)
√∑N

i=1

(
∆Ui −∆U

)2 ∑N
i=1

(
∆Ûi −∆Û

)2
, (11)

where ∆Ui = |u(ai)−u(bi)| and ∆Ûi = |û(ai)− û(bi)| are the observed true and predicted absolute
utility differences for the i-th pair, and ∆U,∆Û denote their respective sample means. While the
sample PDC, ρ̂PDC, is not generally an unbiased estimator of the population PDC, ρPDC, it is a
consistent estimator under standard assumptions [52, Section 9.7].

I Baselines

This appendix details the baseline and control methods used for comparison against ResponseRank
in the experiments (Section 4).

Bradley–Terry (BT). This baseline represents standard RLHF approaches that learn utility functions
solely from preference labels, without considering response times. As a response-time unaware
baseline, we use the Bradley–Terry model [21] to learn the utility function from the preference
labels pi alone. The Bradley–Terry model is a special case of the Plackett–Luce model discussed in
Section 2 for two alternatives. Unlike ResponseRank, which ranks entire comparisons, the BT model
as used here ranks individual items (e.g., ai or bi). The model learns a utility function u that maps
each item to a scalar utility value. It assumes that the probability of choosing item ai over item bi is
given by the softmax function

p(ai ≻ bi) =
eu(ai)

eu(ai) + eu(bi)
. (12)

This baseline helps establish the performance level achievable using only the ordinal preference
information inherent in choices.

Response Time Regression (RtRegression). The RtRegression baseline represents methods that
directly model RTs by assuming a specific, known, and global functional relationship between RT
and preference strength. It is a regression-based approach that directly models the response times τi
as a function of the utility differences. It assumes τi = link(u(ai)− u(bi)), where link is a specific
function mapping utility differences to response times. It further requires link to be known and
invertible, which is a strong assumption often not met in practice. Given this assumption, the response
times τi give access to the unsigned utility differences via |u(ai)− u(bi)| = link−1(τi). To model
cardinal preference strength and direction jointly, we convert this to a signed difference using the
preference label pi. We define sign(pi) = +1 if ai is preferred (e.g., pi = 0), and sign(pi) = −1 if
bi is preferred (e.g., pi = 1). The regression target is then:

∆ûi = sign(pi) · link−1(τi) . (13)

This signed difference ∆ûi forms the regression target. A neural network uθ is trained with an MSE
loss to predict these signed differences. The network’s prediction for a pair (ai, bi) is the strength
predictor sθ(ai, bi) = uθ(ai)− uθ(bi). Minimizing

∑
i(sθ(ai, bi)−∆ûi)

2 yields the parameters θ
for our utility function uθ. In our experiments, we assume a hyperbolic link function (Equation (14))
that exactly matches the data-generating process in some synthetic datasets.

link(∆u; rtmin, rtmax) := rtmin +
rtmax − rtmin

|∆u|+ 1
. (14)

This specific link function is invertible (if the sign of ∆u is known), inversely proportional to |∆u|,
and bounded between rtmin and rtmax. While informed by the general observation of an inverse
RT-strength relationship [37], the specific choice of Equation (14) is illustrative and by no means
unique; the requirement to assume some explicit link function is a primary weakness of this baseline
approach.

Critically, in contrast to ResponseRank, this RtRegression approach relies on the absolute RT values
(processed via the assumed inverse link function). It makes strong global assumptions about the exact
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functional form relating RT and preference strength. ResponseRank avoids these assumptions by
using only the relative order of RTs within carefully constructed strata (Section 2). This reliance
on relative ranks within strata provides robustness when the exact global RT-strength relationship is
unknown or varies significantly across contexts or individuals.

Permutation Controls (RR-Perm and RtRegression-Perm). These controls verify that performance
gains stem from informative RT signals, rather than from the structure of the loss or model itself.
The core mechanism involves randomly permuting the response times τi across the dataset to get
τπ(i), where π is a random permutation. This isolates the contribution of RT magnitude information
while preserving the ordinal preference direction. We include two such controls based on our primary
RT-aware methods:

• RR-Perm: Applies the ResponseRank ranking method but uses the permuted times τπ(i)
when constructing the magnitude component of the sort keys ki. The preference label pi
still determines the key’s directional component.

• RtRegression-Perm: Applies the RtRegression method but uses the permuted times τπ(i)
as input to the inverse link function, i.e., the regression target becomes ∆û′i = sign(pi) ·
link−1(τπ(i)). Similarly here the sign of the inferred utility strength remains untouched by
the permutation.

A significant drop in performance (especially in PDC, Section 3) for these controls compared to
their non-permuted versions (ResponseRank and RtRegression) confirms that the original methods
successfully leveraged meaningful information encoded in the timing of human responses.

Stratification ablation (RR-Pool). This ablation investigates the specific benefit of stratification
within the ResponseRank framework. We consider RR-Pool, a variant of ResponseRank that ablates
the stratification step. This variant omits stratification based on metadata mi (Section 2). Instead,
comparisons are grouped into random batches of size b for ranking. All other aspects of the Re-
sponseRank method (e.g., learning utility differences via Plackett-Luce loss on comparison ranks)
remain the same. By comparing the performance of ResponseRank to RR-Pool, we can isolate
the performance impact specifically attributable to the strategic use of stratification to control for
confounders. If ResponseRank significantly outperforms RR-Pool, it validates the effectiveness of
the stratification strategy.

J Extended discussion of related work

This appendix provides further context and detailed comparisons related to the main paper’s discussion
of related work, covering foundational perspectives on response times and prior computational
methods leveraging RTs or other strength signals.

J.1 Detailed comparison with prior RT modeling approaches

Section 7 briefly introduced prior methods integrating response times (RTs) into preference learning.
Here, we provide a more detailed comparison highlighting the technical distinctions between these
methods and our ResponseRank approach, particularly concerning their underlying assumptions and
applicability to large-scale RLHF.

Prior methods that integrate RTs often employ explicit cognitive process models like the Drift
Diffusion Model (DDM) [e.g., 22, 2] or make strong assumptions about a direct, global relationship
between RT magnitude and preference strength [e.g., 23].

J.2 Ranking-based utility learning

Methods like SeqRank [55] and LiRE [56] also leverage ranking structures in RLHF. Both construct
preference rankings of items from pairwise feedback and derive overlapping preference pairs (e.g.,
A ≻ B, B ≻ C, A ≻ C) to train with Bradley–Terry loss. This imposes soft constraints on utilities
and thereby conveys implicit strength information [56].

ResponseRank differs in two key aspects: (1) it ranks comparisons of items rather than items
themselves, and (2) it uses external strength signals rather than preference feedback to structure the
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rankings. This reflects different objectives: SeqRank and LiRE improve feedback efficiency through
querying strategies and data augmentation, requiring control over the queries posed to the annotator,
while ResponseRank focuses on loss formulation for leveraging auxiliary strength information.

J.3 Explicit strength specification

While ResponseRank leverages implicit signals of preference strength, other works take the approach
of explicitly eliciting strength information from users through modified feedback mechanisms.

Several approaches directly request strength annotation during preference collection. Wilde et al.
[5] proposes scale feedback, where users provide a slider-based response ψ ∈ [−1, 1] for each
comparison, where the magnitude encodes preference strength proportional to reward difference.
Similarly, Jansen et al. [23] propose a strength elicitation method that requires users to explicitly
assign preference strength labels during comparisons.

Other approaches ask users to specify the relative strength of preferences between multiple compar-
isons. DistQ [57] requires users to select which of two comparisons is easier to distinguish, then
judge that pair. While conceptually related to ResponseRank, DistQ requires explicit meta-cognition
about comparison difficulty and uses a composite pairwise loss instead of our joint ranking loss.
Future work could explore combining ResponseRank’s loss with DistQ’s explicit distinguishability
queries or vice versa. Another approach, taken by Papadimitriou and Brown [58], asks users to group
items into preference tiers (e.g., good, acceptable, dangerous) and then explicitly specify the relative
margins between these tiers (e.g., acceptable – dangerous is twice as large as good – acceptable).

All these approaches recognize the importance of preference strength, but they all require explicit
user annotation of strength. ResponseRank instead focuses on leveraging implicit response metadata
without modifications to the feedback collection process, making it broadly applicable and able to
reuse existing datasets.

J.4 Adaptive losses

While ResponseRank leverages explicit external strength signals, complementary work explores using
adaptive losses to allow the learner to more robustly learn preference strength implicitly. Hong et al.
[59] propose Ada-Pref, which learns instance-specific loss scaling factors for each preference pair
via distributionally robust optimization. Pairs with ambiguous preferences receive smaller scaling
factors, allowing the reward model to learn smaller reward differences; pairs with clear preferences
receive larger factors, enabling larger learned differences. This adaptivity emerges implicitly, similar
to implicit strength learning in non-adaptive BT discussed in Appendix A.

Ada-Pref and ResponseRank address complementary scenarios. ResponseRank excels when domain-
specific strength signals are readily available and locally valid. Ada-Pref suits settings where
no reliable strength signal exists, but preference data contains implicit variation in confidence or
difficulty. Future work may explore combining these two approaches, though ResponseRank’s
ranking construction may already capture much of the implicit learning Ada-Pref achieves.

J.5 Approaches based on explicit cognitive models

A significant line of research incorporates RTs by employing explicit cognitive process models,
primarily variants of the DDM. These models aim to provide a mechanistic account of how latent
utility differences jointly influence generated choices and RTs, enabling learning from both signals.

Shvartsman et al. [22], for example, propose integrating a DDM within a Gaussian Process (GP)
framework for preference learning, primarily targeting the low-data regime and reporting significant
improvements in sample efficiency. Their method links the GP’s latent utility difference to the
DDM’s drift rate. A key challenge is that the joint choice-RT likelihood of the DDM is analytically
intractable, and common numerical approximations are non-differentiable.They tackle this challenge
by approximating the DDM using moment-matching with a family of parametric skewed distributions,
which allows them to optimize the GP hyperparameters by minimizing the approximate negative log
marginal likelihood of both choices and RTs within a DDM-inspired likelihood framework.

Similarly grounded in cognitive modeling, Li et al. [2] use the simplified, computationally tractable
dEZDM variant [60] to incorporate RTs into preference-based linear bandits, focusing on fixed-budget
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best-arm identification. Their core mechanism relies on an analytical property of the dEZDM linking
the ratio of expected choice and expected decision time directly to the scaled utility difference, where
the utility function is assumed linear within their bandit framework. They estimate these scaled linear
parameters via linear regression, using empirical averages of choices (C̄x) and decision times (t̄x)
computed over multiple identical query repetitions as the target value C̄x/t̄x, and integrate this into
the Generalized Successive Elimination (GSE) algorithm. This approach requires averaging over
repeated identical queries to estimate these expectations (C̄x, t̄x) and assumes utility linearity within
a bandit setting, using C̄x/t̄x as the target for linear regression to estimate scaled linear parameters.

ResponseRank contrasts significantly with these DDM-based approaches. Firstly, it entirely avoids
specifying or fitting an explicit cognitive model of the RT generation process. This sidesteps the
complexities associated with DDM likelihood calculations, their approximations, and the potential
fragility of assuming a specific cognitive process accurately describes diverse human behavior across
different tasks and contexts. Secondly, the RT signal used is fundamentally different. ResponseRank
relies solely on the relative rank order of total observed RTs within specific strata as a noisy, non-
parametric indicator of preference strength rank. It does not attempt to link RT magnitudes directly
to a model parameter like drift rate, nor does it need to isolate a theoretical “decision time” from
the measured total RT. Consequently, ResponseRank circumvents the restrictive data requirements
seen in some prior work, such as the need for repeated identical queries or assumptions of utility
linearity [2], making it directly applicable to standard RLHF datasets typically consisting of unique
comparisons.

J.6 Other RT integration strategies

Other methods avoid fitting full cognitive models directly or integrate RTs in different ways.

Shvartsman et al. [22], in addition to their DDM-based approach, also propose prediction stacking.
This is a two-stage approach where a separate model is first trained to predict RTs based on item
features. These predicted RTs then serve as additional input features for a choice model (a final GP
model that predicts choice probabilities), potentially informing it about decision difficulty without
relying on the DDM’s generative assumptions for the choice model itself. RT predictions might
act as a form of regularization, modulating the influence of choices based on predicted difficulty.
ResponseRank differs as it uses observed (not predicted) RTs and integrates their rank information
directly into the training objective via the ranking loss, rather than using RTs as input features.

Aiming to elicit complex preference systems ([A,R1, R2]), with R2 representing preference strength,
over a fixed item set A, Jansen et al. [23] propose time elicitation. After collecting ordinal preferences
(R1) via pairwise comparisons, they measure the user’s response time for each pair. Crucially, the
method then deterministically constructs the cardinal relation (R2) representing relative preference
strength. This construction is based directly on the RT magnitudes, assuming these perfectly repre-
sent preference exchange strength. This direct construction of a preference system from assumed
clean response times over a fixed set A differs fundamentally from learning a utility function from
potentially noisy, total response times over structured objects in an open world, as is typical in RLHF
settings. Nonetheless, their direct construction of R2 partially motivates our construction of the target
ranking relation in ResponseRank.

J.7 Core distinctions

While the methods discussed above offer diverse ways to leverage RTs, ResponseRank is distinct in
its minimal and localized assumptions. Primarily, ResponseRank diverges in the assumed scope of
the RT-strength correlation. Unlike prior works that often implicitly or explicitly assume a global
correlation (faster RTs consistently indicate stronger preferences across the dataset), ResponseRank
posits a weaker, local assumption. This local view holds that the inverse RT-strength correlation is
reliable only within specific, carefully constructed strata (e.g., per-annotator or per-session), which
are designed to control for confounding factors like annotator effects or task complexity. This
local approach is crucial for robustness, enabling effective learning from pooled data across diverse
annotators and contexts where global RT comparisons would be unreliable.

Furthermore, ResponseRank does not specify or fit an explicit cognitive model (like DDM) to
describe the joint generation of choices and RTs. This design choice avoids the complexities of DDM
likelihood calculations and their approximations (cf. 22, 2), and the potential fragility of assuming
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a single cognitive process accurately describes diverse human behavior. Consequently, rather than
using RT magnitudes directly as model inputs, as features (e.g., in prediction stacking; 22), or for
deterministic rule construction from raw RTs (e.g., in time elicitation; 23), ResponseRank utilizes
the relative rank order of total observed RTs within these strata. This ordinal information from RTs
serves as a noisy, non-parametric proxy for the rank order of preference strength, without attempting
to model precise RT values or link them to specific model parameters like a DDM’s drift rate.

These characteristics enable ResponseRank to circumvent many restrictive data requirements common
in prior work, such as the need for repeated identical queries [2], assumptions of utility linearity [2],
operations on a fixed item set [23], or assumptions about ‘clean’ RT magnitudes [23]. By leveraging
relative RT ranks within strata via a ranking loss (like Plackett-Luce), ResponseRank is designed to
bypass these requirements. This offers robustness and direct applicability to typical large-scale RLHF
data, which often involves unique comparisons, non-linear utilities, and noisy total response times
from diverse sources. The method aims to filter out systemic variations and noise from confounding
factors (individual speed, fatigue, task complexity) without explicit modeling of these factors or
relying on pristine RT magnitudes.

K Compute resources

We conducted the synthetic experiments on a single node with 160 CPU cores and 128 GB of RAM.
They take approximately one hour to complete in parallel on this hardware, but are reproducible on a
single CPU core. The MultiPref experiments were run on A100 and H100 GPUs, with a full-size
(full training set fraction) run taking approximately 1.5h on a single H100 GPU.

The RL experiments were conducted on a compute cluster. The control experiments had four separate
stages: (1) Training of the baseline RL models for collecting checkpoints, (2) Generating feedback
datasets based on rollouts from checkpoints, (3) Training of reward models with feedback datasets,
and (4) training of downstream RL models with reward models. Steps 1,2, and 4 were conducted on
CPU nodes, with each individual run being allocated 2 CPU cores and 16GB RAM. Training of RL
agents takes around 1 hour, collection of feedback around 30 minutes. Reward model training was
performed on nodes with access to a A100 and H100 GPU shared across four parallel runs. Reward
model training took approximately 30 minutes. In total, 20 baseline runs and 20 feedback datasets
were generated. To reproduce the results, 240 reward model trainings and RL down-stream training
runs are required (with shared GPUs) this results in approx. 30 GPU hours and 480 CPU hours.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The claims match theoretical and experimental results.

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: The paper discusses limitations in the limitations subsection of the discussion.

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]
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Justification: Full proofs of the theoretical results are provided in the appendix. The
assumptions are clearly stated in the main paper or the appendix.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The experiments are described in the main paper (Sections 4.1, 5 and 6) and
expanded on in the appendix (Appendices C to E).

Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We will provide access to the code, which enables synthetic data generation
and model training.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/pu
blic/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: The experimental setups are described in Sections 4.1, 5 and 6 and expanded
on in the appendix (Appendices C to E), with remaining details in the provided source code.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: All plots include error bars, with the captions indicating the type of error bars
used.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: The compute resources are described in Appendix K.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: This research does not involve human subjects and otherwise adheres to the
NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: The paper discusses potential broader impact in the discussion, but societal
impact in general is not beyonc that of a typical ML paper.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
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• If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

• Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: Our work does not involve releasing data or models that have a high risk for
misuse.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [NA]
Justification: The paper does not use existing assets.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
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• If assets are released, the license, copyright information, and terms of use in the package
should be provided. For popular datasets, paperswithcode.com/datasets has
curated licenses for some datasets. Their licensing guide can help determine the license
of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]

Justification: We do not release new assets.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.

Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]

Justification: The paper does not involve crowdsourcing nor research with human subjects.

Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The paper does not involve LLMs as an important, original, or non-standard
component of the core methods.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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