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Abstract

AlphaZero has achieved remarkable success in complex decision-making problems
through self-play and neural network training. However, its self-play process
remains inefficient due to limited exploration of high-uncertainty positions, the
overlooked runner-up decisions in Monte Carlo Tree Search (MCTS), and high
variance in value labels. To address these challenges, we propose and evaluate
uncertainty-guided exploration by branching from high-uncertainty positions using
our proposed Label Change Rate (LCR) metric, which is further refined by a
Bayesian inference framework. Our proposed approach leverages runner-up MCTS
decisions to create multiple variations, and ensembles value labels across these
variations to reduce variance. We investigate three key design parameters for our
branching strategy: where to branch, how many variations to branch, and which
move to play in the new branch. Our empirical findings indicate that branching with
10 variations per game provides the best performance-exploration balance. Overall,
our end-to-end results show an improved sample efficiency over the baseline by
58.5% on 9x9 Go in the early stage of training and by 47.3% on 19x19 Go in the
late stage of training.
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Figure 1: Our proposed method enhances exploration in self-play by branching at high-uncertainty
positions to explore additional runner-up MCTS decisions, and reduces the variance of the value label
by ensembling multiple game results, thus improving training efficiency.

AlphaZero [1] has demonstrated remarkable capabilities by combining Monte Carlo Tree Search
(MCTS) [2, 3] and deep neural networks, achieving superhuman performance in games such as Go,
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Chess, and Shogi. It learns through self-play, where a neural network guides MCTS to generate
games, and the game results are used to train the network. This process is repeated in an alternating
fashion, gradually improving the playing strength. As the size and capability of the neural network
increase, the cost of evaluating it during MCTS increases substantially, making self-play the dominant
component of overall training time.

Despite its success, AlphaZero’s self-play process remains inefficient for several reasons. First, only
40% of the positions change decisions after the tree search [4, 5], so only a few positions benefit
from the search for improvement. Those high-uncertainty positions are unfortunately not reused
for exploration. Second, only one MCTS decision is used per move during self-play, while other
non-best decisions, especially the runner-up decisions, are discarded without exploration. Those
runner-up moves can potentially be stronger than the best decision, but due to an insufficient number
of simulations, they fail to overtake the current best one, even if a better move was found during
the latter phase of tree search. Third, the value label in self-play training is provided by a single
game result and thus exhibits high variance, especially during the opening phase of a game. Previous
works [6, 7] on reusing positions to improve AlphaZero training efficiency focus mainly on early
game exploration, thus failing to capture high-uncertainty positions, particularly in the mid-to-late
game. Furthermore, most of the work [8—11] on efficient training of AlphaZero and its variants
focuses on improving the learning target for neural network training. In contrast, this work focuses on
exploring high-uncertainty positions during self-play, and thus complements these prior approaches.

To this end, we propose uncertainty-guided self-play, which revisits high-uncertainty but under-
explored positions, as illustrated in Figure 1. This branching process is analogous to how humans
learn after game plays, where people identify the last major mistake, typically not in the opening,
and revisit that position to explore highly considered but initially overlooked decisions to change the
game result. In particular, we aim to address the following questions in the context of branching: i)
Where to branch?, ii) How many variations' to branch?, and iii) Which move to play in each new
variation? For the first question, we branch from high-uncertainty positions by our proposed Label
Change Rate, which quantifies uncertainty by estimating how likely the game result would differ
when repeatedly replaying from a given position. We further refine this estimate using a Bayesian
inference framework to robustly integrate both prior knowledge from search values and empirical
game results. For the second question, we control the number of branches via a variation budget,
balancing the degree of exploration within a single game and across multiple games. Finally, for
the third question, we reuse the runner-up decisions from the original search result to play the new
variation without performing additional simulations or relying on other larger models, since we
observe that, when a deeper search changes the best move, the new best decision has a high chance
coming from the runner-up decisions in the initial search. Moreover, since obtaining an MCTS
planning result typically requires hundreds of neural network inferences, we can reuse the runner-up
decisions during self-play, unlike the original method, which discards all decisions but the best result.

In summary, this paper makes the following main contributions:

* We introduce an uncertainty-guided exploration for AlphaZero, which enhances exploration by
revisiting high-uncertainty positions and reduces the variance of the value label by ensembling
multiple game results. Furthermore, we conduct a detailed analysis of the three design dimensions
for uncertainty branching and experimentally show their contributions to training efficiency.

* We propose the Label Change Rate (LCR) metric based on our analysis on the Bernoulli distri-
bution, along with a Bayesian refinement scheme, to robustly identify high-uncertainty positions.
We experimentally show that the proposed uncertainty estimator closely matches the empirical
results, with an average RMSE (root mean square error) of 0.02. This metric enables us to discover
high-uncertainty positions at a later game stage via an analytical form.

* Our evaluation indicates that using 10 variations per game achieves the best balance for exploration
within and between games. Moreover, branching at positions selected uniformly at random leads
to a significant decrease in strength, with only a 25.5% win rate against our proposed method,
highlighting the critical role of branch point selection and the insufficiency of relying solely on the
value ensemble. Finally, our end-to-end results show that our method improves sample efficiency
over the baseline in both the early and late stages of training, achieving an improvement of up to
58.5% in 9x9 Go and 47.3% in 19x19 Go.

'We use “branches” and “variations™ interchangeably; “variation” follows the terminology used in GTP [12].
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Figure 2: Interaction of policy and value
among the stages of acting, planning, and
learning in AlphaZero. Our method further
employs policy and value labels early during
acting, as indicated by the red arrow.
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Figure 3: Probability that when doubling sim-
ulations or using a stronger network, the new
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search results, conditioned on cases where
the original top-1 move changes.

2.1 AlphaZero

AlphaZero combines MCTS with a deep neural network (NN) to address complex decision-making
problems. As shown in Figure 2, its training process alternates between two phases: (1) self-play and
(2) neural network training. In the self-play phase, AlphaZero generates games by acting, with each
move determined through MCTS planning. In the training phase, the neural network is updated by
learning from the collected self-play games. Specifically, the neural network learning target contains
(1) a policy label, corresponding to the root visit count distribution of MCTS, and (ii) a value label,
representing the final game result. Moreover, during planning, the MCTS search tree is guided by the
neural network policy and value to obtain the search result, typically requiring hundreds to thousands
of neural network predictions to obtain a search result. Once a decision is made by MCTS planning,
the resulting MCTS policy and value are used to select the next action or decide to resign. Through
the cycle of acting, planning, and learning, AlphaZero continuously refines its decision-making
capabilities. Furthermore, unlike the original approach, our method augments the self-play process
by incorporating not only the MCTS planning results but also the neural network learning targets (the
red arrow in Figure 2) to guide acting. This additional label information enables us to explore more
high-uncertainty positions during acting, as we will discuss later in Section 4.2.

2.2 Motivation

In this section, we study the relationship between stronger decisions and their rank in the search
result. Previous studies [4, 5] have shown that, for more than 60% of positions, the best move remains
unchanged after MCTS. Thus, we focus on the remaining 40% of important positions where the best
search result changes. Specifically, we examine whether the new best decision emerges from novel,
out-of-distribution (OOD) decisions or from a runner-up decision already present in the initial search.

To analyze this, we generate improved decisions by increasing simulation counts or using a stronger
network, and then compare the new best move to the ranking in the initial search results. Figure 3
shows that when search results change due to an increase in simulation count or a stronger network,
the improved decision falls within the top 4 of the initial search results in more than 80% of the cases.
In contrast, OOD decisions account for only 10%. These observations motivate us to reuse the initial
search results when exploring potentially stronger decisions. Since most improved decisions come
from runners-up of the initial search, this approach avoids the cost of additional simulations or larger
networks, while still providing a high chance of improving the decision.

3 Related Work

Most prior works on improving AlphaZero’s training efficiency and its variant, MuZero [13], focus
on refining the training objective, such as introducing path consistency [9, 14], using contrastive



learning [15], and modifying the value target [16, 17]. Additional improvements involve enhancing
prioritized experience replay [11, 18] and adopting an alternative training optimizer [8]. In contrast,
our proposed method focuses on enhancing exploration during self-play, thus complementing these
existing approaches toward efficient AlphaZero training. Furthermore, previous studies [19, 20] on
uncertainty in deep reinforcement learning typically rely on neural networks, such as predicting
uncertainty using neural networks [5, 21-24], planning to explore with world models [25-27], or
representing uncertainty as the discrepancy or variance between neural networks [28-30]. In contrast,
we propose an analytical uncertainty metric that can be directly estimated from the results of the
MCTS search. We also discuss the distribution assumptions for our work compared to the previous
works in Section 6.

On the other hand, previous work has also explored the option of solving hard exploration problems
by revisiting unfamiliar states [31], or replaying trajectories starting from states of interest [6, 32] by
sampling from an archive of positions. Similarly, KataGo [7] includes an option to fork from a random
position to play, especially in the opening phase of a game. However, these approaches primarily
focus on early game exploration, as opening positions are often, naturally, of high uncertainty. As we
show later in Section 5.2, these works fail to effectively target high-uncertainty positions in the mid
and late stages of a game. In contrast, our proposed uncertainty metric can identify such challenging
positions across the entire game.

4 Methodology

We first establish the foundations of uncertainty estimation in Section 4.1. Then, we introduce
uncertainty-guided branching for self-play to enhance training efficiency in Section 4.2.

4.1 Uncertainty Estimation

In this subsection, we quantify the reduction in training variance, introduce our uncertainty metric
to guide exploration, and present a Bayesian framework for refining uncertainty estimation with
empirical observations. Detailed proofs and derivations can be found in the appendix A.2.

Variance Reduction. First, to reduce variance in the training target, we ensemble multiple game
results. To formalize this, let w be the win rate at a given position in a game, and let Z ~ Bernoulli(w)
be the random variable representing the result of a single game (winning or not). Consider n
independent and identically distributed (i.i.d.) samples Z1, ..., Z,, ~ Z. Then, the variance of the
sample mean Z = ) " | Z;/n is given by:

Var[Z] = w(l — w)/n. (D
In AlphaZero, the average game result Z over n games played from a given position serves as the

value label during training. Hence, by increasing the degree of exploration from a given position, we
can reduce the variance of the value label with more game results.

Uncertainty Estimator. Next, to quantify the uncertainty of the game results from a given position s,
we introduce the Label Change Rate (LCR), denoted by 6 = LCR(s), defined as the probability
that two independently sampled game results, Z; and Z; for i # j, are different as follows:

LCR(s) :=Pr(Z; # Z;) = 2w(l —w). 2)

This metric also matches our intuition, since the uncertainty is highest when the win rate is 50% and
approaches zero when the result is nearly determined; that is, when the win rate is close to 0 or 1. In
practice, this metric enables an online uncertainty estimation during self-play by using the search
value v to estimate #.> Moreover, we will show later in Section 5.2 that this analytical approach to
uncertainty estimation aligns closely with the empirical results. In general, collecting more states
with greater epistemic uncertainty can increase the degree of exploration and lead to more efficient
training [19, 30, 33].

Bayesian Inference. When multiple game results are available for a given position, Bayesian
inference can provide a more robust estimate of the LCR since simply employing the search value

2If the search value v € [0, 1], we obtain an estimate § = 2v(1 — v); otherwise, we rescale v to interpret it

as a win rate before computing 6.



v to estimate w in Equation 2 ignores the uncertainty about v itself. To address this, we model the
LCR by treating the underlying label change probability 6 as a random variable. Thus, each observed
label change is represented as X; ~ Bernoulli(6), where X; = 1 indicates that two independently
sampled outcomes from the same position differ, and X; = 0 otherwise. Given a sequence of
iid. observations D = {Xi, Xs,..., X, }, we perform Bayesian inference over 6, and define
the LCR as the posterior expectation E[¢ | D]. In practice, we can construct the observations as
X; = 1z,,2,, , using paired game outcomes for 7 € [1,m] and m = |n/2]. Alternative empirical
choices are discussed in the appendix A.2.4. Let s = >/ | X; denote the number of observed label
changes. Since the conjugate prior for the Bernoulli likelihood is the Beta distribution, we assume
the prior 6 ~ Beta(c, /3), and thus the posterior distribution becomes 6 ~ Beta(a + s, 5+ m — s).
Consequently, the corresponding Bayesian estimate of the posterior LCR is as follows:

a+s
Ef| D] = ———, 3
10 = )
where the prior LCR = E[f] = ;5.
As an illustrative example, suppose that the MCTS search value for a position is v = 0.6 € [0, 1].
Then, the prior LCR is 2 - 0.6 - (1 — 0.6) = 0.48, according to Equation 2. If we perform four
empirical trials (m = 4) and observe one label change (s = 1), the posterior estimate becomes

LCR = afgjm = ‘i'gjj ~ 0.414, where (a, 8) = (4.8,5.2) and ;$5 = 0.48. As expected, the

posterior LCR decreases slightly, as the observed change rate (1 in 4) is lower than the prior estimate.
The scale of «, 8 can be adjusted to reflect the confidence in the prior probability. In the next section,
we will discuss how to integrate this estimation and its update into self-play to guide exploration.

4.2 Uncertainty-Guided Branching

(2) - | Algorithm 1: Uncertainty-Guided Branching
Sont é» 29 Input: G number of states to collect

Output: G ={(state, policy label, value label)}
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To improve training efficiency, this subsection integrates the previously discussed strategies for
reducing variance in value labels and increasing exploration at high-uncertainty positions into our

method. Figure 4 illustrates an example game obtained by Algorithm 1, which contains a main branch

&1 and two variations, Sy and S3, where branching occurs at positions 5511) and s,(fl), respectively. In

particular, for the first branching points, two different moves are sampled from 77(553)), resulting

in two variations starting from positions sﬁ,,lll and s§,2 J)rl, which in turn lead to game results z; and

29, respectively. With more variations branched, we obtain more game results, allowing the value
label of s%l) to be computed as the average of z; and zo, rather than only relying on a single result.

This reduces label variance and likewise reduces variance for all earlier positions that lead to these
variations.



Algorithm 1 shows uncertainty-guided branching during self-play to produce policy and value labels
for the training target. It begins by playing the main sequence from an initial state and obtains the
training target for the first game variations S;. We use “play episode from(s, a)” to denote playing
a complete game from the state s starting with the action a, and the game playing process remains
the same as in the original AlphaZero algorithm. After each completed episode, we calculate the
posterior LCR for each position based on Equation 2 and 3. Then, we select a high-uncertainty
position based on sampling, and the weight assigned to each position is defined as follows:

u(647) = {t, ifLCR () = LCRy @
0, otherwise.

where LCR represents the uncertainty threshold. This hyperparameter is typically determined based
on the initial win rate wy so that we can discard positions whose win rates fluctuate around or remain
close to the initial win rate. In addition, positions are weighted by their time step because we want to
capture the win rate turning point in the later game phase. We then sample the position to branch
using a categorical distribution over the set of all positions S:

u(s)
Loesuls)

After selecting a position s ~ Y to branch from, we sample an action from the current position and
play from there. If the sampled action has already been explored, especially in cases where only one
legal move is available, we backtrack to an earlier position and repeat the sampling process. Once an
unexplored action is found, we proceed with the play. If no such action can be found, we terminate
the loop and return all collected variations early, which is unlikely, and hence we omit this case from
Algorithm 1 for simplicity.

Y ~ Categorical(p), where p(s) = (3)

Moreover, as discussed in Section 2.2, the runner-up decisions often have a high likelihood of
being the best moves. Thus, we select the branching move by resampling from the same policy
distribution 7, which also aligns with the i.i.d. assumption introduced in the previous section. Overall,
we employ the value label in the Bayesian inference and the policy label for action selection, as
illustrated earlier in Figure 2. This branching process continues until a predefined variation limit V' is
reached. In particular, when V' = 1, our method reduces to the original AlphaZero algorithm without
branching. Finally, the self-play process finishes when G states are collected, where G is the same
hyperparameter as in the original algorithm.

5 Evaluation

We first provide our experimental setting in Section 5.1. Then, we evaluate and compare empirical
and analytical label change rates in Section 5.2. Following that, we evaluate the design space of
our proposed approach in Section 5.3. Finally, we conclude by evaluating the end-to-end training
efficiency in Section 5.4.

5.1 Experimental Setting

We evaluated our proposed method on 9x9 and 19x19 Go. To demonstrate that our approach improves
efficiency for both early and late stages of training, we train the 9x9 Go model from scratch, while for
19x19 Go, we use a model pretrained with 100M samples. Our evaluations employ Elo rating [34]
against the state-of-the-art KataGo program [7], and the Elo rating is converted to the win rate to
reflect relative playing strength. Detailed hyperparameters for self-play and training are provided in
the appendix A.3.

Our experiments are mainly conducted on 2 NVIDIA A100 GPUs with 768 GB system memory.
For the empirical analysis in Section 5.2, we collected 20,000 self-play game positions, requiring
10 A100-hours. In Section 5.3, each evaluation on 19x19 Go requires 100 A100-hours, whereas
the evaluations on 9x9 Go require 16 A100-hours each. Our end-to-end training experiments in
Section 5.4 are conducted on a cluster of 5 nodes, each consisting of 8 NVIDIA V100 GPUs and
768GB system memory. Each training run requires 800 V100-hours with an additional 135 V100-
hours for each evaluation. Both our method and the original one require about 23 GB of runtime
memory, primarily due to the size of the replay buffer.



5.2 Label Change Rate

In this section, we show that our proposed uncertainty estimator, defined by Equation 2, closely
aligns with the uncertainty observed in the empirical label changes. To compute the empirical LCR
for a given position, we perform two independent game plays from the same position and compare
whether their results differ. Then, the empirical LCR X for a position is the ratio of games with
changed results, averaged over 20,000 positions. As shown in Figure 5, the empirical mean is
closely in agreement with the mean of the analytical estimators, with an RMSE (root mean square
error) of 0.023. This suggests that our uncertainty metric provides a reliable analytical estimate of
uncertainty without requiring repeated empirical experiments at each position. Moreover, unlike
empirical sampling, which yields only binary results per trial, we can now estimate the uncertainty for
each position, denoted 6. Therefore, we adopt our analytical LCR estimator as a practical substitute
for empirical uncertainty measurements in the following evaluations. In addition, we perform similar
evaluations across different simulations in the appendix A.1.5.

In addition, Figure 5 shows that the LCR re-
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5.3 Design Space Exploration
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Figure 6: Win rate and label change rate under different variation limits V' when training on the same
number of samples in 9x9 Go. The V' = 1 setting serves as the win rate comparison baseline, without
uncertainty-guided branching. Reported results have a standard deviation of 1%.
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Figure 7: Win rate and label change rate under different branching methods when training under the
same number of samples in 19x19 Go. Baseline denotes the original algorithm without branching and
serves as the win rate comparison baseline; Random applies branching at positions selected uniformly
at random; Qurs refers to the proposed uncertainty-guided branching method. Reported results have
a standard deviation of 1%.

To determine the degree of exploration, we evaluate the efficiency of training across different variation
limits V' after training in 12M positions. Figure 6a shows that V' = 10 produces the highest strength
and outperforms the V' = 1 baseline by a 69% win rate under the same number of training samples,
thus achieving the best training efficiency among different variations. Comparing V' = 5 with the
baseline, we find that the average LCR increases slightly and the strengths are close because there
is only a limited amount of additional exploration. Furthermore, Figure 6b reveals that, with more
variations explored, self-play, in general, contains more high-uncertainty positions. However, as
V increases further, the degree of exploration begins to saturate. In particular, we observe that the
LCRs for V' =10 and V' = 15 are close. Since we collect a fixed number of positions per self-play
iteration, increasing the number of variations per game can reduce the diversity of opening variations
across games. As a result, while V' = 10 and V' = 15 both saturate the LCR within a game, V' = 10
can achieve a higher win rate since it can explore more diverse opening positions. Based on these
observations, we adopt V' = 10 in the following evaluations.

On the other hand, to demonstrate that the label change rate is an effective metric for branching, we
compared three methods: the baseline (no branching), uniformly random branching, and our proposed
uncertainty-guided method, as shown in Figure 7. For uniform branching, branching positions are
selected uniformly at random with total variations V' = 10, and the new variation is played by
resampling from the MCTS policy, similarly to our method.

Figure 7a shows that our method achieves a 62% win rate against the baseline after training on 12M
positions in 19x19 Go. In contrast, random branching results in a 35% win rate against the baseline
and a 25.5% win rate against our method, along with the lowest average LCR among all approaches.
As shown in Figure 7b, compared to the baseline, the LCR of random branching is lower during the
mid-game, while significantly higher in the end-game. This trend reflects the inherent complexity
and uncertainty of mid-game positions, where uniformly branching is unable to distinguish between
low and high uncertainty positions. Conversely, typically there are fewer choices of moves during the
end-game, so high-uncertainty positions can have a chance to be sampled with uniformly random
exploration. Overall, uniform random branching explores more lower-uncertainty positions due to
the lack of a metric to identify high-uncertainty positions, thus resulting in lower performance. This
highlights the limitations of naive branching strategies and the insufficiency of relying solely on the
value ensemble over multiple game results. In contrast, our uncertainty-guided branching consistently
explores higher uncertainty positions throughout the game, as shown in Figure 7b, leading to more
effective exploration and, eventually, to greater training efficiency.

5.4 End-to-End Training Efficiency

In this section, we evaluate the sample efficiency of our method compared to the baseline without
branching in the 9x9 and 19x19 Go games with the same amount of compute resources. As shown
in Figure 8, our method consistently outperforms the baseline in both settings, indicating improved
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Figure 8: End-to-end evaluation of sample efficiency. In 9x9 Go, models are trained from scratch,
while in 19x19 Go, the performance is relative to the pretrained model. Our method consistently
achieves higher strength than the baseline with fewer samples.

training efficiency under the same training samples, and the standard deviation is about 2.1%. In 9x9
Go, our method reaches the same performance as the baseline in 40M and 80M samples using only
29.6M and 50.5M training samples, corresponding to 34.9% and 58.5% improved sample efficiency,
respectively. On average, our method requires only 59.6% of training samples to reach the same
strength as in the baseline. In particular, the gap between our method and the baseline becomes
evident early and persists throughout, with our approach leading by an average of 99.3 Elo rating
under the same number of samples. In addition, we visualize the LCR distribution for self-play games
in the appendix A.1.1.

Similarly, in 19x19 Go, our method matches the baseline’s performance at 5SM and 10M samples
with only 3.9M and 6.8M samples, yielding 29.0% and 47.3% improvements in sample efficiency.
This shows that, even in the later phases of training, our proposed method maintains a high sample
efficiency. On average, our method achieves the same strength using only 66.4% of the samples
required by the baseline, and our approach maintains a consistent lead to the baseline by 75 Elo
rating under the same number of samples. Overall, our end-to-end evaluations highlight better sample
efficiency when adopting our proposed uncertainty-guided exploration during self-play.

6 Discussion

Our LCR analysis requires the game result to be binary or discrete since we assume the Bernoulli
distribution for the result. This sets our approach apart from many prior works [20, 23, 28] on
uncertainty in deep reinforcement learning, which typically assume more general or continuous
distributions such as Gaussian. Our Bernoulli setting allows us to derive a closed-form LCR metric
and significantly simplifies uncertainty analysis. Interestingly, in this case, there is a coincidence for
the Bernoulli distribution that the value variance in Equation 1 and the LCR in Equation 2, share
a similar form, and this relationship does not hold for general distributions. Moreover, to extend
the Bernoulli setting to continuous outcomes, one can define a Bernoulli random variable X based
on whether the outcome exceeds a threshold: Y := 1(x), where s is a threshold score. This
formulation may also be useful in hard-exploration tasks since completing a sub-goal can be modeled
as a Bernoulli event. Alternatively, the LCR can be generalized by defining it as Pr(|X; — X;| > t),
where ¢ > 0 is the threshold of measuring significant differences between outcomes.

7 Concluding Remarks

In this work, we proposed an uncertainty-guided exploration framework that addresses key inefficien-
cies in AlphaZero training. By branching out from high-uncertainty positions and exploring multiple
variations, our method achieves two complementary goals: (1) reducing the variance of the value
label by ensembling multiple game results in a tree-structured self-play setting, and (2) exploring
previously overlooked yet promising decisions that may contain potential improvements. In general,
our method is applicable to episodic reinforcement learning environments that allow the algorithm to
return to a specific state during acting. In our work, AlphaZero inherently assumes access to a perfect



simulator. However, such a simulator is not strictly required, as previous work [31] has already
shown that returning to earlier states can also be accomplished by restoring memory states. Our
future work includes extending the LCR analysis to continuous outcomes or a generalized form, as
discussed in the previous section, or applying LCR to multiple value heads [35] to guide exploration
and improve interpretability for uncertainty. We believe that our analytical formulation for LCR opens
up a promising direction for future research on uncertainty exploration in reinforcement learning.
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Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: Experiment statistical significance are provided in Section 5.1 and in each
evaluation.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

15


https://huggingface.co/chengscott/ugb_zero
https://huggingface.co/chengscott/ugb_zero
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy

8.

10.

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).
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Experiments compute resources
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puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: Experiment compute resources are provided in Section 5.1.
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* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.
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* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: All authors conform with the NeurIPS Code of Ethics.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts
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societal impacts of the work performed?

Answer: [NA]
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» The answer NA means that there is no societal impact of the work performed.
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to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
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* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper focuses on improving training efficiency.
Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: All assets are properly credited and cited in the paper.
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* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

 For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
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has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: The paper does not release new assets.
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* The answer NA means that the paper does not release new assets.

» Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
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asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
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Crowdsourcing and research with human subjects
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well as details about compensation (if any)?

Answer: [NA]
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Institutional review board (IRB) approvals or equivalent for research with human
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Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
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Answer: [NA]
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* The answer NA means that the paper does not involve crowdsourcing nor research with
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A Appendix / Supplemental Material

A.1 Additional Evaluation

A.1.1 Visualization

(a) Baseline. (b) Ours.

Figure 9: Visualization of the LCR distribution among self-play games. The heatmap color indicates
the LCR, with red representing higher values. Each line connects adjacent moves within the same
game variation.

Figure 9 shows the visualization of the LCR distribution for both the baseline (without branching) and
our proposed method with V' = 10 on 9x9 Go after training on 60M samples. We project self-play
game positions into two dimensions using t-SNE [36], connect successive positions from the same
game variation with lines, and color them according to their LCR values.

Figure 9a shows the LCR distribution of the baseline method, which consists of unbranched lines,
each representing a game. Note that some lines may overlap due to the projection from a high-
dimensional space. This visualization matches the earlier result shown in Figure 5, where for most
of the games, the LCR is high during the game’s early stage and gradually decreases toward the
end-game; i.e., one end of the line is red and the other end is blue. Interestingly, some lines remain
entirely blue, indicating persistently low uncertainty throughout those games. These positions likely
correspond to early losses in games, resulting from exploring obviously losing positions. On the
other hand, Figure 9b presents the LCR distribution of our proposed method, where most games form
a spike-shaped cluster due to branching. Overall, we observe that our self-play games contain more
red lines than the baseline, indicating a higher number of high-uncertainty positions. In particular, we
do not branch from positions that are entirely blue (i.e., low uncertainty).

A.1.2 LCR Threshold Sensitivity
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Figure 10: Percentage of positions whose LCR exceeds a LCR threshold (LCR) for each move. Each
curve corresponds to a different threshold with its corresponding value in parentheses. In particular,
v = 0.6 is the initial value for an empty position.

To demonstrate the robustness of various LCR thresholds, Figure 10 shows the distribution of
positions whose LCR exceeds a given threshold. As the threshold decreases, the percentage of
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selected positions gradually increases at each move, which aligns with our intuition: highly uncertain
positions often occur near other uncertain positions, whether preceding or following. Additionally,
since v = 0.58 is close to the initial win rate (0.6), the LCR of early-game positions often lie near the
LCR threshold, leading to a greater variability in the distribution. These results suggest that the LCR
threshold is a robust hyperparameter, as slight changes in the threshold often result in only a small
number of neighboring uncertain positions and do not cause abrupt changes in the selection volume.

A.1.3 High-Uncertainty Position Distribution

1.00%

Data distribution
0.80% 1 & Sample distribution
0.60% A

0.40% 7

Distribution

0.20% 1

150
Move

Figure 11: Distribution over move numbers for positions where the LCR exceeds the threshold (0.48).
The red bars represent the data distribution (original distribution over all positions), while the blue
bars show the sampling distribution, obtained by drawing from the data distribution with weights
proportional to the move number.

To gain additional insights into our proposed branching strategy, Figure 11 shows the distribution of
high-uncertainty positions across different move numbers. The red bars represent the data distribution,
corresponding to positions exceeding the LCR threshold, while the blue bars show the sampling
distribution obtained by weighting the data distribution according to move number, as defined
in Algorithm 1. We observe that the data distribution decreases steadily as the game progresses,
reflecting the sparser orange scatter points above the LCR threshold in Figure 5 during later stages.
In contrast, the sampling distribution is concave, starting low in the early moves, rising to a peak
around move 110, and then gradually declining.

Based on these observations, without branching, exploration of high-uncertainty moves during self-
play would implicitly follow the red distribution. With our LCR-guided branching, we explicitly
identify high-uncertainty positions and increase the probability of exploring them, especially in the
mid-to-late game, as evidenced by the region enclosed by the data and sample distribution. In general,
this analysis can be applied to various uncertainty metrics.

A.1.4 Alternative Uncertainty Metrics
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(a) MinV: positions in the lowest 10% of v(s) —0.5,  (b) MinMaxP: positions in the lowest 10% of
where v(s) is the MCTS value. max(7(- | s)), where 7 (- | s) is the MCTS policy.

Figure 12: Distribution over move numbers for positions identified as high-uncertainty by the
alternative uncertainty metrics, MinV and MinMaxP.
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Figure 13: Distribution of positions across four uncertainty categories, defined by combinations of
value and policy uncertainty shown in each subfigure. The four types are defined as follows: type 1
has high value uncertainty and high policy uncertainty; type 2 has high value uncertainty and low
policy uncertainty; type 3 has low value uncertainty and high policy uncertainty; and type 4 has low
value uncertainty and low policy uncertainty.
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Figure 14: End-to-end evaluation of sample efficiency.

In addition to our proposed LCR metric, we define two alternative uncertainty metrics, MinV and
MinMaxP, based on MCTS value and policy, respectively. Figure 12 presents the distribution of
high-uncertainty positions under each metric, similar to Figure 11. The MinV distribution shows
a similar distribution to LCR, as both are value-based metrics. In contrast, MinMaxP exhibits an
opposite trend: its mass concentrates in the endgame, where game results are nearly determined. This
is because multiple moves in the endgame often lead to the same game result, corresponding to high
policy uncertainty. As expected, MinMaxP also identifies some early-game positions with high policy
uncertainty, but these are much fewer compared to the endgame.

Moreover, Figure 13 shows the distribution over each move of uncertainty categorized into four types.
Similar to our earlier observations, value-based metrics identify high-uncertainty positions primarily
in the early game, whereas policy-based metrics detect them mainly in the endgame. As a result,
when only using the MinMaxP metric, the end-to-end training fails. Figure 14a shows the end-to-end
training sample efficiency with MinV metric. We observe that the MinV shows a similar efficiency
to ours during the early stage of training, but later slows down and approaches the baseline. This is
because simply using a fixed percentage of the lowest value alone can only capture a certain amount
of high-uncertainty positions, which lacks the flexibility to identify uncertainty per position, as in
our proposed LCR metric. On the other hand, we provide more training samples to Figure 8b in
Figure 14b. Our method still outperforms the baseline at a later phase of training.

A.1.5 Scaling of the Label Change Rate

In addition to Figure 5, Figure 15 shows the evaluations of empirical and analytical LCR estimation
for simulations ranging from 5 to 800. Among all simulations, all curves show a similar trend, and the
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Figure 15: Label change rate (LCR) with different simulation counts. The empirical mean X (blue
line) is the average of observed label changes across positions, with a 95% confidence interval shown

as the shaded blue region. Analytical estimates E[f] (orange line) are averaged from individual LCR
estimators ¢, shown as orange scatter points.

empirical and estimated means are closely aligned. On the other hand, in Section 5.2, we computed
the RMSE by comparing the empirical mean (blue line) with the estimated mean LCR (orange line)
in Figure 5. Another way to compute the RMSE is based on per-position comparisons. Specifically,
we simulate 10 game results from the same position to obtain an empirical change rate, and then
compare this to the estimated LCR. The RMSE computed by comparing the mean for 5, 10, 25,
50, 100, 200, 400, 800 simulations is 0.07, 0.08, 0.05, 0.04, 0.03, 0.02, 0.02, 0.02, respectively;
the RMSE computed by per-position comparison is 0.14, 0.13, 0.12, 0.11, 0.12, 0.11, 0.18, 0.14,
respectively. The RMSE for the per-position comparison is higher, as each position requires more
simulations for accurate estimation.

Furthermore, Figure 15i shows the comparison of the estimated mean among different simulations.
When the simulation count is smaller, the LCR is lower, meaning the game is likely to lose earlier
and faster. In contrast, when doubling the simulations, the LCR at the same move is increased almost
linearly, and thus the game result is less determined compared to a smaller simulation. This evaluation
not only demonstrates that our proposed LCR scales well across simulations but also suggests that it
is a potential metric for detecting the strength of a position.
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A.2 Proofs

In this section, we provide the proofs and derivations for Section 4.1, corresponding to appen-
dices A.2.1, A.2.2 and A.2.3. In addition to the Bayesian inference presented earlier, we also present
an alternative formulation of Bayesian inference in appendix A.2.4.

A.2.1 Variance Reduction

Suppose Z ~ Bernoulli(w), meaning that Z is a random variable that takes the value 1 with
probability w and O with probability 1 — w. Let Z1, ..., Z, -z , and define the sample mean as
Z =3%""_,Z;/n. Then,

n

1
w2

i=1

w(l —w)

. 1 & 1«
Var[Z] = Var = ;Var[Zi] =3 i:le(l —w) = — (©)

This result follows from the fact that the variance of a Bernoulli(w) random variable is w(1 — w),
and that Z; are independent and identically distributed.

A.2.2 Uncertainty Estimator

According to the definition of the label change rate (LCR) in Section 4.1, we compute the LCR for
two independently-sampled variables Z; and Z;, where ¢ # j, as follows:

= (I —w)w +w(l - w) ®)
= 2w(l — w). ©)

Similarly, we can compute label unchanged rate as:

PI‘(ZI = ZJ) = PI‘(Zi = O, Zj = O) + PI‘(ZZ' = 1, Zj = 1) (10)
= (1 —w)* 4w (11)

Thus, we can define a random variable X = 17,7, for some i # j. This is an indicator variable
that equals 1 if Z; # Z;, and 0 otherwise:

(1 itz # 7,
X‘{o if 7, = 7Z;. (12)

Moreover, we can write the probability mass function of X as:

B 2wl —w), ifx=1
p(X_w|w)_{w2+(1—w)2, if =0 (13)
and the expectation of X is
E[X] =Pr(Z; # Z;) = 2w(l — w). (14)

It is important to note that these results hold for any ¢ # j. In the following, we explore how different
choices of 7 and j lead to different Bayesian formulations.

A.2.3 Bayesian Inference

Suppose that we observe a sequence of label change rates, denoted as a dataset D =

{X1,Xs,..., X}, where X PNy Bernoulli(f) and 6 represents the random variable for a la-
bel change. In particular, we choose X; = 1z,,7,, , using paired game outcomes for i € [1,m],
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where m = |n/2]. Since the X are i.i.d., the joint likelihood of the data is:

p(Xi | 0) (16)

L

@
Il
A

_ H gxi(l _ 9)(17X1-) a7

i=1
= Xz Xi(1 — g) iz (1-X0) (18)
(1 — gy, (19)
(20)

where s = )" | X; is the number of observed label changes.

On the other hand, according to Bayes’ theorem, the posterior distribution is given by:
p(0)p(D | 6)
[ pOwn6)as

p(0| D)= 1)

where p(0) is the conjugate prior for the Bernoulli likelihood, which is the Beta distribution. Thus,
we express the prior probability distribution as 8 ~ Beta(c, ). Namely,

1

) = 011 —0)P 1 x g1 (1 —9)P! (22)
b0) = g™ (1=0) (1-0)
where B(«, ) is the Beta function. We also have
o

E[0] = 23
=5 @3
= PI‘(ZQi 35 ZQi_l) = 2’(0(1 — w), (24)

where Equation 23 is the expectation of Beta(a, 3) and Equation 24 is derived from Equation 14 by
definition. By applying Bayes’ theorem, the posterior distribution is proportional to the product of
the prior and the likelihood:

p(0 | D) xxp(D|6)-p(f) x 65(1—0)" %0211 —9)P~1 =gots—1(1 —g)Ptm=s—1 (25)

Thus, the posterior distribution is:

0| D ~ Beta(aw+ 5,8+ m —s) (26)

The posterior mean, which serves as the Bayesian estimate of 6, namely the posterior label change
rate (LCR), is given by:
a+s

A.2.4 Alternative Bayesian Inference

Previously, we only used m = n/2 of the n observed label changes for the Bayesian update.
In this section, we study the option of using m = n — 1 observed label changes for Bayesian
update, which breaks the independent assumption. In particular, we choose X; = 17,7, , using
the previous outcome to calculate the label change rate for ¢ € [2,n]. In this case, X;s are still
identically distributed to Bernoulli(#) but not independent. Before we dive into the calculation of
p(D | ), we first define @ as the xor operation, namely, the addition under mod 2. Hence, we have
Xi = Zi 7& Zi—l = Zl S5 Zi—l and thUS,

Zy=Zi1®X; (28)
=710 (Xo® - B X,). (29)
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Then, we have the following probability:
Pr(Zy = z) = 07 (1 — ) =, (30)
Pr(Zy =2y | X1 =21) =Pr(Z = 21 ® s | X1 = a1) = 0255+ (1— ) 7= %5 (31)
where s;, = 29 @D --- D x;,and z; = 21 D s;.

Then, the joint probability of the dataset is

1
Pr(Xo =a9,..., X, = 2,) = Z Pr(Zy =2)Pr(Xo =x2,..., X =20 | Z1 = 21) (32)
21:O
1
= ZPF(Zl =2)Pr(Xo =21 ®s0,..., Xp =01 D5, | 21 = 21)

21:0
(33)
1 n
= Z Pr(Z; = 1) H Pr(Xp=21® sk | Z1 =) (34
z1=0 k=2
1 n
=y 01— [0 - 0) e (35)
21=0 k=2
== J[oa-o' = +o]] o' 10", (36)
k=2 k=2
since we have z1 @ s = s, when z; = 0,and z; ® s, = 1 — s, when z; = 1.
Letmy = Y _,_, sk be the number of ones in {s2, ..., s, }, and mo = n — m;. Then, we can rewrite
the joint probability as:
PX=z)=0™1-0)"4+0m(1—-6)™ (37)

Suppose that we still assume a Beta prior, that is, 6 ~ Beta(a, §). By applying Bayes’ theorem, the
posterior distribution can be expressed as:

p(0| D) o< p(D | 0) - p(8) o< (67 (1 =)™ + 6™ (1 —6)™) -6 (1— ) " (38)
x 9m1+a—1(1 _ 9)m0+,8—1 + 9m0+a—1(1 _ 9)m1+[3—1. (39)

Thus, the posterior distribution becomes

0| D ~ Beta(my + a, mg + ) + Beta(mg + a, m1 + ). (40)

And the corresponding posterior LCR is:

(a+m1)B(my + a+mg + B) + (o +mg)B(mo + o, mq + )

E[9|D]: (a+5+n)(B(m1—|—a7m0+ﬁ)+B(mO+a7m1+ﬁ))

(41)
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A.3 Hyperparameters

Table 1 shows the hyperparameters for self-play and training. In 9x9 Go, the model consists of 6
ResNet residual blocks [37] with 96 channels each, while in 19x19 Go, the model consists of 5
Nested Bottleneck blocks [38] with 192 channels each, following the model architecture in the latest
KataGo models [39]. Our pretrained model follows previous work [7] to train on the first 100M
samples from the public repository [39] and set a baseline of an Elo rating of 9958. Moreover, the
LCR threshold for Equation 4 is LCRy = 0.48 for both games.

Table 1: Hyperparameters for self-play and training.

9x9 Go 19x19 Go 19x19 Go
Training Training Pre-training

MCTS simulation 400
MCTS cpyet 1.25

Self-play  Dirichlet noise ratio ¢ 0.25 -
Dirichlet parameter « 0.12 0.03
G states per iteration 0.3M 1.2M
Optimizer SGD
Batch size 512

Training  Optimizer: momentum 0.9
Optimizer: weight decay le-4
Optimizer: learning rate 0.01
Sample factor 2 1 2
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