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ABSTRACT

Fully Homomorphic Encryption over the Torus (TFHE) is a cornerstone of con-
fidential computing, yet its adoption is severely limited by a steep learning curve
requiring specialized cryptographic expertise. To bridge this skills gap, we investi-
gate the potential of Large Language Model (LLM) agents to automate the gener-
ation of secure TFHE code from natural language. We introduce TFHE-CODER,
a novel, three-phase agentic framework designed to overcome the critical failure
points of this process. Our framework integrates a Prompt Formalizer to structure
user intent and configure secure parameters, a specialized RAG retriever for ac-
curate API knowledge , and an automated Security Verifier that provides iterative
feedback to correct cryptographic flaws. We comprehensively evaluate our frame-
work by testing four leading LLMs on a benchmark of ten programming tasks of
increasing difficulty. Our results demonstrate that while baseline agents consis-
tently produce functionally correct but insecure code, our full agentic framework
is uniquely capable of generating solutions that are simultaneously compilable,
functionally correct, and verifiably secure. This work establishes the first robust
methodology and benchmark for agentic TFHE code generation, demonstrating a
viable path toward democratizing secure computation.

1 INTRODUCTION

Fully Homomorphic Encryption

No encryption of Inputs (FHE) |Gentry| (2009); [Lou & Jiang

int result = a & b; (2019); Zhang et al. (2024); [Lou et al.
(2021) allows computing over encrypted
data, eliminating the need for decryption
during processing |Brakerski et al.| (2014);

(a) Plaintext program.

Parameter Setup & Key Generation

const int minimum_lambda = 110; Lou & Jiang| (2021); Brakerski| (2012);
TFheGate...ParameterSet* params = ...; Zhang et al. (2023); [Fan & Vercauteren
TFheGate...SecretKeySet* key = ...; (2012)); (Cheon et al. (2017); |Chillotti

Encryplion of Input l et al.| (2020); Xue et al.| (2022); [Zhang
pootsSymEncrypt (kctx_alil, ...); et al| (2023); [Cou et al] (2019a); Zheng

et al.| (2023)). It is, therefore, a promising

Homomorphic Operation ‘

bootsAND (&result_ctx[i],...); . .
o cryptographic tool to ensure data privacy
IbootssymDecrypt e T D in the settings of secure computation,

such as privacy-preserving machine
(b) TFHE program. learning [Gilad-Bachrach et al| (2016);
Lou et al.| (2019b); [Santriaji et al.| (2024),
secure multi-party computation Jin
et al. (2023)), private blockchain transac-
tions [Madathil & Scafuro| (2023)), and secure medical diagnostic Raisaro et al.| (2018)). There are
various practical FHE schemes have been proposed. Among these, the TFHE scheme stands out. It
is unique by offering efficient gate bootstrapping and functional bootstrapping, which allow for the
computation of arbitrary functions while refreshing the noise.

Figure 1: High-level structure of TFHE programs.
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However, the adoption of privacy-preserving computation frameworks, such as TFHE, has failed
to keep pace with rising industry and academic demand. A principal challenge hindering their
widespread implementation is the shortage of developers possessing the necessary specialized skills.
Developing applications with TFHE requires a deep understanding of advanced cryptographic and
mathematical concepts, a skill set distinct from the general programming expertise (e.g., in Python)
held by the broader developer community. This work confronts this challenge by exploring a funda-
mental question: can LLM Agents be used to translate Natural Language to secure TFHE code?

Recent advancements in Large Language Models (LLMs) Jiang et al.| (2024)); Xue et al.|(2024)) have
showcased their remarkable capacity to comprehend natural language. Regarding coding, LLMs can
assist developers by suggesting code snippets and even offering solutions to common programming
challenges|Mastropaolo et al.[(2023)); Nijkamp et al.| (2022). To this end, leveraging LLMs’ capabil-
ities to assist developers implement secure TFHE applications is a promising avenue for addressing
the complexities associated with TFHE implementations. It would be valuable to evaluate if LLM
Agents could help developers with the TFHE coding, such as encryption parameters configuration
and correct API calling, automatically. To this end, the expertise barrier could be significantly low-
ered, making TFHE more accessible for developer with few related expertise.

However, when regular code generation agents are employed for generating TFHE code in an auto-
mated fashion, they often fail to follow the instructions and produce plaintext programs like Fig. [Ta]
This failure stems from several core challenges inherent to this specialized domain. Models trained
on general-purpose code often lack a fundamental understanding of the required TFHE program
structure and the critical process of selecting appropriate security parameters. Furthermore, they
frequently exhibit poor knowledge of the correct library APIs, leading them to hallucinate functions
or misuse existing ones in ways that break homomorphic properties. Moreover, traditional code
generation metrics like Pass@k |Chen et al.| (2021)) are ill-equipped for this context, as they only
evaluate functional correctness, not cryptographic security. A program can therefore pass such tests
by operating on plaintext data, completely failing its primary privacy-preserving objective and high-
lighting that functional correctness is an insufficient and misleading proxy for success in secure code
generation.

Therefore, to mitigate each of these issues, we introduce the novel agentic code generation workflow
and evaluation framework as shown in Fig. 2} Our workflow is composed of three key components
designed to address these specific challenges. First, the FHE Prompt Formalizer (Fig. [3) corrects
structural and parameterization errors by translating the user’s request into a formal specification
with secure, correctly calculated cryptographic parameters. Second, to remedy the model’s lack of
API knowledge, an FHE API RAG Retriever (Fig. f)) provides the agent with relevant documentation
and code examples on-demand. Finally, to overcome inadequate evaluation, our FHE Security Ver-
ifier (Fig. B)introduces a multi-faceted check for critical security properties, ensuring the generated
code is not only functionally correct but also verifiably secure.

‘We summarize our contributions as follows:

* We propose a novel, three-phase agentic workflow for secure TFHE code generation. This
workflow includes an FHE Prompt Formalizer to ensure correct program structure and parameter-
ization, an FHE API RAG Retriever to provide necessary API knowledge, and an FHE Security
Verifier to validate the cryptographic integrity of the output.

* We introduce a new evaluation metric, Pass@1 (security), specifically designed to measure the
security of generated TFHE code, addressing the shortcomings of traditional metrics like PassQk
that only assess functional correctness.

* To the best of our knowledge, this work presents the first comprehensive benchmark and eval-
uation of large language model agents for the task of generating code for Fully Homomorphic
Encryption over the Torus (TFHE).

2 BACKGROUND

The intersection of large language models (LLMs) and fully homomorphic encryption (FHE)
presents a unique opportunity to democratize secure computation. While LLMs have shown remark-
able prowess in code generation for mainstream languages, their application to specialized crypto-
graphic libraries like TFHE remains unexplored. This section examines the potential of LLMs to
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Figure 2: An overview of our workflow for secure FHE code generation. Our key contributions
(highlighted with stars) are: (1) the FHE Prompt Formalizer, which enriches a developer’s prompt
with secure parameters from a Lattice Estimator; (2) the FHE API RAG Retriever, which provides
the agent with expert-annotated API usage examples; and (3) the FHE Security Verifier, which
provides an automated feedback loop for security and correctness. Maximum Iterations is set to 10.

generate TFHE code, leveraging their understanding of logical operations, and explores the unique
characteristics of TFHE that make it both challenging and promising for automated code generation.

2.1 TFHE

Fully Homomorphic Encryption over the Torus (TFHE) Jiang et al.| (2022) operates on boolean cir-
cuits using logical gates (NOT, AND, OR) with explicit noise management through bootstrapping
after each operation. While TFHE requires adherence to strict security parameters, it offers several
advantages over schemes like BGV [Brakerski et al.| (2014); |Yudha et al.| (2024)) and CKKS |Cheon
et al.| (2017) in terms of practical implementation. TFHE’s boolean circuit approach aligns more
closely with traditional programming paradigms, making it easier for developers to conceptualize
and implement encrypted computations. Its efficient gate-by-gate bootstrapping is faster and more
straightforward to implement than the complex relinearization and modulus switching procedures
required in BGV/CKKS. TFHE’s deterministic noise management simplifies handling in code im-
plementation, as noise is reset after each gate operation. Additionally, TFHE’s structure allows for
efficient hardware acceleration, potentially simplifying high-performance implementations. How-
ever, programming TFHE still presents challenges, including the need to carefully manage boot-
strapping operations and adhere to specific security parameters to maintain the scheme’s integrity.

2.2 LLMS FOR CODE GENERATION

Code generation is a key application of large language models (LLMs), with models such as Code-
Gen Nijkamp et al.|(2022), CodeX |Chen et al.|(2021)), and CodeT5 |Wang et al.| (2021) excelling in
widely used languages like C, C++, Python, and Java due to the availability of extensive training
corpora. However, generating code for specialized libraries like TFHE, implemented in C, presents
challenges due to its cryptographic complexity and niche API. Recent studies on LLMs for High-
Level Synthesis (HLS) and Register Transfer Level (RTL) design [Thakur et al.| (2023)); [Liao et al.
(2024); IX1ong et al. (2024)) demonstrate that LLMs can effectively model logical operations such as
AND and OR gates. Given that TFHE operations also rely on gate-level computations, it is reason-
able to hypothesize that LLMs, with appropriate improvement techniques, could generate functional
TFHE code by leveraging their learned logical reasoning capabilities.

3 OUR METHOD

Our Agentic workflow 2] has three main components: FHE Prompt Formalizer, FHE API RAG
Retriever and FHE Security Verifier. The Agent is implemented using the ReAct|Yao et al.|(2023)
prompting strategy.
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3.1 FHE PROMPT FORMALIZER

A novice user might not be aware of
how to choose the appropriate secu-
rity parameter for a particular FHE
scheme (A in case of TFHE). First,

we use an Intent extraction LLM
which separates the intent (the over-

all goal) from any specification that

the user may have give. This (par-
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Figure 3: LLMs and a Lattice Estimator transform a devel-
oper’s prompt into a secure and structured set of instruc-
tions. The process extracts the user’s intent, solves for cor-
rect cryptographic parameters, and generates a final formal
prompt containing Dafny-based pseudocode and security re-
quirements to guide the agent.

prompt. The ensure statements in the Dafny code guide the agent write assert statements in
actual code which ensure correctness of the generated solution at all intermediate steps.

3.2 FHE API RAG RETRIEVER
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Figure 4: An offline, human-in-the-loop process
creates a dictionary mapping expert-enriched doc-
strings to code snippets from the TFHE docu-
mentation. When the agent queries this dictio-
nary with a natural language objective, a similar-
ity search returns the most relevant and accurate
code snippet.

"https://www.doxygen.nl/

The agent might not be aware of the correct
TFHE API and its usage. Additionally, in our
initial experimentation, we found that NL to
code retrieval is not very optimal. To mitigate
this issue, we adapt the vanilla RAG for TFHE
by extracting the docstring of the methods and
enhancing them into more descriptive text fol-
lowing the Doxygen formatﬂ We chose Doxy-
gen specifically because its structured tags,
such as @objective, embed clear, machine-
readable semantic metadata into the documen-
tation. This structure allows for a more precise
similarity search between the agent’s intent and
the function’s documented purpose, overcom-
ing the ambiguity of plain natural language.
This docstring is then paired with the corre-
sponding code-snippet. When the agent queries
the retriever, the similarity is computed be-
tween the query and the docstring, and the most
relevant docstring along with the correspond-
ing code-snippet is returned. The chunking-size
was set to 600, and the chunk-overlap was set to
120.

3.3 FHE SECURITY VERIFIER

The FHE Security Verifier implements a four-
stage automated validation process (Security,
Functional, Compile, and Latency checks) to
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Figure 5: This automated pipeline validates generated code across four stages: Compile, Functional,
Security, and Latency. The critical Security Check verifies correct API usage, secure parameter
configuration, and proper input encryption. If any stage fails, a consolidated Formal Error Report is
generated and returned to the agent for iterative correction; otherwise, the solution is accepted.

ensure generated TFHE code meets both func-

tional and security requirements. The Secu-

rity Check serves as the primary gate, analyzing
code for three critical vulnerabilities: improper TFHE API usage, incorrect lattice parameter con-
figuration, and plaintext data leakage. When violations are detected, the system provides diagnostic
feedback through an automated correction loop with up to 10 iterations, addressing the fundamen-
tal challenge that baseline LLMs often produce functionally correct but cryptographically insecure
implementations.

4 EXPERIMENT DESIGN SECTION

4.1 PROBLEM DEFINITION

We introduce the LLM-Agentic TFHE Generation and Evaluation Framework, illustrated in Fig-
ure[2] In this framework, each TFHE task is formulated as a natural language prompt and provided
to the agent. Leveraging its reasoning capabilities, the agent may (optionally) consult external doc-
umentation through retrieval-augmented generation (RAG) before implementing the corresponding
code. The generated code is subsequently evaluated by the Security Verifier, which consolidates any
compilation or verification errors into structured feedback and returns it to the agent for refinement.
The agent then iteratively revises its solution, continuing this process until all security checks are
satisfied or a predefined iteration limit is reached.

4.2 WORKLOAD SELECTION
We describe the workloads for the code generation breifly in Table[T}

Table 1: Benchmark workloads for evaluating TFHE code generation, progressing from elementary
boolean operations to sophisticated machine learning architectures.

Workload Description

AND Bitwise AND between two 32-bit integers.

ReLU ReLU on a signed 32-bit integer.

Adder Adding two between two 32-bit integers.

Multiplier Multiplying two 32-bit integers.

Vector Addition Vector addition between two integer vectors of length 5.

Vector Dot Product Inner-product of two integer vectors of length 5.

Matrix-Vector Multiplication | Multiplication between an encrypted vector and a plaintext matrix.
Matrix-Matrix Multiplication | Multiplication between an encrypted matrix and a plaintext matrix.
MLP A simple 3-layer MLP with ReL.U activation.

CNN A small Convolutional Neural Network with a fully connected layer.
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Figure 6: Performance of GPT-5 across all tasks. A comparison of our framework (FRS) against
Baseline (BAS) and Chain-of-Thought (COT) techniques. While the baseline methods fail on com-
plex tasks and are fundamentally insecure (near-zero security pass rate), FRS consistently produces
code that is both functionally correct and verifiably secure.

These tasks collectively evaluate LLMs’ ability to synthesize both low-level cryptographic primi-
tives and high-level machine learning components using TFHE’s gate-level programming paradigm.

4.3 MODEL SELECTION

We select the latest LLMs to drive our agent. For open-source LLMs, we choose Qwen3-Coder-
480B-A35B(|Yang et al.|(2025)) (QWE) and Deepseek-V3.1(|Liu et al.| (2024))(DSK). For closed-
source LL.Ms, we select Gemini-2.5-Pro( |(Comanici et al.| (2025))(GEM) and GPT-5( |[OpenAl
(2025))(GPT). For all studied LLMs, we set the temperature to 0.5. Note that, to mitigate issues
stemming from the randomness of model generation, the experimental results presented in this pa-
per are obtained by conducting five repeated experiments and averaging the results. The embedding
model used for RAG was text—embedding—-3-small E|fr0m OpenAlL

4.4 METRICS

In our framework, we employ three key metrics to judge the quality of the generated codes. Fol-
lowing prior works on code-generation, we use 1. Pass@k(func) to denote the fraction of generated
codes that pass the unit tests. We present our novel metric 2. Pass@k(security), which denotes
the fraction of generated codes that are secure; a program is considered secure only if it passes an
automated analysis verifying: (i) exclusive use of TFHE APIs to prevent plaintext data leakage, (ii)
correct configuration of cryptographic parameters against secure values from the Lattice Estimator,
and (iii) proper encryption of all inputs before their use. A failure in any of these checks renders the
code insecure. Our third metric is 3. Latency, compared to expert-written reference codes.

4.5 BASELINES

Our first baseline denotes the regular code generation workflow. This can be constructed by re-
moving the FHE Prompt Formalizer, FHE API RAG Retreiver and removing the security and latency
checks from the proposed workflow in Fig. 2] We abbreviate it as BAS. Our second baseline is Zero-
shot Chain-of-Thought agent, which builds upon the regular workflow by appending a step-by-step
worked example of correct TFHE code generation. We abbreviate it as COT.

5 EVALUATION RESULTS

This section presents a comprehensive empirical analysis of our proposed agentic framework (de-
noted as FRS) in comparison to a regular code generation workflow (BAS) and a Zero-shot Chain-of-

“https://platform.openai.com/docs/models/text-embedding-3-small
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Figure 7: A comparison of our framework (FRS) against baselines (BAS, COT) using four different
LLMs. The results show that the security failures of baseline methods are universal; all models
produce insecure code with BAS and COT across all tasks. In contrast, our FRS framework is the
only technique that provides a consistent and essential security uplift, proving its benefits are model-
agnostic.

Thought agent (COT). We evaluated four leading LLMs on a benchmark of ten TFHE programming
tasks with varying complexity.

5.1 IN-DEPTH ANALYSIS ON A STATE-OF-THE-ART MODEL

We first conduct a detailed analysis using the state-of-the-art GPT-5 model to illustrate the core
performance differences between our framework and the baselines across all tasks. The results are
presented in Fig. [

Functional Correctness: As shown in the top chart of Figure 6, the baseline methods (BAS and
COT) demonstrate partial success on tasks with low complexity, such as and and relu. However,
their performance exhibits a notable decline as task complexity increases, particularly for composi-
tional tasks likematrix—vector multiplication and CNN. In contrast, our FRS framework
maintains high functional correctness across the majority of tasks, indicating a greater robustness to
increasing complexity.

Security: A critical distinction between our framework and the baselines is revealed in the security
evaluation. Both the BAS and COT methods yield a pass@1 (security) approaching zero for
all tasks evaluated. This finding indicates that they consistently fail to produce secure code, often
generating plaintext implementations that, while sometimes functionally correct, do not adhere to
the required cryptographic protocols. Conversely, the FRS framework achieves near-perfect security
scores across the entire benchmark. This outcome underscores the necessity of a guided, multi-phase
process—encompassing the proposed prompt formalization, accurate API retrieval, and security
verification—to meet the specific requirements of secure code generation.

Latency: The performance trade-offs are detailed in the bottom chart of Figure 6, which shows the
latency overhead. The FRS framework naturally incurs higher latency due to its iterative feedback
loop and verification stages. This overhead is a deliberate design choice, representing a practical
trade-off for the significant improvements in security and functional reliability.

5.2 GENERALIZABILITY ACROSS DIVERSE LLMS

To ensure our findings are not model-specific, we assessed the generalizability of our framework by
applying it to four different LLMs. Fig. [7| presents a comparative analysis on three representative
tasks. The results confirm that the performance patterns persist across all models. The security defi-
ciencies of the baseline methods are model-agnostic; both BAS and COT fail to generate secure code
regardless of the LLM used. In contrast, the FRS framework is the only approach that enables the
models to consistently produce secure outputs. While the overall performance ceiling is influenced
by the base model’s intrinsic capabilities—with GPT-5 and Gemini-2.5-pro generally outperform-
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ing Deepseek-V3.1 and Qwen3-Coder —our framework provides a consistent and essential security

impoves for all tested models.

5.3 SOLVING COMPLEX TASKS WITH STRUCTURED DECOMPOSITION

While our FRS framework demonstrates strong performance on atomic tasks, Figure 6 shows that
its effectiveness diminishes on complex, compositional problems that require multi-step reasoning
(e.g., matrix-vector multiplication, MLP). To address this limitation, we evaluate a structured de-
composition approach where a complex task is broken down into simpler, solvable subtasks.

In this approach, the agent first generates secure code for the necessary primitives (such as dot
product). A final “composer” agent is then provided with a structured prompt containing these
verified subroutines and a high-level goal to compose them into the final solution.

As detailed in Table 2] our structured decom-
position approach effectively solves complex
tasks where the direct method fails. It achieves
high functional and security scores across most
tasks, reaching a perfect 1.0 security pass rate
for matrix-vector and matrix-matrix multiplica-
tion. The increased compositional complexity
of the MLP task lowers both its functional (0.4)
and security (0.6) pass rates, suggesting a link

Table 2: Performance using structured decomposition.

Task Pass@1(func) Pass@]1(sec)
Matrix-Vector 0.8 1.0
Matrix-Matrix 0.8 1.0
MLP 0.4 0.6
CNN 0.8 0.8

between logical complexity and the agent’s ability to maintain security protocols. Overall, this hi-
erarchical strategy of composing solutions from verified sub-tasks significantly extends the agent’s
capabilities to a previously unsolvable class of problems.

5.4 ABLATION STUDY

To quantitatively assess the contribution of each
component within our framework, we conduct
an ablation study by systematically removing
each of our three key modules: the FHE Prompt
Formalizer (FP), the FHE API RAG Retriever
(RAG), and the FHE Security Verifier (SC).
The results for the GPT-5 model on the repre-
sentative Vector Addition task, shown in Figure
8, reveal a clear performance hierarchy.

The study establishes that the Baseline agent,
lacking our modules, is unable to produce se-
cure TFHE code, achieving a low functional
pass rate of 0.4 and zero security pass rate. Re-
moving the FHE Security Verifier (w/o SC)
from our full system causes the most critical se-
curity degradation, with the security pass rate
falling from 1.0 to 0.6. This highlights that the
iterative feedback from the verifier is indispens-
able for correcting cryptographic flaws. Sim-
ilarly, ablating the FHE API RAG Retriever
(w/o RAG) degrades both functionality and se-
curity to 0.8, confirming that access to correct
API knowledge is crucial. Removing the FHE
Prompt Formalizer (w/o FP) causes the func-
tional pass rate to collapse to baseline levels
(0.4), demonstrating its vital role in achieving
functional correctness. Ultimately, the Ours
(Full) configuration is the only one to achieve
a perfect 1.0 score on both metrics, confirming
that all three components are essential and com-

GPT-5 Vector Addition
1.0

[0 pass@1 functionality
[0 pass@1 security

0.8 1 — [

0.6 ]

Pass@l

0.4

0.2

0.0

Baséline w/oFP w/0oRAG w/oSC Ours

Figure 8: Ablation study on the Vector Addition
task. The results reveal the specific contribution
of each module. Removing the Security Verifier
(w/o SC) eliminates the security guarantee, while
removing the Prompt Formalizer (w/o FP) reduces
functionality to baseline levels. This demonstrates
that all components are essential for the perfect
functional and security performance of the full
framework (Ours).
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plementary, working in concert to generate code that is simultaneously secure and functionally cor-
rect.

6 DISCUSSION

Our work demonstrates a viable path toward automating the generation of secure TFHE code, a task
where standard Large Language Model agents consistently fail. The core finding is that for security-
critical domains, a simple prompt-to-code workflow is insufficient. Success requires a structured,
multi-phase agentic framework that guides the model from instruction to generation and, most criti-
cally, through iterative, security-aware feedback. Our results show that baseline agents, while some-
times achieving functional correctness, have a near-zero success rate in producing secure code. This
highlights a fundamental misalignment: traditional code generation metrics like Pass@k(func) are
misleading proxies for success in cryptographic programming. Our framework, particularly through
the FHE Security Verifier, directly addresses this by making verifiable security a primary objective
of the generation process.

The ablation study underscores that our framework’s success is not attributable to a single compo-
nent but to their synergistic effect. The FHE Prompt Formalizer and RAG Retriever provide the
necessary a priori knowledge of structure and API usage, preventing a significant number of er-
rors. However, it is the a posteriori feedback from the Security Verifier that proves indispensable,
correcting subtle but critical flaws that persist even with a well-formed prompt. Furthermore, our
experiments with structured decomposition reveal a key insight : while the agents struggle with end-
to-end reasoning for complex, compositional tasks, they excel as "composers” when provided with
a structured prompt containing verified, functional sub-components.

7 CONCLUSION

The adoption of powerful cryptographic tools like TFHE is severely limited by a steep learning curve
and the need for specialized expertise. In this work, we investigated whether LLM agents could
bridge this skills gap by automatically translating natural language specifications into secure TFHE
code. Our findings reveal that while standard agents consistently fail due to a lack of domain-specific
knowledge and the inadequacy of traditional evaluation metrics, a structured agentic approach can
successfully overcome these challenges. We introduced TFHE-CODER, a three-phase framework
that integrates prompt formalization, retrieval-augmented generation, and a critical security verifi-
cation loop to reliably guide LLM agents.

Our comprehensive evaluation demonstrates that our framework enables the generation of code that
is simultaneously functional and verifiably secure—a task at which baseline methods consistently
fail. Furthermore, we showed that a structured decomposition strategy can extend this capability
to complex, compositional tasks that are otherwise unsolvable. By establishing a robust method-
ology and benchmark for secure TFHE code generation, this work takes a significant step toward
democratizing secure computation. Our framework effectively lowers the barrier to entry, enabling
developers without deep cryptographic knowledge to correctly and safely utilize advanced privacy-
preserving technologies. Ultimately, TFHE-CODER serves as a blueprint for developing LLM
agents in other security-critical domains, proving that with the right scaffolding, these models can
be transformed from unreliable assistants into valuable partners for secure software engineering.

8 ETHICS STATEMENT

Large language models (LLMs) were used to check grammer and polish writing.

9 REPRODUCIBILITY STATEMENT
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A APPENDIX

A FULL CODE EXAMPLE: BITWISE RELU

Below is a full working example for a bitwise ReLU operation. Listing 1 provides a complete,
runnable C program demonstrating the plaintext bitwise logic, which reads an integer from standard
input. Listing 2 shows the full, equivalent implementation using the TFHE library.

#include <stdio.h>
#include <stdint.h>

// Plaintext bitwise ReLU for a 32-bit signed integer.
int32_t relu(int32_t input) {

int32_t mask = input >> 31;

int32_t output = input & “mask;

return output;

}

int main () {
int32_t input_val;

scanf ("%d", &input_val);
printf ("$d\n", relu(input_val));

return 0;

Listing 1: Complete, runnable plaintext C code for bitwise ReLU.

#include <tfhe/tfhe.h>
#include <tfhe/tfhe_io.h>
#include <stdio.h>
#include <assert.h>

// The plaintext relu function would be included here
int32_t relu(int32_t input);

int main () {
// 1. Generate a keyset
const int minimum_lambda = 110;

TFheGateBootstrappingParameterSet+ params =
new_default_gate_bootstrapping_parameters (minimum_lambda) ;

// Generate a deterministic key for reproducibility

uint32_t seed[] = { 314, 1592, 657 };
tfhe_random_generator_setSeed(seed, 3);

12
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TFheGateBootstrappingSecretKeySet* key =
new_random_gate_bootstrapping_secret_keyset (params) ;

int32_t plaintextl;
scanf ("%d", &plaintextl);

// 2. Encrypt the 32-bit signed integer bit by bit
LweSamplex ciphertextl = new_gate_bootstrapping_ciphertext_array (32,
params) ;
for (int i = 0; i < 32; i++) {
bootsSymEncrypt (&ciphertextl[i], (plaintextl >> i) & 1, key);
}

// 3. Homomorphically compute ReLU: result = input & “mask
LweSample* result = new_gate_bootstrapping_ciphertext_array (32,
params) ;

LweSample* mask = new_gate_bootstrapping ciphertext_array (32, params)

r

// 3a. Create a 32-bit mask from the encrypted sign bit (bit 31)
for (int i=0; 1<32; i++){

bootsCOPY (&mask[i], &ciphertextl[31], &key->cloud);
}

// 3b. Invert the mask homomorphically
for (int i=0; i<32; i++) {

bootsNOT (&mask [i], &mask[i], &key->cloud);
}

// 3c. Compute the final result: input & "mask
for (int i = 0; 1 < 32; i++){

bootsAND (&result[i], &ciphertextl[i], &mask[i], &key—->cloud);
}

// 4. Decrypt the result for verification
int32_t final_ result = 0;
for (int i = 0; 1 < 32; i++) {
int bit = bootsSymDecrypt (&result[i], key);
final_result |= (bit << 1i);
}
printf ("$d\n", final_ result);

// Verify against the plaintext function
assert (final_result == relu(plaintextl));

// Cleanup
delete_gate_bootstrapping_ciphertext_array

(32, mask);
delete_gate_bootstrapping_ciphertext_array (3

(3

)

)

2
2, result);
2, ciphertextl);

r

delete_gate_bootstrapping_ciphertext_array
delete_gate_bootstrapping_secret_keyset (key
delete_gate_bootstrapping_parameters (params

r

return 0;

Listing 2: Full secure TFHE implementation for bitwise ReLLU.
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