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Abstract

Quantization and fine-tuning are crucial for deploying large language models
(LLMs) on resource-constrained edge devices. However, fine-tuning quantized
models presents significant challenges, primarily stemming from: First, the mis-
match in data types between the low-precision quantized weights (e.g., 4-bit) and
the high-precision adaptation weights (e.g., 16-bit). This mismatch limits the
computational efficiency advantage offered by quantized weights during infer-
ence. Second, potential accuracy degradation when merging these high-precision
adaptation weights into the low-precision quantized weights, as the adaptation
weights often necessitate approximation or truncation. Third, as far as we know,
no existing methods support the lossless merging of adaptation while adjusting
all quantized weights. To address these challenges, we introduce lossless ternary
adaptation for quantization-aware fine-tuning (LoTA-QAF). This is a novel fine-
tuning method specifically designed for quantized LLMs, enabling the lossless
merging of ternary adaptation weights into quantized weights and the adjustment
of all quantized weights. LoTA-QAF operates through a combination of: i) A
custom-designed ternary adaptation (TA) that aligns ternary weights with the quan-
tization grid and uses these ternary weights to adjust quantized weights. ii) A
TA-based mechanism that enables the lossless merging of adaptation weights. iii)
Ternary signed gradient descent (t-SignSGD) for updating the TA weights. We
apply LoTA-QAF to Llama-3.1/3.3 and Qwen-2.5 model families and validate
its effectiveness on several downstream tasks. On the MMLU benchmark, our
method effectively recovers performance for quantized models, surpassing 16-bit
LoRA by up to 5.14%. For task-specific fine-tuning, 16-bit LoRA achieves supe-
rior results, but LoTA-QAF still outperforms other methods. Code is available in
github.com/KingdalfGoodman/LoTA-QAF.

1 Introduction

Large language models (LLMs) have showcased exceptional proficiency in natural language pro-
cessing, driving advancements in applications such as complex reasoning (Hadi et al., 2023), code
generation (Jiang et al., 2024), and conversational AI systems (McTear and Ashurkina, 2024). How-
ever, their immense computational costs present significant challenges, particularly when deploying
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Figure 1: Comparison of 5-shot MMLU accuracy (%), fine-tuned on the Alpaca dataset. GPTQ+LoRA
(4-bit & 16-bit) uses 4-bit base and 16-bit adapter weights. QA-LoRA and LoTA-QAF operate at
4-bit after merging adapters into quantized weights. Details in Table 1.

these models on resource-constrained edge devices (Wan et al., 2023). To overcome this hurdle,
quantization techniques have emerged as a critical approach to model compression, effectively re-
ducing memory demands and computational complexity by quantizing model weights to lower bit
precision. Furthermore, deploying on edge devices not only necessitates model compression but also
requires the models to handle specialized tasks, which require the integration of domain-specific
knowledge. Consequently, there is growing attention on fine-tuning LLMs to align with specific
tasks under quantization constraints. One prominent approach designed for this scenario is QLoRA
(Dettmers et al., 2023), which integrates low-rank adaptation with quantization. It quantizes the
pretrained weights to 4-bit precision, significantly reducing the static memory footprint. Subsequently,
16-bit precision LoRA adapters are trained on top of these quantized weights, achieving efficient and
low-cost fine-tuning.

Nevertheless, directly applying adapters to fine-tuning quantized models introduces notable challenges
that can hinder efficiency and performance. The first challenge arises during inference, where the
interaction between low-precision weights (e.g., 4-bit) and high-precision adapter weights (e.g., 16-
bit) can impair computational efficiency. This mismatch introduces computational overhead that can
diminish the inference speedups from quantization (Jeon et al., 2024). The second challenge occurs
when merging high-precision LoRA adapters into the low-precision quantized weights. During this
process, the adapters must inevitably be quantized or truncated to the lower bit width (Bondarenko
et al., 2024; Guo et al., 2024). This reintroduction of quantization error at the adapter level, despite
the adapters’ aim to correct model quantization errors, leads to fine-tuning accuracy degradation. The
third challenge is that existing lossless adapter merging schemes (Xu et al., 2023) only allow for
adjustment of quantization parameters, rather than direct modification of the quantized weights. This
significantly limits the adapter’s capacity for effective fine-tuning.

These challenges highlight the development of fine-tuning methods integrated within a quantization
framework, namely quantization-aware fine-tuning (QAF). In this paper, we present LoTA-QAF, a
lossless ternary adaptation fine-tuning method for quantized pretrained language models. Specifically,
LoTA-QAF operates through a combination of three key components: i) A custom-designed ternary
adaptation (TA) that includes trainable ternary adapters, which form an auxiliary matrix to adjust
the quantized weights within the target quantization grid, instead of merely adjusting quantization
parameters. ii) A TA-based lossless merging mechanism that utilizes the auxiliary matrix to generate
a ternary matrix and an offset matrix, subsequently updating the quantized weights and zero factors.
This mechanism preserves the low-bit computational efficiency and avoids fine-tuning accuracy
degradation. iii) Ternary signed gradient descent (t-SignSGD) is employed to update the trainable
ternary adapters during fine-tuning.

We apply LoTA-QAF to the Llama-3.1/3.3 and Qwen-2.5 model families, validating its effectiveness
in performance recovery and task-specific alignment for quantized models. Figure 1 illustrates the
MMLU benchmark results, demonstrating that LoTA-QAF consistently outperforms other methods,
especially at 2-bit. It should be noted that LoRA employs 16-bit adapters (inference with 4-bit model
weights and 16-bit adapters), which cannot be losslessly merged into quantized weights. In contrast,
both LoTA-QAF and QA-LoRA can achieve lossless merging (inference with only 4-bit model
weights). However, QA-LoRA only indirectly compensates for quantization errors by adjusting zero
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factors via its adapter, lacking the capability to directly modify the quantized weights. Building on
this, our main contributions include:

• We present LoTA-QAF, which adjusts quantized weights within the quantization grid and
facilitating the lossless merging of ternary adapters into the quantized weights. As a result,
LoTA-QAF preserves low-bit computational efficiency and avoids accuracy degradation.

• We introduce ternary signed gradient descent (t-SignSGD), a novel optimizer for ternary
adapters. It leverages sign-based updates with dynamic percentile-based thresholding
to selectively adjust ternary adapter weights, thereby effectively optimizing these highly
constrained parameters.

• LoTA-QAF demonstrates effectiveness in two key quantization-aware fine-tuning scenarios,
achieving strong performance while maintaining the inference efficiency of quantized
models. For performance recovery, LoTA-QAF shows up to 5.14% improvement over LoRA
on Qwen 2.5 14B 2-bit. In task-specific tuning, while trailing LoRA (16-bit adapters),
LoTA-QAF still outperforms other methods. Regarding inference efficiency, LoTA-QAF is
1.7x-2.0x faster than LoRA after adapters are merged into quantized weights.

2 Related Work

Quantization of LLMs. Quantization techniques fundamentally reduce memory requirements and
improve computational efficiency by lowering the bit precision of model weights. However, the
precision loss inherent in quantization inevitably leads to a decline in the performance of quantized
models (Kumar et al., 2024). Consequently, recovering the performance of quantized models is a
crucial research topic in the field. Post-training quantization (PTQ) offers a fast compression solution
without requiring retraining. One approach, GPTQ (Frantar et al., 2022), employs approximate
second-order information during the quantization process, compensating for the quantization errors
progressively. In addition, other approaches aim to address outliers, such as AWQ (Lin et al., 2024),
which identifies and protects salient weights by scaling channels based on activation statistics. QuaRot
(Ashkboos et al., 2024) uses randomized Hadamard transformations to remove outliers from the
hidden state. Nevertheless, PTQ cannot adapt models to downstream tasks because it is applied after
training.

Quantization-aware training (QAT), which integrates quantization simulation during training (Chen
et al., 2024; Liu et al., 2023), not only helps performance recovery but also aligns quantized models
with specific tasks. LLM-QAT (Liu et al., 2023) introduces QAT for LLMs using a data-free
distillation approach to preserve the original model’s output distribution. Efficient-QAT (Chen et al.,
2024) proposes a two-stage strategy involving block-wise training of all parameters and end-to-end
training of quantization parameters. HALO (Ashkboos et al., 2025) introduces Hadamard rotations
during both forward and backward passes to mitigate outliers in low-precision training. However, the
computational cost of QAT remains a significant challenge.

Quantization-Aware Fine-Tuning of LLMs. To maintain the low computational cost of quantiza-
tion, while achieving performance recovery and alignment with specific tasks through fine-tuning,
Bondarenko et al. (2024); Dettmers et al. (2023); Xu et al. (2023) explore quantization-aware fine-
tuning (QAF) of large language models (LLMs). Specifically, the pivotal work, QLoRA (Dettmers
et al., 2023), employs fine-tuning of LoRA adapters over a frozen quantized model. LoftQ (Li
et al., 2023b) finds an optimized low-rank initialization for adapters. RoLoRA (Huang et al., 2024)
incorporates rotation mechanisms during LoRA fine-tuning over quantized weights to mitigate outlier.
LR-QAT (Bondarenko et al., 2024) trains adapters within the QAT framework, making the adapters
quantization-aware. QA-LoRA (Xu et al., 2023) focuses on enabling a lossless merge of the trained
adapter into the quantized weights. It achieves this by structuring the adapter to align with group-wise
quantization parameters, allowing the adapter’s influence to be absorbed into the zero factors.

Based on our literature review, the closest work to ours is QA-LoRA, which achieves lossless merging
of adapters. However, QA-LoRA only adjusts the zero factors in group-wise quantization using the
adapter, which restricts its fine-tuning capability. In contrast, our LoTA-QAF allows fine-tuning of all
quantized weights within the quantization grid while maintaining the lossless merge property.
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Figure 2: Comparison of prior adaptation methods with LoTA-QAF. A merge can result in efficiency
loss, where model weights are de-quantized to preserve the adapter’s precision but sacrifice inference
efficiency, or accuracy loss, where the adapter’s precision is sacrificed to maintain low-bit inference.
A lossless merge avoids this trade-off because adapter weights are utilized identically during both the
training and inference (after merge), ensuring the adapter’s learned effect is fully preserved.

3 Method

3.1 Preliminaries

Low-Rank Adaptation. The pre-trained weight matrix W ∈ RDin×Dout is frozen during the fine-
tuning process, where Din and Dout represent the input and output dimensions, respectively. To enable
efficient fine-tuning, trainable adapters A ∈ RDin×r and B ∈ Rr×Dout are introduced, where the rank
r ≪ min(Din, Dout). These adapters are multiplied to form a low-rank matrix AB, which fine-tuning
model with significantly fewer trainable parameters. The modified forward pass is computed as

y = (W +
α

r
AB)Tx, (1)

where A is initialized with random Gaussian distribution, while B is initialized to zero. Here, α is a
constant scaling factor that adjusts the magnitude of the low-rank update.

Asymmetric Affine Quantization. We perform N -bit affine quantization on the weight matrix W,
the quantization process maps W to an integer matrix Wint. The dequantized approximation Wq as
follows:

Wq = sWint + z = s

⌊
W − z

s

⌉
+ z, (2)

where the scaling factor s = (max(W) −min(W))/(2N − 1) and the zero factor z = min(W).
The symbol ⌊·⌉ denotes rounding to the nearest integer. All elements in the integer matrix Wint
belong to the set {0, 1, . . . , 2N − 1}.

3.2 Lossless Ternary Adaptation

When fine-tuning quantized models using low-rank adaptation to compensate for quantization loss or
adapt to a specific task, the key aspect is adjusting quantized weights Wint. Moreover, the merge
process should not quantize or truncate the adapter weights, which would reintroduce quantization
errors at the adapter level. Consequently, we design the ternary adaptation, which losslessly merges
the ternary adaptation into the quantized weights. This adaptation utilizes trainable ternary adapters
AT ∈ {−1, 0, 1}Din×r and BT ∈ {−1, 0, 1}r×Dout . Consistent with low-rank adaptation principles,
the rank r ≪ min(Din, Dout). For initialization, we apply Kaiming normal initialization (He et al.,
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Figure 3: Illustration of LoTA-QAF. The process is demonstrated using a small 4x4 matrix under
4-bit quantization, with adapter rank r set to 3 and threshold ω to 1. Notably, quantized weights
have boundary values (e.g., 0 and 15 for 4-bit, where 15 cannot be incremented and 0 cannot be
decremented), requiring overflow prevention.

2015) to AT and then ternarize its elements using a threshold, calculated as 0.75 times the mean
absolute value of the sampled weights (Li et al., 2016), while BT is initialized to zeros.

Notably, the product of the ternary adapters AT and BT forms the auxiliary matrix ∆W = ATBT. Its
elements ∆Wij are integers within the range [−r, r], where i ∈ {1, . . . , Din} and j ∈ {1, . . . , Dout}.
The auxiliary matrix ∆W is mapped to the ternary matrix Ŵ ∈ {−1, 0, 1}Din×Dout using a threshold
ω ∈ (0, r), as follows:

Ŵij = sign(∆Wij) · I|∆Wij |>ω, (3)
where sign(·) denotes the sign function, and I|∆Wij |>ω represents the indicator function, which eval-
uates to 1 if |∆Wij | > ω and 0 otherwise. The resulting ternary matrix Ŵ has the same dimensions
as the quantized weight matrix Wint. Consequently, Ŵ is used to adjust the quantized weights Wint,
compensating for quantization errors or adapting the model to specific tasks. Additionally, Ŵ can be
losslessly merged into Wint after fine-tuning, preserving the inference efficiency of the quantized
weights. We provide further analysis of the threshold ω in Section 4.3.

Furthermore, an offset factor µ is introduced, which represents an average offset relative to ∆W, and
ultimately absorbed into the zero factor. The calculation of µ relies on the offset matrix W̃. This
offset matrix W̃ and the offset factor µ are then computed as:

W̃ij = ∆Wij − ωŴij

µ =

∑Din
i=1

∑Dout
j=1 W̃ij

DinDout
,

(4)

where offset factor µ can be performed at different granularity, such as per-tensor, per-group, or
per-channel, depending on the specific quantization method employed.

Following the fine-tuning stage, the lossless ternary adaptation merge mechanism is defined as:

W′
int = Wint + Ŵ

z′ = z + sµ
(5)

where the final weights W′
int belong to the set {0, 1, . . . , 2N − 1}. Equivalently, the forward pass of

the unmerged module is defined as y = (s ·W′
int + z′)Tx. Therefore, the lossless ternary adaptation
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preserves low-bit computational efficiency and avoids the reintroduction of quantization loss at the
adapter level.

3.3 Ternary Signed Gradient Descent

Inspired by the application of signed gradient descent (SignSGD) for quantization-related parameter
updates in AutoRound (Cheng et al., 2023), we propose t-SignSGD for optimizing ternary adapters.
Indeed, Balles et al. (2020); Li et al. (2024, 2023a); Safaryan and Richtárik (2021) demonstrate
that SignSGD is beneficially applied to updates within discrete and constrained domains. This
characteristic is highly relevant to our ternary adapters, which are constrained to the discrete values
{−1, 0, 1}. Specifically, our proposed t-SignSGD performs updates on the ternary adapters (e.g.,
AT). Let gt = ∇ATL|AT,t denote the gradient at iteration t. To focus updates on prominent gradients,
we employ a fixed minimum gradient threshold τ (e.g., 1× 10−9) and a dynamic percentile-based
threshold σt. The threshold σt is determined at each iteration t based on a specific percentile of the
gradient magnitudes, selecting a certain proportion of the largest gradients for update. This proportion
of selected gradients is initially the top 5% and then linearly decays to 0.01% during training. The
t-SignSGD update is performed as follows:

AT,t+1 = clip
(
AT,t − sign(gt) · I|gt|>max(τ,σt),−1, 1

)
, (6)

where the indicator function I(·) equals 1 if the condition (|gt| > max(τ, σt)) is satisfied, and 0
otherwise. The clip(·,−1, 1) function ensures that the updated adapter weights AT,t+1 are strictly
constrained to ternary set {−1, 0, 1}. Notably, Eq. (6) does not use a learning rate to scale the sign
of the gradient. Instead, if a ternary adapter weight AT is selected for an update (i.e., its gradient
magnitude |gt| exceeds the threshold max(τ, σt)), its value is adjusted by −sign(gt). Therefore, the
threshold σt play a crucial role in determining the selectivity of updates. By targeting only the top
percentile of gradient magnitudes (e.g., the top 5%), σt acts as an adaptive mechanism that focuses
updates on the most salient ternary adapter weights at each iteration t.

The convergence of t-SignSGD is primarily governed by its update rule, which is designed for the
discrete and bounded nature of the ternary adapters. The key component is the indicator function
I|gt|>max(τ,σt) in Eq. (6), which acts as an adaptive and dynamic selection mechanism. It ensures
stable convergence in two ways: i) Stability via noise filtering (preventing oscillation). In discrete
optimization, small, noisy gradients can cause parameters to oscillate unstably between states (e.g.,
flipping between 0 and 1). Our thresholding mechanism filters out these low-magnitude gradients,
ensuring that updates are only performed when the gradient signal is strong and reliable. This
addresses the core challenge in sign-based methods related to low signal-to-noise ratios, effectively
preventing unstable "jitter" and promoting a smoother convergence path. ii) Convergence via
annealing-like dynamics. The decaying percentile threshold σt introduces an annealing-like, coarse-
to-fine search strategy. Early in training (σt is high), the top percentile of gradients triggers updates.
This focuses the optimization on the most impactful parameters, allowing the model to quickly
perform "broad-stroke" adjustments and find a promising region in the vast solution space. Later in
training (σt is low), allowing for more fine-grained adjustments. This enables the model to refine its
solution within the promising region, analogous to the exploitation phase in classic search algorithms.
This dynamic balance between exploration and exploitation is a well-known strategy for improving
convergence in complex landscapes. Further analysis of parameters and convergence is provided in
Section 4.3.

4 Experiments

4.1 Experimental setup

Models and Quantization. We conduct experiments on several large language models: Llama 3.1
8B, Qwen 2.5 14B, Qwen 2.5 32B, and Llama 3.3 70B. GPTQ (Frantar et al., 2022) asymmetric
quantization is applied to all these models, with a group size of 64 for Llama 3.1 8B and Qwen 2.5
14B, and 128 for Qwen 2.5 32B and Llama 3.3 70B. For calibration, we use 1024 samples from the
C4 dataset (Raffel et al., 2019).

Tasks. We focus on quantization-aware fine-tuning (QAF) and implement two fine-tuning
paradigms: performance-recovery and task-specific. For performance-recovery fine-tuning, we
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Table 1: Accuracy (%) of performance-recovery and task-specific. An em dash (–) indicates unob-
tainable results, as the evaluation script requires strict format alignment with fine-tuning data.

Method #Bit
MMLU (5-shot) Task-Specific (0-shot)

Hums. STEM Social Other Avg. GSM8K SQL ViGGO

LLaMA-70B 16 80.30 75.26 88.94 84.58 82.23 – – –
GPTQ 4 80.09 75.04 88.79 84.39 81.81 – – –
GPTQ+LoRA 4+16 80.19 74.98 88.79 84.39 81.83 90.14 82.90 89.72
QA-LoRA 4 80.11 75.01 88.89 84.29 81.81 84.32 77.65 85.35
LoTA-QAF 4 80.12 75.07 88.82 84.36 81.84 87.04 78.50 86.46
GPTQ 3 77.62 71.30 86.38 82.17 79.13 – – –
GPTQ+LoRA 3+16 77.58 71.27 86.48 82.23 79.14 88.17 80.20 88.09
QA-LoRA 3 77.66 71.27 86.45 82.07 79.13 82.65 75.80 76.38
LoTA-QAF 3 77.68 71.30 86.42 82.36 79.20 83.24 77.40 85.38
GPTQ 2 39.00 35.08 46.83 46.64 41.53 – – –
GPTQ+LoRA 2+16 52.58 45.86 65.91 62.63 56.22 67.54 72.70 79.35
QA-LoRA 2 50.03 44.08 61.68 58.83 53.20 61.80 70.70 68.44
LoTA-QAF 2 52.96 47.10 67.34 62.83 56.98 63.98 73.40 75.38

Qwen-32B 16 77.95 82.43 88.72 84.96 82.92 – – –
GPTQ 4 77.90 82.11 88.56 83.71 82.47 – – –
GPTQ+LoRA 4+16 78.13 82.46 88.59 83.52 82.59 83.09 88.70 77.29
QA-LoRA 4 77.98 82.02 88.63 83.68 82.48 76.82 86.80 70.93
LoTA-QAF 4 78.07 82.33 88.76 84.10 82.70 78.74 87.60 76.18
GPTQ 3 75.66 79.45 87.36 81.17 80.29 – – –
GPTQ+LoRA 3+16 75.75 79.42 87.46 81.53 80.42 82.34 88.90 74.70
QA-LoRA 3 75.58 79.42 87.33 81.43 80.31 75.44 80.60 57.20
LoTA-QAF 3 76.00 79.51 87.59 81.43 80.53 76.04 83.20 60.94
GPTQ 2 34.03 32.54 37.60 39.46 35.68 – – –
GPTQ+LoRA 2+16 44.06 43.04 54.92 54.23 48.46 57.55 82.40 69.99
QA-LoRA 2 39.34 42.02 53.04 54.49 46.30 54.74 80.40 55.44
LoTA-QAF 2 47.31 45.42 60.87 59.93 52.65 57.92 82.20 63.71

Qwen-14B 16 74.71 77.86 87.46 82.39 79.91 – – –
GPTQ 4 74.79 76.91 87.26 81.88 79.57 – – –
GPTQ+LoRA 4+16 74.79 77.04 87.42 81.94 79.65 80.06 87.70 74.05
QA-LoRA 4 74.90 76.78 87.36 81.82 79.58 76.10 83.90 68.47
LoTA-QAF 4 74.86 77.20 87.52 82.14 79.77 78.37 84.50 71.10
GPTQ 3 71.07 72.41 84.24 79.79 76.19 – – –
GPTQ+LoRA 3+16 71.48 73.20 84.37 80.11 76.60 72.18 87.40 71.93
QA-LoRA 3 71.16 72.79 84.21 79.88 76.31 66.49 77.30 57.36
LoTA-QAF 3 71.54 72.79 84.76 80.17 76.63 70.36 79.50 64.45
GPTQ 2 30.01 32.03 33.57 32.15 31.72 – – –
GPTQ+LoRA 2+16 39.17 41.29 48.13 43.90 42.66 37.23 80.60 61.59
QA-LoRA 2 33.79 36.60 42.18 49.79 39.80 34.69 58.10 43.87
LoTA-QAF 2 45.23 42.85 55.44 49.15 47.80 36.25 62.80 52.63

LLaMA-8B 16 64.17 60.39 77.64 73.09 68.25 – – –
GPTQ 4 62.19 58.71 76.37 72.93 66.89 – – –
GPTQ+LoRA 4+16 62.57 58.33 76.73 73.22 67.08 70.20 76.70 88.64
QA-LoRA 4 62.06 58.71 76.54 73.25 66.96 68.69 74.10 51.15
LoTA-QAF 4 62.95 58.55 76.70 72.93 67.18 70.05 74.60 60.30
GPTQ 3 32.48 36.66 39.42 49.08 38.61 – – –
GPTQ+LoRA 3+16 50.24 46.91 63.24 60.80 54.68 65.66 75.80 82.20
QA-LoRA 3 45.55 46.94 61.33 59.35 52.37 62.17 72.20 43.86
LoTA-QAF 3 49.71 49.29 65.29 62.63 55.89 63.53 73.10 55.96
GPTQ 2 25.89 27.53 26.71 26.30 26.53 – – –
GPTQ+LoRA 2+16 27.21 28.64 26.91 26.68 27.35 34.12 72.50 80.70
QA-LoRA 2 25.70 26.67 27.72 26.62 26.56 17.36 56.20 37.18
LoTA-QAF 2 28.25 26.90 28.44 30.51 28.49 19.48 67.00 41.98
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utilize the Alpaca (Taori et al., 2023) and subsequently evaluate 5-shot performance on the Massively
Multitask Language Understanding (MMLU) benchmark (Hendrycks et al., 2020). For task-specific
fine-tuning, we select three datasets: GSM8K (Cobbe et al., 2021), with 7.47k training and 1.32k
test samples; SQL generation (Yu et al., 2018; Zhong et al., 2017), with 30k training and 1k test
samples; ViGGO (Juraska et al., 2019), with 5.1k training and 1.08k test samples. We use the
lm-eval framework (Gao et al., 2024) to test the MMLU benchmark and follow the custom evaluation
framework from HALO (Ashkboos et al., 2025) for the task-specific evaluations. These datasets are
chosen because they represent diverse specialized tasks that present unique challenges and require
distinct model capabilities. Their inclusion allows us to clearly illustrate the practical significance of
the QAF approaches in developing quantized models for specific applications.

Baselines and Hyper-parameters. We benchmark LoTA-QAF against two state-of-the-art methods:
LoRA (Hu et al., 2022) and QA-LoRA (Xu et al., 2023). For fine-tuning quantized models to recover
performance and align them with specific tasks, LoRA remains a widely adopted method (applied to
GPTQ-quantized models, it can be considered a QLoRA (Dettmers et al., 2023) variant). Although
LoRA introduces 16-bit adapters, resulting in reduced inference efficiency, the 16-bit precision of its
adapters also enables more precise adjustment of the quantized weights. Moreover, as the closest
work to ours, QA-LoRA maintains low-bit inference efficiency by lossless merging the adapters into
zero factors.

Following QA-LoRA, we use a paged AdamW optimizer, a maximum gradient norm of 0.3, a batch
size of 64, a source length of 1024, and a target length of 256. For performance-recovery fine-tuning,
we set the learning rate to 1 × 10−5 for the 8B and 14B models, and 5 × 10−6 for the 32B and
70B models. The number of fine-tuning steps is 300 for Alpaca. For task-specific fine-tuning, the
learning rate is set to 5 × 10−4 for the 8B and 14B models, and 1 × 10−4 for the 32B and 70B
models. Single-epoch experiments are performed on the training sets of GSM8k, SQL generation, and
ViGGO. Regarding adapter settings, the rank r is 64 for the 8B and 14B models, and 32 for the 32B
and 70B models. Additionally, the coefficient α is twice the rank. Regarding the hyper-parameters
of LoTA-QAF, we set the threshold ω to 0.75r for Alpaca, GSM8K and SQL generation, and ω
to 0.875r for ViGGO. The dynamic percentile-based threshold, σt, is initialized to the top 5% and
linearly decays to 0.1% during the first 80% of the training phase. For the final 20% of training (i.e.,
from 80% to 100% completion), it is fixed at 0.01%. Section 4.3 provides a detailed analysis of ω
and σt. All experiments are conducted on one NVIDIA A800 GPU.

4.2 Main Results

Performance-Recovery Fine-Tuning. For performance-recovery fine-tuning, our objective is to
restore the performance of quantized models to the level of the 16-bit base models. As Table 1 shows,
across four model sizes and three quantization bits, the three quantization-aware fine-tuning (QAF)
methods all achieve improvements compared to the quantized baseline. For instance, with 3-bit
quantization, the fine-tuned performance surpasses that of the quantized model by up to 17.28%
on Llama 3.1 8B. Similarly, for 2-bit quantization, the fine-tuned performance exceeds that of the
quantized model by up to 16.97% on Qwen 2.5 32B. This indicates that in the low-bit regimes,
there remains a performance potential that existing Post-Training Quantization (PTQ) methods may
not fully exploit, but which can be harnessed through fine-tuning. This highlights the significant
development potential of QAF methods.

Furthermore, LoTA-QAF outperforms LoRA (GPTQ+LoRA in Table 1) and QA-LoRA. On Qwen
2.5 14B 2-bit, LoTA-QAF improves performance by 5.14% compared to LoRA, the second-best per-
forming method in this comparison. This superiority is attributed to LoTA-QAF directly adjusting the
quantized weights and aligning with the quantization grid, which effectively recovers performance lost
by quantization. In contrast, while LoRA utilizes a 16-bit adapter, it lacks a direct quantization-aware
mechanism. As noted earlier, QA-LoRA only adjusts the zero factors in group-wise quantization,
which limits its fine-tuning capability.

Task-Specific Fine-Tuning. For task-specific fine-tuning, the objective is to enable quantized
models to acquire the knowledge and patterns specific to particular tasks. This necessitates that
the model learn fine-grained capabilities specific to the task, rather than merely recovering general
abilities. As shown in Table 1, LoTA-QAF outperforms QA-LoRA but is surpassed by LoRA. LoRA’s
16-bit adapter possesses a higher representational capacity, enabling it to more effectively capture
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Figure 4: Further analysis of LoTA-QAF

these complex task-specific details. This higher precision is particularly crucial for heavily quantized
models (e.g., 2-bit models). However, it is important to note the difference in inference efficiency:
LoTA-QAF and QA-LoRA perform low-bit inference once their adapters are merged, whereas
inference with LoRA requires computation involving the 16-bit adapter (as detailed in Section 4.3).

4.3 Further Analysis of LoTA-QAF
Hyper-parameter Analysis. We investigate the hyper-parameters ω of the ternary adapter (TA)
and σt of ternary signed gradient descent (t-SignSGD) through parameter experiments conducted on
GSM8K with 4, 3 and 2 bit-widths of the Llama 3.1 8B model, with results shown in Fig. 4. First,
TA employs a threshold ω to determine the extent to which it influences the quantized weights. This
threshold ω is analogous to the LoRA coefficient α in Equation 1. A smaller ω allows values in the
auxiliary matrix ∆W to affect the quantized weights more readily, as detailed in Equations 3 and 5.
Specifically, the threshold ω is a hyper-parameter related to the rank r. We set the rank r to 64 for the
8B model and experiment with ω values of {40, 44, 48, 52, 56, 60}. We observe that setting ω to 48
yields favorable performance across all three bit-widths. Notably, for 2-bit quantization, a relatively
larger ω achieves better experimental results. This is because, in 2-bit quantization, each quantized
weight possesses only four possible values. Consequently, updating the quantized weights with a
larger ω, which exerts a more conservative influence, leads to improved outcomes.
Second, the dynamic percentile-based threshold σt (where t is the iteration step) acts as a learning
rate in t-SignSGD, as explained in Equation 6. We conduct parameter experiments by selecting initial
σt values corresponding to the top {9.5%, 8.0%, 6.5%, 5.0%, 3.5%, 2.0%} of gradient magnitudes.
For the 8B model, an initial σt of 5.0% (representing the top 5.0% of gradients) consistently yields
favorable results. Conversely, selecting smaller initial σt values leads to a noticeable decline in
performance for both 3-bit and 2-bit quantization. This observation can be attributed to the nature
of task-specific fine-tuning, which necessitates more substantial adjustments to model parameters
compared to recovery performance. This aligns with our general learning rate strategy for LoRA and
QA-LoRA, where the learning rate for recovery performance is set lower than that for task-specific
fine-tuning. Further hyper-parameter analysis is provided in the Appendix B.

Efficiency Analysis. We measure the inference speed and memory usage of LoRA (utilizing a
forward pass with 4-bit quantized weights and 16-bit adapters) and LoTA (where the adapter is
losslessly merged into the quantized weights). These measurements are conducted on the ViGGO
dataset using the Llama 3.1 8B model with 4, 3 and 2 bit-widths quantization. For 4-bit and 2-bit
quantized models, the TritonV2QuantLinear kernel is used. For the 3-bit quantized model, the
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TorchQuantLinear kernel is employed. To evaluate inference speed, we measure throughput (tokens
per second) with batch sizes ranging from 8 to 128 and a maximum inference length of 512 tokens.
The speedup ratio, benchmarked against the slowest configuration (3-bit quantized weights with
LoRA), is reported in Fig.4. LoTA achieves speedups of 1.9x, 1.7x, and 2.0x over LoRA across these
respective bit-widths, revealing the efficiency gains from merging the adapter post fine-tuning. In
terms of memory usage, LoTA also exhibits a slight advantage.

Convergence Analysis. Regarding convergence, we evaluate LoRA and LoTA on Llama 3.1 8B
for SQL generation with 4, 3 and 2 bit-widths quantization. LoRA achieves best convergence across
all three bit-widths. Notably, at 2-bit, LoRA reaches a convergence loss of 0.132, whereas LoTA
achieves 0.375, showing LoRA’s 16-bit adapter stability. However, LoTA, optimized with t-SignSGD,
also converges. For 4-bit and 3-bit quantization, its convergence loss differs from LoRA < 0.01.
Considering that LoTA can be losslessly merged into the quantized weights, whereas LoRA cannot,
this makes LoTA a highly competitive method, especially when deployment efficiency is a priority.

5 Conclusion
Fine-tuning quantized LLMs for edge devices suffers from merging issues. LoTA-QAF enables
in-grid adjustment of all quantized weights and lossless merging of ternary adapters using novel
ternary adaptation and ternary signed gradient descent (t-SignSGD), and preserves performance by
avoiding merging-induced accuracy loss. The Appendix details ternary adapters implementation,
further parameters analysis, training efficiency analysis, limitations, and future work.
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NeurIPS Paper Checklist
1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: The abstract and introduction clearly define this paper’s main contributions
and scope. These contributions, summarized at the end of the Introduction (Section 1), are
further detailed and supported in the Experiments (Section 4.2). All claims accurately reflect
the presented results, and the paper’s scope is clearly delineated.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: Yes, we discuss the limitations of our work. For instance, the convergence prop-
erties of our proposed method are analyzed in the Experiments (Section 4.3). Furthermore,
a broader discussion of the work’s limitations is provided in the Appendix.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
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Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
Justification: This paper does not present new mathematical theorems, or formal proofs.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: Our method LoTA-QAF process is detailed in the Method (Section 3) and
illustrated in Fig. 3. Full experimental settings are disclosed in the Experiments (Section 4).
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
Answer: [Yes]
Justification: Yes, we provide open access to all data and code necessary to faithfully
reproduce the main experimental results presented in this paper. The supplementary material
contains our source code, all relevant datasets links, and a comprehensive README file. The
README provides clear, step-by-step instructions for environment setup, data preparation,
and script execution.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: Full experimental settings are disclosed in the Experiments (Section 4.1).
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: Our experimental results are based on multiple independent runs in Section 4.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: Yes, sufficient details of the compute resources required to reproduce our
experiments are provided at the end of Sections 4.1 and 4.3.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: We have thoroughly reviewed the NeurIPS Code of Ethics and confirm that all
research presented in this paper strictly adheres to its guidelines, encompassing data privacy,
responsible conduct, and transparent reporting of results and limitations.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: The paper discusses positive societal impacts. For instance, in the Introduction
(Section 1), we highlight that our high-efficiency method reduces computational costs,
contributing to environmental sustainability.
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Guidelines:
• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: This work does not release high-risk data or models.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: Yes, all existing assets used are publicly available, appropriately credited, and
their licenses and terms of use are respected. Citations are provided in the paper.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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• For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

• If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]

Justification: This paper does not introduce or release new public datasets or software
packages.

Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]

Justification: This research does not involve crowdsourcing experiments or new studies with
human subjects.

Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]

Justification: This research does not involve new studies with human subjects that would
require Institutional Review Board (IRB) approval.

Guidelines:
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• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: LLMs were not used as an important, original, or non-standard component of
the core research methods presented in this paper.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Implementation of Ternary Adapters

The PyTorch framework does not natively support ternary or torch.int2 data formats. Further-
more, the PyTorch deep learning training ecosystem primarily relies on floating-point computations.
Therefore, to seamlessly integrate into this established system, we simulate ternary data types by
representing values of {−1, 0, 1} using bfloat16.

For the process of forming the ternary matrix Ŵ via the auxiliary matrix ∆W = ATBT (as described
in Eq. (3) of the main text), we implement custom operations using Triton to enhance the execution
efficiency on GPUs. Moreover, we update the quantized weights Wint which requires boundary
checks 1 2. Specifically, through kernel fusion, Triton combines the formation of Ŵ and the
application of boundary checks (boolean masks) into a single, optimized GPU kernel. This fusion
minimizes overhead and contributes to maintaining acceptable training costs for the LoTA-QAF.

Notably, the implementation of ternary adapters faces challenges primarily due to framework limita-
tions. Methodologically, LoTA-QAF employs ternary adapters, which offer significant advantages
in storage and computational efficiency over 16-bit adapters. Consequently, further engineering for
production-level deployment is valuable and represents a promising avenue for future work (see
Section F). Currently, the training costs are acceptable with an implementation based on PyTorch and
accelerated by Triton. A detailed discussion on training efficiency is available in Section C.

B Hyper-parameters of LoTA-QAF

To further analyze the hyperparameters of LoTA-QAF, we focus on two aspects: i) the Llama 3.1
8B model across various datasets, specifically (a) MMLU, (b) SQL, and (c) ViGGO (with GSM8K
detailed in the main text); and ii) the Qwen 2.5 14B and 32B models on the GSM8K dataset, as
shown in (d) and (e). For all analyses of ω (defined in Eq. (3)), we set σt to 5%. For the analysis of
σt, we set ω to 0.75r (except 0.875r for ViGGO), where r is the rank. Other settings are detailed in
Section 4.1.

Overall, more detailed hyperparameter tuning can reveal accuracies (e.g., as shown in Fig. 5 (b))
that exceed those reported in main text Table 1. This is because different quantization bit-widths,
datasets, and model sizes often have their own more suitable parameter settings. The objective of our
further hyperparameter analysis is to identify the characteristics of these settings and understand the
LoTA-QAF properties they reflect.

For the Llama 3.1 8B model on various datasets: i) the ω parameter of the ternary adapters (TA,
defined in Eq. (3)) primarily determines how intensity Ŵ adjusts the quantized weights. For 4-bit
quantized models, a smaller ω can potentially yield gains (e.g., Fig. 5 (b), int4), attributed to the
robustness and adjustability of 4-bit models. However, for 3-bit and 2-bit quantization, a smaller
ω generally leads to poorer performance (e.g., Fig. 5 (b) and (c), int3 and int2). Indeed, for 2-bit
quantization, setting a higher ω to limit the adjustment intensity of Ŵ on quantized weights conversely
achieves higher accuracy (e.g., Fig. 5 (c), int2). ii) the σt parameter of t-SignSGD (defined in Eq. (6)),
which functions as the learning rate in t-SignSGD, selects for update ternary adapter weights with
gradient magnitudes in the top x%. For both SQL and ViGGO datasets (Fig. 5 (b) and (c)), employing
a larger σt results in higher accuracy. This aligns with our LoRA training configurations. Specifically,

1Two main approaches exist for performing these boundary checks: one is to decode the boundaries from the
quantized weights during each forward propagation, which adversely affects training efficiency. Consequently,
we adopt an alternative approach: we first identify the boundaries and then store them using a boolean packing
technique (def pack_bool_tensor()) for use in the forward propagation. While this method introduces some
memory overhead, the cost is acceptable as each boolean flag (1 bit) is packed.

2Boundary checks are not strictly necessary during the training phase for 4-bit or even 3-bit quantization,
as the probability of encountering boundary conditions is relatively low in schemes that utilize 16 or 8 distinct
values, respectively, especially considering that the number of values at the boundaries is typically smaller than
that of values near the center. However, for 2-bit quantization, which involves only 4 distinct values, boundary
checks become crucial. Specifically, neglecting boundary checks during training and only applying them when
loading or merging the adapter can lead to inconsistencies between training behavior and the operational results
of the adapter for 2-bit quantized models. In our experiments, we enable boundary checks universally (including
in training efficiency tests) to ensure consistency, even though they could be optionally disabled for 4-bit and
3-bit scenarios during training without a significant adverse impact.
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Figure 5: Parameter analysis for Llama 3.1 8B on various datasets in (a) MMLU, (b) SQL and (c)
ViGGO. Parameter analysis for Qwen 2.5 14B and 32B on the GSM8K dataset in (d) and (e).

task-specific fine-tuning requires a higher learning rate than performance-recovery fine-tuning, as
learning specific tasks demands greater model weight adjustments than performance recovery.

For the Qwen 2.5 14B and 32B models on the GSM8K dataset: i) setting ω to 0.9375r leads to a
significant decrease in accuracy for 4-bit and 3-bit quantization (e.g., Fig. 5 (d) and (e)). Conversely,
for 2-bit quantized weights, this ω (0.9375r) value achieves higher accuracy. This is consistent with
our earlier findings. ii) setting σt to either 6.5% or 5.0% is a robust choice. An overly small σt (e.g.,
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2.0%) results in poorer accuracy (e.g. Fig. 5 (d) and (e) int4 and int2), limiting its ability to learn
effectively. Furthermore, due to the high cost of extensive hyperparameter testing for 70B models,
we offer a baseline configuration: setting ω to 0.75r and σt to 5.0% generally yields good accuracy.
For further improvement, we suggest trying σt = 2.0% for performance-recovery fine-tuning and
σt = 6.5% for task-specific fine-tuning. Regarding the ω setting for 70B models, suggests that
experimenting with lower ω values may improve accuracy, which is attributed to the 4-bit quantized
70B model’s robustness.

C Training Efficiency Analysis
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Figure 6: Comparative analysis of training efficiency for LoRA versus LoTA. The evaluation utilized
the Llama 3.1 8B model with 4-bit precision on four datasets. Metrics reported are total training
execution time and peak memory usage. For parameter details, including a batch size of 64, and other
settings, please refer to the Section 4.1.

Our simulated ‘ternary‘ adapter utilizes ‘bfloat16‘ for implementation due to the lack of native
support for the ‘ternary‘ dtype within the PyTorch framework. Consequently, LoTA-QAF does
not exhibit a training efficiency advantage over LoRA. Specifically, LoTA requires 14.1%-25.4%
more training time compared to LoRA. This increased training time is primarily attributed to the
implementation of Eq. (4) and the process of aligning with the dequantization process of GPTQModel.
Despite this higher training cost, LoTA’s ternary adapters can be losslessly merged into quantized
weights, a capability that LoRA does not offer. In terms of memory, LoTA incurs an additional
2.6%-6.3% overhead compared to LoRA. This overhead derives from the boundary checks detailed
in Section A, though the overall cost remains modest. Section F discusses feasible directions for
further enhancing LoTA’s training efficiency.

D Ternary Adapter Weight Changes under t-SignSGD Training

Table 2: Analysis of ternary adapter weight changes.

Metric Value Percentage Description
Total Parameters 167,772,160 100% Total adapter parameters across 32 lay-

ers. Adapters are applied to 7 key pro-
jections within the attention and MLP
blocks of each layer.

Increased Parameters 28,952,566 17.26% Count of weights that changed in the
positive direction.

Decreased Parameters 28,960,070 17.26% Count of weights that changed in the
negative direction.

Unchanged Parameters 109,859,524 65.48% Count of weights that are unchanged.

To better understand the dynamics of our optimizer, we analyzed the parameter changes of the
ternary adapters for Llama 3.1 8B after fine-tuning on the Alpaca dataset. Table 2 shows that the
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rate of change in the adapters is nearly identical in both positive and negative directions (17.26%
vs. 17.27%). This suggests that the adaptation is not a simple unidirectional shift but a balanced,
bidirectional fine-tuning process to fit the target task. Moreover, one-third of the parameters changed
during adaptation, while two-thirds remained unchanged. This phenomenon is a result of the t-
SignSGD design, specifically the adaptive threshold I|gt|>max(τ,σt). This mechanism ensures our
updates are based on a large gradient magnitude, which implies a high probability that the sign is
correct. Conversely, it filters out updates associated with small gradient signals, which can be noisy
or ill-scaled.

E Limitations

Regarding training efficiency, LoTA-QAF keeps its training costs at a level comparable to LoRA
through Triton, but LoTA-QAF has not fully realized the potential high efficiency inherent in
ternary adapters. A common challenge in current low-bit research is bridging the gap between
theoretical and realized efficiency. Although Triton and CUTLASS offer pathways to achieve efficient
implementations, its implementation is challenging.

Regarding convergence, LoTA-QAF exhibits less favorable convergence compared to LoRA (dis-
cussed in Section 4.3). This can be attributed to two main aspects: firstly, ternary adapters adjust the
quantized weights based on the quantization grid. For 4-bit and 3-bit quantization, which involve 16
and 8 possible values respectively, such adjustments demonstrate reasonable robustness. However,
under 2-bit quantization with only four possible values, these adjustments exhibit higher volatility.
Secondly, t-SignSGD is a novel update mechanism that operates without a learning rate, and we do
not incorporate first or second-order momentum. Moreover, the primary constraint is a linear decay
of the threshold σt (as defined in Eq. (6)). While the t-SignSGD approach is effective for updating
ternary adapters, our exploration of its optimization remains limited.

F Future Work

We believe that the current training efficiency disadvantage of the ternary adapter (TA) can be ad-
dressed. Although TA involves more computational logic during forward propagation, the operational
advantages of ternary arithmetic can be further exploited. The auxiliary matrix ∆W = ATBT
is calculated using bfloat16, but executing operations on ternary values {−1, 0, 1} could further
improve efficiency. The forward execution logic in Eq. (5) is merged with the dequantization process
of GPTQModel. However, given that Ŵ is a sparse ternary matrix, the potential for dedicated sparse
computation logic warrants exploration. Such implementations, however, must consider not only
computational efficiency but also ensure the correct functioning of the gradient mechanism for the
ternary data type within the PyTorch framework.

Our exploration of t-SignSGD has been limited. Further research could focus on incorporating
momentum mechanisms, refining constraints on t-SignSGD, and applying optimization techniques
(e.g., cosine annealing, cyclical learning rates, or adaptive step-size strategies). In t-SignSGD, we
replaced the learning rate with a dynamic percentile-based threshold, σt, to select the top-x% of
gradient signs for directly updating the ternary adapter weights within the set {−1, 0, 1}. Under
this mechanism, a more detailed analysis of gradient distribution characteristics could be pursued to
guide the selection of ternary adapter weights for updates, potentially offering improved convergence
properties.

Further enhancements to LoTA-QAF could also be explored by expanding the representational range
of the auxiliary matrix Ŵ. Currently, this matrix is constrained to the set {−1, 0, 1}. However, the
LoTA mechanism, as outlined in Eq. (3), could be extended to broaden the value range of Ŵ to
include, for instance, {−2,−1, 0, 1, 2}, or even a wider set of integers. Such an extension could
further enhance the optimization capability for quantized weights. It is important to note, though, that
this approach might be less suitable for int2 or even int3 quantization formats due to the potentially
large adjustment step sizes. Nevertheless, for int4 or int8 quantization, exploring this direction is
highly valuable.
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