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ABSTRACT

Autoregressive transformers are the backbone of modern large language models.
Despite their success, inference remains slow due to strictly sequential prediction.
Prior attempts to predict multiple tokens per step typically impose independence
assumptions across tokens, which limits their ability to match the full expressive-
ness of standard autoregressive models. In this work, we break this paradigm by
proposing an efficient and universal framework to jointly predict multiple tokens
in a single transformer call, without limiting the representational power. Inspired
by ideas from inverse autoregressive normalizing flows, we convert a series of ran-
dom variables deterministically into a token sequence, incorporating the sampling
procedure into a trained model. This allows us to train parallelized models both
from scratch and by distilling an existing autoregressive model. Empirically, our
distilled model matches its teacher’s output for an average of close to 50 tokens
on toy data and 5 tokens on a coding dataset, all within a single forward pass.

1 INTRODUCTION

Autoregressive transformers (Vaswani et al., 2017)) are the foundation of today’s large language
models (LLMs) (Brown et al.,[2020). Their sequential generation process, however, remains a ma-
jor bottleneck: each token depends on the full history, requiring one forward pass per token. For
long outputs, this increases the inference latency significantly when compared to what a single trans-
former call would achieve.

Many recent efforts aim to bypass this bottleneck by predicting multiple tokens at once. Broadly,
they can be categorized into two lines of work: The first, speculative decoding, takes a systems
approach, making predictions in a lightweight model that is verified by a large model (Leviathan
et al.,[2023; |Chen et al., [2023; [Sun et al., |2023} [Zhong et al., 2025). The second line of work makes
use of predicting several tokens independent of each other. This significantly reduces the search
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Figure 1: Our parallelized model generates the same text as its teacher in a fraction of the steps.
By the time our model (bottom) has generated an entire function, an autoregressive model (top) only
generates the method’s signature. Prompt: Write a Python function that computes
the factorial of a number. Green tokens are accepted tokens in that step, red tokens are
incorrect. Semitransparent tokens are rejected after the first mistake.
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space for sequences and improves overall model quality (Qi et al.l [2020; (Gloeckle et al., |2024;
DeepSeek-Al et al., 2025). Similarly, discrete diffusion iteratively refines generated sequences,
again not modeling conditional dependencies between tokens in each denoising step (Hoogeboom
et al., 2021} Austin et al.; 2021). However, all of these methods still contain an irreducible sequential
component to generate sequences.

Our work takes a step towards filling this gap. We propose a framework that, in theory, can generate
arbitrary length sequences in parallel. This is enabled by a small but fundamental architectural
change: Instead of sampling from the distributions predicted by an autoregressive model in a post-
processing step, we feed the involved random variables as an input to the model: the model learns
to sample. This enables it to anticipate which tokens will be sampled and predict them jointly.
Similar frameworks have been formulated in the normalizing flow literature: Inverse Autoregressive
Flows (Kingma et al.,[2016) generate samples of many continuous dimensions in parallel, which we
transfer to sampling discrete sequences.

Our contributions are threefold:

* We propose Parallel Token Prediction (PTP), a modeling approach for discrete data that
generates multiple tokens in parallel (section[2.T). We theoretically confirm its universality
to model arbitrary distributions (Theorems[T]and 2).

* PTP can be trained to predict several tokens either by distilling an existing teacher, effec-
tively parallelizing it, or via cross-entropy on training data (section 2.2).

* Experimentally, we distill models on toy sequence data and real-world coding datasets,
achieving an average number of close to 50 respectively 5 tokens identical to their teach-
ers (section 3).

Together, our framework opens a design space to build models that accurately predict several tokens
in parallel, ultimately reducing latency in language model output.

2 PARALLEL TOKEN PREDICTION

2.1 PARALLEL SAMPLING

To construct our Parallel Token Prediction framework, let us recap how a classical transformer
decoder generates text. It iteratively predicts the categorical distribution of the next token ¢; €
{1,...,V} based on all previous tokens t<; = (t1,...,ti—1),

For simplicity, we assume this distribution is the final distribution that is used to generate tokens, in
that it already reflects temperature scaling (Guo et al.,|2017), top-k and top-p sampling (Holtzman
et al.| 2020), or other approaches trading sample diversity with quality. To sample a token from this
distribution, one draws an auxiliary random variable u; ~ [0, 1] and looks up the corresponding
token from the cumulative distribution function as follows:

J
t; = Pick(u;, P;) = i i Fyp > wu;t,  where Fy; = Py. 2
= Pick(ui, )= min{j: Fj > uwi) ’ ; . )

Here, j iterates possible token choices, P; is the probability to sample ¢; = [, and Fj; is the
cumulative distribution to sample a token ¢; € {1,...7}.

Figure a) illustrates how, in traditional autoregressive models, we first sample ¢; from P; before
moving on to predicting the next token ¢, 1, as the distribution P;; depends on the selected token
t;. Every new token involves another model call, increasing latency. To break this iterative nature,
note that while eq. (1)) defines a distribution over possible next tokens, eq. (2) is a deterministic rule
once the auxiliary variable w; is drawn. Thus, write this rule as an explicit deterministic function:

ti = fp(t<i; ul) = Pick(ui, P( ‘t<i)). (3)

Figure illustrates how this function jumps from token to token as a function of wu;.

2
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Figure 2: Parallel Token Prediction Models predict several tokens in one model call. (a) An
autoregressive model predicts the distribution for token ?;, then uniformly samples an auxiliary
variable u; to select a token. This results in one model call per token. (b) One-Hot Parallel Token
Prediction Models feed auxiliary variables into the model, making all tokens a deterministic choice.
This allows the model to be executed only once. (c) Categorical Parallel Token Prediction Models
model the distribution of each token, but predict them in parallel using the auxiliary variables.

1; = Pick(u; P)

This is all we need to perform parallel generation of
text: All information about which token ¢; we are go-
ing to select is available to the model if it has access
to u,; as one of its inputs. By repeating the above ar- for
gument and feeding all the auxiliary variables into def
the model, any subsequent token ¢-; can be pre-
dicted deterministically (proof in appendix [B.1):
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Theorem 1. Given any probabilistic model P for

next token prediction. Then, the future token tj, can
be selected as a deterministic function fp of previ-
ous tokens t.; and auxiliary variables u;, . . ., uy ~
ulo, 1]:

Figure 3: Sampling from a discrete distri-
bution. Given a histogram P; (left), compute
the inverse cumulative distribution function
(right) and look up the token at a random lo-

cation u; € U[0, 1]. Our framework relies on

forallk > . considering both parts jointly.

te = fr(t<i;ui, ... ug), “)
Theorem (1| shows a clear path to build a model that
can sample many tokens in parallel: Instead of learning the distribution P(t|t<)), we propose to

directly fit the function fp(t<;;u;,...,ux), which jointly predicts future tokens t.

Figure 2[b) visualizes how this can be implemented with a standard transformer (Vaswani et al.|
2017) backbone: Alongside the previous tokens, simply feed the auxiliary random variables
for the next IV tokens into the model. It then predicts a discrete distribution over tokens
P(tg|t<i;u;, - .., up). Since by theorem|l] this distribution is singular at ¢4, we take the argmax to
get each token. We refer to this model as a One-Hot Parallel Token Prediction Model (O-PTP).
O-PTPs can be trained to replicate an existing autoregressive model P, see section [2.2.1] for details.

An existing autoregressive model to train an O-PTP may not be available, however. For this case, and
to allow access to the token distributions P;, we propose Categorical Parallel Token Prediction
(C-PTP). Instead of predicting future tokens ¢; directly, it predicts their distributions in parallel. This
recovers training directly from data, see section[2.2.2] The central difference to O-PTP is that we do
not inform the prediction of a token ¢; about the auxiliary variable u; we will use to sample it. For
the first token, the best prediction recovers the original autoregressive distribution in eq. (I)):

Py = P(tilt<i, us) = P(tilt<;). )

Moving to the next token ¢; 1, we now do pass in the auxiliary variable u; used to sample the first
token t;. Since P; and u; uniquely determine ¢;, u; and ¢; contain the same information. By the law
of total probability, this recovers the same distribution as conditioning on the previous token:

(6)

Repeating this argument, we find that the distribution of every future tokens is available if we con-
dition on all preceding auxiliary variables (proof in appendix |B.2):

Pip1 = P(tilt<i,wi) = P(tiy1|t<i, ti).
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Theorem 2. Given any probabilistic model P for next token prediction. Then, the distribution of a
token ty, is fully determined by context tokens t; and the past auxiliary variables u;, . .., Uug_1:

P(tplt<k,tiy .. up—1) = P(tg|t<r), forallk > 1. @)

Figure [2fc) shows how this can be used to predict the distribution of the tokens ¢;, . .. ¢ in parallel.
Just like for the O-PTP, first sample all required auxiliary variables u;, ... uyx_1, and then predict
all P, = P(tg|t<i, us, ..., up—1) in parallel. Sampling from these distributions is done via t;, =
Pick(ug, Px). By using a causal decoder architecture, we can properly mask which token has access
to which auxiliaries.

Both One-Hot and Categorical Parallel Token Prediction Models are constructions that allow predict-
ing several tokens in parallel in a single model call. By Theorems|[T]and 2] there are no fundamental
restrictions apart from model capacity as to which distributions they can learn. In the next section,
we propose two approaches to train these models, either by training from scratch (only C-PTP) or
by distillation an existing model (both O-PTP and C-PTP).

2.2 TRAINING

Before deriving the training paradigms for Parallel Token Prediction Models, let us quickly recall
that autoregressive models are trained by minimizing the cross-entropy between samples from the
training data ¢ ~ P(t) and the model Py

N
L(0) =Eyopuy | — Y _log Poltiltr i) - ®)

i=1
Using a causal model such as a transformer (Vaswani et al., 2017) this loss can be evaluated on
an entire sequence of tokens in a single model call (Radford et al., 2018). We first present how to

distill both One-Hot and Categorical Parallel Token Prediction Models from a trained autoregressive
model. We then show how the latter can be self-distilled from data alone via eq. (8).

2.2.1 DISTILLATION

Both PTP variants can be trained to emulate the token-level predictions of an autoregressive teacher
Q. allowing for efficient, parallel generation of several tokens. We then call the PTP a student
model Py. With enough data and model capacity, our algorithm leads to a student model that pro-
duces the same sequence of tokens in a single model call as the teacher does in high-latency autore-
gressive sampling (Theorems [I] and [2). We defer correcting errors arising from finite resources to
the subsequent section[2.3]

To train the student for a given training sequence 1, . .., t7, we reverse engineer the auxiliary vari-
ables uy, ..., uy under which the teacher would have generated it, split the sequence into context
and prediction sequences, and then evaluate a loss that leads the student towards the correct genera-
tion. This process is summarized in algorithm [2]in appendix [FI]

Auxiliary variables. First, we extract the auxiliary variables that the teacher model would use to
generate the training sequence. We evaluate the teacher distributions of each training token to get
the cumulative discrete distributions F', ..., Fry for each token. Inverting eq. (Z), we find for every
k=1,....T:

ug € [Fity—1, Fry,)- ©)
Since wuy is continuous, while tj is discrete, we can randomly pick any compatible value. See
appendix [C] for details.

Sequence splitting. Second, we split the training sequence into a context part t1,...,t;—1 and a
prediction part ¢;,...,tr. We usually pick ¢ ~ P(i|t) randomly and predict a fixed subsequent
window of tokens.

Loss evaluation. Third, while both parallel models depend on the auxiliary variables just extracted
from the teacher, the training paradigm depends on concrete variant to distill.

For C-PTP, our model predicts a categorical distribution P j for each future token that we can
compare to the distribution of the teacher model. We can distill with any loss d(Q, P) that measures
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divergence between categorical distributions. This could be the Kullback—Leibler divergence d =
KL(Q || P) orits reverse variant d = KL(P || Q).

L(0,t) = Eiwp(ifr)

T
Zd(Qap(tk|t<k)7P9(tkt<i;“z‘...k—1))] ) (10)

k=i

with uy, as in eq. (9). Note that while different losses have different convergence properties, crucially,
d = 0 implies identical conditional distributions and a perfectly distilled model.

For O-PTP, remember from section@]that our model predicts a distribution over all tokens of which
we take the argmax to get our discrete prediction. To train, we can use the cross-entropy loss

T
5(9, t) = Ein(vﬁlt) [— Z log Pg(tk|t<i7 Uy oo - uk)] s an
k=i

which can go to zero since t;, is a deterministic prediction by Theorem|[T}

Sequence proposal distribution. We can optimize the above losses by sampling sequences ¢ ~
P(t) from any data source. From a theoretical standpoint, any proposal distribution with the same
support as the teacher will train the student to replicate the teacher everywhere. In contrast to training
with eq. (8), the student will learn to approximate Q,,(¢) and not P(t). We have a great degree of
freedom in this choice and test several options empirically in section[3.1.2] If our goal is to deploy
our parallelized student as a drop-in replacement of our teacher model, the lowest-variance option
is to sample training sequences from the teacher. Another possibility is to directly sample training
sequences from a dataset, such as the one that was used to train the teacher model in the first place.
This might increase performance in transfer-learning settings, where we can focus on learning just
the parts of the teacher model that are needed to complete the new task. This also has the further
advantage that we can compute the teacher predictions @, (tx|t<x) in parallel over a full sequence
instead of iteratively having to generate it. Finally, we can sample sequences directly from the
student model by first sampling auxiliary variables u;, . .., ur ~ U[0, 1] and then using our student
model at its current state to sample training sequences in parallel. As the student’s prediction gets
closer to that of the teacher during training, this approaches the same training sequence distribution
as if we had sampled the teacher directly. When sampling training sequences from the student,
we can save a second call to the student model by swapping the roles of the teacher and student
in the training algorithm. In particular, choosing auxiliary variables that are compatible with the
student (instead of the teacher) and comparing how the teacher’s output would have compared to the
student’s ground truth - with the exact same losses as before.

2.2.2 INVERSE AUTOREGRESSIVE TRAINING

Categorical Parallel Token Prediction Models can also be trained directly via eq. (§), avoiding the
need to have a teacher model as target. For a given training sequence t1, ..., tp, we again split it
into the context ¢; and the following prediction ¢>;. By picking 7 at random we allow each token
ti to be in any position of the parallel token prediction.

Exactly as during distillation, we have to find auxiliary variables that are compatible with every
ty,k > 4. We can do this by selecting, randomly, any u; € [ka_l,Fk?tk), equivalently to
eq. (9), where FJ,t; now is the cumulative probability under Py (instead of the teacher model)
to choose t; when predicting that token. As this probability depends on the previous auxiliary vari-
ables u;, ..., ur—1, we select them iteratively. Specifically, we can alternate between computing the
logits of Py(tg|t<i, wi,...,ux_1), and drawing uy using equation@

Finally, we can train our model using the cross-entropy loss

N

L(0) = Epopy,impiie) | — Z log Py(trlt<i,wiy- - up—1)| - (12)
k=i

Algorithm [3|in appendix [F.T|summarizes the procedure. A similar approach of iteratively determin-
ing latent variables (our auxiliaries) was proposed by Inverse Autoregressive Flows (Kingma et al.,
2016), although they considered continuous variables that are traced through an invertible neural
network.
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2.3 ERROR CORRECTION

The distillation procedure proposed in section in theory leads to perfectly distilled parallel
model. Practically, finite model capacity and compute limit infinite parallel sequence generation. In
this section, we leverage ideas from speculative decoding (Leviathan et al., 2023)) to obtain models
that generate long sequences in as few model calls as possible while exactly adhering to the teacher.

A Parallel Token Prediction Model generates a sequence of tokens ¢;, . . . , t;y from context ¢; using
auxiliary variables u;, . .., un. To verify that the parallel token prediction is accurate, we can verify
that eq. (4)) is fulfilled by computing the distributions F;, . . . , Py in a single model call, and checking
that indeed uy, € [Fyt,, Fkt,—1). If there is a spurious token ¢z, we replace it by the teacher
prediction and roll out our model again, this time with context t<;~ and the remaining auxiliary
variables ug«41, ..., unN. By repeating this, we obtain the same sequence as the teacher would have
generated sequentially. This is made explicit in algorithm [I]in appendix [FI]

Intuitively, if PTP on average predicts c correct tokens before it first makes a mistake, we can expect
the total number of model calls (including the verification step) to be close to 2/(c 4 1) per token
instead of 1, significantly less if ¢ > 1, greatly reducing latency.

Furthermore, if reducing latency is more important than total compute, we can already start pre-
dicting more tokens by another PTP call, for example by prematurely accepting the first ¢ tokens,
while the teacher is verifying the predicted sequence. Since we can always use the first token of
the teacher, this ensures the wall-clock time to generate text is never slower than the autoregressive
counterpart regardless of the student’s quality.

Latency can be further decreased by running several PTP models in parallel with different offsets,
minimizing the chances that none of the generated sequences will be accepted by the teacher. We
discuss how to leverage additional computing resources that allow us to run many parallel PTPs to
further decrease the total number of model calls in appendix [D]

2.4 LIMITATIONS OF INDEPENDENT PREDICTION

Our Parallel Token Prediction framework removes an important limitation of the models in prior
work such as discrete diffusion models (Hoogeboom et al.| [2021}; |Austin et al 2021)) and multi-
token prediction (Q1 et al., 2020; |Gloeckle et al. |2024): Whenever these models predict several
tokens in parallel, they model these tokens independent of each other. This limits the maximum
speedup they can achieve. Note that this in addition to any deficiencies arising from finite compute
and model capacity.

Autoregressive Teacher 0-PTP (ours) Optimal Independent Sampling

‘‘‘‘‘‘‘‘‘‘‘

First Auxiliary u,
First Auxiliary u;

uuuuuu

0.0 0.2 0.4 0.6 0.8 1.0 To.0 0.2 0.4 0.6 0.8 1.0
Second Auxiliary u, Second Auxiliary u;

Figure 4: Parallel Token Prediction generates meaningful pairs of tokens. (Left) In a coding
problem, autoregressive sampling first selects one of def, import or n, and then continues with
meaningful predictions: function name to declare, package to import, or variable assignment. (Cen-
ter) Our code completion model from section [3.2] also reliably predicts sensible combinations of
tokens, but in a single model call. (Red) Only in rare cases (<1%), it produces incompatible pre-
dictions such as def sys. (Right) A model that independently predicts future tokens is bound to
fail: In 60% of the cases, it combines incompatible tokens because the second token is not informed
about the first.
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Figure [4] shows how this limitation becomes evident in the task of writing a Python program to do
some numerical computation. If you had to solve this problem, you might first import an external
library via import numpy, or start defining a function as in def £ () :. For an autoregressive
language model, this is an easy task. Sample the first token, that is import or def, and the second
token can be identified depending on the first instruction.

For a model that predicts both tokens simultaneously, the prediction of both tokens has to be coordi-
nated, or we will end up sampling code like def numpy or import £, which do not make sense
in this context. Unfortunately, this is exactly what a model that predicts next tokens independently
ends up doing in a significant number of cases: The best model can identify which tokens are good
candidates for prediction, but it cannot coordinate which combinations go together:

PPt [tes) = P(tilt<i) P(tivalt<i) # P(tilt<i) P(tisalt<ists) = P(ti tis1lt<;). (13)
In the example in fig.[d] even the closest possible model to an autoregressive teacher predicts invalid
tokens in 60% of the cases. Comparing this with our framework, Theorems |1 and [2| guarantee that
a PTP can in principle exactly replicate any dependencies between tokens. The only remaining
approximation is the finite model capacity. In the above example, 99% of the token pairs predicted
by our trained model for code prediction are useful.

3 EXPERIMENTS

We now verify empirically that our framework for Parallel Token Prediction not only is theoretically
sound but enables meaningful parallel inference in practice. We first extensively test our framework
on a computationally efficient discrete real-world dataset with a small vocabulary in section[3.1} and
then demonstrate that our method scales to a practical language-prediction task where we parallelize
a language-model from the LLama family (Zhang et al.,[2024) in section [3.2] We give all details to
replicate experiments in appendix

3.1 EXPLORING DESIGN CHOICES

We now provide some of the specific choices we made when implementing the general framework
of Parallel Token Prediction. Specifically, we discuss the empirical difference between O-PTP and
C-PTP and which specific loss to choose. We will specify our model architecture and how to embed
both tokens and auxiliary variables in the same embedding space, and lastly compare the proposal
distributions our training sequences can be sampled from.

We test our framework by training a model that predicts pick-up locations for taxis in New York City.
Based on a dataset (NYC TLC, |2017) that contains latitudes and longitudes for pick-up locations for
all taxi rides in 2016, we divide the city into 25 neighborhoods via k-Means clustering to obtain a
discrete-valued time-series that we can split into overlapping chunks of length /N. This is a common
benchmark dataset in the literature of marked temporal point processes (Xue et al., 2024)).

As a teacher model, we pretrain a 29M-parameter autoregressive causal transformer based on the
architecture of GPT-2 (Radford et al., 2019), using the cross-entropy loss in eq. . For our PLM
we choose the same GPT-style transformer architecture as the teacher. This allows us to use the
teacher’s parameters as a warm-start. We evaluate all our parallel models in terms of the average
number of leading tokens predicted by our student model that are identical to the teacher. In the end,
this is the quantity that limits the maximum latency reduction that can be achieved, see section

3.1.1 AUXILIARY VARIABLE EMBEDDINGS

In our experiments we use transformers that embedded tokens into a higher-dimensional embedding
space via a learned embedding before adding a positional embedding. This doesn’t work out-of-the
box for our auxiliary variables since they are one-dimensional continuous variables. Thus we learn
a separate embedding. We combine two components, for each of which we test several variants:
(1) A learned affine linear transform [lin] or a fully connected neural network [NN]. (2) Feed either
the scalar v [fl], a n-dimensional threshold-embedding e; = 1{u < i/n} [th], or an n-dimensional
embedding e; = 1{u2"*1 mod 1 < 0.5} [ar] inspired by arithmetic coding (Witten et al.,|1987).

Empirically, all methods work reasonably well, but a structured embedding leads to faster and more
stable training convergence. This is similar to the transformer’s positional embedding were both
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Proposal Distribution P(¢) | kI ~kl-rev | bce ce | MTP

Teacher 40 41 45 44 | 10.1
Student 44 39 45 45 | 10.1
Dataset 29 36 44 43 | 10.1

Table 1: Our framework is compatible with several losses. Average number of correct tokens (1)
on the taxi dataset, evaluated on 16000 samples. O-PTP are distilled with KL or reverse KL loss
(kl, kl-rev), C-PTP with binary or categorical cross entropy loss (bce, ce). Independent prediction
(MTP) (Gloeckle et al., [2024) achieves 10.1. Numbers rounded to reflect level of statistical certainty.

Model | all tokens | 1 to t3 ta ts tig

C-PTP 19.88 20.0 19.8 20.1 20.0 20.0 19.7
Autoregressive Teacher 19.81 19.81 - - - - -

Table 2: The sample quality of a Categorical Parallel Token Prediction Model (C-PTP) matches
that of autoregressive when trained on only the dataset. Model perplexity () for several positions
within the prediction, on the taxi dataset, evaluated on 16000 samples. ¢; is the first token predicted
after the context, to the one after that. Numbers rounded to reflect level of statistical certainty.

learned and fixed embeddings work well but the later is preferred in practice (Vaswani et al.,[2017)).
For further experiments we use the [ar + lin] embedding. Table ] in appendix [A|shows the detailed
effect of different embedding strategies.

3.1.2 DISTILLATION LOSSES AND PROPOSAL DISTRIBUTIONS

As our framework is deliberately general, it is compatible with a wide selection of losses. We here
compare the distillation losses (section [2.2.T)), focusing on KL and cross-entropy losses in eqs. (I0)
and (TT). Specifically the KL loss (kl), reverse KL loss (kl-rev), binary cross-entropy loss (bce),
and categorical cross-entropy loss (ce). During training we sample training sequences from a dataset
and continuations ¢>; either from the teacher model @), the student model Py, or directly from a
dataset. Table[I]shows the results for different losses. Empirically we note, that O-PTPs are easier
to train than C-PTPs and achieve a higher number of average correct tokens. This is most likely due
to the fact that O-PTPs do not have to predict the full token distribution accurately, which includes
tail behavior, as long as they learn which token is the most likely given the auxiliary variable. In the
following, we choose to sample training sequences from the teacher model for best results.

3.1.3 INVERSE AUTOREGRESSIVE TRAINING

Here, we confirm the ability of Categorical Parallel Token Prediction Models to be trained using
just a dataset without having to be guided by a teacher model. We train our model as described in
section on the cross entropy loss in eq. (I2). Table 2] shows a comparison of sample quality as
measured by model perplexity. Our PLM is able to closely match the sample quality of a next-token
prediction model while generating multiple tokens in parallel. The zero-shot average number of
tokens that the PLM matches with the teacher model is 24 (c.f. 40 when trained via distillation) fur-
ther indicating that the PLM has learned to predict future tokens well. This reduced performance is
expected since the student never learned to exactly mimic the teacher; they make different mistakes.

3.2 CODE GENERATION WITH TINYLLAMA 1.1B

We now scale our framework by adding parallelization to an existing autoregressive model in a
realistic yet computationally feasible setting. To this end, we use TinyLlama 1.1B-Chat-v1.0 (Zhang
et al |2024) as a teacher and distill a O-PTP as explained in section @ We distill a student
model to replicate the teacher in solving CodeContests coding problems (Li et al.l 2022). During
training and inference of our student model we provide the full problem description as context,
compute a continuation from our teacher and chose the starting position of our student’s prediction
at random within the training sequence. Table [3| compares our distilled model to one trained to
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Parallelization technique  Avg. correct tokens (1)

None 1.0
Independent prediction 25+£03
O-PTP (ours) 51+03

Table 3: Our One-Hot Parallel Token Prediction Model (O-PTP) predicts significantly more
tokens identical to its teacher than baselines. We distill TinyLlama-1.1B (Zhang et al., [2024)
on coding problems (Li et al., [2022) and compare against the naive autoregressive baseline (Brown
et al.l 2020), as well as independently predicting tokens (Q1 et al.l |2020; (Gloeckle et al., 2024;
DeepSeek-Al et al., [2025)). Errors indicate the standard deviation over three runs.

independently predict the next tokens (Gloeckle et al., 2024). Figure [ shows a qualitative sample
of our model’s predictions, and Figure [4| shows how it can outperform a model predicting several
tokens independently.

4 RELATED WORK

Speeding up the generation of autoregressive models and discrete sequence models in particular has
been the focus on a broad body of work, see (Khoshnoodi et al.,2024) for an overview.

Our framework combines two ideas from the Normalizing Flow literature and imports them to mod-
eling discrete data: Inverse Autoregressive Flows (IAF) are trained with fast prediction in mind
(Kingma et al., 2016) by iteratively identifying latent variables (our auxiliary variables) that gener-
ate a particular continuous one-dimensional value, and Free-Form Flows (FFF) train a generating
function when a fast parallel sampler is not available (Draxler et al.| 2024)).

In the LLM literature, speeding up generation has been approached from various angles. Specu-
lative decoding takes a system perspective, using a small draft model to propose multiple tokens
and a large target model to verify them (Leviathan et al., 2023} |Chen et al.| [2023)). Variants verify
entire sequences (Sun et al., [2023) or use a smaller verifier network [Zhong et al.| (2025} to improve
quality and speed. Latent variable methods first sample latent codes from the prompt so that the
distribution of subsequent tokens factorizes given latent codes (Gu et al.l 2018; Ma et al.| [2019).
Diffusion language models leave autoregressive sampling behind by iteratively refining the text
starting from a noisy or masked variant (Hoogeboom et al.,[2021; |Austin et al., 2021)). Multi-head
output models predict several next tokens independent of each other (Q1 et al.|[2020; |Gloeckle et al.,
2024; DeepSeek-Al et al.,[2025), narrowing down on the possible set of next tokens. Both diffusion
and multi-head models assume independence of tokens, which is fundamentally limited in modeling
capacity (section [2.4).

In contrast to the above, our work introduces a new class of fast language models that are universal
in the sense that can approximate arbitrary dependence between several tokens in a single model
call. Our new method is complementary to existing approaches, and we leave exploring these com-
binations open for future research.

5 CONCLUSION

In this paper, we introduce Parallel Token Prediction, a framework that permits consistent generation
of several tokens in a single autoregressive model call. It eliminates the independence assumptions
that limited prior approaches, allowing us to model tokens with arbitrary dependency between them.
Empirically, we show that existing models can be distilled into efficient parallel samplers. With error
correction, these models produce identical output as a teacher while significantly reducing latency.

This speedup makes language models more practical for real-time applications. Future work in-
cludes extending our framework to large scale models, multimodal generation, combining it with
complementary acceleration strategies, and exploring theoretical limits on parallelization.

Overall, our results suggest that the sequential bottleneck in autoregressive transformers is not in-
herent, and that universal, efficient parallel generation is within reach.
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ETHICS STATEMENT

Our work focuses on reducing the inference time of Large Language Models, enabling more com-
putations per unit time and supporting large-scale or real-time applications. While this can improve
responsiveness and resource efficiency, it may also increase the potential for misuse, such as gen-
erating misinformation or automated spam at higher volumes. Faster inference does not mitigate
underlying model biases, so responsible deployment, monitoring, and safeguards are critical to bal-
ance performance gains with societal risks.

REPRODUCIBILITY STATEMENT

We include proofs for all theoretical results introduced in the main text in appendix [B] We include
further experimental and implementation details (including model architectures and other hyperpa-
rameter choices) in section [3.1] and appendix [} Our code will be made available by the time of
publication.
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Model | i+ NN th+lin th+NN ar+lin ar+NN | MTP

O-PTP 35.9 40.9 39.1 45.4 46.1 10.1
C-PTP 28.8 36.8 36.6 40.4 35.7 10.1

Table 4: Structured embeddings of auxiliary variables u; are more stable than fully-learned
embeddings. Average number of correct tokens (1) on the taxi dataset, evaluated on 16000 samples.
Trained using the KL loss (C-PTP) and binary cross-entropy loss (O-PTP), respectively. Indepen-
dent prediction (MTP) (Gloeckle et al.l |2024) achieves 10.1. Numbers rounded to reflect level of
statistical certainty.

b | 2 1 05 | MIP

O-PTP | 129 139 138 | 84
P-PTP | 13.6 13.8 13.5| 84

Table 5: Different sampling strategies for u; are available. Average number of correct tokens (1)
for @), ~ Beta(b, b) on the taxi dataset, evaluated on 16000 samples, with N = 16. Trained using
the KL loss (C-PTP) and binary cross-entropy loss (O-PTP), respectively. Independent prediction
(MTP) (Gloeckle et al., 2024) achieves 8.4. Numbers rounded to reflect level of statistical certainty.

A ADDITIONAL ABLATION RESULTS

B PROOFS

B.1 PROOF OF THEOREM/[I]

Proof. By theorem [2] it holds that the distribution of token ¢,k > 4 is fully determined by
t1,...,tx—1 and u;, ..., ur—1, showing that the categorical distribution P of token ¢y, is fully de-
termined.

Thus, the function to compute token t;, is given by eq. (2):
tk = fP(th . 7ti,1; Uiy - - - ’Lbk) = Pick(uk; Pk) (14)

B.2 PROOF OF THEOREM[2]

Proof. We prove by induction over k, k > 1.
For k = 1, there is nothing to show, since there are no auxiliaries involved in the statement.

For k — k + 1, assume the statement holds for k. This gives us access to the distribution P of
the token ¢;. Since token ¢, is uniquely determined from P, and wy, via eq. (3, any distribution
conditioning on P, t; can instead condition on Py, uj via the law of total probability. O

C SAMPLING OF AUXILIARY VARIABLES

Our framework conditions, for a prompt ¢.;, not on token ¢; directly but on the auxiliary variable
ug € [Fit,—1, Fi 1, ) that contains the same information. During inference we sample uy, ~ [0, 1]
as to not bias our predictions. During training on the other hand, we have more flexibility and can
sample the permissible interval using uy, = Fy, 1, —1 + Uk [F,t, — Fk,t,,—1], Where @y, ~ Beta(b, b).
For b = 1 this simplifies to a uniform distribution while b # 1 puts more or less weight on predic-
tions that land closer to the border of the permissible interval and thus are more difficult to predict.
Training results for different values of b can be found in Table [5] Empirically, we find that while
the choice of b does not seem to effect the final average number of correct samples, a larger b might
speeds up the earlier stages of training while a smaller b might yield slightly better sample quality
during inference, as measured by model perplexity.
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M |1 4 16 64 256 1024 106 00
Avg.correcttokens\45.36 49.67 54.76 55.74 56.91 59.79 46.01 90.17

Table 6: Additional compute increases correctness. Average number of correct tokens (1) for M
O-PTPs running in parallel on the taxi dataset, with sequence length N = 100.

N | 1 2 4 8 16 64 100 00
Avg. correcttokens | 1.00 1.99 3.93 7.59 13.90 36.60 45.36 48.76
Best MTP 1.00 191 3,53 586 840 10.08 10.07 10.20

Table 7: Less compute decreases correctness. Average number of correct tokens (1) for limited
number of predicted tokens N per O-PTP call on the taxi dataset, M = 1.

D ABUNDANT COMPUTATIONAL RESOURCES

In section [2.3] we discussed how to leverage several PTPs that run in parallel to further reduce
latency. Another way to leverage several models run at once is to use them to improve the expected
number of correct tokens directly. Specifically, for a fixed context we can let M PTPs compute
M independent predictions using independently drawn auxiliary variables u; v, . .., Wit N,m. BY
choosing the best prediction, i.e. the one that gives us the best chance of a higher number of correct
tokens, we can improve latency further.

Crucially, we have to choose the best prediction in a way that doesn’t bias the marginal distribution
over future tokens. If we, for example, naively choose the sequence that is correct for the most
amount of tokens, we will bias our prediction towards sequences that are easier to predict. On way to
achieve bias-free improvements is to pick the set of auxiliary variables that lands, on average, closest
to the center of a token’s valid interval Iy (tx) = [Fi ., Fit,—1) where Fy,, is the cumulative
probability under (), to choose ¢;, when predicting that token. Specifically, choose

i+N
Uk,m — Frty 1

argmax,, Z ——1. (15)

k=1 Fk,t}c.m,fl - Fk1tk‘m, 2

This does not bias the marginal distribution but does bias the distribution of the selected wuy to be
closer to the center of it’s interval Iy (t;). making the prediction less prone to small differences in
the teacher’s and student’s logits. In the limit M — oo we always select the middle point of Iy (¢x)
yielding an upper bound to the possible improvement. Table [f]shows the performance gains on the
taxi dataset.

We can combine both techniques, avoiding the additional latency of verification while still keeping
the higher expected number of correct tokens. Because the selection in eq. (I3)) relies on the teacher
logits it can only be made after the verification step. To avoid waiting for the verification we assume,
as before, that after a model call one of n = 1....S tokens are correct and pre-compute the future
tokens based on this assumption. Instead of one call as before, we now have to make M -many calls
for each n. After the verification step we discard all but the best call from the correct n*. As we have
to repeat this for all M viable calls, that are yet to being verified, in parallel this approach benefits
from M?2S PTPs running in parallel.

E RESTRICTED COMPUTATIONAL RESOURCES

Limiting the number N of token’s our PTP predicts at once to a smaller number will reduce the total
number of floating point operations, increasing energy efficiency. This, of course, negatively effects
the possible latency gains, especially since IV is an upper bound on the average number of correct
tokens. Table[7]shows the result for different values of N on the taxi dataset.
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F EXPERIMENTAL DETAILS

F.1 ALGORITHMS

Algorithm 2] shows how to distill a PTP from a teacher, algorithm [3]shows how to train directly from
data.

Algorithm 1 Sampling with error correction

Require: Sequence proposal distribution P(t) (teacher, student, dataset, or combination), teacher
model @ (t), one-hot or categorical PTP P. Input sequence (t1,...,t;—1).
Sample uy, ~ U]0, 1] for all k& > 4.
while 7 < T do
if Py is one-hot PTP then

Py, < Py(tg|t<i,ui,...,ux), jointly for all k > i. > Student one-hot distributions
tr, = argmax; Py, for all & > 3.

else
Py < Py(tg|t<i,ui,...,ur—1),jointly for all k > i. > Student categorical distributions
tr = Pick(ug, Py), forall k > i.

end if

Qr + Qu(tk|t<k), jointly for all k > i. > Teacher categorical distributions.

ty Pick(ug, Qx), for all k > .

i < mings;{k : t # 1} > First error

ti =t;.

end while

Algorithm 2 Training PTP (distillation)

Require: Sequence proposal distribution P(t) (teacher, student, dataset, or combination), cutoff
distribution P(i|t), teacher model @), (¢), one-hot or categorical PTP Py.
while not converged do
Sample t ~ P(t)
P, = Qu(tk|t<) in single model call.
Sample uy, € [Fit,—1, Fity)-
Sample ¢ ~ P(ilt).
Compute VyL(0,t) using eq. or eq. (L1).
Gradient step.
end while

Algorithm 3 Training PTP (inverse autoregressive)

Require: Dataset P(t), cutoff distribution P(i|t), categorical PTP Py.
while not converged do
Sample t ~ P(t)
Sample ¢ ~ P(ilt).
fork=14,...,Ndo

Py, = Py(tg|t<i, wi,...,ux—1), with auxiliary available form previous iterations.
Sample uy, € [Fi ), —1, Frt),)-
end for

Compute Vg L(6, t) using eq. (12).
Gradient step.
end while

F.2 'TRAINING DETAILS

The teacher used in section[3.1]is a GPT-2—style transformer language model with 4 transformer lay-
ers, a hidden size of 1536, and approximately 29 million trainable parameters. Each layer follows
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the standard GPT-2 architecture, consisting of multi-head self-attention and position-wise feedfor-
ward sublayers, combined with residual connections and layer normalization. The vocabulary size
is set 25. Unless otherwise noted, all other hyperparameters and initialization schemes follow the
original GPT-2 specification (Radford et al., [2019). During training and inference of our student
model we don’t provide any context and evaluate the correctness of the next N = 100 tokens, by
comparing Q. (t|t<) and Py(tx). For results on a smaller N = 16, see appendix[E| We train every
model for 150k steps with a batch size of 32 with the Adam optimizer (Kingma & Bal [2015) and
learning rate 0.0001.

The teacher model used in section [3.2]is a dialogue-tuned variant of the TinyLlama (Zhang et all
2024) 1.1 billion parameter model, adopting the same architecture and tokenizer as LLaMA 2
(Touvron et al., [2023)). The model uses a transformer architecture comprising 22 transformer lay-
ers, each with standard multi-head self-attention, SWiGLU feedforward blocks, residual connec-
tions, and layer normalization. The embedding and hidden dimension is 2048, and the interme-
diate (feedforward) dimension is 5632, consistent with a LLaMA-style scaling. The vocabulary
size is 32, 000. The parameters are available via https://huggingface.co/TinyLlama/
TinyLlama-1.1B-Chat-v1l. 0l During training and inference, we evaluate the correctness of
the next N = 64 tokens. We train every model for 100k steps with a batch size of 64 with the
AdamW optimizer (Loshchilov & Hutter, 2019) on eq. (I1)) and learning rate 0.0001. We generate
training and validation data by generating code completions of maximum length 320 tokens from
the teacher, with P(|t) randomly sampling a sequence of length N in the completion. The teacher
is prompted with the training respectively validation data from (Li et al.| [2022). We use a teacher
sampling temperature of 0.7, top-k = 50 and top-p = 0.9, as is recommended for this model. The
student is traine don these adapted logits.

For the MTP baseline, we use eq. (@]) with uninformative us in otherwise identical code for a fair
comparison.

We base our code on PyTorch (Paszke et al.| [2019), PyTorch Lightning (Falcon & The PyTorch
Lightning team, 2019), Numpy (Harris et al. 2020), Matplotlib (Hunter, 2007) for plotting and
Pandas (McKinney, |[2010) for data evaluation.

F.3 PROMPT FOR FIGURE[]

You are given a permutation p_1, p_2, ..., p_n.
In one move you can swap two adjacent values.

You want to perform a minimum number of moves, such that in the end there

will exist a subsegment 1,2,..., k, in other words in the end there
should be an integer i, 1 <= i <= n-k+1 such that p_i = 1, p_{i+l} =
2, ..., p_{itk-1}=k.

Let f (k) be the minimum number of moves that you need to make a

subsegment with values 1,2,...,k appear in the permutation.
You need to find £(1), £(2), ..., f£(n).
Input
The first line of input contains one integer n (1 <= n <= 200 000): the

number of elements in the permutation.

The next line of input contains n integers p_1l, p_2, ..., p_n: given
permutation (1 <= p_i <= n).

Output

Print n integers, the minimum number of moves that you need to make a
subsegment with values 1,2,...,k appear in the permutation, for k=1,
25 ooop Mo

Examples
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Input

54321

Output

01 3610

Input

Output
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