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Abstract

Approximating the governing equations from data is of great importance in study-
ing the dynamical systems. In this paper, we propose randomized neural networks
(RaNN) to investigate the problem of approximating the governing equations of
the system of ordinary differential equations. In contrast with other neural net-
works based methods, training randomized neural network solves a least-squares
problem, which significant reduces the computational complexity. Moreover, we
introduce a regularization term to the loss function, which improves the general-
ization ability. We provide an estimation of Lipschitz constant for our proposed
model and analyze its generalization error. Our empirical experiments on syn-
thetic datasets demonstrate that our proposed method achieves good generaliza-
tion performance and enjoys easy implementation.

1 Introduction

Dynamical system is widely used to analyze and understand how systems evolve with time, which
are ubiquitous in various scientific areas such as physics [14], biology [9], chemistry [?3], and eco-
nomics [6]. Traditionally, dynamical systems are derived from first principles, which can guarantee
conservation laws and are easy to interpret. However, physics-based approaches required strong
modeling assumptions, and domain knowledge. For many real-world systems of interest, the dy-
namical systems are either unknown or can only be evaluated to high accuracy at significant compu-
tational expense. Recently data-driven methods for dynamical systems discovery have gained great
interests [, "7, M]. System identification refers to the general process of building mathematical
models and approximating dynamical systems from measured input-output data. In particular, data-
driven system identification uses machine learning techniques to derive models from input-output
data, bypassing prior domain and system knowledge.

There have been several recent methods using sparse regression [P4, DI, D3], Gaussian process
[IR, D2, 8], and neural networks [I5, [0, I6, P8, U7] for data-driven system identification. With
a user-determined dictionary of candidate terms, sparse regression approaches select the most im-
portant terms using a sparsity-promoting regression, such as Least Absolute Shrinkage and Selection
Operator (LASSO). Gaussian process regression is based on imposing a Gaussian prior on the un-
known coefficients of the differential equation and statistically conditioning them on the observed
data. The unknown coefficients are inferred via maximum likelihood estimation. Neural Network
approaches use a neural network to learn the relationship between the input states and output states
of a system. The neural network is trained on a set of input-output pairs, which typically results in
solving a non-convex optimization problem due to the structure of neural networks. The theoretical
guarantee relies on the result that neural networks are universal approximators. In [[6], the authors
introduced a Lipschitz regularization term to the loss function, which improved the generalization
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and recovery of governing equation. In [7], the authors proposed a system identification method
using Lipschitz neural networks directly.

Despite remarkable empirical achievements, the training of neural networks requires significant com-
putational resources. Its training involves solving a non-convex optimization problem. Due to the
non-convexity nature of the optimization problem, training neural networks suffers from saddle
points and local minima resulting in poor convergence behavior and numerical approximation ac-
curacy. In addition, stochastic gradient descent (SGD) algorithm and its variants are typically used
to solve the non-convex optimization problems, which iterates large datasets multiple times to up-
date the high-dimensional space of trainable parameters. The gradient is usually approximated by
numerical algorithms such as auto-differentiation, which increases the computational burden.

Implementing randomized Neural Networks (RaNNs) has became to an effective strategy for reduc-
ing computational time and minimizing optimization errors [[[1l, 12, 3, &]. Unlike the vanilla fully
connected neural networks, the weights linked hidden layers in RaNNs are randomly sampled from
certain distributions and the fixed. Only the parameters connecting the last hidden layer and the
output layer are trainable parameters, which can be trained by solving a least-squares problem.

In this work, we investigate the problem of approximating the governing equations using the ran-
domized neural networks. Specifically, our contributions are summarized as follows:

1. We approximate the governing equations using the randomized neural networks. Specif-
ically, we introduce a Lipschitz regularization term to the loss function, which improves
the generalization performance. Compared with the state-of-the-art Lipschitz regularized
neural network [I6] and Lipschitz neural network [277], our proposed method is easy to
implement and to estimate the Lipschitz constant.

2. We provide theoretical guarantees on the generalization performance of our proposed ran-
domized neural network-based method from a deterministic perspective. Specifically, we
provide a worst-case error analysis over a compact domain and show how the number of
hidden neurons, the regularization parameter, and the Lipschitz constant affect the general-
ization error.

3. We empirically verify the performance by conducting experiments on three synthetic
datasets. The experimental results demonstrate that our proposed method is easy to im-
plement, has comparable or even better generalization performance compared with state-
of-the-art benchmarks, and significantly reduces the computational resources.

2 Preliminaries, Notations, and Problem Setup

In this paper, we use () € R? to denote the state vector of a d-dimensional dynamical system at
time ¢, () denote the first order time derivative of z(¢). Let f : R'*? — R? be a vector-valued
function. The system of ODE governed by f is defined as

2(t) = f(t,x(t)). M

A function f is said to be L-Lipschitz if || f(x)— f (y)|| < L||x—y|| for all z, y. The goal of this paper
is to approximate the unknown governing equation f from trajectory data using randomized neural
networks. In practice, we are able to observe state vectors x(t) at discrete time steps for differential
initial conditions. Specifically, given uniformly-spaced time steps ¢1, . .., t3; and initial conditions
71(0),...,2x5(0) € R% we define z;(t;) € R be an observation of state vector z(t) at time ¢;
with initial condition z;(0) for all i € [K] and j € [M]. Then we define the input data x;, € R'*¢
and the targets y;, € R? that are used to train randomized neural networks. For h = j + (i — 1) M,
we define x;, and y, as follows:

T .
xp=[t;, — x(t;)" -] eRY™ yn = 2i(t;) € R% ()

In this paper, we consider the shallow (one-hidden layer) randomized neural network f :R?T - R,
which takes the following form

N
F@) =" cud((wr, ) + b). 3)
k=1



Parameter N denotes the number of neurons at the single hidden layer. Weight vectors w; € R?
and bias term by, € R are sampled from certain distributions and then fixed. Function ¢ : R — R
is a non-linear activation function. Throughout this paper, we assume that the activation function
¢ is L-Lipschitz. Then we can derive that the shallow randomized neural network taking the form
(B) is also Lipschitz continuous with Lipschitz constant L Z,If:l |ck|||wp||. Coefficients ¢i, € R are
trainable parameters. Training the randomized neural networks is equivalent to find best coefficients
cx, which can be trained by solving a least-squares problem.

There are various types of randomized neural networks such as random vector functional link
(RVFL) networks [[3], extreme learning machine (ELM) [8], and random features [20)]. While
all of them share the same structures and are widely used in practice, there are several major differ-
ences in terms of the motivations and the distributions of random weights. Random features were
originally proposed to approximate large-scale kernel machines, and hence the distributions of ran-
dom weights depend on the kernel function, see [20] for a list of kernels and their corresponding
distributions. RVFL networks and ELMs were proposed to reduce the computational costs when
training neural networks and the random weights were usually sampled from uniform distributions.

3 Theoretical Analysis

We aim to construct a randomized neural network to approximate the governing equation f from
inputs-outputs pair (x,,y,) defined in (2). We first notice that the target y;, € R has d-components
and we may assume that each component y;, for all j € [d] can be approximated by a randomized
neural network () separately. For ease of notation, in the rest of paper we omit the index 7 and use
yn, € R instead. We consider the following loss function

1 KM ) 2 N
L(©) = == > (v = F60)) + A Y leu o2 o
h=1 k=1

The first term is the mean-squared error on the input-output pairs (X, y5,). The second term corre-

sponds to the Lipschitz constant of f . We slightly modify the Lipschitz constant by taking square of
¢k ||wi||- Unlike the ridge regularization, our regularization term include weights on the coefficients,
which is indeed a weighted ridge regularization. Let A € REM*N be the random matrix defined
entry-wise by A, = ¢(wg,x;) forall j € [KM] and k € [N] and W € RV*¥ be a diagonal
matrix with entries W ; = ||w;||. The solution ¢ € R has closed form

e=(ATA+AXKMW?) 1A Ty, (5)
where y = [y1,...,yrn) € REM,

3.1 Estimation on the Lipschitz Constant

We first estimate the Lipschitz constant of the trained randomized neural network, which quantifies
the worst-case robustness against the small, adversarial perturbations of the input. In the context
of system identification, the input x;, contains the observed state vector x;(¢;) with initial condi-
tion x,(0) at time ¢;, which is usually polluted by observational noise. Therefore, controlling the
Lipschitz constant is crucial to improve the model robustness.

Proposition 1. Assume that the observation vector y has unit norm, i.e. ||y||2 = 1. The Lipschitz
constant of the trained randomized neural network (B) with coefficients (B) is upper bounded by

VN maxy, [|ws|
vV AK M miny, HwkH

Remark 2. Our theory indicates that the Lipschitz constant decreases as we increase the regular-
ization parameter A\, which emphasizes the importance and necessity of regularization term. Our
empirical results also verify the decay of Lipschitz constant, see Table B.

max |lwp ||
Remark 3. The ratio “~—— determines the Lipschitz constant. In the asymptotic setting where

min [lwp]

we set d — oo, we notice that the ratio decreases showing that our model is robust in the high-
dimensional setting. In addition, we numerically verify that the ratio does not diverge as N — o0,
which shows that our model is also robust in the over-parametrization regime. We numerically verify
the asymptotic behaviors of the ratio in the Appendix.




3.2 Generalization Error

In this section, we provide a generalization error analysis for the trained regularized shallow ran-
domized neural network. We first define the following function space

Fp)i= {100 = [ alw0)o((w,0) + dple ) 112 = Buplolw b <o} ©

where p(w, b) is a joint probability distribution of (w,b) € R? x R. Notice that the completion of
F(p) is a Hilbert space equipped with norm || f||,. Indeed, the function space F(p) is a reproducing
kernel Hilbert space. We refer readers to Proposition 4.1 in [21] for a rigorous proof.

In [6], the authors assumed that the test samples are independent and identically distributed from
the true data distribution and applied Hoeffding’s inequality to give a bound on the difference be-
tween the actual MSE and the empirical one. In the following theorem, we evaluate the generaliza-
tion performance from a deterministic perspective.

Theorem 4. Let f be the true right-hand side belonging to function space F(p) and f be the trained
shallow randomized neural network taking the form (B). Let D be a compact domain. Then for any
d € (0,1), it holds with probability at least 1 — ¢ that

sup |7(0) - o) < ¢
xeD
where C' = 12|| f||, log(2/9).

1 | maxi ||wk||)
f VAming [[wg|  ming [Jwg

We consider a general compact domain D in the theorem. In the system identification problems,
compact domain D € R?*! contains the trajectory data (¢;, ;(t;)).

Sketch of Proof. We split the error into two terms, i.e. | f(z) — f(z)| < |f(z) — f*(x)] + | f*(z) —
f(x)|, where f*(x) is the "best" randomized neural network for approximating f. We bound each
term separately. The first term is the approximation error. We apply the concentration inequalities
in high-dimensional probability to obtain an upper bound TCN The second term is the estimation

error, which measures the difference between the "best" randomized neural network and the trained
randomized neural network. Adding the upper bound for each term together leads to the desired
result. N

4 Numerical Experiments

In this section, we present several numerical experiments on the recovery of ordinary differential
equations. We consider three examples: one dimensional autonomous ODE, one dimensional non-
autonomous ODE, and Van der Pol Oscillator. We adopt the test mean-squared error (MSE), gen-
eralization gap, and the recovery error on full domain (non-trajectory data) as metrics to test the
generalization performance. Let D;.5; be a set of test data with size | Dy.s¢|, the test MSE is defined
as

A 1 o 2
Test MSE(f) = —— > (Yh - f(Xh))
|Dtest|
(Xn,Yn)€EDxest
The generalization gap refers to the difference of training MSE and test MSE, which measures model
generalization property, i.e
Generalization Gap(f) = Train_MSE(f) — Test_MSE(f).

The recovery error on full domain compares the approximation by our networks with the true gov-
erning equation of the ODE system on the domain of interest. Specifically, let {(t;, z;)}ic[as) be a
set of points in the domain, the recovery error is defined as

= Z | f(ti, 4) f(.tmxi)\ . @

max; f tz; xz — Inin, f(t’u xz)

We compare our proposed regularlzed randomized neural networks with Lipschitz regularized neural
network and Lipschitz neural network. We perform the empirical experiments in the noiseless and
noisy regimes. All experiments are performed in a MacBook with 2.3GHz 8-core Intel Core i9
processor.



4.1 Data Descriptions

In this section, we describe how we generate the trajectory data and non-trajectory data for each
example. We generate the synthetic datasets using the function odeint from the scipy package in
Python.

Autonomous ODE. We consider the following 1D Autonomous ODE:
#(t) = cos(5z) + 2°* — z,

where the right-hand side only depends on the space variable x. We compute the approximated
solutions of ODE for time steps ¢ in the interval [0, 1] with At = 0.04 and for K = 500 initial
conditions that are uniformly sampled from interval [—0.7,0.9]. Our setting results in 12500 data
points. We use the uniform grid over domain [0, 1] x [—0.7, 0.9] of resolution 100 x 100. to compute
the recovery error on full domain.

Non-Autonomous ODE. Our second example is a 1D non-autonomous ODE, where the right-hand
side depends on both space variable z and time ¢, i.e.

i(t) = e " log(t) — t2.

We generate K = 200 trajectories whose initial conditions are uniformly sampled in the interval
[0.5, 5] and the solution for equispaced time steps ¢ in the interval [0.1,2] with A¢ = 0.02. Here we
have 19000 data points. We use uniform grids over domain [0.1, 2] x [0.5, 5] of resolution 100 x 100
to compute the recovery error on full domain.

Van der Pol Oscillator. The Van der Pol oscillator is

i1 =2, @2 =p(l—a})ze — 1, (®)
where 1 > 0. In this example, we set up 1 = 0.02. We generate K = 400 trajectories of 5 seconds ".
The initial conditions are sampled from domain [—4, 4] x [—4, 4] and we approximate the solutions
of ODE system for time steps ¢ in interval [0.15, 5.14] with At = 0.01. Our problem setting leads to

200000 data points. In this example, we generate uniform grids over domain [0.15, 5.14] x [—4, 4] x
[—4, 4] of resolution 20 x 20 x 20 as non-trajectory data.

To generate noisy data, we follow the procedures in [I6] and [27]. Specifically, for Autonomous
ODE and Non-autonomous ODE, we compute mean range M}, across trajectories as

t — t;
= 2 (g 0 g 1)
Then, the 1% noisy regime is given by

i‘?(t])—l‘ ( )+n’LJMk:7

where n;; follows a normal distribution A/(0, 0.01) with mean 0 and variance 0.01. We produce 5%
noisy regime in a similar way. For Van der Pol Oscillator, we produce 1% noisy version by

1 =21+ ey and Ty = o + €9,
where e; and ey are independent and sampled from a normal distribution A (0,0.01) with mean 0
and variance 0.01. In a similar way we add 5% noise to the data.

In all examples, we use 80% of trajectory data for training and the remaining 20% samples for
testing. We visualize the training and test samples for all examples in the Appendix.

4.2 Comparison

In this section, we compare our proposed method with two neural network-based methods. In [I6],
the authors used neural networks and added a Lipschitz regularization term in the loss function. In
[277], the authors directly used Lipschitz neural networks, which are a class of neural networks with a
prescribed upper bound of the Lipschitz constant [26]. In all experiments, we use a shallow random-
ized neural network with N = 50 neurons, and hence our model has only 50 trainable parameters.

'The data samples are available from here.


https://github.com/shiqingw/Lipschitz-System-ID/blob/main/datasets/eg2_VanDerPol/001/dataset.mat

For neural networks with Lipschitz regularization term (LRNN), we consider neural networks with 8
hidden layers of widths [10, 30, 30, 30, 30, 30, 30, 30] with ReLU activation function, which results
in 5041 trainable parameters. For Lipschitz neural networks (LNN), we consider neural networks
with 8 hidden layers of width 64 on each layer with ReL.U activation function. The total number
of trainable parameters are 54346 2. The training of our proposed regularized randomized neural
networks is done by solving a regularized least-squares problem and we use numpy.linalg.solve
method. The training of neural networks uses Adam with learning rate 0.01 and 15 epochs.

Metric Model No Noise 1% Noise 5% Noise

our method | 7.33 x10°% [ 9.35 x 1075 | 4.35 x 1072

Test MSE LRNN 2.05 x 1073 9.66 x 10~ 3 3.63 x 10~ 72

Autonomous LNN 9.65 x 107 ° 1.03x 1077 3.30 x 10 2
Recovery Error on our method 1.09% 3.88% 6.64%
Full Domain LRNN 2.67% 4.21% 7.58%
LNN 1.19% 4.62% 7.21%

ourmethod | 3.95 x 107 ° | 7.07 x10°3 | 2.09 x 102

Test MSE LRNN 7.95 x 1077 742 x 1073 2.53 x 10~ 2

Non- LNN 9.22 x 1073 9.58 x 1073 2.38 x 10~ 2
autonomous Recovery Error on our method 0.67% 0.86% 0.82%
Full Domain LRNN 0.64% 1.07% 1.82%
LNN 2.03% 1.28% 1.30%

Table 1: Summary of Autonomous and Non-autonomous ODEs: we report test MSEs and recovery
errors on full domain of our proposed method, Lipschitz-regularized neural networks, and Lipschitz
neural networks.

Metric Model No Noise 1% Noise 5% Noise

our method | 2.69 x 10°° | 231 x 1077 | 9.76 x 10”2

Test MSE LRNN 238x10 % [ 215x10 % | 5.77x 10" %

LNN 537 x 107 4.15 x 102 7.32x 1077
Recovery Error on Full | our method 0.21% 0.72% 1.93%
Domain LRNN 1.19% 0.89% 1.81%
(First Component) LNN 1.95% 2.58% 2.37T%
Recovery Error on Full | our method 0.17% 0.57% 1.41%
Domain LRNN 0.90% 1.51% 1.17%
(Second Component) LNN 1.03% 1.84% 1.71%

Table 2: Summary of Van der Pol Oscillator: we report test MSEs and recovery errors on full domain
of our proposed method, Lipschitz-regularized neural networks, and Lipschitz neural networks.

In Tables [ and D, we report test MSE and recovery error on full domain for each model. Our numer-
ical results suggest that our proposed method achieves similar or even beats Lipschitz regularized
Neural Network and Lipschitz neural network over all examples. In particular, our proposed method
is robust in the noisy regime. Across all experiments, we use N = 50 neurons for the randomized
neural networks, which is much less than vanilla neural networks. Moreover, we solve a regularized
least-squares problem to train the parameters, which is easy to solve and has convergence guarantee.
In summary, our model has good generalization property and can significantly reduce the computa-
tional complexity.

4.3 Hyper-parameter Selection

In this section, we discuss the choices of hyper-parameters of our proposed model. In particular, the
hyper-parameters are the number of hidden neurons /N, the variance of Gaussian random weights
o2, and the regularization parameter \.

In the first study, we fix the number of hidden neurons N = 50 and the variance of Gaussian
random weights 02 = 1. We aim to verify the effect of varying regularization parameter. Each

2We follow the network structures implemented in [IL6, 27]. The implementation of neural network with
Lipschitz regularization can be found here. The implementation of Lipschitz neural networks can be found

here,


https://github.com/enegrini/System-identification-through-Lipschitz-regularized-neural-networks
https://github.com/shiqingw/Lipschitz-System-ID

number in Table B is the average of 50 runs over the random sampling of Gaussian random weights.
We observe that the regularization term is helpful on the control of Lipschitz constant and results
in better generalization performance. Our empirical results also verify that the Lipschitz constant
decreases as we increase the regularization parameter A. Numerical results of Non-autonomous
ODE and Van der Pol Oscillator are presented in the Appendix EZ.

Regularization | Test Error Generalization | Recovery Error Lipschitz
Parameter Gap on Full Domain Constant

0 8.98 x 10~* —2.89 x 107 ° | 8.36% 20877813.9
0.0001 491 x10°° —1.24 x 107" | 1.37% 310.1
0.001 1.32 x 1077 —1.44 x 107" | 1.68% 206.9

0.01 4.43 x 1077 —2.60 x 107" | 2.64% 106.6

Table 3: Numerical results of Autonomous ODE: we report regularization parameters, test errors,
generalization gaps, recovery errors on full domain, and Lipschitz constant of randomized neural
networks in the noiseless regime.

In the second study, we fix the regularization parameter and demonstrate how the number of hidden
neurons IV and the variance of Gaussian random weights o2 affect the generalization results. In
Figure [, we show the heatmap of test errors and recovery errors of various number of features NV
and scaling parameter + (variance of Gaussian weights 02 = 1/42). Our results suggest that the
generalization properties (test and recovery errors) are robust to the change of IV and ~.

10 B2 Tz.o 10
I—o.so
= 60 = 60
(7] (7))
o o
S 10 1.0 S 10
= = -0.15
8 8
160 160

L.

|0.01

(b) Recovery error on full domain

0.2

1.2
Scaling parameter y

0.2 1.2 22 3.2 22 3.2

Scaling parameter y

(a) Test error

Figure 1: 1D Non-Autonomous ODE: we report test error and recovery error on full domain for
various number of features N and scaling parameter + (variance of Gaussian weights o2 = 1/~2).

In Figure @, we also numerically verify the decay rate of the test errors as we increase the number of
hidden neurons, which numerically verifies the upper bound in Theorem B. We depict the test errors
and logarithm of test errors versus the number of hidden neurons N.

—— Slope =-0.91 —— Slope=-2.15 "

—— Slope=-1.77 -1

Test errors

Loéarithm of Test er;ors
Test errors

£107”

Logér\thm df Test errors
Logarithm of Test errors

Features Features Features

(c) Van der Pol Oscillator

(a) Autonomous ODE (b) Non-autonomous ODE

Figure 2: Test MSE and Logarithm Test MSE as a function of the number of hidden neurons.
ported Slopes in the legends denote empirical decay rates.
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4.4 Solution Estimation

We use the trained regularized randomized neural network as the right-hand side and solve for the
ODE system. We numerically estimated the solution using the function odeint from the scipy
package in Python. For the randomized neural network, we use N = 50 neurons at the single hidden
layer, sample random weights from the normal distribution with mean 0 and variance 02 = 1, and
set regularization parameter A\ = 1075, In Figure B, we show the true solution (blue line, solve
using the true right-hand side f) and the predicted solution (red line, solve using the approximated
right-hand side f). We observe that the predicted solutions are accurate, even at the end of time
interval, for all the selected initial conditions across all examples. In the Appendix EZ3, we depict
the predicted solutions for all examples in the noisy regimes. Our results indicate that our proposed
model can provide accurate solution estimation in the noisy regimes.

~ 4 True =
04 —.— Predicted
wl I 2 S
= VAV
<o T x o
> < Ot
o W ERANAN
o2 T 5 AN \_\\_\
s T NN
o ,.,,/" —— Predicted . N ~
0.0 02 04 0.6 0.8 10 0.25 0.50 0.75 1.00 1.25 1.50 175 2.00 -4 -2 0 2 4
t t x_1
(a) Autonomous ODE (b) Non-autonomous ODE (c) Van der Pol Oscillator

Figure 3: True and predicted solution of three ODE benchmarks.

5 Conclusion

In this paper, we study the problem of approximating the governing equation of system of ODEs by
using the regularized randomized neural networks and introducing a Lipschitz regularization term to
the loss function. We estimate the Lipschitz constant and derive a generalization error bound, which
show the robustness and generalization ability of our proposed model. Our empirical studies show
that our proposed model achieves similar or even better generalization performance compared with
the state-of-the-art neural network-based methods. Moreover, our model has less trainable parame-
ters and the training of our model can be done by solving a regularized least-squares problem, which
significantly reduce the computational time and complexity. Due to the competitive generalization
performance and advantages in computation, we believe that our proposed regularized randomized
neural network-based method provides a good benchmark for system identification problem.

One of the limitations of our theoretical results is that our generalization error bound is in the worst-
case scenario. The results could be generalized to the L? case. One can also derive an error bound in
terms of the number of trajectory data and the number of time steps. We will leave those questions
for future exploration. On the computational side, we only consider synthetic data because it is easy
to test the generalization performance. We would like to apply our method to real-world data in the
future.
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