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Abstract

Natural language can offer a concise and human-interpretable means of specifying
reinforcement learning (RL) tasks. The ability to extract rewards from a language
instruction can enable the development of robotic systems that can learn from
human guidance; however, it remains a challenging problem, especially in visual
environments. Existing approaches that employ large, pretrained language models
either rely on non-visual environment representations, require prohibitively large
amounts of feedback, or generate noisy, ill-shaped reward functions. In this
paper, we propose a novel method, GoalLadder, that leverages vision-language
models (VLMs) to train RL agents from a single language instruction in visual
environments. GoalLadder works by incrementally discovering states that bring the
agent closer to completing a task specified in natural language. To do so, it queries
a VLM to identify states that represent an improvement in agent’s task progress
and to rank them using pairwise comparisons. Unlike prior work, GoalLadder does
not trust VLM’s feedback completely; instead, it uses it to rank potential goal states
using an ELO-based rating system, thus reducing the detrimental effects of noisy
VLM feedback. Over the course of training, the agent is tasked with minimising the
distance to the top-ranked goal in a learned embedding space, which is trained on
unlabelled visual data. This key feature allows us to bypass the need for abundant
and accurate feedback typically required to train a well-shaped reward function.
We demonstrate that GoalLadder outperforms existing related methods on classic
control and robotic manipulation environments with the average final success rate
of ∼95% compared to only ∼45% of the best competitor.

1 Introduction

Reinforcement learning (RL) relies critically on effective reward functions to guide agents toward
desired behaviours. However, crafting reward functions by hand requires significant human labour
and domain expertise. Fortunately, many RL tasks can be succinctly described in natural language
(e.g., ‘open the drawer’, ‘close the window’), from which humans can understand the task at hand and
approximate a reward function to reach the goal state. In particular, extracting a reward function from
a language instruction requires understanding the semantics of the task description, associating its
components with the given environment, and integrating this information with prior, common-sense
knowledge. The rise of large language models (LLMs) brings hope of automating this process – given
a language instruction, can we automatically extract an effective reward function?

Indeed, LLMs can perform well on open-ended question answering, code generation, and be vast
reservoirs of common-sense knowledge [1, 2, 3, 4]. Moreover, multimodal models have even broader
applicability to tasks involving images or other modalities [5, 6, 7, 8, 9, 10]. These properties
make pretrained language models potentially suitable for providing learning signals to reinforcement
learning algorithms, such as by generating preference-based feedback [11] or outputting a reward
function directly [12].
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Prior work attempts to use LLMs to generate reward functions given access to environment code or
interpretable state representations [13, 14, 12], limiting their applicability. Another line of work uses
vision-language models (VLMs) to define or learn a reward function given a language instruction
and visual observations. In particular, two broad strategies have emerged: (i) embedding-based
[2, 15, 16, 17], which aligns visual observations with a language instruction in the embedding space
of a VLM; and (ii) preference-based [11], which prompts a VLM to rank segments of an agent’s
behaviour by how well they match a textual specification, and trains a reward function from the
collected preference data.

Both approaches present certain challenges. Embedding-based methods employing CLIP [5] tend to
yield noisy reward functions due to the mismatch between the CLIP training data and the observations
from the tested environments [16]. Similarly, these methods require that every observation is
embedded to produce rewards, making them expensive and inefficient in using large pretrained
models. Preference-based methods like RL-VLM-F [11] produce reward functions with less noise
and better correlation with task progress but are nevertheless substantially noisy due to mistakes made
by a VLM when comparing trajectories. Erroneous feedback plagues the preference label dataset
(at an unknown frequency) making it challenging to robustly train a well-shaped reward function
without overfitting to mislabelled samples. Furthermore, although preference-based approaches are
more sample-efficient than embedding-based ones, they nevertheless require many VLM queries to
train a reward function that generalises well.

In this paper, we argue that, to be effective in practice, approaches employing VLMs for feedback
must address two key issues: (a) robustness to noisy VLM feedback; and (b) query efficiency in using
VLMs for feedback, given that repeated large-scale queries to VLMs can be prohibitively expensive.

To this end, we propose GoalLadder, an algorithm designed to address both of these challenges.
Our method leverages a VLM to incrementally discover environment states that bring the agent
closer to completing a task. To avoid the problems of prior methods, GoalLadder performs repeated
comparisons of a small subset of visual observations and maintains a persistent, ELO-based utility
measure (rating) over states. This process allows GoalLadder to progressively refine its estimates of
state utilities without being severely affected by noisy VLM feedback. Furthermore, compared to
previous methods, GoalLadder requires substantially fewer VLM queries to learn desired behaviours,
since rewards are defined as distances between visual observations in a learned embedding space that
is trained on unlabelled data, allowing for reward generalisation to unseen states without explicit
feedback. Using two classic control and five robotic manipulation tasks, we demonstrate that our
method significantly outperforms prior work that utilises vision-language models for RL, with the
average final success rate of ∼95% compared to only ∼45% of the best competitor. GoalLadder
exhibits impressive performance even against the oracle agent that has access to ground-truth reward
– nearly matching it across all tested tasks and convincingly surpassing it on one.

2 Related Work

Vision-language models Recent advances in large language models [18, 19, 20] demonstrate
impressive abilities for reasoning and common sense in text and other modalities such as vision
[5, 6, 7, 8, 9, 10]. Vision-language models are trained on a joint visual and textual representation
space, allowing the capabilities of LLMs to be applied within the visual domain. Nevertheless,
existing VLMs suffer from poor spatial understanding [21], making it difficult to reliably apply them
to spatial reasoning tasks. Our approach takes this into account by design, using a robust pairwise
evaluation strategy to reduce the effects of erroneous feedback on spatial tasks.

Language models in RL The use of language models in reinforcement learning has been pre-
dominantly about making LLMs write code, particularly to design a reward function [13, 14, 12].
Although these approaches may improve as language models get better at code comprehension, it is
unclear how they would perform in arbitrarily complex physical simulations or transfer to real-world
environments. LLMs have also been used to provide a reward signal in text-based environments
[22, 23].

Vision-language models in RL Several works explore the integration of VLMs in RL. One avenue
is using the embeddings of the VLMs directly in the definition of the reward. For example, [16] use
the CLIP model [5] to embed the task description specified in text, as well as an environment’s visual
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observations, and define the reward as the cosine similarity between the image and text embedding.
However, the resulting reward functions tend to be noisy, which is often attributed to the mismatch
between the training data of the VLMs and the environments they are applied to [16]. To this end,
Baumli et al. [17] fine-tune a CLIP model with contrastive learning to output the success of an agent
in reaching a text-based goal. Other papers use vision-language models to align visual observations
with language descriptions of a task [2, 24, 15, 25], to perform incremental trajectory improvement
from human feedback [26] or to elicit better task-relevant representations [27].

VLMs can also be used for direct feedback to learn a reward function from VLM goal-conditioned
preferences [11]. In particular, Wang et al. [11] use VLMs to provide preference labels over states of
visual observations conditioned on a task description and use these labels to learn a reward function
with Reinforcement Learning from Human Preferences (RLHF) [28]. Although this work improves
upon previous methods, noise in the learned reward function remains evident. Furthermore, for the
experiments with robotic manipulation, the authors remove the robot from the image to improve the
VLM’s ability to identify goal states in object-oriented tasks. This trick, however, also reduces the
amount of information a VLM can use to identify incrementally better states. In contrast, GoalLadder
solves the tasks without environment modifications and utilises an ELO-based rating system to reduce
the effects of noisy VLM feedback.

3 GoalLadder

3.1 Preliminaries

Reinforcement learning We formulate the problem as a Markov Decision Process (MDP), defined
as a tupleM = {S,A,R,P, γ}. Here, S represents the state space of the environment, A is the
agent’s action space, P : S×A×S → [0, 1] defines the transition dynamics,R : S×A → [0,∞) is
the reward function, and γ ∈ [0, 1) is the discount factor. At each timestep t, an agent takes an action
at, transitions to state st+1, and receives reward rt. In our setup, we assume that the agent similarly
receives an image observation ot that represents the state of the environment. The goal of the agent is
to maximise the sum of discounted rewards in the environment, defined as G =

∑∞
k=0 γ

kr(sk, ak).

Soft-Actor Critic We use soft-actor critic (SAC) [29] as the RL backbone of our agent. However,
in GoalLadder, the reward function changes periodically as new targets are being set over the course
of training. The vanilla implementation of SAC can struggle with non-stationary reward given that it
reuses past data from the replay buffer, which may not be up to date with respect to the latest reward
function. As such, similar to [30], we periodically relabel all of the agent’s trajectories with the latest
reward function.

Assumptions We assume access to a language instruction, l, that succinctly describes the task of
the agent in any given environment (e.g., "open the drawer"). Furthermore, we consider tasks whose
goal can be represented by a visual observation (not necessarily unique).

3.2 Method

Overview We propose GoalLadder, which uses a vision-language model to incrementally discover
states that bring the agent closer to completing a task specified in natural language. GoalLadder uses
a VLM in two ways: (i) to identify candidate goals, denoted as g, to be put into a ranking buffer
Bg = {g1, g2, ...} for further evaluation, and (ii) to rate the candidate goals, with rating denoted as e,
based on their proximity to the goal state specified in language. The candidate goals are discovered
and ranked online, as the RL agent trains and collects new observations according to its latest SAC
policy. Over the course of training, the top-ranked goal serves as the target state that the RL agent is
tasked with achieving.

GoalLadder involves several stages that are expanded upon in Sections 3.2.1-3.2.3:

1. Collection: the RL agent collects an episode by interacting with the environment according to
its current SAC policy.

2. Discovery: a VLM is queried to determine whether any of the collected observations represent
an improvement over the current top-rated candidate goal.
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(2)  VLM compares trajectory states against top-rated goal

New Current best

User: In which image is the
agent closer to the goal?

(1)  Collect trajectory (3)  Place into goal buffer

Rating: 850

Rating: 820

Rating: 800

(4)  Compare pairs of candidate goals

Rating: 850 860

Rating: 820 810
Rating: 860

(5)  Select best candidate as target

    =

(6)  Update reward buffer

Trajectory

Figure 1: Summary of GoalLadder. (1-2) An agent collects a trajectory using the current SAC policy.
Trajectory observations are uniformly sampled and compared against the current best candidate goal
in the buffer. (3) If successful, they are placed into the candidate goal buffer. (4) Pairs of candidate
goals are sampled and compared against each other using a VLM. Their ratings are updated after
each comparison. (5-6) Periodically, the target state is updated with the current top-rated goal from
the candidate buffer. Reward function is defined as the negative distance to the current best candidate
goal in a learned embedding space; the RL agent is then trained with this reward. The process returns
to step 1 and repeats.

3. Ranking: a VLM is queried with sampled pairs of existing candidate goals from the buffer for
comparison and their ratings are updated accordingly.

4. Training: The agent is trained to minimise the distance to the top-ranked candidate goal in a
learned embedding space.

Together, the stages represent a repeating process, in which the RL agent trains and collects new
observations, while candidate goals are being discovered and ranked. A visual illustration of
GoalLadder operations is provided in Figure 1.

3.2.1 Discovery of candidate goals

To succeed, GoalLadder must address the question: Which states are worth evaluating as candidate
goal states? Since our capacity to query the VLM is limited, we need to filter out irrelevant states
before they are entered into the goal buffer for detailed evaluation. This ensures that the VLM focuses
on the most promising states, avoids wasting compute on obvious or trivial cases, and more quickly
converges on the final goal. To this end, we maintain a buffer of candidate goals, Bg, where each
candidate goal gi consists of an image oi representing the state and the goal’s rating ei, such that
gi = (oi, ei). Given the current top-rated candidate goal,

g∗ = arg max
gi∈Bg

ei, where g∗ = (o∗, e∗),

and a randomly sampled state image oj from the agent’s latest collected trajectory, the VLM is asked
to decide which of the two images, o∗ or oj , represents a state that is closer to the language-specified
task goal, l. We denote the VLM output by

y = VLM(o∗, oj , l), y ∈ {−1, 0, 1},

where y = −1 indicates that there is no decision or the images are equivalent, y = 0 means g∗ is
deemed a better goal than oj , and y = 1 means oj is deemed a better goal than g∗.

If y = 1, the newly sampled state oj is inserted into Bg as a fresh candidate goal with a standard
initial rating. Conversely, if y = 0 or y = −1, oj is disregarded in order to keep the goal buffer
focused on higher-quality candidates.
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3.2.2 Rating of candidate goals

Once the goal buffer is large enough, GoalLadder begins querying a VLM to compare the candidate
goal states and get a better estimate of their true rating. Specifically, a pair of candidate goals is
sampled, (gi, gj) ∼ Bg , and the same querying process, as in Section 3.2.1, is used.

Ideally, our goal ratings would have two main properties: (1) be robust to noisy VLM outputs and
(2) allow for quick updates to a candidate goal’s rating when new and better goals are discovered.
In GoalLadder, we draw inspiration from the ELO chess rating system [31] to maintain a robust,
adaptive measure of each candidate goal’s utility. In chess, players’ ratings are updated after every
match based on two factors: the observed outcome (win, lose, or draw) and the expected outcome
given the players’ current ratings.

In ELO, the expected score for candidate goal gi against gj is given by the logistic function:

Ei =
1

1 + 10(ej−ei)/C
,

where ei and ej are the current ratings of gi and gj , respectively, and C is a constant controlling how
sensitive the expected scores are to rating differences.

Given an observed result Si ∈ {−1, 1, 0} (“win,” “loss,” or “draw”), we update the rating of gi as:

ei ← ei + T
(
Si − Ei

)
,

and similarly for gj . Here, T is a constant that governs how quickly ratings are adjusted.

The ELO rating system incrementally absorbs noisy VLM comparisons, adaptively adjusts ratings
when new evidence shows a goal is better or worse, and continuously refines its estimates to converge
on a stable hierarchy of candidate goals aligned with the language-specified target.

3.2.3 Defining the reward function

Once a candidate goal g∗ ∈ Bg emerges as the highest-rated goal, we treat its image o∗ as the agent’s
current best guess for the true task objective. As such, we wish to encourage the agent to bring its state
as close as possible to o∗ in an appropriate metric space. However, defining a distance directly in an
environment’s intrinsic state-space may be unreliable given environment-to-environment differences.

To address this, GoalLadder learns a visual feature extractor to produce a compact latent representation
of environment observations. We achieve this using a variational autoencoder training objective [32],

L = −Eψ(zt|ot) log pθ(ot | zt) +DKL (ψ(zt | ot) ∥ p(zt)) , (1)

where the encoder ψ(·) is trained to produce a latent vector zt representing observation ot. We
implement the feature extractor using a simple convolutional neural network architecture, the details
of which can be found in Appendix A.

By training on a diverse set of observations the agent encounters, we obtain a latent space that
captures salient visual (and potentially semantic) features of the environment. Finally, we define the
agent’s reward at time step t− 1 to be:

R(st−1, at−1) = − d
(
zt, z

∗),
where zt = ψ(ot), z∗ = ψ(o∗), and d(·, ·) is the Euclidean distance. As such, the agent is incentivised
to minimise the distance to the top-rated goal g∗.

As the candidate goals are being discovered and rated during training, we periodically update our
reward function and relabel all stored transitions [30] with respect to the top-rated candidate goal.
Periodicity ensures that sudden or erroneous changes in the top-rated goal do not significantly
destabilise the training process, while also keeping the best goal estimate up-to-date.

3.2.4 Implementation details

We use Gemini 2.0 Flash1 as our VLM backbone. The top-rated candidate goal is selected as the new
target every L = 5000 environment steps. The goal buffer size is capped at |Bg| = 10, as the lowest

1https://ai.google.dev/gemini-api/docs/models#gemini-2.0-flash
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Algorithm 1: GOALLADDER: Pseudo algorithm
Input : Task description l, experience buffer D, SAC, VLM, reward update schedule L

1 Initialise candidate goal buffer Bg with random observations
2 while training do
3 Collect episode E ∼ π and store in D
4 // Discovery and Ranking
5 if t mod K = 0 then
6 Sample M trajectory observations {o1, . . . , oM} ∼ E
7 Compare each oi ∈ {o1, . . . , oM} against top-rated candidate using VLM and l
8 Update goal buffer Bg based on the feedback
9 Compare M pairs of (gi, gj) ∼ Bg using VLM and l

10 Update candidate goal ratings, (ei, ej)
11 end
12 // Update reward function
13 if t mod L = 0 then
14 Select the top-rated goal from the buffer, g∗ = argmax(oi,ei)∈Bg

ei
15 Update rewards in experience buffer D using ∥ψ(o)− ψ(o∗)∥2
16 end
17 // Train
18 if t mod 1 = 0 then
19 Update SAC
20 Update ψ using a minibatch of observations from D
21 end
22 end

rated candidate goals are removed every L steps. This ensures the comparisons remain focused on
the most promising states. VLM queries are performed every K environment steps with M queries
per feedback session (see Section 4). SAC gradient update is performed after every environment
step. Finally, the VLM prompts are standardised using a single template to ensure consistency and
ease of use . Algorithm 1 shows the stepwise, high-level operations of GoalLadder. See Appendix
A for further implementation details, including hyperparameters, architectural details, and used
computational resources.

4 Experiments

We analyse the performance of our algorithm in the scope of continuous control tasks, from classic
control to more complex robotic manipulation. Specifically, we aim to answer the following questions:

1. Can GoalLadder effectively discover the best goal over the course of training?
2. Can GoalLadder solve continuous-control tasks?
3. Is GoalLadder more sample-efficient with respect to VLM queries than related methods?

Environments We run a variety of continuous-control experiments to investigate GoalLadder’s
performance. In particular, we use two classic control environments (CartPole, MountainCar) from
OpenAI Gym [33] and five robotic manipulation environments (Drawer Close, Drawer Open, Sweep
Into, Window Open, Button Press) from the Metaworld suite [34]. Importantly, unlike prior works
[16, 11], we do not perform any special environment modifications to help VLMs discern task
progress. We use feedback rates of K = 2000 with M = 5 for OpenAI Gym environments and
K = 500 with M = 5 for the Metaworld environments.
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Mountain Car Drawer Open

Window OpenDrawer Close

Figure 2: Top-rated candidate goals during training. Top-rated candidate goals in the Mountain
Car environment follow a natural progression of the car getting closer to the top of the hill. Similarly,
in the Metaworld tasks, GoalLadder rapidly discovers states that bring the robotic arm closer to the
true task objective, until the best goal is discovered.

Baselines We compare GoalLadder to the following baselines:

• Ground-truth reward (Oracle): A strong baseline in which the RL algorithm is trained with the
environment’s intrinsic reward. This benchmark acts as the oracle and should serve as an upper
bound on the performance of our method.

• VLM-RM [16]: Uses CLIP [5] to embed the task description and an image observation and defines
the reward as the cosine-similarity between the two embeddings.

• RoboCLIP [15]: Employs a pre-trained video-language model, S3D [35], to compute rewards
based on the similarity between an agent’s video trajectory and either a reference video or a text
description. To ensure a fair comparison, we use the text version of RoboCLIP.

• RL-VLM-F [11]. Uses a VLM to compare pairs of images with respect to a language instruction.
Unlike GoalLadder, RL-VLM-F utilises VLM feedback to train a reward function from the collected
labels. For this baseline, we apply the same feedback rate used in GoalLadder and use the same
vision-language model as backbone – Gemini 2.0 Flash.

4.1 Can GoalLadder discover the best goal?

1800

2000

2200

2400

50k 100k50k 150k 200k 250k

ELO ratings of candidate goals
ELO

Environment steps

Figure 3: Candidate goal ratings over
time in Window Open. Different colours
indicate different candidate goals present
in the buffer. GoalLadder quickly singles
out the best goal once it is discovered.

Figure 2 shows the evolution of the top-rated candidate
goals in the buffer over the course of the training for the
MountainCar and Metaworld environments. Despite the
VLM’s tendency to make mistakes in its comparisons,
the best goal consistently rises to the top of the ranking.
Based on our experiments, we confirm that GoalLadder
can effectively discover the target goal given the language
instruction for all tested environments.

Similarly, Figure 3 shows the evolution of the candidate
goal ratings in the buffer for the Metaworld Window Open
environment. During the initial discovery stage (until 50k
steps), there is no clear winner and the ratings tend to be
similar. Upon the discovery of a clear winner (at around
50k steps), GoalLadder quickly singles it out as the best
goal for the agent to pursue. Figure 5 provides further
insight by visualising the entire goal buffer over the course
of training for the Drawer Open task. Two trends can be
observed: (i) the buffer is approximately ordered by how
close the agent is to achieving the task in each image, and
(ii) the buffer becomes progressively filled with better states as training goes on. We observe similar
behaviour for all other environments.
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Figure 4: GoalLadder performance against baselines on OpenAI Gym and Metaworld environments.
Shaded regions represent the standard deviation over 3 seeds. Averaged across all tasks, GoalLadder
achieves a mean success rate of ∼95%, compared to the next best competitor performance of ∼45%
achieved by RL-VLM-F.

4.2 Can GoalLadder solve the tasks?

Figure 4 shows that GoalLadder can effectively solve continuous control tasks given only a language
instruction, reaching a mean success rate of ∼95% averaged across all tasks. Curiously, our method
nearly matches the performance of the ground-truth reward baseline and even convincingly surpasses
it for the Drawer Open task. Empirically, we find that sometimes the oracle agent learns to reach
the drawer, but does not learn to pull the handle to open it. We believe this once again highlights
the difficulty of manually designing effective reward functions – an issue that was also previously
discussed in Wang et al. [11].

The preference-based baseline, RL-VLM-F, manages to solve the relatively easy tasks – Cartpole
and MountainCar from the OpenAI Gym suite, as well as Drawer Close from Metaworld. However,
it begins to struggle with the more complicated Metaworld tasks. We attribute this poor performance
of RL-VLM-F to the fact that it requires more feedback to learn an effective reward function, as
well as ways to mitigate the effects of noisy labels in the preference data. Similarly, VLM-RM and
RoboCLIP struggle to learn in most of the tasks, which is in line with previously observed limitations
of these methods [11].

4.3 How sample-efficient is GoalLadder?

Using large pretrained models is expensive, so methods that rely on them for feedback must do so
efficiently. While embedding-based approaches, like VLM-RM [16], use all environment observations
for reward calculation, preference-based methods, like RL-VLM-F [11], can offer better sample
efficiency by training a reward function from a limited amount of feedback, in the hope that the learned
reward function generalises to unseen states. By contrast, GoalLadder produces reward signals that
generalise to unseen states by defining the reward in terms of distances in an embedding space (Section
3.2.3) trained with unsupervised learning. Utilising the full extent of agent’s experiences, rather than
just the labelled observations, for reward definition allows GoalLadder to approximate state utility
without collecting large amounts of feedback. Averaged across all Metaworld tasks, GoalLadder

8
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Lowest ratingHighest rating
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5k steps
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Figure 5: Visualisation of the goal buffer in GoalLadder over the course of training. Each line
demonstrates the candidate goals present in the buffer after an indicated number of environment steps.
The candidate goals are ordered by ELO rating, from left to right.

learns to solve them after only ∼4500 queries. For comparison, PEBBLE [30], a preference-based
method that uses ground-truth reward preferences, achieves the same performance after attaining an
average of ∼15000 preference labels on the same tasks. Indeed, we observe that GoalLadder boasts
superior sample efficiency compared to the tested baselines. Performance curves in Figure 4 illustrate
that RL-VLM-F struggles to learn the tasks using the feedback rate of GoalLadder, while VLM-RM,
that embeds all collected observations, fails almost entirely.

5 Discussion

5.1 Limitations

As mentioned in Section 3.2, we assume that the progress or success of a task can be identified from a
single image, limiting the application of our method to environments with static goals. Nevertheless,
we believe that future work could extend GoalLadder to video-based settings. GoalLadder also largely
relies on visual feature similarity for reward definition. In some settings, visual similarity between
observations could be a limiting proxy for the underlying state similarity or task progress. Here, more
advanced visual embedding techniques could be used instead. Lastly, while our method could always
benefit from evaluation on more environments, the costs of using VLMs limit what is feasible.

5.2 Broader impacts

Reinforcement learning from language instructions opens up the door for human-interpretable ways
to interact with robotic systems in the real world. At the same time, robotic systems trained with the
assistance of large pretrained language models have the potential to inherit any existing biases of
these models. Though the scope of this paper is limited to object-oriented environments, we would
caution against the application of such models in settings with real humans, until this potential issue
is thoroughly investigated.

5.3 Conclusion

We introduced GoalLadder, a method for training reinforcement learning agents from vision-language
model feedback using a single language instruction. GoalLadder systematically discovers new
and better states that take the agent closer to the final task goal over the course of training. Our
method demonstrated impressive performance gains against prior work, while nearly matching the
performance of the oracle agent with access to ground-truth reward. We argued that implementing a
more comprehensive pairwise comparison technique and using a learned embedding space for reward
definition allowed GoalLadder to be robust to noisy feedback and significantly more sample-efficient
compared to prior methods.

GoalLadder offers several interesting directions of future research. Firstly, we believe that our
method could be extended to video-based settings, depending on the capabilities of the existing
vision-language models for video comprehension. Secondly, we believe GoalLadder would benefit
from more advanced visual feature extraction techniques or from building a more meaningful latent
space, for example using self-supervised learning.
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A Implementation details

A.1 Soft-Actor Critic

The implementation of the Soft-Actor Critic (SAC) [29] used in the paper follows the implementation
of SAC in PEBBLE [30], similar to Wang et al. [11] to ensure a fair comparison. As such, the used
hyperparameters, including the used optimisers, are the same and can be found in the original paper
[30].

A.2 Feature extractor

As mentioned in the paper, we train a visual feature extractor ψ(·) using a variational autoencoder
(VAE) training objective. In particular, the VAE is implemented using a simple convolutional
neural network architecture, the details of which are shown in Table 1. The dimensionality of latent
states |z| was chosen to be 16, thus ensuring high informational bottleneck to encourage feature
disentanglement. The feature extractor is trained using Adam optimiser [36] with a learning rate of
0.0001. The batch size is 128. A gradient step is applied after each environment step, and the training
continues throughout RL training. We set the beta parameter β = 0.1, which is a common way to
encourage better image reconstructions in VAEs [37], and use MSE as reconstruction loss.

To ensure training stability with respect to the RL target (top-rated candidate goal), we fix the weights
of the VAE for calculating visual embeddings and update them every L = 5000 steps – at the same
rate as top-rated candidate goals are updated as RL target states.

Table 1: Architecture of the convolutional feature extractor.
Component Layer Output Shape

Encoder

Conv2D(3, 16, 4x4, stride=2, pad=1) + ReLU 128x128x16
Conv2D(16, 32, 4x4, stride=2, pad=1) + ReLU 64x64x32
Conv2D(32, 64, 4x4, stride=2, pad=1) + ReLU 32x32x64
Conv2D(64, 128, 4x4, stride=2, pad=1) + ReLU 16x16x128
Conv2D(128, 256, 4x4, stride=2, pad=1) + ReLU 8x8x256
Conv2D(256, 256, 4x4, stride=2, pad=1) + ReLU 4x4x256
Flatten 4096

Encoder (FC) Linear(4096 → 16) 16

Decoder (FC) Linear(16 → 4096) 4096

Decoder

ConvT2D(256, 256, 4x4, stride=2, pad=1) + ReLU 8x8x256
ConvT2D(256, 128, 4x4, stride=2, pad=1) + ReLU 16x16x128
ConvT2D(128, 64, 4x4, stride=2, pad=1) + ReLU 32x32x64
ConvT2D(64, 32, 4x4, stride=2, pad=1) + ReLU 64x64x32
ConvT2D(32, 16, 4x4, stride=2, pad=1) + ReLU 128x128x16
ConvT2D(16, 3, 4x4, stride=2, pad=1) + Sigmoid 256x256x3

A.3 GoalLadder

A.3.1 Candidate goal rating

When a candidate goal gets added to a goal buffer Bg , it gets assigned an initial rating, ê. The initial
rating is calculated by taking the mean rating of all existing goals in the buffer, ê =

∑N
ei∈Bg

ei/N .
This ensures that new goals are able to quickly catch up with top-rated goals, while not being
immediately considered superior upon initial discovery.

We also set the parameters of ELO rating updates: C = 400 (constant controlling how sensitive the
expected scores are to rating differences) and T = 32 (rating update speed). These were chosen to
match the commonly used values in chess rating. In practice, we find that these default parameters
were satisfactory for effectively absorbing noisy VLM outputs, while bringing the best goal to the top
of the buffer.
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A.3.2 Reward definition

Rewards are calculated using Euclidean distance between visual embeddings, ∥ψ(o)− ψ(o∗)∥2. In
practice, we find that it is useful to normalise rewards within bounds [0, 1], using a simple max-min
normalisation, and then apply a non-linear transformation, such that the rewards used during training,
r̂ are calculated as r̂ = rγ , where γ = 20. This ensures that reward scaling does not significantly
impact the learning process of the RL agent, as the visual feature extractor changes over the course of
training. The non-linear transformation ensures that the agent accrues proportionally larger amounts
of reward the closer it gets to the target state.

A.4 Computational resources

For training GoalLadder, we use Tesla V100 16GB GPU and 2× Intel Xeon E5-2698 v4 CPUs,
each with 20 cores and 2 hardware threads per core. The training time of a single GoalLadder
agent took ∼45 hours. Initial experimentation included identifying the abilities of the used vision-
language model, Gemini 2.0 Flash, to compare pairs of visual observations with respect to a language
instruction.

B Task descriptions and prompts

Below is the prompt template used to get feedback from a vision-language model. The formatting
instructions of the expected response can be adjusted depending on the implementation.

Further, Table 2 shows the used language instructions for each task in GoalLadder. The same template
is used for RL-VLM-F for controlled comparison. Table 3 shows language instructions used for
reward calculation in VLM-RM. Finally, Table 4 shows language instructions used in RoboCLIP.

VLM prompt template in GoalLadder

Image 1: {IMAGE 1}
Image 2: {IMAGE 2}

The goal {LANGUAGE INSTRUCTION}.

Answer the following questions:
1. What is shown in Image 1?
2. What is shown in Image 2?
3. Is there any difference between Image 1 and Image 2 in terms of achieving the goal?
4. Is the goal better achieved in Image 1 or in Image 2? Explain your reasoning.

If the goal is better achieved in Image 2 than it is in Image 1,
{FORMATTING INSTRUCTIONS}.
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Table 2: GoalLadder language instructions for each task
Task LANGUAGE INSTRUCTION

cartpole "is pole balanced upright"
mountaincar "is car at the peak of the mountain, to the right of the yellow

flag"
drawer-open-v2 "of the robotic arm is to open the green drawer"
drawer-close-v2 "of the robotic arm is to close the green drawer"
sweep-into-v2 "of the robotic arm is to sweep the green cube into the hole"
window-open-v2 "of the robotic arm is to open the window"
button-press-topdown-v2 "of the robotic arm is to press the red button into the orange box"

Table 3: VLM-RM language instructions for each task
Task LANGUAGE INSTRUCTION

cartpole "pole vertically upright on top of the cart"
mountaincar "car at the peak of the mountain, to the right of the yellow flag"
drawer-open-v2 "open drawer"
drawer-close-v2 "closed drawer"
sweep-into-v2 "green cube in a hole"
window-open-v2 "open window"
button-press-topdown-v2 "pressed button"

Table 4: RoboCLIP language instructions for each task
Task LANGUAGE INSTRUCTION

drawer-open-v2 "robot opening drawer"
drawer-close-v2 "robot closing drawer"
sweep-into-v2 "robot pushing green cube into a hole"
window-open-v2 "robot opening window"
button-press-topdown-v2 "robot pressing red button"

C Additional ablations

C.1 ELO rating

To disentangle the contributions of the ELO ranking more thoroughly, we have run a small ablation
study of GoalLadder’s performance without the ELO system, i.e. the ’greedy’ rating system where we
always trust the VLM’s decision to replace the top-rated goal. Table 5 shows the results on the Drawer
Open task, confirming the importance of the ELO rating system in achieving good performance.

Table 5: ELO ablation.

GoalLadder Final success rate
with ELO 0.97 ± 0.11
without ELO 0.20 ± 0.35

Qualitatively, we observe the expected suboptimal behaviour in GoalLadder without ELO: signifi-
cantly better goals are periodically replaced by significantly worse goals as targets (i.e. VLM makes
mistakes). This destabilises the training process and results in a rapid performance drop.
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C.2 Buffer size

In our initial experimentation, we have found that the buffer size should be big enough to allow for
diversity, but small enough to allow for frequent pairwise comparisons between the candidate goals.

Table 6: Success rates by buffer size.
Buffer size Final success rate Average success rate Max success rate
1 (No ELO) 0.20 ± 0.35 0.14 ± 0.23 0.25 ± 0.45
5 0.83 ± 0.13 0.48 ± 0.13 1.00 ± 0.00
25 0.80 ± 0.11 0.47 ± 0.14 1.00 ± 0.00
50 1.00 ± 0.00 0.61 ± 0.11 1.00 ± 0.00
10000 0.00 ± 0.00 0.01 ± 0.01 0.13 ± 0.27

To confirm this intuition, we have run a small ablation of GoalLadder with varying buffer sizes.
The results shown in Table 6 confirmed our initial hypothesis: (a) smaller buffer sizes hinder
performance as the diversity of candidate goals in the buffer suffers; (b) large buffer sizes require
an exponentially larger number of pairwise comparisons to arrive at converged ratings, thus also
hindering the performance of the model. Overall, we find that GoalLadder is robust to buffer sizes
within the reasonable ranges.

C.3 Visual encoders

We have similarly tested the performance of GoalLadder with two off-the-shelf visual encoders –
DINOv2 [38] and CLIP [5] – shown in Table 7. These results indicate that a small VAE trained on
environment observations outperforms large, pre-trained encoders. We hypothesise that the VAE
allows the model to better distinguish between fine-grained state differences, which are not well
captured by the pre-trained models.

Table 7: Success rate by vision encoder.

Model Max success rate
GoalLadder + VAE 1.00 ± 0.00
GoalLadder + DINOv2 0.25 ± 0.21
GoalLadder + CLIP 0.38 ± 0.17
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D NeurIPS Paper Checklist
1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: We demonstrate that GoalLadder is able to solve continuous control tasks,
surpassing the performance of competitor methods and almost matching the oracle. By
running competitor methods under the same feedback rate, we also showcase GoalLadder’s
sample efficiency with respect to the required amount of feedback. Lastly, we present ample
evidence of the fact that GoalLadder’s rating system consistently brings the best goal in the
environment to the top of the ranking, thus reducing the effects of noisy VLM feedback.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We discuss the fact that GoalLadder is currently only applicable to tasks with
static goals. Furthermore, we discuss the potential limitation of using visual similarity
measure for calculating rewards.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.
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3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
Justification: [NA]
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: Full implementation details are included, both in the main body and the
appendix of the paper.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: The code will be provided.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).
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• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: Specified in the Appendix.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: See Discussion.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification:

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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