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Abstract

The Asymmetric Traveling Salesman Problem (ATSP) is one of the most funda-
mental and notoriously challenging problems in combinatorial optimization. We
propose a novel continuous relaxation framework for ATSP that leverages differ-
entiable constraints to encourage acyclic structures and valid permutations. Our
approach integrates a differentiable trace-based Directed Acyclic Graph (DAG)
constraint with a doubly stochastic matrix relaxation of the assignment problem,
enabling gradient-based optimization over soft permutations. We further develop
a projected exponentiated-gradient method with adaptive step size to minimize
tour cost while satisfying the relaxed constraints. To recover high-quality discrete
tours, we introduce a greedy post-processing procedure that iteratively eliminates
subtours through cost-aware cycle merging. Empirically, our method achieves
state-of-the-art performance on standard asymmetric TSP benchmarks and demon-
strates strong scalability and accuracy, particularly on large or highly asymmetric
instances where heuristic solvers such as LKH-3 often struggle.

1 Introduction

The Asymmetric Traveling Salesman Problem (ATSP) is one of the most fundamental and notoriously
challenging problems in combinatorial optimization. Many important combinatorial optimization
(CO) problems are theoretically reducible to ATSP. Recent work by Pan et al. [22] has shown that
such reductions are not only of theoretical interest but can also be practically feasible for certain
small-scale CO tasks, suggesting that advances in ATSP solvers could yield broad benefits across the
CO landscape.

Although the symmetric TSP is a special case of ATSP, solvers designed specifically for the asym-
metric case often perform poorly on symmetric instances. Conversely, any ATSP instance can be
transformed into a symmetric TSP by doubling the number of nodes [9], enabling symmetric solvers
to be applied to asymmetric problems. Consequently, much of the CO community has focused on the
symmetric TSP [11 |8} 20} 126, leading to the development of increasingly effective handcrafted and
learning-based heuristics. Recently, methods such as those proposed by Drakulic et al. [4} 5], Pan
et al. [22]] have employed reinforcement learning to directly search for optimal ATSP tours. These
approaches provide faster inference compared to state-of-the-art heuristics such as LKH-3 [8], but typ-
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ically yield lower-quality solutions—even though LKH-3 was originally developed for the symmetric
TSP.

Assignment-problem (AP) relaxations have long been used to provide strong lower bounds within
branch-and-bound and branch-and-cut TSP solvers [17, [19], and they remain effective for large-scale
asymmetric instances. Several constructive heuristics, including the Karp—Steele Patching (KSP)
algorithm [[12] [13]] and its variants, attempt to lift assignment solutions into valid tours. However,
based on existing open-source implementations, these heuristics often underperform relative to
LKH-3. Interestingly, AP relaxations tend to be tighter for asymmetric TSPs than for symmetric ones,
motivating the development of stronger heuristics grounded in AP formulations.

A general TSP can be formulated as a linear assignment problem with an additional constraint
ensuring that the solution forms exactly one cycle [9]]. We observe that this constraint is equivalent to
requiring all proper subgraphs of the assignment to be Directed Acyclic Graphs (DAGs). Inspired by
recent progress in differentiable DAG learning [25] 28| [29]], we propose a novel continuous relaxation
of the TSP that incorporates DAG constraints into the assignment formulation. We show that the
global minimum of this relaxed problem exactly recovers the true TSP solution.

Although the proposed relaxation is non-convex, we find empirically that local minima obtained
via approximate projected gradient descent often yield high-quality solutions. In many cases, our
method recovers valid tours with shorter lengths than those produced by LKH-3. For instances
where the relaxed optimization does not directly yield a valid tour, we introduce a simple greedy
post-processing heuristic to eliminate subtours and construct feasible solutions. Finally, we apply a
2-opt local refinement to further improve tour quality. Together, these components constitute a new
heuristic for solving general (asymmetric, non-metric) TSP instances that consistently outperforms
LKH-3, particularly on large-scale problems. When applied to small-scale symmetric TSPs, our
method remains competitive—achieving slightly lower solution quality than LKH-3 but offering
significantly faster runtime performance.

In summary, our main contributions are:

* Novel TSP formulation: A novel exact continuous formulation that suppresses subtours
via a trace-based acyclicity loss.

* Soft assignment optimization: A doubly stochastic matrix relaxation of ATSP solved via
projected exponentiated gradient descent.

* Efficient greedy decoding: A post-processing algorithm that reconstructs valid tours from
fractional assignments with minimal additional cost.

» Strong empirical performance: Extensive experiments show our method outperforms
LKH-3 on ATSP benchmarks and scales well to large problem sizes.

2 Related Works

Learning-based TSP Solvers Recently, learning-based approaches have been increasingly applied
to combinatorial optimization (CO) problems, including the Traveling Salesman Problem (TSP).
While many existing works focus on the Euclidean TSP, where inputs are given as point coordinates
(1L 114 1150181 120, 23], 24} [31]], more recent studies [4), 15, [16l [22]] have extended these methods to
handle general asymmetric TSPs. Kwon et al. [16] treat distance matrices directly as transformer
input tokens, which is computationally inefficient and unsuitable for large graphs. Subsequent
methods [4} 5, 22]] address this limitation by encoding distance matrices more efficiently, enabling
scalability to graphs with thousands of nodes. These approaches [4} 15,16} 22] generate tours in an
auto-regressive manner, formulating the tour-construction process as a Markov Decision Process
(MDP). Reinforcement learning is then applied to optimize over the MDP, thereby avoiding reliance
on expensive ground-truth optimal solutions.

In contrast to these auto-regressive frameworks, Min et al. [20] proposed a surrogate loss based on
assignment-problem relaxations of the TSP. However, their approach is limited to the Euclidean
setting and only enforces the absence of length-2 loops in the solution, necessitating a post-processing
step to construct valid tours.

Learning-based solvers generally outperform classical heuristics such as LKH-3 in terms of computa-
tional efficiency, although they may produce slightly less accurate tours. In reinforcement learning



settings, high-quality solutions from fast heuristics (even if suboptimal) can serve as valuable offline
data for off-policy algorithms, potentially accelerating training and improving solution quality.

Beyond methods that directly generate tours from node coordinates or distance matrices, another
line of research [27}130] focuses on learning improved search strategies—such as branch-and-bound
or local search policies. These approaches replace handcrafted heuristics in traditional solvers with
learned decision mechanisms, leading to more adaptive and data-driven optimization behavior.

Assignment Problem Relaxations for TSP  Relaxations of the Traveling Salesman Problem (TSP)
based on the classical linear Assignment Problem (AP) have been extensively studied due to their
computational efficiency and strong theoretical foundations [9} [1/7]]. These relaxations typically
involve solving a linear program in which the tour constraints are relaxed, allowing the solution to
contain multiple disconnected subtours. To recover a valid TSP tour, additional strategies such as
iterative subtour elimination or branch-and-bound frameworks are employed [[19]. Although AP
relaxations do not always yield feasible tours directly, they provide tight lower bounds [6] and serve
as key components in exact solvers and heuristic algorithms. Several tour-construction heuristics have
also been developed based on AP relaxations [12}[13]]; however, existing open-source implementations
often perform worse than modern LKH-3 solvers. For a more comprehensive discussion, we refer
readers to Cirasella et al. [2]], Glover et al. [7], and Oncan et al. [21].

3 Exact Continuous Relaxation of TSP

LetD € Rixn be the non-negative distance (or cost) matrix, where its entry d;; denotes the distance
or cost of traveling from node ¢ to node j. The general TSP seeks a tour (i.e., a permutation of the
nodes forming a single cycle that visits each node exactly once) that minimizes the total travel cost.
This can be formulated as:

min D.X) = d;ixis
NETIRELETES ) ST

subject to Z xi; =1 foralli e {1,...,n} (eachnode exits exactly once), "
=1

Zwij =1 forallje€ {1,...,n} (eachnode is entered exactly once),
i=1

X forms a single Hamiltonian cycle (no subtours).

Here, X is a permutation matrix corresponding to a single cycle over the nodes. The final constraint
prohibits subtours—i.e., disjoint cycles that do not span all nodes—ensuring that the solution
corresponds to a valid TSP tour.

Differentiable DAG Constraints Recently, a family of differentiable constraints for enforcing
acyclicity in graphs was proposed in the literature [25} 28| [29]. For any positive adjacency matrix X,
acyclicity can be enforced by the following constraint:

h(X) =) (X') =0. 2)
i=1

In this constraint, each term tr(X?) is strictly positive when X contains cycles of length 4, since all
entries of X are positive. Therefore, setting the total sum to zero guarantees that there are no cycles
of any length, ensuring that X represents a Directed Acyclic Graph (DAG).

Based on these differentiable DAG constraints, we propose a novel continuous relaxation of the TSP
by enforcing that any proper subgraph of the assignment matrix X forms a DAG. This leads to the
following formulation:

n n n—1
Jin (D, X) = > dijwi;  subject to Z; tr(X?) = 0, 3)

i=1 j=1



where D" = {X € [0,1]"*" | X1 =1, 17X = 1T} is the set of doubly stochastic matrices of size
n X n.

One appealing property of this relaxation is its tightness, as stated below:

Proposition 1 (Exactness of the Continuous Relaxation). The global minimum of the relaxed problem
in (3) coincides with the optimal solution of the original TSP.

Proof. To prove the result, it suffices to show that any fractional matrix X € D™ cannot satisfy the

constraint Z?;ll tr(X?%) = 0. In other words, all feasible solutions must be permutation matrices
representing Hamiltonian cycles.

The proof follows from the Birkhoff—von Neumann theorem [10]], which states that any doubly
stochastic matrix X € D™ can be expressed as a convex combination of permutation matrices:

k k
X=>0P; 6;>0 ) 6;=1, )
i=1 1=1

where P; are permutation matrices.

Assume for contradiction that a fractional X € D™ satisfies the constraint in (3). Then its
Birkhoff—von Neumann decomposition contains at least two distinct permutation matrices P;. If any
P; corresponds to a subtour (i.e., not a single Hamiltonian cycle), then tr(Pg ) > 0 for some j < n,
and hence tr(X7) > 0 for some j < n due to linearity and positivity. This violates the constraint

Z}:ll tr(X7) = 0, making X infeasible.

Even if all P; represent valid Hamiltonian cycles, a convex combination of two or more distinct
tours will produce fractional entries in X. These fractional values imply the presence of edges from
multiple tours, which results the presence of subtours and nonzero traces in X7 for some j < n.
Thus, X would again be infeasible.

Therefore, the only feasible solutions are permutation matrices representing single Hamiltonian
cycles. Among them, the one minimizing (D, X) is exactly the TSP solution.

O

4 Trace Guided Tour Search

To efficiently optimize the relaxation in Equation , we introduce an auxiliary variable Y € R™*"
with elementwise constraints Y < 0, and define the assignment matrix as X = exp(Y), where
the exponential is applied elementwise. This reparameterization ensures that X is strictly positive
and facilitates optimization over the interior of the doubly stochastic polytope D". Compared to
optimizing directly over X, working in the log-domain (i.e., optimizing Y) avoids boundary issues,
improves numerical stability, and enables smooth gradients that are more amenable to gradient-based
learning methods. The relaxed optimization problem is then formulated as:

n n n—1
expgl/i)réDn<D,exp(Y)> = szij exp(y;;) subject to tr Z(exp(Y)i) =0, Q)
i=1 j=1 i=1

where D is the cost matrix, and the trace constraint eliminates self-loops and short cycles. By
introducing a Lagrange multiplier A, the constrained problem can be rewritten as the following
unconstrained objective:

n—1

min Y) = (D,exp(Y)) + Atr > (exp(Y)?). 6
L S0 = (Doexp(¥) X 3 exp(¥)) ©
The gradient of this objective with respect to Y is given by:
n—2 T
Vyf(Y)=Doexp(Y)+A|> (i+1)exp(Y)'| ©exp(Y), (7)
i=0

where © denotes elementwise multiplication. This formulation enables efficient and scalable opti-
mization while preserving the structural constraints required by the TSP.



Algorithm 1 Approximate Projected Gradient Descent for Exponentiated TSP Relaxation

1: Input: Cost matrix D € R™*" initial step size & > 0, scaling factor v > 0, max iterations T’
2: Initialize Y < —D

3: Compute initial assignment 7y, <— LinearAssignment(—Y)

4: fort =1to T do

5: Compute gradient:

n—2 T
Vy/(Y)=Doep(Y)+A|> (i+Dexp(Y)'| ©exp(Y)

i=0

6: Update Yiew < Y — aVy f(Y)

7: Project: X = Sinkhorn(exp(Ynew)), Ynew < log(X) © elementwise projection onto D™

8: Compute new assignment ey <— LinearAssignment(—Y pew)

9: if Thew 7 Tprey then

10 a— af2

11: else

12: o 2a

13: end if

14: Y + Yoew, Tprev < Tnew

15: if 7w has only one loop then

16: break

17: end if

18: end for

19: Output: Y, permutation ey,

Approximate Projected Gradient Descent for Exponentiated TSP Relaxation: To optimize the
exponentiated relaxation of the TSP problem, we propose an approximate projected gradient descent
algorithm over the log-domain variable Y. The algorithm initializes Y as the negative of the cost
matrix, Y < —D, and iteratively updates it using the gradient of the relaxed objective. At each step,
the gradient is computed and used to update Y with a step size a. To maintain feasibility within
the doubly stochastic set, we apply Sinkhorn [3]] normalization to the exponentiated matrix exp(Y)
and then project back to the log-domain via log(+), ensuring that exp(Y) € D". The step size « is
dynamically adjusted based on whether the solution to the linear assignment problem (using —Y as
the cost) changes after the update: if it does, the step size is reduced; otherwise, it is increased to
accelerate convergence. This adaptive strategy helps balance exploration and stability. The process
terminates either after a fixed number of iterations or once a valid TSP tour (a single loop) is found in
the assignment. The algorithm returns the optimized Y and the corresponding assignment matrix
exp(Y).

Approximate Gradient Computation: In our gradient expression, the term

AT
[Z?:_OQ(Z'—l—l)eXp(Y)Z] involves computing a weighted sum of matrix powers, which

can be computationally expensive. Although efficient approximations such as the truncated Neumann
series proposed in Zhang et al. [28] can reduce the number of operations to O(logn) matrix
multiplications, the cost remains significant for large instances due to the O(n?) complexity of
matrix multiplication. To address this, we adopt a lightweight approximation by substituting exp(Y’)
with the hard assignment matrix corresponding to the current solution m,ey. Since permutation
matrices are sparse and binary, their powers are simply cyclic shifts, and the sum can be computed in
O(n?) time. This approximation significantly accelerates training while preserving useful structural
signals from the current assignment during optimization.

Greedy Tour Decoding from Invalid Assignments: Although the proposed optimization approach
typically converges rapidly for asymmetric TSP instances, there exist hard cases where convergence
to a valid permutation (i.e., a single-loop tour) does not occur. To address such situations, we apply a
greedy decoding strategy to extract a valid TSP tour from the relaxed assignment matrix. Specifically,
we begin by selecting a random starting node and iteratively follow the highest-assigned edge (i.e.,
the node with the largest assignment probability) to determine the next node in the tour. If the selected



Method ATSP20 ATSP50

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 1.68 0.00% 0.00% 5.18
LKH-3 (1, 500) 0.02% 0.00% 0.02 1.00% 0.40% 0.060
LKH-3 (1, 10000) 0.0005% 0.00% 0.18 0.28% 0.00% 0.54
MatPOENet 27.36% 27.80% 0.0067 688.67% 675.04% 0.016
GOAL 36.50% 33.59% 0.002 108.29% 109.38% 0.0095
Ours 1.9% 0.08% 0.005 2.6% 0.8% 0.012

Table 1: Comparison of methods on small-scale pure random ATSP (TSP20 and TSP50). GAP
is measured relative to LKH-3 (10, 10000). The results are average from 128 instances. The
performance of learning based approaches is far worse than their reported results as they are trained
on ATSP with triangle inequality and they failed to generalize to random ATSP.

Method ATSP20 ATSP50

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 2.54 0.00% 0.00% 4.51
LKH-3 (1, 500) 0.00% 0.00% 0.03 0.06% 0.00% 0.05
LKH-3 (1, 10000) 0.00% 0.00% 0.27 0.004% 0.00% 0.48
MatPOENet 7.4% 5.3% 0.0063 1.4% 1.1% 0.016
GOAL 9.26% 10.15% 0.002 5.87% 5.83% 0.0095
Ours 0.97% 0.00% 0.006 0.6% 0.00% 0.009

Table 2: Comparison of methods on small-scale random ATSP with triangle inequality problems
(TSP20 and TSP50). GAP is measured relative to LKH-3 (10, 10000). The results are average from

128 instances.

edge would result in the formation of a premature loop or revisiting a node, we instead choose the
closest unvisited node according to the original cost matrix. This process continues until all nodes
have been visited exactly once, ensuring the construction of a valid Hamiltonian cycle. This decoding
heuristic is simple, efficient, and empirically effective in recovering feasible tours from imperfect or

fractional assignments.

Time Complexity. The dominant computational cost in each iteration of the proposed algorithm
lies in solving the linear assignment problem for approximating exp(Y'), which has a worst-case
time complexity of O(n3) when using the Hungarian algorithm. However, in practice, the Hungarian
algorithm is typically much faster due to early termination and efficient implementations. Addition-
ally, viewing the assignment step through the lens of primal-dual linear programming reveals an
opportunity to reuse the dual variables as warm starts for subsequent iterations, potentially accel-
erating convergence. Alternatively, the assignment problem can also be solved using the Auction
algorithm, which offers better parallelism and is more amenable to GPU implementation. This opens
up promising directions for future work, where the entire optimization process could be ported to
GPUs to achieve significant speed-ups and scalability for large-scale TSP instances.

Local Search Refinement. To further improve the quality of the obtained tour, our implementation
applies a simple 2-opt heuristic as a post-processing step. We observe that for asymmetric TSP
instances, the 2-opt heuristic often brings negligible improvements due to the directional nature
of the cost structure. In contrast, for symmetric TSPs, the 2-opt refinement can lead to noticeable
performance gains by eliminating crossing edges and reducing the overall tour length. While 2-opt is
lightweight and easy to implement, it may be suboptimal for larger or more complex instances. As a
future direction, one could consider replacing the 2-opt heuristic with more powerful local search
methods such as the Lin—Kernighan—Helsgaun (LKH) algorithm [8]]. In such a setup, our learned
solution could serve as a high-quality initialization for LKH, potentially reducing the number of local
search iterations required and improving overall efficiency.



5 Experimental Results

Hardware All experiments were conducted on a workstation equipped with an AMD Ryzen 9
3900X CPU, 128GB DDR4 memory, and an NVIDIA RTX 3090 GPU. The LKH-3 heuristic was
implemented in C++ and executed in a single-threaded mode on the CPU. Our proposed method was
implemented using Python and SciPy, and it was also executed on a single CPU process without
utilizing the GPU. In contrast, all learning-based approaches (e.g., GOAL and MatPOENet) were
executed on the GPU to leverage hardware acceleration during inference.

Dataset We evaluate our method on randomly generated Asymmetric TSP (ATSP) instances of
sizes 20, 50, 100, 200, 500, and 1000. Following prior works [[16]], the cost matrices for these
instances are generated by sampling each entry independently from a uniform distribution over the
interval [0, 1]. Kwon et al. [16] add an post-processing procedure to ensure the triangle inequality
in enforced in the generated ATSP, while we also consider the cases where the triangle inequality
is not satisfied. For solvers that require integer-valued cost matrices, we scale the costs by 10° and
round them to the nearest integer to preserve precision. Additionally, we evaluate our approach on
symmetric TSP instances of sizes 20 and 50. In line with previous settings, we first sample n random
points in 2D space from a uniform distribution over [0, 1]2, and use the Euclidean distances between
these points to construct the symmetric cost matrices.

Competitors We compare our method against several strong baselines, including both classical
heuristics and recent learning-based approaches. Specifically, we consider LKH-3, a state-of-the-
art heuristic algorithm for solving TSP, GOALIS5], a reinforcement learning-based approach using
graph neural networks, and MatPOENet[22], a transformer-based model for solving combinatorial
optimization problems. For GOAL and MatPOENet, we use their publicly released pretrained weights
to ensure a fair comparison. For LKH-3, we evaluate three configurations: (i) one run with 500
search trials, (ii) one run with 10,000 search trials, and (iii) ten runs with 10,000 search trials each.
These configurations allow us to assess both the performance and robustness of LKH-3 under varying
computational budgets. Exact solvers such as Gurobi and Concorde [1] are not compared as they are
often too slow for large scale problems.

Method ATSP100 ATSP200

Avg. GAP  Median GAP  Runtime (s) | Avg. GAP  Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 11.40 0.00% 0.00% 18.67
LKH-3 (1, 500) 5.38% 5.06% 0.13 12.59% 12.72% 0.27
LKH-3 (1, 10000) 1.06% 0.91% 1.19 2.02% 1.90% 2.03
MatPOENet 295.18% 295.62% 0.047 747.56% 750.27% 0.165
GOAL 181.92% 177.47% 0.058 265.03% 261.43% 0.16
Ours 3.39% 1.77% 0.043 0.32% -1.01% 0.13

Table 3: Comparison of methods on medium-scale pure random ATSP problems (TSP100 and
TSP200). GAP is measured relative to LKH-3 (10, 10000). The results are average from 128
instances. The performance of learning based approaches is far worse than their reported results as
they are trained on ATSP with triangle inequality and they failed to generalize to random ATSP.

5.1 Asymmetric Problems

Small Scale Problems The comparison of running time and solution quality for small-scale
problems is presented in Table[I]and Table 2] Our method, while yielding slightly worse average
performance than LKH-3, demonstrates significantly faster running times. For the learning-based
approaches, which are trained on ATSP witht triangle inequality instances, their performance degrades
substantially on purely random ATSP problems—underperforming all other competitors. This
indicates that current neural combinatorial solvers may struggle to generalize across different problem
distributions. Additionally, MatPOENet performs considerably worse on our test set than reported in
its original paper, suggesting a potential distribution shift between the two test scenarios.

Surprisingly, GOAL achieves the best performance on asymmetric TSP20 with triangle inequality,
outperforming the state-of-the-art LKH-3 heuristic by a substantial margin. Given that GOAL was



Method ATSP100 ATSP200

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 7.31 0.00% 0.00% 11.69
LKH-3 (1, 500) 0.25% 0.11% 0.11 0.64% 0.06% 0.23
LKH-3 (1, 10000) 0.09% 0.00% 0.787 0.18% 0.01% 1.34
MatPOENet 14.91% 13.84% 0.047 35.58% 35.72% 0.165
GOAL 3.83% 4.04% 0.058 0.77% 0.74% 0.44
Ours 0.52% 0.04% 0.027 0.16% 0.00% 0.10

Table 4: Comparison of methods on medium-scale random ATSP with triangle inequality problems
(TSP100 and TSP200). GAP is measured relative to LKH-3 (10, 10000). The results are average from
128 instances. There may potentially be a distribution shift between the training set of MatPOENet

and our test set.

Method ATSP500 ATSP1000

Avg. GAP  Median GAP  Runtime (s) Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 29.99 0.00% 0.00% 46.64
LKH-3 (1, 500) 24.47% 24.86% 1.08 51.23% 51.48% 3.81
LKH-3 (1, 10000) 2.50% 2.45% 3.85 3.25% 2.94% 7.91
MatPOENet 6400.51% 6400.50% 1.51 | 15017.16% 15016.70% 10.24
GOAL 369.69% 369.40% 6.84 305.84% 304.62% 58.53
Ours -10.77 % -11.59% 0.87 -21.40% -21.86% 5.22

Table 5: Comparison of methods on large-scale pure random ATSP problems (TSP500 and TSP1000).
GAP is measured relative to LKH-3 (10, 10000). The results are average from 128 instances. Our
approaches outperforms the state-of-the-arts LKH-3 heuristics in terms of solution quality. The
performance of learning based approaches is far worse than their reported results as they are trained
on ATSP with triangle inequality and they failed to generalize to random ATSP.

trained on 100-node triangle asymmetric instances, this result suggests that training neural solvers
on large, structured, and challenging problems may enhance their generalization to smaller problem

instances.

Medium and Large Scale Problems The comparison of running time and solution quality for
medium- and large-scale problems is presented in Table [3] Table[d] Table[5] and Table[6] Consistent
with the small-scale setting, learning-based approaches perform significantly worse than others on
purely random asymmetric TSPs. In these settings, our algorithm outperforms LKH-3(1,500) for
graphs with more than 100 nodes, and even surpasses LKH-3(1,10000) for graphs with more than 200
nodes. As the graph size increases, our method increasingly outperforms all LKH-3 heuristics, with
the performance gap becoming more pronounced for larger instances. On 1000-node problems, our
algorithm achieves over 20% improvement compared to LKH-3(10,10000) and over 70% compared
to LKH-3(1,500). Meanwhile, our runtime on large graphs is comparable to that of LKH-3(1,500)
and remains faster than the learning-based approaches. On asymmetric TSPs with triangle inequality,
similar trends are observed. Our method continues to outperform LKH-3 on large graphs, although
the performance margin is smaller compared to the purely random setting.

In terms of running time, it is notable that, despite our implementation not being carefully optimized,
its execution speed is often faster than that of LKH-3. On very large graphs, our method can outper-
form learning-based approaches, even when those methods are accelerated by GPUs. Furthermore,
most operations in our algorithm are amenable to parallel execution and could potentially benefit

significantly from GPU acceleration.

5.2 Symmetric Problems

Although our algorithm is not specifically designed for symmetric TSPs and does not exploit any
symmetry properties, we evaluated its performance on small-scale symmetric instances. The results
are presented in Table [/l The performance trends closely resemble those observed on triangle

asymmetric TSPs.



Method ATSP500 ATSP1000

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 20.88 0.00% 0.00% 36.72
LKH-3 (1, 500) 1.08% 1.00% 1.02 51.23% 51.48% 3.93
LKH-3 (1, 10000) 0.25% 0.24% 2.93 3.25% 2.94% 7.05
MatPOENet 112.48% 112.19% 1.50 156.48% 156.24% 10.21
GOAL 1.07% 1.01% 6.85 1.26% 1.22% 58.48
Ours -0.06 % -0.11% 0.74 -0.35% -0.36 % 5.10

Table 6: Comparison of methods on large-scale random ATSP with triangle inequality problems
(TSP500 and TSP1000). GAP is measured relative to LKH-3 (10, 10000). The results are average
from 128 instances. Our approaches outperforms the state-of-the-arts LKH-3 heuristics in terms of

solution quality.

Method TSP20 TSP50

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 3.21 0.00% 0.00% 4.51
LKH-3 (1, 500) 0.00% 0.00% 0.03 0.06% 0.00% 0.05
LKH-3 (1, 10000) 0.00% 0.00% 0.33 0.004% 0.00% 0.48
MatPOENet 1.50% 1.25% 0.0064 0.63% 0.58% 0.015
GOAL 14.06% 15.14% 0.002 14.34% 15.18% 0.0095
Ours 0.04% 0.00% 0.013 0.86% 0.66% 0.094

Table 7: Comparison of methods on small-scale random symmetric TSP problems (TSP20 and
TSP50). GAP is measured relative to LKH-3 (10, 10000). The results are average from 128 instances.

6 Conclusions and Future Works

In this work, we introduced a novel continuous relaxation framework for the Asymmetric Traveling
Salesman Problem (ATSP) that combines differentiable acyclicity constraints with doubly stochastic
matrix relaxations. Our key innovation lies in the formulation of ATSP as a constrained optimization
problem where trace-based DAG constraints naturally eliminate subtours while maintaining differen-
tiability for gradient-based optimization. The proposed projected exponentiated gradient method with
adaptive step sizes demonstrates efficient convergence properties, and our greedy post-processing
procedure effectively recovers valid tours from fractional assignments.

Through extensive experiments on standard benchmarks, we have shown that our method achieves
state-of-the-art performance on asymmetric TSP instances, particularly excelling on large-scale
problems where traditional heuristics like LKH-3 struggle. The results reveal several important
insights: (1) our continuous relaxation provides a tight formulation that frequently converges to valid
tours without post-processing, (2) the approach scales favorably with problem size, maintaining
both computational efficiency and solution quality, and (3) the method remains competitive even on
symmetric TSP instances despite not being specifically designed for them.

The success of our framework suggests several promising directions for future research. First, the
differentiable nature of our formulation makes it potentially amenable to integration with learning-
based approaches, where the solver could be trained to predict good initializations or adaptive penalty
parameters. Second, the trace-based constraints may generalize to other combinatorial optimization
problems that require acyclic substructures. Finally, investigating more sophisticated optimization
techniques within our framework could lead to further improvements in both solution quality and

computational efficiency.

This work bridges an important gap between continuous relaxations and discrete combinatorial
optimization, offering a new perspective on solving challenging problems like ATSP through dif-
ferentiable programming. The demonstrated effectiveness of our approach on large-scale instances
suggests that similar techniques could prove valuable for other NP-hard optimization problems where
traditional methods face scalability limitations.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Justification: The main contributions of our work are emphasized throughout
the paper.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: We clearly stated that our approaches are for asymmetric TSPs and may not
have good performance in symmetric cases.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
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Answer: [Yes]

Justification: We proved that our continuous relaxation is exact.

Guidelines:

The answer NA means that the paper does not include theoretical results.

All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

All assumptions should be clearly stated or referenced in the statement of any theorems.

The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The pseudo code of the algorithm is given, and an implementation based on
that would work.

Guidelines:

The answer NA means that the paper does not include experiments.

If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer:
Justification: The code will be made publication after publication.
Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: The construction of the dataset is clear stated in the experimental section.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer:
Justification: We not only provide average results, but also provide median results.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)
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* The assumptions made should be given (e.g., Normally distributed errors).

* It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: It is clearly stated in the experiments section.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: We follow the code of ethics.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer:

Justification: This paper presents work whose goal is to advance the field of Machine
Learning. There are many potential societal consequences of our work, none which we feel
must be specifically highlighted here.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: We do not have such problem.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: All third-party assets used in this paper—such as code, datasets, and mod-
els—are properly credited, with licenses and terms of use explicitly acknowledged.

Guidelines:

* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: The dataset generation process is clearly stated.
Guidelines:

* The answer NA means that the paper does not release new assets.

» Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: We do not have any human experiments.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: We do not have any human experiments.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: This research does not involve LLMs as any important, original, or non-
standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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Appendix: Solving Asymmetric Traveling Salesman Problem via
Trace-Guided Cost Augmentation

A Linear Assignment Problem

The linear assignment problem aims to determine a permutation matrix that minimizes the total
assignment cost given by a cost matrix D € R™*", whose entries are denoted by d;;. Let X € R**"
be the assignment matrix, where x;; = 1 indicates that row 4 is assigned to column j, and zero
otherwise. The problem can be formulated as the following linear program:

n n
minimize E g dijzij

i=1 j=1

subject to inj =1 foralli=1,...,n, ®
j=1

inj =1 forallj=1,...,n,
i=1

z;; > 0 foralli,j.

The dual problem introduces variables u; and v; corresponding to the row and column constraints,
respectively, and is given by:

n n
maximize E ui—ﬁ—g vj
i=1 j=1

subjectto  u; +v; < d;; foralli,j.

©))

Strong duality holds for this problem, guaranteeing that the optimal values of the primal and dual
problems are equal when a feasible solution exists.

The Hungarian Algorithm is, in fact, a primal-dual method for solving the Linear Assignment
Problem (LAP). This insight allows us to exploit the structure of Algorithm[I} where multiple LAPs
are solved iteratively. Specifically, we can retain the previously optimal dual variables u and v and
use them as the initialization for subsequent runs of the Hungarian Algorithm. This warm-start
strategy significantly accelerates convergence, as the optimal dual variables often remain close across
successive LAP instances.

B Further Refining Performance by Branch-and-Bound

We further refined our implementation by incorporating two key strategies: (1) reusing the dual
variables u and v, as described in the previous section, and (2) introducing a simple branch-and-bound
heuristic. In our branch-and-bound strategy, we first solve the Linear Assignment Problem (LAP)
to obtain a lower bound for the ATSP instance. We then identify the edge with the highest cost in
the LAP solution and branch on it. For each branch, we apply Algorithm[I]to compute a potentially
global upper bound, while the LAP provides a local lower bound. Our heuristic allows up to five
branch-and-bound iterations.

With these enhancements, the results on large-scale ATSP instances satisfying the triangle inequality
are presented in Table [§] As shown, reusing the dual variables accelerates our algorithm by up
to a factor of five compared to the original implementation. Additionally, the branch-and-bound
strategy offers further performance improvements. Similar gains are observed on purely random
ATSP instances, as shown in Table [9]
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Method TSP500 TSP1000

Avg. GAP Median GAP  Runtime (s) | Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 20.88 0.00% 0.00% 36.72
LKH-3 (1, 500) 1.08% 1.00% 1.02 51.23% 51.48% 3.93
LKH-3 (1, 10000) 0.25% 0.24% 293 3.25% 2.94% 7.05
MatPOENet 112.48% 112.19% 1.50 156.48% 156.24% 10.21
GOAL 1.07% 1.01% 6.85 1.26% 1.22% 58.48
Ours -0.06 % -0.11% 0.74 -0.35% -0.36% 5.10
Ours-reuse[u, v] -0.04% -0.09% 0.19 -0.35% -0.36% 0.97
Ours-reuse[u, v]-BnB -0.11% -0.12% 0.70 -0.38% -0.38% 291

Table 8: Comparison of methods on large-scale random ATSP with triangle inequality problems
(TSP500 and TSP1000). GAP is measured relative to LKH-3 (10, 10000). The results are average
from 128 instances. Our approaches outperforms the state-of-the-arts LKH-3 heuristics in terms of
solution quality.

Method ATSP500 ATSP1000

Avg. GAP Median GAP  Runtime (s) Avg. GAP Median GAP  Runtime (s)
LKH-3 (10, 10000) 0.00% 0.00% 29.99 0.00% 0.00% 46.64
LKH-3 (1, 500) 24.47% 24.86% 1.08 51.23% 51.48% 3.81
LKH-3 (1, 10000) 2.50% 2.45% 3.85 3.25% 2.94% 791
MatPOENet 6400.51% 6400.50% 1.51 | 15017.16% 15016.70% 10.24
GOAL 369.69% 369.40% 6.84 305.84% 304.62% 58.53
Ours -10.77 % -11.59% 0.87 -21.40% -21.86% 5.22
Ours-reuse[u, v] -10.89% -11.67% 0.33 -21.49% -21.98% 1.54
Ours-reuse[u, v]-BnB -11.88% -12.02% 0.84 22.31% -22.39% 3.63

Table 9: Comparison of methods on large-scale pure random ATSP problems (TSP500 and TSP1000).
GAP is measured relative to LKH-3 (10, 10000). The results are average from 128 instances. Our
approaches outperforms the state-of-the-arts LKH-3 heuristics in terms of solution quality. The
performance of learning based approaches is far worse than their reported results as they are trained
on ATSP with triangle inequality and they failed to generalize to random ATSP.

C Experimental Results on TSPLIB instances

We evaluated our algorithm on large-scale ATSP benchmark instances from TSPLIB, particularly
those derived from stacker crane problems. Our method consistently outperforms LKH-3 (1-100) in
terms of solution quality while also requiring less computational time. These results demonstrate the
practical effectiveness of our approach on real-world structured benchmarks, further validating its
scalability and competitiveness beyond synthetic instances.

D Comparison with ILP Solver

We conducted a preliminary comparison between our method and an exact ILP solver on both
symmetric and asymmetric TSP instances. Specifically, we tested the solver on 100-node symmetric
problems and 500-node asymmetric problems and found that the ILP solver was able to return optimal
solutions within a reasonable time budget.

Due to time constraints, we evaluated both methods on 10 randomly sampled instances for each case.

The results are summarized below. While the ILP solver guarantees optimality, our method achieves
competitive solution quality with significantly faster runtimes, particularly for larger asymmetric
instances—highlighting its scalability and practical utility for large-scale problems.

D.1 Performance comparison on 100-node symmetric TSP problems

D.2 Performance comparison on 500-node asymmetric TSP problems
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Table 10: Comparison of algorithms on asymmetric TSP benchmark instances.

Instance Algorithm Best Known Result Running Time (s) Result
LKH(1-100) 1.46 1388
LKH(1-10000) 3.38 1346

rbg323 LKH(10-10000) 1326 20.32 1346
Ours 0.42 1360
Ours (no 2-opt) 0.20 1365
LKH(1-100) 1.67 1294
LKH(1-10000) 4.03 1175

rbg358 LKH(10-10000) 1163 25.16 1175
Ours 0.09 1180
Ours (no 2-opt) 0.04 1180
LKH(1-100) 6.27 2536
LKH(1-10000) 26.99 2498

rbg403 LKH(10-10000) 2465 9.06 2498
Ours 1.53 2473
Ours (no 2-opt) 1.28 2473
LKH(1-100) 5.44 2813
LKH(1-10000) 7.87 2762

rbg443 LKH(10-10000) 2720 30.06 2756
Ours 0.52 2760
Ours (no 2-opt) 0.27 2760

Table 11: Performance comparison on 100-node symmetric TSP problems.

Algorithm Running Time (s) Ratio to Optimal (Mean) Ratio to Optimal (Median)
LKH(1-100) 0.07 0.61% 0.17%
LKH(1-10000) 1.24 0.12% 0.00%
LKH(10-10000) 12.14 0.00% 0.00%
Gurobi 2.06 0.00% 0.00%
Ours (no local search) 0.03 15.2% 14.4%
Ours (local search) 0.05 1.47% 1.35%

Table 12: Performance comparison on 500-node asymmetric TSP problems.

Algorithm Running Time (s) Ratio to Optimal (Mean) Ratio to Optimal (Median)
LKH(1-100) 0.87 2.22% 0.17%
LKH(1-10000) 2.82 0.45% 0.00%
LKH(10-10000) 20.23 0.18% 0.00%
Gurobi 6.36 0.00% 0.00%
Ours (no local search) 0.17 0.005% 0.001%
Ours (local search) 0.30 0.005% 0.001%
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