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Abstract

One core capability of large language mod-001
els (LLMs) is to follow natural language in-002
structions. However, the issue of automati-003
cally constructing high-quality training data004
to enhance the complex instruction-following005
abilities of LLMs without manual annota-006
tion remains unresolved. In this paper, we007
introduce AUTOIF, the first scalable and008
reliable method for automatically generat-009
ing instruction-following training data. AU-010
TOIF transforms the validation of instruction-011
following data quality into code verification,012
requiring LLMs to generate instructions, the013
corresponding code to check the correctness014
of the instruction responses, and unit test sam-015
ples to verify the code’s correctness. Then,016
execution feedback-based rejection sampling017
can generate data for Supervised Fine-Tuning018
(SFT) and Reinforcement Learning from Hu-019
man Feedback (RLHF) training. AUTOIF020
achieves significant improvements across three021
training algorithms, SFT, Offline DPO, and On-022
line DPO, when applied to the top open-source023
LLMs, Qwen2 and Llama3, in self-alignment024
and strong-to-weak distillation settings.025

1 Introduction026

The instruction-following ability of large language027

models (LLMs) refers to their capacity to under-028

stand, interpret, and execute commands given to029

them in natural language (Lou et al., 2023; Ope-030

nAI et al., 2024). This ability is fundamental to031

contemporary LLMs as it enables them to lever-032

age their underlying knowledge, interact intuitively033

with users (Ouyang et al., 2022), adapt to various re-034

quirements (Zhang et al., 2023), and perform com-035

plex tasks (Sun et al., 2024). Misunderstandings036

in following instructions can lead to unintended037

outcomes, potentially resulting in severe conse-038

quences, particularly in critical scenarios (Zhou039

et al., 2023; Chang et al., 2024).040

Instruction

Response

Verification
Function

Keep your response under 20 characters in length. 
Are you familiar with OET or Occupational English Test ?

Response 1：Yes.

Response 4：Yes, l'm familiar with it.

Response 3：Yes, I'm familiar with OET.

Response 2：Yes, I'm familiar.

Figure 1: An example of the verification function au-
tomatically assesses the adherence of responses to the
instruction’s constraints.

Although instruction following is crucial, scal- 041

able and reliable methods to enhance this capability 042

of LLMs remain elusive. Current efforts in this 043

field are divided into manual annotation (Wei et al., 044

2021; Zhou et al., 2023; Jiang et al., 2024b) and be- 045

havior imitation (Xu et al., 2023; Zhao et al., 2024). 046

Manual annotation involves annotators designing 047

instructions and writing corresponding responses. 048

However, due to human cognition’s limitations, cre- 049

ating highly complex and diverse instructions is 050

challenging, making the process difficult to scale. 051

Furthermore, accurately executing complex instruc- 052

tions can sometimes be difficult for humans (Sun 053

et al., 2024; Cao et al., 2024b), requiring multi- 054

ple rounds of rigorous and costly validation (Wang 055

et al., 2024a; Wei et al., 2024). On the other hand, 056

behavior imitation aims to distill responses from 057

more advanced LLMs (Taori et al., 2023; Peng 058

et al., 2023) like GPT-4. This approach limits mod- 059

els to the capabilities of the advanced LLMs from 060

which they are distilled. Moreover, even advanced 061

LLMs can make mistakes, and the reliability of 062

the distilled data cannot be guaranteed (Cui et al., 063

2023). Consequently, models trained with this data 064

may have a propensity to not follow instructions 065

accurately (Zhou et al., 2024). 066
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In this paper, we introduce AUTOIF, the first067

scalable and reliable method for automatically gen-068

erating instruction following training Data for Su-069

pervised Finetuning (SFT) or Reinforcement Learn-070

ing from Human Feedback (RLHF) (Ouyang et al.,071

2022). The core idea of AUTOIF is to use code to072

verify the correctness of following instructions. In-073

tuitively, if designed properly, a significant portion074

of instructions, such as “Keep your response un-075

der 20 characters in length” can be verified for076

correctness using code, as illustrated in Fig. 1.077

Therefore, the key components of AUTOIF include078

(1) automatically generating instructions that can079

be verified by code, (2) automatically generating080

corresponding verification codes for these instruc-081

tions, and (3) ensuring the reliability of the first082

two steps. Specifically, we start by providing AU-083

TOIF with a small set of hand-written seed instruc-084

tions. Then, LLMs, not necessarily advanced ones,085

generate an augmented instruction set through self-086

instruct (Wang et al., 2023). Next, LLMs write ver-087

ification codes and unit test cases for each instruc-088

tion. Only the code that compiles correctly, passes089

the test cases, and back-translates to the original090

instruction is retained. If an instruction does not091

have a corresponding code that can verify its cor-092

rectness, it is discarded. Finally, we employ LLMs093

to generate responses that either pass or fail the094

verification code using execution feedback-based095

rejection sampling (Yuan et al., 2023). Responses096

that pass can be directly used for SFT, while pairs097

of passing and failing responses can be used to cre-098

ate chosen-rejected pairs for Direct Preference Op-099

timization (DPO) (Rafailov et al., 2023) and other100

RLHF algorithms. Moreover, once the instructions101

and verification code are determined, this process102

can be conducted on-policy, continually enhancing103

the instruction-following capabilities.104

Through extensive experiments, we have demon-105

strated that AUTOIF achieves significant improve-106

ments under three training algorithms—SFT, Of-107

fline DPO, and Online DPO—when applied to the108

top open-source LLMs, Qwen2-72B and Llama3-109

70B, in both self-alignment and strong-to-weak110

distillation settings. In the IFEval benchmark, we111

achieved Loose Instruction (Acc.) rates of up to112

88.0% with Qwen2-72B and 90.4% with Llama3-113

70B, marking the first instance of surpassing 90%114

accuracy. In the FollowBench benchmark, these115

models also showed significant improvements, with116

increases of over 5% in the SSR metric (avg). Ad-117

ditionally, they enabled Qwen2-7B and Llama3-8B118

to achieve average performance gains of over 4% 119

in both benchmarks. Replacing Qwen2-72B and 120

Llama3-70B with the more advanced GPT-4 re- 121

sulted in further substantial improvements. We will 122

open-source the SFT and DPO datasets constructed 123

using AUTOIF on Qwen2-72B, representing the 124

first open-source complex instruction-following 125

dataset at a scale of tens of thousands. 126

2 Related Works 127

Instruction-following capabilities are among the 128

most essential features of LLMs (OpenAI et al., 129

2024; Lou et al., 2023), which are expected to 130

precisely follow a broad and complex set of in- 131

structions. Consequently, recent research has 132

concentrated on evaluating LLMs’ instruction- 133

following abilities in various contexts, such as 134

verifiable (Zhou et al., 2023), compositional (Qin 135

et al., 2024), format-related (Xia et al., 2024), re- 136

futing (Yan et al., 2024), and fine-grained instruc- 137

tions (Jiang et al., 2024b). However, a significant 138

gap remains between open-source and proprietary 139

closed-source LLMs. Sun et al. (2024) propose 140

Conifer, which enhances the instruction-following 141

capabilities of open-source LLMs through knowl- 142

edge distillation from proprietary LLMs. Wang 143

et al. (2024b) use LLMs to encode instruction meta- 144

data and augment diverse instructions from this 145

metadata, employing proprietary LLMs for quality 146

control. Both approaches, however, rely on propri- 147

etary LLMs for response distillation or judgment, 148

which not only limits their potential but also sub- 149

jects them to OpenAI’s terms of use 1. In this work, 150

we propose AUTOIF, a more scalable and reliable 151

method to enhance the instruction-following capa- 152

bilities of LLMs. AUTOIF uses execution feedback 153

from self-generated verification functions to pro- 154

vide supervision for instructions. This allows for 155

effective self-alignment and strong-to-weak distil- 156

lation on open-source models, thereby narrowing 157

the performance gap with proprietary LLMs. 158

Learning with Execution Feedback is a widely- 159

used technique in automated alignment for tool 160

use and coding (Cao et al., 2024a). These learn- 161

ing methods typically utilize execution feedback 162

from tools such as code executors to provide su- 163

pervision for specific tasks. For instance, Le et al. 164

(2022) employ feedback from unit tests via code 165

compilers to enhance code synthesis capabilities 166

through reinforcement learning. Similarly, Chen 167

1https://openai.com/policies/terms-of-use

2

https://openai.com/policies/terms-of-use


et al. (2023) train LLMs to provide debugging sug-168

gestions as feedback to improve coding abilities.169

Additionally, Qiao et al. (2024) introduce Rein-170

forcement Learning with execution feedback to171

enhance LLMs using execution results from tools.172

Building on this learning paradigm, we propose a173

novel scalable oversight method that enables LLMs174

to autonomously generate verification functions175

and unit tests for natural language instructions,176

thereby applying execution feedback to enhance177

their instruction-following capabilities.178

3 AutoIF179

We introduce AUTOIF, an automated, scalable,180

and reliable method designed to enhance the181

instruction-following capabilities of LLMs. In this182

section, we outline the preliminaries (§3.1), detail183

the two core components of AUTOIF (§3.2, §3.3),184

and discuss various training strategies that can be185

seamlessly integrated with AUTOIF (§3.4).186

3.1 Preliminaries187

Instruction-following Capabilities. Following188

instructions is one of the most crucial skills in189

modern LLMs. These models are expected to190

provide precise responses to queries containing191

complex instructions, which can be either atomic192

or compositional. To evaluate the instruction-193

following capability of LLMs, we define a gen-194

eral instruction-following requirement as a specific195

task. In this task, given an instruction I = {ij}Nj=1196

with N specific constraints (e.g. “Please generate197

text in Shakespearean style, no more than 50 to-198

kens” contains 2 constraints) and a specific query199

x, an LLM πθ should generate precise response200

y ∼ πθ(y | x, I) adhering to the constraints.201

Verifiable Instructions. The complexity and di-202

versity of instructions necessitate manual construc-203

tion and verification for reliable supervision. This204

practical challenge motivates us to focus initially205

on instructions that can be automatically verified206

through programs and code executors, also known207

as verifiable instructions (Zhou et al., 2023). Specif-208

ically, for a given instruction I and task-specific209

query q, there exists a verification function fI such210

that fI(y) returns true when the model’s response211

y correctly follows the instruction. We demonstrate212

that supervision of such instructions can be self-213

generated through scalable oversight with LLMs214

and execution feedback. Extensive experiments in215

our work show that training on verifiable instruc-216

tions significantly benefits the handling of other 217

general instructions that are more complex but un- 218

verifiable with simple code snippets. 219

Method Overview. AUTOIF synthesizes high- 220

quality instruction-following data through self- 221

evolution, rejection sampling, and execution feed- 222

back. As illustrated in Fig. 2, AUTOIF integrates 223

automated data augmentation with quality verifica- 224

tion processes, including automatically generated 225

verification functions and back-translation instruc- 226

tions. This approach enables a two-stage automated 227

data synthesis at both the instruction (§3.2) and 228

query levels (§3.3). Additionally, we introduce 229

three training strategies (§3.4) and explore two ex- 230

perimental settings (§5) to thoroughly evaluate the 231

effectiveness and generalization of AUTOIF. 232

3.2 Instruction Augmentation and Verification 233

We first develop verifiable instructions along with 234

corresponding evaluation functions, using rejection 235

sampling informed by execution feedback. 236

Seed Instruction Construction. We start by hand- 237

writing a set of seed instructions, denoted as Dseed, 238

ensuring that each instruction contains only a sin- 239

gle atomic constraint (e.g., “Answer the words that 240

begin with B”). Detailed information on seed in- 241

structions is listed in Appx. §A. 242

Self-Instruct. Self-Instruct (Wang et al., 2023) is a 243

straightforward and intuitive strategy for automated 244

data augmentation that has garnered significant at- 245

tention in the field of LLM reasoning (Xu et al., 246

2023; Zhao et al., 2023). For each instruction in 247

Dseed, we use an LLM to perform K instruction 248

rewrites, generating Daug. We then combine the 249

seed and augmented data sets to obtain an enhanced 250

set of instructions, Dins = Dseed ∪Daug, and re- 251

move any duplicates. 252

Automated Quality Cross Verification. Previous 253

research has shown that relying solely on model- 254

generated augmented instructions often leads to the 255

inclusion of low-quality samples (Mumuni and Mu- 256

muni, 2022; Xie et al., 2020; Zheng et al., 2024). 257

Inspired by a series of tool execution studies, we 258

employ an LLM to generate verification functions 259

and test cases for each instruction. We use feed- 260

back from executing Python programs to ensure 261

quality control. Given the instruction set Dins, the 262

LLM M employs a rejection sampling (Touvron 263

et al., 2023; Yuan et al., 2023) to generate K ver- 264

ification functions fI = {fi}Kj=1 and test cases 265

cI = {ci}Kj=1 for each instruction I , resulting in 266
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Instruction
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Function (3)
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4. At least 1 Func and case.

Figure 2: An Overview of AUTOIF: A Two-Stage Automated Instruction-Following Data Synthesis Method.

the set {I, fI , cI} ∈ Dins. We then cross-validate267

the quality of the instructions using the verification268

functions and test cases, ensuring they meet the269

following criteria:270

• The verification function f ∈ fI can be success-271

fully compiled by the Python executor.272

• Each test case c ∈ cI achieves an accuracy rate273

greater than 0.5 across all verification functions.274

• Each verification function f ∈ fI achieves an ac-275

curacy rate greater than 0.5 across all test cases.276

• Each instruction includes at least one evaluation277

function and test case.278

By adhering to these four conditions, we obtain the279

quality-filtered instruction set {I(2), f (2)
I } ∈ D

(2)
ins.280

Back-translation Verification. After the cross-281

validation stage, we obtained initially quality-282

verified verification functions and instructions. To283

further ensure the consistency between instruc-284

tions and verification functions, we introduce back-285

translation. For a given pair {I(2), f (2)
I } ∈ D

(2)
ins,286

we use the LLM M to back-translate the verifi-287

cation function f ∈ f
(2)
I into instruction If . We288

then treat I as the premise and the back-translated289

instruction If as the hypothesis. Using the NLI290

model, we identify the semantic relationship be-291

tween the two instructions. The prediction can fall292

into one of three categories: entailment, contradic-293

tion, or neutral:294

pθ(· | q, qaug) = softmax (scoreθ(I, If )) , (1)295

where scoreθ : Rk×ℓI × Rk×ℓIf → R3 is a model296

dependent scoring function with parameters θ. We297

filter out any instruction I labeled as contradiction298

to ensure the intent consistency. Finally we obtain299

the set {I(3), f (3)
I } ∈ D

(3)
ins300

3.3 Query Augmentation and Verification 301

Once we have obtained verified instructions and 302

verification functions, we utilize them to create 303

training data comprising queries and responses. 304

Query Reforming and Augmentation. In the real- 305

world application of modern chatbots, instructions 306

are typically employed to generate constrained re- 307

sponses to user queries. Therefore, creating high- 308

quality instructions is merely the initial step toward 309

achieving effective instruction-following capabili- 310

ties. To acquire authentic queries, as shown in the 311

bottom part of Fig. 2, we randomly selected K user 312

queries from ShareGPT (Chiang et al., 2023) for 313

each instruction and concatenated them to construct 314

the seed query dataset x, f (3)
I ∈ Dq. To further en- 315

hance the diversity and complexity of the input 316

x, we utilized the LLM to generate K responses 317

yx = {yi}Ki=1, resulting in {x, f3
I , yx} ∈ Dq. 318

Instruction-following Verification. Following the 319

previous quality cross-verification process, we fur- 320

ther employ verification functions to assess whether 321

the augmented responses adhere to the constraints 322

in input x. Similarly, we require each response in 323

Dq to meet the following conditions: 324

• Each response must achieve an accuracy rate 325

greater than 0.5 across all verification functions. 326

• Each input must include at least one verification 327

function and one response. 328

Based on these rules, we obtain the set 329

(x(2), f
(3)
I , y(2)) ∈ D

(2)
q . 330

Query Quality Verification. Additionally, we ob- 331

serve that concatenated instructions and queries of- 332

ten conflict. For instance, a high-quality response 333

to the query “help me write a news article” is un- 334

likely to comply with the instruction “please limit 335
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Figure 3: Different training strategies that can be adapted with synthetic dataset generated by AUTOIF.

your answer to two words”. Such high-level seman-336

tic inconsistencies are challenging for a simple NLI337

model to discern. Therefore, we employ the LLM338

M to assign matching scores between the instruc-339

tion and query in input x(2) and the corresponding340

responses y(2), on a scale from 1 to 10. We then fil-341

ter out samples with a score lower than 8, construct-342

ing the final training set Dtrain = {xi, yi, fIi}Ni=1.343

3.4 Training Strategies344

AUTOIF offers multifaceted supervision for the345

instruction-following task, making it adaptable to346

various training strategies. To thoroughly evalu-347

ate the effectiveness of AUTOIF, we propose the348

following training approaches:349

Supervised Fine-tuning (SFT). Given (xi, yi) ∈350

Dfinal, we apply the standard Supervised Fine-351

tuning (SFT) objective on the base model P with352

parameters θ: L(θ) =
∑

(xi,yi)∈Dtrain
logPθ(yi |353

xi) , where xi denotes the i-th input, consisting of354

a concatenated instruction and user query.355

SFT + Offline DPO. In the process of AUTOIF,356

multiple scales of quality filtering are utilized, nat-357

urally generating a substantial number of positive358

and negative sample pairs. This motivates us to359

obtain pairwise preference data (x, yw, yl). Our360

preference data mining is divided into two parts:361

• Instruction Level: During the automated qual-362

ity cross-verification stage, we first extract posi-363

tive samples cw from cases with an accuracy rate364

higher than 0.5 on all verification functions and365

negative samples cl from cases with an accuracy366

rate of 0. We then construct pairwise preference367

data for each instruction: Dpref
ins → (I, cw, cl).368

• Query Level: In the query quality verification369

process, we similarly extract positive samples370

yw from responses with an accuracy rate higher 371

than 0.5 on all verification functions and negative 372

samples yl from responses with an accuracy rate 373

of 0. We then construct query preference data: 374

D
pref
query → (x, yw, yl). 375

Finally, we merge the two parts of the data: 376

Dpref = D
pref
ins ∪ D

pref
query. To further explore the 377

potential of pairwise preference data (x, yw, yl) ∈ 378

Dpref, we first perform vanilla SFT on the base 379

model πθ to obtain an SFT model πSFT
θ as equa- 380

tion 3.4. Then, we apply Direct Preference Opti- 381

mization (DPO) (Rafailov et al., 2024) on our SFT 382

model, which can be formulated as follows: 383

LDPO(π
SFT
θ ;πref) = −E(x,yw,yl)∼D[logσ(βlog

πSFT
θ (yw|x)

πSFT
θ (yw|x)

384

−βlog
πref(yl|x)
πref(yl|x)

)], 385

where the reference model πref is set to πSFT
θ ini- 386

tially and remains fixed throughout training. β is 387

a hyperparameter and σ is the sigmoid function. 388

LDPO aims to maximize the log probability of pre- 389

ferred yw relative to the dispreferred yl. 390

SFT + Iterative Online DPO. Online training en- 391

ables real-time, iterative optimization of model 392

weaknesses. It relies on high-quality, lightweight 393

reward models to provide continuous supervision 394

feedback. In the case of AUTOIF, verification func- 395

tions serve as rigorous filtering standards, akin to 396

reward models, delivering immediate feedback on 397

model responses across training iterations. Fol- 398

lowing offline DPO, we conduct initial SFT on 399

the base model πθ to derive an SFT model πSFT
θ 400

with initial instruction-following capabilities. As 401

depicted in Fig. 3, we set the generation temper- 402

ature to 0.8 and allow the SFT model to generate 403
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K responses through self-sampling for each train-404

ing sample, forming a response set {R1, . . . , Rk}.405

Then, we employ corresponding verification func-406

tions to assess K responses, thereby constructing407

the online DPO dataset Dpref
online = (x, yw, yl) based408

on average pass rates across all functions. Finally,409

leveraging Donline, we sequentially perform DPO410

training on πSFT
θ . Importantly, our iterative on-411

line optimization process progressively unlocks en-412

hanced instruction-following capabilities.413

4 Experiment414

4.1 Experimental Setup415

Datasets & Baselines. We conduct experi-416

ments using two LLMs from the Qwen2 series417

(Qwen2-7B and Qwen2-72B-Instruct) and two418

from the Llama3 series (Llama3-8B and Llama3-419

70B-Instruct). Please note that the AUTOIF method420

proposed in this work has been employed in the421

open-source Qwen2-Instruct model. Thus, the ver-422

sion of Qwen2-Instruct we utilized represents an423

early iteration during internal development, rather424

than the final open-source model. The training425

datasets are respectively generated from Qwen2-426

72B-Instruct and Llama3-70B-Instruct, with de-427

tailed statistics provided in Tab. 5. We demonstrate428

the effectiveness of AUTOIF by evaluating the429

instruction-following capabilities of models fine-430

tuned with self-generated datasets using AUTOIF.431

Additionally, we include strong open and closed-432

source LLM baselines such as Mixtral-8x22B and433

GPT-4. For more details, refer to Appx. §B.434

Settings. we explore two experimental setups: (1)435

Strong-to-Weak Distillation involves aligning a436

less powerful model with a stronger, well-aligned437

model by mimicking its generated responses. In438

AUTOIF, we can utilize a strong model such as439

Qwen2-72B-Instruct for data synthesis. Subse-440

quently, we train a less powerful model like Qwen2-441

7B-Instruct using this synthesized data to achieve442

strong-to-weak alignment. (2) Self-Alignment:443

Following several self-alignment works (Chen444

et al., 2024; Yuan et al., 2024), we utilize the LLM445

to perform the AUTOIF process for synthesizing446

data, and then train the same model using this syn-447

thesized data.448

Evaluation. We evaluate our methods using two449

instruction-following benchmarks: IFEval (Zhou450

et al., 2023) and FollowBench (Jiang et al., 2024b).451

IFEval comprises 25 types of verifiable instruc-452

tions across about 500 prompts. While IFEval 453

also focuses on verifiable instructions, extensive 454

n-gram probing confirms no overlap between the 455

IFEval test set and our training sets, thus eliminat- 456

ing any contamination concerns. We report strict 457

and loose accuracy metrics at both prompt and in- 458

struction levels for IFEval. FollowBench is a fine- 459

grained constraint-following benchmark with five 460

levels of difficulty. It contains diverse and open- 461

ended instructions requiring evaluation by strong 462

LLMs, such as GPT-4, which can fully examine 463

the generalization of AUTOIF to more general in- 464

structions not verifiable by simple code executions. 465

At the same time, we also evaluate our models on 466

C-Eval (Huang et al., 2023), MMLU (Hendrycks 467

et al., 2021), GSM8k (Cobbe et al., 2021), and 468

HumanEval (Chen et al., 2021a) to obtain a com- 469

prehensive assessment of capabilities. 470

4.2 Main Results 471

Tab. 1 reports the main results. Overall, AUTOIF 472

substantially enhances instruction-following perfor- 473

mance across all models, configurations (strong-to- 474

weak distillation & self-Alignment), and training 475

methodologies (SFT, Offline & Online DPO) on 476

two benchmarks. These results decisively establish 477

the superiority of our approach. Furthermore, we 478

have identified the following insights: 479

On-policy Learning is More Effective. Com- 480

paring Online DPO and Offline DPO, the model- 481

generated online data through self-supervision 482

demonstrates superior performance compared to 483

offline data (Qwen2-7B, IFEval: 1.7%↑, Follow- 484

bench: 2.6%↑). This confirms that on-policy itera- 485

tive execution feedback can effectively target and 486

enhance the model’s weaknesses. 487

Larger models yield greater improvements. 488

FollowBench provides a more comprehensive 489

instruction-following assessment than IFEval. Sig- 490

nificantly, base models with larger parameters typi- 491

cally improve Followbench more than smaller mod- 492

els (Qwen2 72B: 4.6%↑, Llama3 70B: 5.6%↑). 493

This underscores that models with robust founda- 494

tional capabilities coupled with AUTOIF, can fur- 495

ther unlock powerful instruction-following align- 496

ment potential. 497

General abilities are not declined. Improving 498

instruction following abilities without compromis- 499

ing other capabilities is crucial. AUTOIF notably 500

preserves general abilities (MMLU, C-Eval), math- 501

ematical reasoning (GSM8k), and coding (Hu- 502
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Model IFEval FollowBench (SSR) C-Eval MMLU GSM8k HumanEval
Pr (S) Pr. (L) Ins. (S) Ins. (L) Level 1 Level 2 Level 3 Level 4 Level 5 Avg

Baselines (< 10B)
Qwen2-7B 37.7 43.6 49.4 53.4 55.6 53.5 53.7 49.9 48.6 52.3 74.4 64.4 71.1 58.1
Qwen2-7B (ShareGPT) 30.9 33.5 42.4 45.2 56.1 52.7 50.8 45.2 47.9 50.5 70.2 59.8 59.4 52.4
Llama3-8B 24.6 26.1 38.1 39.7 10.0 10.3 10.5 14.3 12.7 11.6 24.2 38.8 4.5 0.6
Llama3-8B (ShareGPT) 23.7 26.4 33.8 37.1 44.0 40.0 39.6 33.3 33.6 38.1 70.2 59.8 59.4 52.4
Mistral-7B 23.3 24.6 38.4 39.6 40.1 39.7 37.9 35.7 36.7 38.0 38.2 47.6 20.5 38.4

Baselines (> 10B)
Qwen2-72B-Instruct 77.1 80.4 84.4 86.9 70.2 66.6 63.5 58.1 56.3 62.9 83.8 80.8 87.9 73.8
Llama3-70B-Instruct 77.8 83.8 84.2 88.8 60.7 60.5 61.1 61.7 60.3 60.9 60.2 80.5 92.6 78.7
Mixtral-8x22B 41.8 47.3 55.2 60.0 63.9 60.0 58.2 56.2 55.3 58.7 - - - -
GPT-4† 76.9 79.3 83.6 85.4 84.7 77.6 76.2 77.9 73.3 77.9 - - - -
GPT-3.5 Turbo† - - - - 80.3 71.2 74.2 69.6 67.1 72.5 - - - -

Supervision Model: Qwen2-72B

Strong-to-Weak
Qwen2-7B-SFT 40.7(+3.0) 44.5(+0.9) 51.3(+1.9) 55.4(+2.0) 60.2(+4.6) 53.7(+0.2) 54.3(+0.6) 49.9(+0.0) 48.6(+0.0) 53.3(+1.0) 73.9(+0.0) 64.4(+0.0) 74.1(+3.0) 58.3(+0.2)
w/ Offline DPO 41.2(+3.5) 44.7(+1.2) 51.4(+2.0) 56.2(+2.8) 61.4(+5.8) 54.5(+1.0) 54.3(+0.6) 51.2(+1.3) 48.6(+0.0) 54.0(+1.7) 75.1(+0.7) 64.5(+0.1) 72.9(+1.8) 59.5(+1.4)
w/ Online DPO 44.0(+6.3) 46.6(+3.0) 55.0(+5.6) 57.9(+4.5) 61.4(+5.8) 56.8(+3.3) 57.8(+4.1) 55.4(+5.5) 51.6(+3.0) 56.6(+4.3) 76.0(+1.6) 64.8(+0.4) 72.3(+1.2) 58.2(+0.1)
Self-Alignment
Qwen2-72B-Instruct

w/ Online DPO 80.2(+3.1) 82.3(+1.9) 86.1(+1.7) 88.0(+1.1) 76.2(+6.0) 69.8(+3.2) 67.0(+3.5) 61.6(+3.5) 62.8(+6.5) 67.5(+4.6) 84.9(+1.1) 81.2(+0.4) 88.2(+0.3) 75.0(+1.2)

Supervision Model: LLama3-70B

Strong-to-Weak
Llama3-8B-SFT 28.7(+4.1) 40.3(+14.2) 41.4(+3.3) 52.2(+12.05) 46.6(+36.6) 46.2(+35.9) 45.9(+35.4) 37.6(+23.3) 41.0(+28.3) 43.5(+31.9) 34.5(+10.3) 45.6(+6.8) 33.2(+28.7) 38.2(+37.6)
w/ Offline DPO 27.9(+3.3) 41.6(+15.5) 40.5(+2.4) 54.1(+14.4) 51.9(+41.9) 51.3(+41.0) 50.1(+39.6) 45.3(+31.0) 47.5(+34.8) 49.2(+37.6) 36.2(+12.0) 45.3(+6.5) 31.9(+27.4) 38.5(+37.9)
w/ Online DPO 28.8(+4.2) 43.1(+17.0) 42.2(+4.1) 56.0(+16.3) 54.6(+44.6) 52.1(+41.8) 50.0(+39.5) 49.0(+34.7) 43.7(+31.0) 49.9(+38.3) 38.2(+14.0) 45.1(+6.3) 32.5(+28.0) 38.4(+37.8)
Self-Alignment
LlaMa-3-70B

w/ Online DPO 80.2(+2.4) 85.6(+1.8) 86.7(+2.5) 90.4(+1.6) 71.0(+10.3) 67.2(+6.7) 66.2(+5.1) 64.6(+2.9) 63.5(+3.2) 66.5(+5.6) 61.6(+1.4) 80.7(+0.2) 92.7(+0.1) 78.7(+0.0)

Table 1: The main results on two instruction-following and four general benchmarks. Pr. and Ins. stand for prompt
and instruction levels, respectively. S and L represent strict and loose metrics for IFEval. The highest accuracy for
each setup is highlighted in green . Results marked with † are directly sourced from the original benchmarks.

Model IFEval FollowBench (SSR)

Prompt(L) Instruction(L) Avg

Qwen2-7B 43.6 53.4 52.3

Supervision Model: Qwen2-72B
+SFT 44.5(+0.9) 55.4(+2.0) 53.3(+1.0)
+SFT & Offline DPO 44.7(+1.1) 56.2(+2.8) 54.0(+1.7)
+SFT & Online DPO 46.6(+3.0) 57.9(+4.5) 56.6(+4.3)

Supervision Model: GPT-4
+SFT 52.9(+9.3) 62.6(+9.2) 55.1(+2.8)
+SFT & Offline DPO 59.3(+15.7) 68.9(+15.5) 54.4(+2.1)
+SFT & Online DPO 59.5(+15.9) 69.4(+16.0) 55.7(+3.4)

Table 2: Ablation study on supervision models.

maneval) performance across all training setups.503

Surprisingly, there are even slight performance504

gains in on-policy settings. We attribute this preser-505

vation largely to incorporating ShareGPT data dur-506

ing data synthesis, highlighting AUTOIF’s capabil-507

ity to strike a balance across diverse abilities and508

excel in broad applicability.509

4.3 Quality Ablation Study510

Ablation on Supervision Model. Tab. 2 presents511

the results of replacing the supervision model512

Qwen72B with GPT-4. We observe that in513

AUTOIF, a stronger supervision model (GPT-4)514

demonstrates more effective strong-to-weak distil-515

lation alignment, particularly evident with a per-516

formance gain of over 15% in the loose prompt517

in IFEval. This is reasonable because AutoIF re-518

quires the supervision model to perform several519

tasks, such as text augmentation (instruction, query,520

Model
IFEval FollowBench (SSR)

Prompt(L) Instruction(L) Avg

Supervision Model: Qwen2-72B
Qwen2-7B-SFT-OnlineDPO 46.6 57.9 56.6

w/o Back-translation -0.8 -1.7 -0.7
w/o Query Quality Verification -1.4 -2.4 -1.3
w/o Cross Verification -1.6 -3.0 -1.5
w/o All Quality Process -2.2 -3.8 -2.6

Table 3: Ablation study on specific components of AU-
TOIF.

and response rewriting), code generation (verifi- 521

cation function), and quality assessment (scoring). 522

This implies that a supervision model with stronger 523

fundamental abilities can synthesize higher-quality 524

data when using AUTOIF. 525

Quality Control on Instructions and Responses. 526

In Fig. 4, we examine how varying pass rate 527

thresholds of verification functions (indicative of 528

data quality) affect the amount of SFT data and 529

instruction-following performance. As the pass 530

rate threshold increases, the amount of SFT data 531

decreases at the instruction level, while model per- 532

formance consistently improves. This suggests that 533

the quality of instructions is a crucial factor influ- 534

encing IF performance. At the query level, the SFT 535

data amount also decreases with higher pass rate 536

thresholds. Notably, performance peaks at a pass 537

rate of 0.8 and declines beyond 1. This observation 538

aligns with our expectations, indicating a trade-off 539
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Setup Benchmark Train Size Test Size Rephrase Percentage↓ N-gram↓

ShareGPT
IFEval 25K 542 0 0.01% 4.8%

Followbench 25K 820 1 0.01% 2.3%

Qwen 72B
IFEval 10K 542 2 0.01% 3.5%

Followbench 12K 820 1 0.01% 0.9%

Llama3 72B
IFEval 15K 542 0 0.01% 2.9%

Followbench 17K 820 1 0.01% 1.2%

GPT4
IFEval 25K 542 0 0.01% 3.6%

Followbench 25K 820 1 0.01% 1.5%

Table 4: Contamination analysis on SFT data generated
by different supervision models using AUTOIF.

Supervision Total Data SFT Data DPO Data Pass Rate MBPP (Code) IFEval
Llama3-70b 85K 15K 6k 26% 70.4 43.1
Qwen2-72b 123K 10K 4K 28% 73.9 44.7

GPT4 210k 25K 15K 34% 87.5 59.3

Table 5: Data statistics and efficiency. Pass Rate denotes
the samples with a query quality score above 8 (%).

between data quality and quantity.540

Ablation on Specific Components. To investigate541

the effectiveness of various modules in AUTOIF,542

we conduct an ablation study, as presented in Tab. 3.543

we use w/o to denote the variant without a specific544

module. The results reveal the following: (1) The545

performance of AUTOIF declines when any qual-546

ity filtering process is removed, indicating that all547

components are highly effective. (2) The most sig-548

nificant performance drop occurs when the Cross549

Verification of instructions is removed, highlighting550

its importance over query quality verification. This551

underscores that a high-quality instruction set is552

fundamental to the AUTOIF process. (3) Eliminat-553

ing the overall quality filtering process results in554

a more substantial performance drop than remov-555

ing any single component, suggesting that quality556

filtering at both the instruction and query levels557

provides a mutually reinforcing effect.558

4.4 Analyses559

Contamination Analysis. We evaluate the con-560

tamination of the training dataset generated by561

AUTOIF on IFEval and FollowBench. Specifi-562

cally, we employ contamination detectors from563

LM-Sys (Yang et al., 2023), which utilize advanced564

chatbots to identify potentially rephrased contam-565

inated test samples. Additionally, we report con-566

tamination findings detected by traditional n-gram567

contamination algorithms. As shown in Tab. 4,568

both contamination rates are lower than those of569

the ShareGPT dataset we used. This allows us to570

confidently assert that there is no contamination be-571

tween the self-generated training samples and the572

test sets. More cases can be viewed in Appx. §D,573

Data Efficiency. Tab. 5 explores the relationship574
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Figure 4: Quality ablation on instructions and queries.

11/21/41/81/161/321/64
SFT Data Amount

44

46

48

50

52

54

Pr
om

pt
 A

cc
 (

Lo
os

e)

Qwen2-7B supervised by GPT4

11/21/41/81/161/321/64
DPO Pair Amount

54

55

56

57

58

59

60

Pr
om

pt
 A

cc
 (

Lo
os

e)

Qwen2-7B supervised by GPT4

Figure 5: Scaling analysis on SFT data and DPO pairs

between model coding ability, data quality pass 575

rate, and instruction-following capability. Surpris- 576

ingly, we observe consistency in the supervision 577

model across all three metrics. This indicates that 578

the execution feedback resulting from the supervi- 579

sion model’s coding ability substantially influences 580

data synthesis quality and the final capability. 581

Scaling Analysis on SFT & DPO Data. Fig. 5 582

presents the scaling analysis of SFT and DPO data 583

using GPT-4 as the supervision model. The results 584

demonstrate that even with just 1/64 of AUTOIF- 585

generated SFT/DPO data, Qwen2-7B achieves im- 586

pressive performance, particularly with 1/64 DPO 587

data reaching nearly 55% in loose prompt accuracy, 588

, an increase of 11.4% pts. This strongly verifies the 589

high quality of AUTOIF-generated data. Further 590

analysis reveals that IF capability steadily improves 591

with an increase in data quantity, a scaling trend 592

confirmed by numerous reasoning studies (Yuan 593

et al., 2023; Muennighoff et al., 2024). 594

5 Conclusion 595

In this paper, we propose AUTOIF, a scalable 596

and automated method to enhance the instruction- 597

following abilities of LLMs. It uses self-instruct 598

and rejection sampling to enhance the supervi- 599

sory signals of seed instructions and relies on self- 600

generated execution feedback for quality filtering. 601

We introduce three training strategies and two align- 602

ment settings to comprehensively analyze AUTOIF. 603

Experiments demonstrate that our method signifi- 604

cantly improves performance across all settings in 605

both IFEval and Followbench, with the first LLM 606

achieving over 90% loose prompt accuracy. 607
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Limitations608

In this paper, we propose AUTOIF, a system for609

automated instruction augmentation and quality610

filtering, capable of scaling to over 10,000 instruc-611

tions. While our focus is not on the construction612

of cross-instructions, the excellent results achieved613

in two instruction-following benchmarks demon-614

strate the generalizability of our method in han-615

dling complex instruction-following tasks. Addi-616

tionally, we believe a more direct strategy would617

involve combining multiple simple instructions into618

cross-instructions, and subsequently enhancing and619

quality-filtering them using AUTOIF. This way has620

the potential to further amplify the effectiveness of621

our method. Therefore, we consider automating622

and scaling cross-instruction tasks as a key direc-623

tion for future research.624

Ethic Consideration625

In this paper, we have fully presented the seed in-626

struction set used by AUTOIF in the Appendix. All627

concatenated queries are sourced from the publicly628

available ShareGPT dataset and have undergone629

multiple steps of quality filtering. Therefore, our630

method strives to minimize potential safety and eth-631

ical risks as much as possible. However, during the632

rejection sampling process, malicious prompts can633

lead the model to produce harmful or inappropriate634

outputs, which is a shared problem. Ensuring the635

quality of generated content in a safe and control-636

lable manner is crucial. The application of these637

techniques should be guided by ethical considera-638

tions, with safeguards in place to prevent misuse639

and reduce the likelihood of producing harmful640

outcomes.641
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Appendix1029

A Seed Instructions1030

Fig. 6 illustrates our hand-written seed instructions.1031

B Implementation Details1032

To better motivate researchers to reproduce the re-1033

sults, I report the detailed experimental details:1034

In the SFT phase, we perform full fine-tuning1035

on Qwen2-7B and Llama3-8B with a learning rate1036

of 7e-6, using a linear scheduler with 20 warm-1037

up steps. All models are trained with DeepSpeed1038

ZeRO Stage 3 (Rasley et al., 2020) and Flash-1039

Attention 2 (Dao, 2023). We use a global batch1040

size of 128, a weight decay of 0.1, and train for 31041

epochs, saving checkpoints every 200 steps. Mixed1042

precision training with bf16 is used, and the max-1043

imum context length is set to 8192 tokens. For1044

Qwen2-72B and Llama3-70B, the global batch size1045

is 512.1046

In the DPO phase, the learning rate is set to1047

5e-7 with a cosine scheduler and a 0.1 warm-up1048

ratio. We use DeepSpeed ZeRO Stage 3 and Flash-1049

Attention 2 for efficiency, with a global batch size1050

of 64. Training utilizes a sigmoid loss function with1051

a beta value of 0.3 and spans 2 epochs, with check-1052

points every 200 steps. Mixed precision training1053

with bf16 is employed, and the maximum context1054

length is 4096 tokens.1055

We run all our experiments on NVIDIA A1001056

and H800 GPUs. Specifically, we train Qwen2-71057

and LLaMa-3-8B on 8 A100 GPUs, while Qwem2-1058

72B-Instruct and LLaMa-3-70B-Instruct on 641059

H800 GPUs. Notably, we use an in-house version1060

of Qwen2-7B without any targeted optimizations1061

on instruction-following capabilities. For evalu-1062

ations, we report pass@1 results with greedy de-1063

coding for HumanEval and zero-shot accuracy for1064

GSM8K. We report averaged performance from1065

five randomly seeded experiments.1066

C Details of AUTOIF1067

At the instruction level, for the self-instruct stage,1068

we perform RFT with K=100 on seed instructions.1069

During the Automated Quality Cross Verification1070

stage, we filter the quality based on four criteria1071

outlined in the main text. For NLI filtering, we1072

use mDeberta as our filtering model2, and filter out1073

2The NLI model is available at
https://huggingface.co/MoritzLaurer/
mDeBERTa-v3-base-xnli-multilingual-nli-2mil7

only samples predicted as "Contradiction" (approx- 1074

imately 15%). 1075

At the query level, we randomly select 16 1076

ShareGPT samples for each instruction and per- 1077

form Response Rejection Sampling with K=8. For 1078

instruction following verification, we adhere to the 1079

two standards mentioned in the text. Finally, for 1080

query quality verification, we filter for consistency 1081

using a threshold of 8. 1082

D Case Study of Data Combination 1083

We used n-gram 13 to evaluate the overlap between 1084

each test sample and the SFT training samples. It is 1085

unnecessary to evaluate DPO data since the inputs 1086

for DPO data are derived from SFT data. In Tab. 4, 1087

all our data combination metrics (both model-based 1088

and rule-based evaluation) are lower than those of 1089

ShareGPT, confirming that our method has no data 1090

combination with the test set. We also present the 1091

top 5 training-test sample overlaps in n-gram for 1092

both IF Eval and Followbench in Fig. 7. 1093

E Case Study of AUTOIF 1094

In Tab. 6, we illustrates the data format of our AU- 1095

TOIF, including the query, response (verification 1096

funcs Acc>0.8) and verification function. 1097

F Baselines & Datasets 1098

We give introductions to the LLM baselines for our 1099

instruction following. 1100

Llama3 (Meta, 2024), developed by MetaAI, is 1101

the latest iteration of the Llama series, featuring sig- 1102

nificant upgrades. Compared to Llama 2, Llama 3 1103

expands its training dataset, context length, and vo- 1104

cabulary, resulting in improved performance across 1105

various tasks. Enhancements in contextual under- 1106

standing and language generation further distin- 1107

guish Llama 3. 1108

Qwen2 (Bai et al., 2023), developed by Alibaba, 1109

includes five sizes: Qwen2-0.5B, Qwen2-1.5B, 1110

Qwen2-7B, Qwen2-57B-A14B, and Qwen2-72B. 1111

Trained on high-quality data in Chinese, English, 1112

and 27 other languages, Qwen2 excels in multi- 1113

lingual capabilities and shows strong performance 1114

in coding and mathematics. Additionally, it sup- 1115

ports extended context lengths of up to 128K to- 1116

kens (Qwen2-72B-Instruct), making it ideal for 1117

long texts and complex tasks. 1118

13

https://huggingface.co/MoritzLaurer/mDeBERTa-v3-base-xnli-multilingual-nli-2mil7
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1. Answer with words that begin with the letter ‘B’ 

2. Construct the reply as if it's a telegram STOP 

3. Use only palindromes 

4. Use words that end with '-ing’

5. Write the response backward 

6. Use only words with double letters (e.g., "bookkeeper") 

7. Use only onomatopoeia 

8. Answer with a single sentence that is exactly 100 words long 

9. Use no words containing the letter 'E’ 

10. Translate your answer into emojis 

11. Use only the 1000 most common English words 

12. Incorporate a famous movie quote seamlessly into your answer 

13. Use only military lingo 

14. Respond with a haiku (5-7-5 syllable structure) 

15. Write the response in future tense only

16. Use only monosyllabic words 

17. Answer with words in alphabetical order 

18. Write the response as a limerick 

19. Use no adjectives or adverbs 

20. Respond with a six-word story 

21. Include at least three rhyming pairs 

22. Write the response in iambic pentameter 

23. Use alliteration throughout your answer 

24. Answer in the form of a sonnet (14 lines with 10 syllables each)

25. Use only the first half of the alphabet (A-M) 

26. Use only questions to form your reply 

27. Use only words that start and end with the same letter 

28. Write the response in Morse code 

29. Use only words that are colors 

30. Use only the second half of the alphabet (N-Z) 

31. Answer with each sentence decreasing in word count 

32. Respond with a list of bullet points 

33. Answer with a sequence of puns 

34. Answer with emoji only 

35. Use only words that have an X in them 

36. Answer with each word starting with the next letter of the alphabet

Seed Instructions

Figure 6: Examples of our seed instructions

Is it true that the first song ever sung in outer 

space is "Happy Birthday." Your answer must 

contain one of the following phrases: My 

answer is yes. My answer is no. My answer is 

maybe.

Case study

Write me a template for a product description 

in the form of a poem and end it with a 

postscript starting with P.P.S.

Write a paragraph that lists the average length 

of various animal specimens from smallest to 

largest. Your response should contain less 

than 17 sentences.

Can you write rap songs about the history of 

the prefecture system in Japan? Give exactly 

two different responses separated by 6 

asterisk symbols ******.

What is a lattice? Rewrite the answer to be 

understandable to a young audience and make 

sure it's entirely in Russian, no other language 

is allowed.

Is it true that AI is dangerous for humankind? 

Respond with a sentence that includes every 

letter of the alphabet at least once.

Write me a response in 1000 words or less on 

how you would manage multiple 

subcontractors. Use only words that are the 

name of a body part.

Write a paragraph about how a small amount 

of alcohol daily is good for the body, then cite 

your sources. Write the response as if it's a 

set of instructions for a simple task, like tying 

shoelaces.

Can you write me a PowerShell script for 

Windows that lists all member groups and 

their members? Write the response as a series 

of book titles.

What is a good product to start selling on 

TikTok? It needs to be able to generate catchy 

videos on TikTok. Answer with words that are 

all the same length.

8.2

8.2

8.2

8.0

8.0

You are a doctor. Please explain how someone 

with type II diabetes can calculate the total 

amount of daily carbohydrates they can 

consume without going overboard?

How did US states get their names? Please 

respond in the writing style of Shakespeare.

Would you consider direct air carbon capture 

an expensive technology? Please provide one 

reason to support your opinion.

Could you share a story about nuclear physics, 

maintaining a tone of awe and wonder 

reminiscent of Carl Sagan's style of narration?

Can you list the top 10 films or movies that are 

in English, but do it as if you were 

Shakespeare describing his favorite plays?

You are a Russian physics professor. Create a 

ridiculous problem set in the course Quantum 

Mechanics 1. Write the response as a series of 

conditional statements.

How do I properly offboard users in Microsoft 

365 with PowerShell? Answer with each 

sentence being a statement.

Would you write me a Unity code for a simple 

Flappy Bird-like game? Answer with words 

that have a homophone.

Could you explain to me what Generics in 

programming are, using TypeScript examples? 

Use alliteration and consonance throughout 

your answer.

Can you write an Archie comic scene where 

Archie finds a letter his father wrote him 

predicting the future? Translate your answer 

into ASCII art

8.0

7.3

6.6

5.8

5.3

On Follow BenchOn IFEVAL

N-gram Train data Test data N-gram Train data Test data

Figure 7: Case Study of data combination on IFEval and Followbench

Mistral-7B (Jiang et al., 2023), released by Mis-1119

tral AI in September 2023, leverages grouped query1120

attention (GQA) combined with sliding window1121

attention (SWA) to efficiently process sequences1122

of any length, enhance inference speed, and im-1123

prove throughput. It outperforms many 13B mod-1124

els across various tasks.1125

Mixtral-8×7B (Jiang et al., 2024a) developed1126

by Mistral AI, is the first open-source MOE large1127

model. It is a sparse mixture of experts network1128

and, like Mistral 7B, employs the GQA mecha-1129

nism. With a smaller parameter count compared1130

to Llama2 70B and GPT-3.5, it outperforms them1131

across numerous tasks.1132

GPT Series GPT-3.5 (OpenAI, 2022) and GPT-1133

4 (Achiam et al., 2023), developed by OpenAI,1134

are advanced models in the GPT series that use1135

a three-stage reinforcement learning with human1136

feedback (RLHF) algorithm. This enhances their1137

instruction-following capabilities and minimizes 1138

harmful content generation. GPT-3.5 excels in text 1139

completion, translation, and summarization. Build- 1140

ing on these strengths, GPT-4 further refines the 1141

RLHF algorithm, enhancing performance on com- 1142

plex instructions and making it suitable for applica- 1143

tions ranging from academic research to industrial 1144

use. 1145

In addition to the two Instruction-Following 1146

benchmarks introduced in the main text, we also 1147

provide a detailed overview of datasets covered in 1148

the experiments 1149

ShareGPT refers to the multi-turn chatting 1150

histories used by Vicuna (Chiang et al., 2023). 1151

ShareGPT includes 86K human queries and re- 1152

sponses from ChatGPT and other chatbots. We ran- 1153

domly select 2w samples to train Llama3-8B and 1154

Qwen2-7B to obtain our baseline models: Llama3- 1155

8B(ShareGPT) and Qwen2-7B(ShareGPT).3. 1156

3We use the version from https://huggingface.
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GSM8K (Cobbe et al., 2021) is a mathemati-1157

cal dataset designed to evaluate the mathematical1158

problem-solving abilities of language models. It1159

consists of 8,000 diverse grade school-level math1160

word problems, which require understanding and1161

manipulating mathematical concepts to arrive at a1162

correct solution. It comprises high-quality grade1163

school math problems, with 7,473 training samples1164

and 1,319 testing samples.1165

HumanEval (Chen et al., 2021b) includes 1641166

unique programming challenges, each paired with1167

approximately 9.6 test cases on average. To provide1168

a more comprehensive evaluation of the functional1169

accuracy of code generated by large language mod-1170

els, HumanEval+ substantially increases the num-1171

ber of test cases to an average of 774.8 per problem.1172

In this paper, we report the Pass@1 result when1173

applying greedy decoding.1174

MMLU (Hendrycks et al., 2021) is a benchmark1175

designed to assess pretraining knowledge in mod-1176

els using zero-shot and few-shot evaluations. It in-1177

cludes 57 subjects across STEM, humanities, social1178

sciences, and more, with difficulty levels ranging1179

from elementary to advanced professional. MMLU1180

tests both world knowledge and problem-solving1181

skills, covering traditional disciplines like math-1182

ematics and history, as well as specialized areas1183

such as law and ethics.1184

C-Eval (Huang et al., 2023) consists of multiple-1185

choice questions categorized into four difficulty1186

levels: middle school, high school, college, and1187

professional. The questions cover 52 varied disci-1188

plines, including humanities, science, and engineer-1189

ing. Additionally, there is C-Eval Hard, a subset of1190

particularly challenging topics within C-Eval that1191

demand advanced reasoning skills. We perform an1192

in-depth evaluation of leading language models on1193

C-Eval, testing both English and Chinese-focused1194

models.1195

co/datasets/anon8231489123/ShareGPT_Vicuna_
unfiltered cleaned raw dataset, and follow Vicuna
preprocess.
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Query Response Verification Funcs

Keep your answer to under
50 characters total. what is

autoarima in python.

AutoARIMA automates
ARIMA model selection.

def evaluate(response: str)
-> bool:
return len(response) <=

50

Refrain from using any
words that contain ’S’. i

need a name for my
Dungeons and Dragons

world.

EternaRealm

def evaluate(response):
forbidden = ’sS’
for char in response:

if char in
forbidden:
return False

return True

Keep your response under
twenty words without

sacrificing clarity. Let’s
play a game shall we?.

ure, let’s play a game! What
game do you have in mind?

Please keep instructions
simple and clear.

def evaluate(response: str)
-> bool:
return len(response.

split()) <= 20 and
len(response) > 0

Compose your answer
using exactly 20 words.
Diffrent Normal Forms.

Normal forms in databases:
1NF ensures atomic

columns, 2NF eliminates
non-key dependencies, 3NF

removes transitive
dependencies, BCNF
enforces determinant

restriction.

def evaluate(response: str)
-> bool:
return len(response.

split()) == 20

Word your response in a
five-line verse with a strict
AABBA rhyme. 1.Write
short notes on Decision

trees..

Decision trees, so clear and
bright, Branch out to split

data’s might, With nodes of
questions, true or false,
They sort through cases,

young or old, like a
versatile horse. From root

to leaves, paths decide their
course.

def evaluate(response: str)
-> bool:
lines = response.split(

’\n’)
if len(lines) != 5:

return False
rhymes = [line[-1] for

line in lines]
rhyme_pattern = rhymes

[0] == rhymes [1] ==
rhymes [2] !=

rhymes [3] == rhymes
[4]

return rhyme_pattern

Table 6: Examples of AutoIF’s data formats.
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