AI Impact on Human Proof Formalization Workflows

Katherine M. Collins"!:2, Simon Frieder-®, Jonas Bayer?, Jacob Loader?, Jeck Lim*,
Peiyang Song*, Fabian Zaiser', Lexin Zhou®, Shanda Li®, Shi-Zhuo Looi?,
Jose Hernandez-Orallo” 2, Joshua B. Tenenbaum', Cameron E. Freer!, Umang Bhatt?,
Adrian Weller?, Valerie Chen*%, Ilia Sucholutsky*®
Massachusetts Institute of Technology?!, University of Cambridge?, University of Oxford?,
Caltech?, Princeton University®, Carnegie Mellon University©,
Universitat Politécnica de Valéncia’, New York University®
fContributed equally. Corresponding authors: katiemc@mit.edu, simon.frieder@wolfson.ox.ac.uk
Co-senior authors

Abstract

Human mathematicians have written proofs for centuries to substantiate their
mathematical arguments. The ability to automatically check the validity of proofs
has long been a dream. The development of tools for such checking of “formalized”
proofs has been made possible by new languages for formal mathematics, like Lean.
Advances in Al systems’ ability to generate code promises to transform the ability
to formalize proofs and to assist humans in this task. Recent studies have examined
how human programmers engage with Al tools for code generation, but the role
of Al in humans’ formalization process is comparatively understudied. Here, we
conduct an initial exploration into people’s formalization process with and without
Al. We collect more than 80 hours of video from seven participants formalizing
informal proofs with and without AI on a range of mathematical problems covering
different levels of difficulty and domains. We offer a first characterization of
people’s formalization process, noting places where Al assistance helps — and a
few instances where it may hurt.

1 Introduction

Systems to formalize mathematics (e.g., Lean, Isabelle, Rocq) are surging in popularity as means of
rigorously and verifiably writing proofs [Brasca et al.|[2025| |[Loeffler and Stolll 2025| |Asgeirsson),
2024]. Each such system encodes mathematics in a formal language — in contrast to the way
mathematics has been written for centuries: “informally”, through natural language, where checks are
done by other humans using their knowledge of the respective mathematical domain. This process can
become increasingly error-prone as mathematical proofs become more difficult. It is not inconceivable,
then, that in the coming decades, mathematics journals may require new submissions to be submitted
with a formal counterpart (or fragments thereof, e.g., “fabstracts”, short for formal abstracts, as
proposed by Hales [Hales and FormalAbstracts Project, [2017]]), which can be automatically verified.

However, it is not always natural to write mathematical proofs formally in a language like Lean [Bayer
et al.,2024]). This would require knowledge of the wide library of existing formalized mathematics in
that system, its “tactics” for executing proof steps, as well as understanding the tool. Since systems
like Lean are still maturing, their libraries, tactics, and tools are frequently changing. The low-level
rote coding work of formalizing, which must be precise and detailed, often obscures the elegance and
beauty of a high-level mathematical argument, especially when performed unassistedﬂ

"For example, [Loeffler and Stoll| [2025] state: “We found it was not easily possible to set up a coercion from
ArithmeticFunction R fo ArithmeticFunction R’ whenever there is a coercion from R to R', because the
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Although recent studies have aimed to understand how code assistance helps programmers, the
majority of these studies have focused on traditional programming languages [Yan et al., 2025,
Etsenake and Nagappan, [2024]. In this work, we focus exclusively on Lean% as it has the largest user
base, is dynamic, and has become the standard in terms of formalization. What kinds of tools can
help mathematicians formalize their work, faster and less encumbered, while maintaining the joy of
their proof-writing process? What kinds of assistance might mathematicians seek when formalizing
their work, and when might they seek it? In what circumstances may Al-based assistance hamper the
formalization process?

Recent advances in Al have promised to automate more of mathematics and facilitate the synthesis
of formal proofs from informal arguments. Each of these tools accomplishes or excels at different
subtasks around formalizing a piece of mathematics; for instance, Lean Copilot [Song et al., 2024]
provides a way for researchers to inquire about tactics, complete proofs, and perform premise
selection; moogl and leansearc help to search Mathlib; and LLMs like GPT or Claude provide
formalization snippets, as well as general info about Mathlib, if foundational knowledge is missing
(e.g., whether a particular mathematical definition has been formalized). However, effective use
of such tools requires a base ability with Lean, mathematical experience, and knowledge about
the particular strengths and weaknesses of each tool, as well as about which tool combinations are
effective—and not all Al use may be helpful in all scenarios.

We perform the first (to our knowledge) user study of mathematicians formalizing mathematics
with Al-based tools. Our goal is to assess whether access to such tools impacts the accuracy and
efficiency of the formalization process that a user takes — and to begin to characterize the kinds of
patterns users show in how they interact with Al systems as part of formalization. We recruited 8
participantf] to engage in a systematic evaluation of formalizing natural language proofs across 6
mathematics problems — spanning a range of mathematical domains — that explore different aspects
of formalization, totaling 80 hours of participants’ recorded formalization processes. In the remainder
of this paper, we first conduct a quantitative analysis into participants’ formalization process with and
without Al-based tools, at an aggregate level (e.g., proof accuracy and time-to-formalize) and then
qualitative analysis from individual videos and post-survey responses. Our work offers a snapshot
view into how Al tools may be used (or may impair) participants’ formalization process. We intend for
our work to be an initial glimpse into usage patterns, from which future scaled human-Al interaction
studies can be conducted to inform the design of more human-compatible Al thought partners for
mathematics [[Collins et al., 2024l [Frieder et al., 2024].

2 User Study

2.1 Problems

We curate a selection of six problems (identified by the letters C, N, A, V, G, T, which loosely
correspond to their mathematical domain, e.g., N represents number theory; see Appendix [AZ.T].
This relatively low number of problems is necessary to gather sufficient data for each problem and
keep formalization time within reasonable bounds. Hence, we carefully source problems so that
they cover a range of domains, mathematical difficulty, and formalization difficulty (since a problem
being easy mathematically does not imply easy formalization). More details on problem selection are
included in Appendix [A2.1]

2.2 Participants

Eight participants completed our study; however, we excluded one participant who failed to record
their videos separately. Participants were recruited to have at least a baseline level of Lean experience
(e.g., engaged with at least a tutorial like the Natural Numbers Game [Bayer et al.| [2025]). All
participants had taken at least one undergraduate mathematics level course; most had post-graduate

necessary coercion instance would have too many free parameters;” and refer to an extended Zulip chat which
highlights difficulties that can arise.

Zhttps://lean-lang.org/

3https ://www.moogle.ai/

4https ://leansearch.net/

>One participant was excluded due to failing to follow the study methodology in their video recording.
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level mathematics experience (see Appendix [A2). In their post-survey, participants indicated their
prior level of Lean experience; participants happened to be split roughly evenly along those who
categorized themselves as “Beginner” (N = 3) versus “Advanced” or “Expert” (/N = 4) formalizers.
Participants were given six informal mathematical problems, together with their proofs, to formalize.
Problems were split into two groups of three, matched by formalization difficulty across groups.
Participants were given two weeks to formalize the problems and proofs; participants are instructed
to formalize a group of three problems and proofs in week one, and the other group of three in week
two. Participants’ tool access differed across weeks. In one week, participants were not allowed to
access any tool (the “human alone” condition). In the other week, participants were allowed access to
any Al-based online resource. This included all tools such as leansearch, Lean Copilot, or ChatGPT.
Participants were randomly assigned whether to use Al-assistance in week one or two. We asked
that participants record their screens while working and send us the recordings. The resulting study
includes over 80 hours of participants’ screen-recorded formalization processes. Additional details

are in Appendix[A2.2]

2.3 Analysis Methodology

Our primary measures are formalization accuracy and time-to-formalize. Three experienced Lean
users from our author team manually grade the accuracy of participants’ statements and proofs; one
grader marked each problem. Responses are scored with a binary correct or not based on whether both
the statement and proof are correct. This is inherently subjective in our current definition of accuracy;
we are actively working on expanding our accuracy evaluation for future work. We include an initial
more granular analysis of correctness in Appendix Time is measured directly from the videos;
participants were asked to record their entire problem solving session, which often unfolded over
one or more sessions per problem. Time-to-formalize is summed over all sessions per problem. We
also qualitatively assess which Al-based formalization tools people use, the number of different tools
they use, and the intensity of use for each tool. We coupled these investigations with an analysis of a
sampling of the live recorded videos. All our formalizations will be made publicly available upon
full publication.

3 Results
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Figure 1: Aggregate problem solving statistics, with and without tool access. a, Average accuracy
(both statement and proof formalized correctly, see Appendix) across problems, for groups with and
without tool use; b, Average time taken (in minutes) across problems; ¢, Average time taken (in
minutes) broken down by problem. Error bars depict standard error.

Al use tends to increase formalization accuracy, with a mixed effect on time. Participants’
formalizations are generally more accurate when allowed tool use is higher than when not allowed tool
use (Figure[Th). Participants do not always formalize proofs correctly with Al assistance; for instance,
no participant solved “Problem G” (see Appendix Figure[5)). In particular, in exploratory analyses,
we observe that one effect of Al assistance may be to boost participants with less formalization or
mathematics experience closer to the level of formalization quality of more experienced participants

(see Figures[3|and []in Appendix [A4).



We observe, however, that the impact of Al assistance on formalization time is mixed (Figure m))
and dependent on the problem (Figure [Ik). For instance, we observe that in some problems (e.g.,
“Problem C”) participants with Al access took substantially longer (over an hour, on average) in their
formalization.

Participants’ AI usage is varied and frequently tailored to the formalization task. Participants
are varied in their number (Figure [2h) and choice of Al-based tools (Figure[Zb). Most participants
used more than one (in fact, at least 3) different kinds of tools. While almost all (6 of 7) participants
used in-line GitHub Copilot in their VSCode environment, participants were more selective in whether
they used other “chatbots” (e.g., ChatGPT or Gemini) or language models (e.g., Kimina Prover [Wang
et al.,[2023])). Participants seemed to be selecting their choice of tool deliberately, for the task at hand
(see their free-responses in Appendix [A3). Participants’ responses therefore shed light on the kinds
of workflows people may use for formalization. We caveat these results, however, by noting that most
participants in our study (6 of 7) had baseline familiarity with Al tools in their own work.
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Figure 2: Tools used by participants. a, Number of unique tools used by each participant; b, Types
of tools used across participants.

Participants differ in their reliance on Al tools. While participants indicated their kind of Al-
based tool use and descriptions of what led to their use, this does not reveal how they used the tools
over the course of the (many) hours that they were formalizing. To begin to understand the kind of
live behavior participants show interacting with Al-based tools, we conduct a preliminary exploratory
analysis into some of the recorded videos. From our initial observations, however, we observed
several “kinds” of participant engagement with Al: several participants engaged with light tool use
and could be called “human formalizers with Al assistance”; another group heavily used Al, only
occasionally editing and the proof manually (“Al formalization with human help”); a third set is
more nuanced and intricate, involving heavy and varied Al use yet with extensive human engagement.
We describe example usage patterns in Appendix[A4.4] Participants also provided rich qualitative
reflection on their own Al usage, current frustrations, and dreams for new kinds of Al-empowered
workflows, which we included in Appendix [A5]

4 Discussion and Limitations

We observe that while Al-based tools generally seem to improve people’s accuracy when formalizing
proofs, the effectiveness of Al use is highly dependent on the manner in which people integrate
tools into their workflows. Different Al-based tools may serve to help with different parts of the
formalization process, and vary in their accuracy at formalization — warranting critical use on the
part of the human participant. However, we note that we have just scratched the surface of our
analyses. Our dataset of recorded human formalization processes is sure to elucidate further insights
into different peoples’ formalization processes. Critically we see already — even in a population that
may otherwise seem homogeneous (people with experience in Lean) — that the particular style of Al
use (and willingness to accept Al suggestions) is highly varied.

We caveat however that while we have substantial data from each participant formalizing each
problem, our current study is nonetheless small in number of participants and number of problems
each participant engaged with. We also conduct only a preliminary analysis of tool use (e.g., model



class like Claude, but not specific version). We are actively expanding our video and tool use analyses.
There is also a question of how general the Al-assisted behavior participants show extend to more
naturalistic formalization settings. Moreover, in our study, we always provided participants with the
informal proof. In practice, some mathematics students and researchers may jointly formalize their
proof alongside the process of discovering the informal proof itself.
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Al Additional related work

Al for formalization Many recent formalization systems use LLMs to provide varying degrees of
automation to users. Interactive tools range from retrieval-augmented generation (RAG) pipelines
such as ReProver [Yang et al., 2023]] that suggest relevant Mathlib premises to the user, to assistants
such as Lean Copilot [Song et al., 2024] that provide tactic suggestion, proof search, and premise
selection in the editor. A greater degree of automation is provided by systems such as DeepSeek-
Prover-v2 2025]), Kimina Prover [Wang et al., [2025]], or Seed-Prover [Chen et al.,[2025a]
that are trained via reinforcement learning that aim to one-shot formalizations more accurately or
make use of a range of tools to improve formalization quality. Large upstream corpora such as
NuminaMath (approximately 860k competition-style problems with chain-of-thought solutions) and
the Lean-specific NuminaMath-LEAN (approximately 100k human-annotated Lean 4 statements
and proofs) increasingly train math LLMs and Lean provers, including Kimina-Prover, so they help
contextualize the capabilities available to participants in our study [Numinal, 2024} 2025] [Wang et al}
[2025]]. Complementing prover systems, process-driven autoformalization in Lean 4 introduces the
FormL4 benchmark and a process-supervised verifier that leverages Lean 4 compiler feedback, and
Lean Workbook contributes about 57k natural language-Lean pairs via an iterative translation-and-

filtering pipeline checked by the Lean compiler [Lu et al.| 2024} [Ying et al, 2024]).

Interactive theorem proving user studies A body of work from the 1990s and early 2000s studied
how mathematicians engage with interactive theorem proving workflows for formalization [Aitken

etall [Merriam and Harrison| [1996], Merriaml [1996| [Kadodal [2000]]. For instance, [Merriam
and Harrison| characterized four key activities that people engage in when formalizing: planning




(designing the high-level sketch of the proof), reusing (leveraging previously written code and writing
code strategically with reuse in mind), reflecting (evaluating what has been written and further
understanding the proof goal), and articulating (actually specifying commands to the prover assistant).
As we explore in our work, these four strategies can each be modularly engaged with Al-based
tools for formalization (effectively or not). Additional user studies into tools for formalization have
been conducted since, e.g., in|de Almeida Borges et al. the authors analyze a wide range of Coq
users’ survey responses about their use behavior, finding marked differences in styles and preferences
around formalization depending on the level of experience of the user. Most closely related to our
work, |Shi et al.| conduct an observation study formalizing proofs in Lean and Rocq; this work offers a
rich, in-depth look at modern formalization practice. The authors observe varied tool use, similar
to the kind engaged in our study, and also notice that several users care about features beyond just
correct formalization—a pattern we noticed in our study as well (e.g., some participants tried to write
their proofs to use particular libraries, or commented on how “ugly” they found their code). Most
differentially from us, they do not substantively investigate peoples’ interaction with Al systems as
part of their formalization, in contrast to the focus of our work.

Human-AlI interaction for coding A fairly extensive set of user studies has been conducted to
understand how developers code with various Al copilots. These studies have focused on two forms
of assistance that Al copilots provide: autocomplete suggestions [Vaithilingam et al., 2022} Peng et al.}
2023 [Barke et al., 2023| [Prather et al., [2023, Mozannar et al., 2024/, |Vasconcelos et al., [2025] |Cu1
et al.} 2025, Mozannar et al.] and chat dialogue [Ross et al.,|[2023| (Chopra et al., |[2025} |[Kazemitabaar
et al., 2023} |Gu et al., 2024} |Nam et al.| 2024} Mozannar et al.|. These studies show how copilots have
generally had a positive impact on software development, e.g., leading to an increase in perceived
productivity [Ziegler et al., [2022, [Weisz et al., 2025| [Becker et al.,2025]] and rate of task completion
in controlled studies [Vaithilingam et al., 2022 |Peng et al., [2023|] compared to developers writing
code on their own. More recently, moving beyond copilots for software development, we have seen
the introduction of coding agents (e.g., Devin [Cognition, 2024|], OpenHands [Wang et al., [2024],
Claude Code [Anthropic), |2025al]). As such, there is growing work that compares prior copilot tools
to agents [Anthropic, [2025b, |(Chen et al., |2025b]], showing how more autonomous tools change
developer workflows.

A2 Additional details on study design

We next provide additional details on study design, namely problem construction, participant recruit-
ment, and problem grading.

A2.1 Additional details on problem construction

Problems were selected and constructed by our author team. All problems have sufficiently short
formal proofs that a team of pilots was able to formalize all six of them in approximately twelve
hours. This team was made up from the authors of this study, and formalizers all had at least a first
degree in mathematics, or were at most at the level of a Post-Doc; all had significant prior experience
in formalizing.

Formalization difficulty comes in two parts: the intrinsic difficulty of formalizing a problem; and
whether Mathlib provides pre-existing definitions and support to carry out formalization. In the latter
case, simply adapting the key parts of the known formal proof to transform it to the sought proof is
much easier than formalizing from scratch. We also account for this possibility and include both
problems where a similar formalization exists, as well as problems where a similar formalization
does not exist.

We provide a brief overview of what each problem involved:
* Problem N: This is a simple number theory problem about solving a congruence equation.

The expected format of the solution is deliberately open-ended to encourage participants to
present their answers in diverse ways.

* Problem A: This is an analysis problem involving continuous and differentiable functions
and the use of the mean value theorem.
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* Problem C: This is a counting problem about integer sequences defined by a self-referential
rule involving divisibility. After classifying the solutions, one must apply foundational
results about finite cardinalities to complete the proof.

* Problem G: This is a geometry problem, solved primarily using angle chasing. Part of the
solution involves constructing an auxiliary point along an interval that creates a specified
angle with another point, which seems “obviously" valid to a human mathematician. Much
of the difficulty in formalizing comes from showing that such a point exists, which requires
careful use of the intermediate value theorem, noting that the angle subtended varies
continuously as a point moves along a line.

* Problem T: This is a topology problem involving Baire spaces, which requires unraveling
definitions, and careful understanding of subspace topologies.

* Problem V: This is a simple visual counting problem involving tiling a 2x3 grid with
dominoes. The mathematical proof is simple; the difficulty comes from having to formally
state this problem, which is cumbersome to do in Lean.

A2.2 Additional participant details

We recruited participants through our networks through university mailing lists and personal contacts.
Participants were told the study would take approximately 12 hours and were paid at a fixed rate of
$240 (for an estimated $20/hr). In case of questions regarding what consists of Al tool use, we worked
with the participants to make sure our criteria were uniform across participants. Participants provided
self-reports at the end of the study, indicating their experience with mathematics and formalization, as
well as providing qualitative responses into their Al use (see Section [A3] Participants also provided
screenshots of any scratchwork used during their formalization process. The study received prior
ethics approval by our university departmental ethics review, and all participants provided informed
consent.

All participants noted that they used Lean at least once a month (they were given the option to indicate
less frequent use). All participants indicated that they had “moderate comfort” with at least 1 formal
proof language (Four participants were comfortable with one language; two with two languages; and
one participant with three languages). Four participants indicated that they “always” used Al-based
tools when formalizing in their day-to-day workflows; two indicated they “sometimes” did; and one
indicated “rarely” using Al-based tools.

A2.3 Additional analysis details

Three experienced Lean users from our author team marked the accuracy of participants’ formalized
proofs.

We code tool use based on a mixture of participants’ self-reported tool use (see Section [A3) and
notes from watching videos, as participants did not always report all tools they used. While we have
watched several hours of participants’ videos, and notice that most participants are consistent in their
tool use across problem sessions, until we have completed a full coding of all 80 hours of video, it is
there possible that we missed some tool use.

A3 Participant self-reported tool usage

After the study, participants wrote in how they used certain tools. We include participant free-form
responses verbatim. Note, upon video inspection, some participants did not list all tools they used
(e.g., many used GitHub Copilot in-line, even if not written).

Participant 1

* “LeanSearch/Moogle: I use these to locate relevant results in the library. My typical workflow
is to use these tools via the browser, but I've gradually started using the #search command
from Mathlib that makes it possible to access these tools directly from the Lean editor.

* LeanAide/Kimina autoformalizer: I use these tools to suggest ways to formalize statements
in Lean. Even if the formalizations are wrong, they re still helpful because they point me to
definitions in the library that I may not have previously considered.
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* Kimina Prover model: If a lemma seems sufficiently easy, I try to offload it to the Kimina
prover model to see if it can discover a proof automatically.

 GitHub Copilot chat: Even though most LLMs available in the GitHub Copilot chat interface
are not specifically trained on Lean, I find it useful to add relevant Lean files to the chat
context and ask various questions or get suggestions on planning out and structuring a

proof.”

Participant 2

* “I used ChatGPT by inputting the pdf file and asking it to formalize the proof for me

* [ used ChatGPT by asking it to do deep research to find similar problems that have been
formalized

* [ used Claude by inputting the pdf file and asking it to formalize the proof for me

* [ used Claude by asking it to do deep research to find similar problems that have been
formalized

* [ used Copilot in vscode to do quick generation to small chunks of the proofs”

Participant 3

* “leansearch.org — helps me find theorems that I suspect ought to already exist. This is the
main thing that I was sad not to have in the NO-TOOLS segment. I describe the theorem [
want in natural language or semi-formal language, and leansearch very often points me in
a good direction.

* Gemini or Chatgpt — if I'm really stuck, sometimes I'll copy the whole problem to one of
these tools. Sometimes they make helpful suggestions.”

Participant 4

* “GitHub Copilot for VSCode. I use this as intelligent autocomplete. It rarely produces
correct proofs, but it can guess names and patterns very well, especially when typing out
repetitive code.

* GitHub Copilot Chat for VSCode. I did not use during the study, but sometimes I use it in
agent mode to state and prove repetitive lemmas, e.g. many trivial consequences of some
theorem. I also use it for code generation, e.g. when writing Lean tactics.

* Language models (e.g. Claude Sonnet 4). They are helpful for finding useful Unix commands.
They are not helpful for understanding mathematics because they are often confidently
incorrect.”

Participant 5

* “I exclusively use GitHub Copilot (it comes for free with my [...] account). I use Copilot to
help me write normal code (e.g. C and Python) and to formalize in Lean. I usually don’t use
the chat feature, preferring to use the tool when I'm writing code and theorems. I tend to
start function names and definitions myself, rather than writing a comment and letting the
tool fill it in, which gives me greater control over the shape and feel of a project.”

Participant 6
* “Github Copilot (all the time, for code suggestions; sometimes for questions in chat), Chat-
GPT (sometimes, for questions)”

Participant 7

* “I use ChatGPT to come up with general ideas about how to formalize a problem, and I use
the starter code if it is any good.”

Interestingly, Participant 7 is the participant who immediately pasted their problem into both ChatGPT
and Claude windows and proceeded to heavily rely on Al tools for the entire proof. Their self-report
dramatically understates their Al usage.
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A4 Additional analyses into participants’ formalization
We include additional exploratory analyses into participants’ formalization results.

A4.1 Formalization decomposed by experience

We also decompose participants’ formalization accuracy based on their self-reported Lean experience
(Figure [3) and mathematics experience (Figure[d] We caution over interpretation due to small sample
sizes.
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Figure 3: Formalization performance by Lean experience. a, Average accuracy based on whether
participants self-reported as being Beginners (/N = 3) or Experts (N = 4) with Lean; b, Average
time (min) across problems. Error bars show standard error.
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Figure 4: Formalization performance by mathematics experience. a, Average accuracy based
on whether participants self-reported as being having studied mathematics up to or through the
postgraduate level (N = 5) or undergraduate level (N = 2). Accuracy is decomposed into the
problems where participants did or did not have access to tools (three problems per participant per
category).; b, Average time (min) across problems. Error bars show standard error. These analyses
are descriptive and exploratory; we urge caution in any extrapolation due to the small sample size.

A4.2 Finer-grained accuracy evaluations

Throughout the paper, we have focused on accuracy as measured by having both the statement and
proof correct. We report the average accuracy per problem in Figure 5] However, a few participants
were correct in their statement formalization but incorrect in the proof (or vice versa — formalized
the statement incorrectly, but proved the statement correctly under that interpretation), or formalized
only part of the proof. E.g., one proof that was marked as incorrect did get some of the way there
according to the grader on Problem N:

“Only one direction (12x = 9 (mod 15) = z = 5n + 2) is formalized. That
direction is correctly formalized and proved. ZMOD is used for modulus in the
assumption, 5n+ 2 is explicitly written as the answer.”

Whereas another participant (for Problem G) made a start at the problem but did not formalize the
entire proof correctly according to the grader:
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Figure 5: Accuracy per problem, for participants with and without tool use. Accuracy is averaged
per problem. Error bars show standard error.

“Formalised a lot, but with some sorrys (beyond existence of D). Noted that showing
the existence of D “seems hard“ ”

We are actively expanding further further exploratory analysis of a finer-grained human evaluation of
the proofs. As before, three formal mathematics researchers from our team assessed each proof (one
per proof). Future work can conduct a more expansive human audit of proofs.

A4.3 Analyzing code structure

We also conduct exploratory analyses into the style of code participants provided, depending on
whether they had access to tools or not. We observe that there may be some effect of Al-based
tool use on overall proof length, with participants potentially producing — on average — longer
formal proofs with Al-assistance (Figure[6h). However, this effect is variable at a per-problem level
(Figure[6p) and moderated by whether participants even finished the proof.
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Figure 6: Formalized proof length. a, Average length of code (not including comments).; b, Average
code length (not including comments) per problem.

A4.4 Analyses into formalization processes from participant videos

Participants recorded themselves formalizing proofs, producing over 80 hours of videos. Two authors
from our team manually watched and annotated a selection of videos to understand when and how
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participants were using Al. We are actively extending our analyses for more rigorous coding over our
full library of formalization videos.

Here, we offer a glimpse into the kinds of behavior different participant showed, with brief summaries
of a few of the formalization videos. These behaviors can be characterized in varying reliance
strategies in a user’s Al workflow (a la[Jorgensen et al.|[2025]). As described in the main text, one
group of participants predominantly formalized the proofs themselves, only lightly engaging Al tools
(often, GitHub Copilot in-line). For instance, two participants who could be classified as “human
formalizers with Al assistance” each sparingly used GitHub Copilot as part of solving Problem V.
One participant listed themselves as an expert formalizer in Lean; the other, as a Beginner Lean
user. Both participants used comments to “prompt” GitHub Copilot and regularly overrided Copilot
suggestions. One participant (with Lean experience) used Copilot in more of a coarse-to-fine fashion,
working on some functions, templating them and using Copilot to fill in details, particularly with
substantive and repetitive pattern matching. Relatedly, the participant with less Lean experience also
regularly rejected Copilot suggestions; they can be seen frequently pausing and deliberately reading
the Copilot suggestions, before occasionally accepting them — suggestive of the intentional nature of
their proof process. Both participants solved Problem V correctly.

In contrast, another participant could be categorized as behaving in a way of “Al formalization, with
human help.” This participant started one problem by opening up two chat windows: one ChatGPT
and one Claude. The participant then pasted in the problem PDF into each window, and proceeded
to engage in a copy-output/copy-error message cycle into the models over the course of an hour.
While the participant shifted to using GitHub Copilot in the latter half of the proof, even there, the
participant did not seem to engage in as much critical thinking. There was a span of five minutes
where the participant went back and forth with GitHub Copilot saying “finish this,” having the model
generate a series of local code snippets (the participant queried 8 times, accepting 7 of them outright).
This led to a substantial amount of the code not being generated by the participant; the participant
seemed to recognize that the code did not match their style and noted in a comment at the top near the
end of the video (“i’m sorry this is so ugly”). While this participant formalized the problem
correctly, they took about 3x as long as the average participant for this problem (“Problem N”).

Lastly, one participant (who used ten different tools over the course of the study) was a highly varied
user, engaging many different kinds of Al tools for different parts of their formalization process—yet
demonstrated regular and substantial agency in how they used the tools (e.g., regularly declined in
use of Al-based tools over the course of the problem). For instance, on one problem (“Problem
N”), this participant started by pasting the informal statement into Kimina to formalize, pasted into
VSCode and manually edited. They then went to look at the solution, opened GitHub Copilot chat
to get a tailored response using a particular tool, querying “Define the set of all numbers
of the form x = 5n + 2 for some integer n, in Lean, using ZMOD.” They then further
clarified their interest in ZMOD: “I’d like to use the ZMOD notation. An example is:
[...]” and copied over the solution. They then asked for “suggest tactics” from Lean Copilot,
looked through and chose the second suggestion, and proceeded to again search for tactics (this time
choosing the third suggestion). They then accepted a major block of GitHub-generated code, before
moving to Claude Sonnet to rewrite part of their code (“I’d like to prove this just using
the definition of ZMOD. Could you rewrite this proof?”). They then proceeded to delete
a large block of Al-generated code in their proof, went back to Kimina and had the model generate
the full formal proof, given the informal, and made manual tweaks. However, 30 seconds later, the
participant proceeded with a series of major deletions, essentially restarting the entire formalization
process and wrote the rest of the proof primarily unassisted (ending up with a much simpler proof
that used the omega tactic). This is a case where the participant heavily engaged Al, but ended up, in
their final proof, relying very little on the actual Al-generated code.

AS Additional participant self-reported thoughts on Al-based assistance for
Lean

Participants were asked the following questions after their study (in addition to the question of what
tools they used, as presented in Section [A3)). We include participants’ responses verbatim.
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AS.1

A5.2

“What do you like most about Al-based tools for formalizing?”

¢ “[ like that Al tools can help me formalize "obvious" results that I have trouble formalizing
on my own. I believe that Al can also help familiarize me with new topics and good ways to
formalize those topics.”

* “ The can (often) take care of tedious low-level details. They also offer better "library search"
than Mathlib’s search function.”

e “When I'm certain of an approach, I like how Al-based tools fill in the unimportant/rote
details. For example, if I need to open a file in Python, rather than looking up the syntax, I
can just leave a comment that I want to open a file, and Copilot will fill in the code for me.
When it comes to Lean formalization, Copilot copies parts of proofs from elsewhere in the
file, fetch names of lemmas from Mathlib, and fill in assumptions for lemmas, which saves
me time. I rely less on its proof completion, especially for nontrivial proofs. But it works
pretty well on straightforward induction proofs or simp-filled proofs.”

* “ Discovering definitions and lemmas in the library is significantly easier thanks to Al-based
search and autoformalization tools.”

e “ [ also find it helpful to load relevant Mathlib files into the GitHub Copilot chat context to
ask questions that would otherwise take me a significant amount of time to find answers to.”

* “ [ like that it helps to get me started to have a framework of understanding the problem and
giving me ideas to approach the formalization, even if it is unable to give me the full thing.
It is also helpful in pointing me to other resources that I can reference”

* “ leansearch gives me fast lookup with low cognitive overhead. Chatgpt/Gemini sometimes
are very good at pointing out mistakes that I've made in formulating the problem.”

* “ Using Copilot can save time.”

“What frustrates you most about the current state of Al-based tools for formalizing?”’

* “ Sometimes the code is wrong or doesn’t do what I want it to do (this is sometimes fixed by
giving it more prompts)”

* “Miscalibrated confidence in the answers. Even if the Al "doesn’t know" it will output
something plausible but wrong, which is more frustrating than not getting an answer at
all. Also Al-based tools seem to be much worse for combinatorics and geometry than for
algebra or analysis.”

* “When it’s wrong, it’s really wrong. Sometimes Copilot suggests a (broken) "proof” of a
theorem that will in reality turn out to be much longer or more complex. This requires me to
cancel the suggestion and fill in the proof myself (which is what I would have done anyway,
but the extra keystrokes to dismiss it can be distracting).”

* “[ find that there aren’t enough tools specifically tailored to the Lean environment. There’s
been a lot of exciting progress in the Al for mathematics space in the recent years, but not
all of that progress has translated into better tooling for the Lean community. Even when
tools exist, they can be difficult to get working, requiring a complicated set-up involving
external dependencies or an API key configuration (although it’s completely understandable
why this is the case). An ideal situation would be to have a VS Code extension that can
interact with the current Lean session and assist the user with various formalization tasks.
Another option would be to have Al-based tools and tactics shipped by default with Mathlib

"o

or Lean, but this has the disadvantage of being "opt-out" rather than "opt-in".

* “There’s still quite a bit of hallucination, calling tactics that don’t exist for example. Even
giving it reference to the Mathlib documentation (by copying and pasting) didn’t really
help”

* “]. Mathlib seems to evolve faster than models can keep up. 2. Chat models are often very
confident about wrong things — even stuff like "here’s a much shorter simpler proof!" and
it’s actually longer and has error. 3. Models are expensive to use. 4. Stuff like AlphaProof is
not available to the public.”

* “The practice of using such tools does not match strong results reported in research bench-
marks; they are mostly unable to prove even very simple things, including when given access
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to the Lean goal state via MCP. Also, most of the tools are challenging to set up for a local
development environment.”

AS5.3 ‘“What do you envision any future workflow pattern for how you may go about discovery
new proofs / formalizing them? Where would you want tools that help you? Where
would you NOT want Al-based tools to be used?”

”»

* “Better code generation, maybe also suggest more advanced techniques (like using tactics)

* “Reduction of "bullshitting" (giving plausible but wrong answers) when they "don’t know".
Also, expansion of application domains to be more general than algebra and analysis.”

* “Automatically fill in lemmas/definitions as I work on a larger theorem! For example, it
would be great if I could leave a lemma with "sorry," and then while I use the lemma in the
main theorem, Copilot (or whatever tool) could copy my file up to the lemma and work with
it in the background until it finds a proof. Right now, all interactions are human-driven. (Of
course, this will introduce more problems - what if the definition/proof is too verbose, or
not quite what I want. Then I need to manually clean up, which is still faster than writing
the proof myself, but can be more frustrating/tiving. But if it’s tuned right, this would save
time!)”

* “Good autoformalization and proof completion models that integrate seamlessly into the
Lean editor would be useful to have.”

<

‘A generally Lean-aware chatbot that can alert the user to Lean formalization conventions
(like writing ‘a < b’ instead of ‘b > a’) explain how a mathematical concept is defined in
Mathlib, and how it is meant to be used generate outlines for proof formalization suggest
a convenient way to define a mathematical concept in Lean (for example, by combining
existing definitions in the library or by modelling it based on an existing definition of a
similar concept) suggest new lemmas to formalize suggest attributes to tag lemmas with
(like [simp], [aesop] or [grind]) mention relevant lemmas, tactics or domain-specific
proof formalization strategies improve and optimize proofs give high-level feedback on a
Lean document (like a Mathlib reviewer) would make formalization significantly easier and
more accessible, in my opinion.”

* “Being able to generate tactics that actually exist. Of course ideally if it can do end to end
formalization of proofs that would be amazing, but in the meantime being able to more
reliably tackle smaller subproblems that contribute towards the larger goal”

* “I want tools that can simplify my existing proofs.”

* “Autoformalization from natural language, and automatic theorem proving.”

AS5.4 ‘“What would you want to see most in future Al-based tools for formalizing proofs?”’

* “If I already have an idea of the solution, I would consult a large language model for ideas
on how to go about formalizing parts of the problem. The Al tool could suggest tactics
and theorems to use, and maybe give a working formalization. I didn’t try asking it for
suggestions on how to solve a problem (because we already had solutions), but I think that
would be cool.”

* “I mostly want Al to take care of tedious low-level details of a proof; I'm happy to do the
main structure.”

* “It would be great if I could quickly outline the shape of the proof, such as ":= by — induction
on n, using core lemmas [X, Y, Z]" without explaining my thought process too deeply, and
having the skeleton filled in. The closer a tool can allow me to type in only the key pieces,
and having the rest of the proof/syntax get filled in, the better.”

e “I don’t like Al-based tools writing too much code for me - it makes me lose my mental model
of how the program functions. But if an Al-based tool can fill in an entire proof for me, and
the proof is succinct and compiles quickly, then my mental model stays intact. The problem
is that Al-based proofs are often not succinct or efficient, and so I have to trade-off writing
the proof correctly from the start, or editing a bad proof into a good one.”

* “[ think a nice workflow for formalization would be one where you could describe a mathe-
matical idea or proof gradually to a chatbot and get suggestions for ways to formalize it

17



in Lean. In this interaction, the human only needs to have a passing familiarity with the
Lean syntax, and a bulk of the work will be done by the machine. To keep the response time
reasonable, ideally the chatbot should not spend an enormous amount of time autonomously
formalizing or discovering proofs, but instead should develop these in conversation with the
human.”

* “I think I would use it quite regularly for generating small tactics that help me do the
mundane stuff, but overall I probably would still have to guide the overall structure of the
proof and think of next steps”

* “More real-time feedback, in an unobstrusive way. Interactive theorem proving strongly
relies on using goal states and other feedback from the theorem prover. Al-based workflows
should integrate better with this information and use the information rather than trying to
one-shot the entire proof.”

A6 Participant instructions

Participants were given the following instructions and told which order to do their TOOLS or NO-
TOOLS weeks, as outlined above. The instructions included links to the consent form and post-survey.
Participants were sent instructions via email. Following a few questions from participants, we sent a
clarifying email on tools, as outlined below.

Instructions

1. Please formalize the following three problems over the course of this week. This
includes both the formalization of the problem statement and the solution.

2. When formalizing the problem statement, aim to stay as close as possible to the original
statement.

3. For the solution, you may either follow the provided approach or develop your own,
as long as it leads to a correct and complete formal proof. We have formalized the
solutions ourselves, so you can rest assured that the problems are formalizable without
undue effort.

4. Don’t worry if you cannot finish any problem. You can work on the problems in any
order, including starting one problem, stopping, and starting another before coming
back to a problem. We care about your process! We what do ask you, is to make sure
that you submit a single screen recording per problem and not mix work on multiple
problems within a single screen recording.

5. If this is assigned for your NO-TOOLS week, please DO NOT use any external tools
for assistance in formalizing the proof. If you use an IDE, such as Visual Studio Code,
make sure to also turn off any GitHub Copilot or related tools within that environment.

6. If this is your TOOLS-ALLOWED week, you are allowed to use any Al-based tool(s)
for assistance (this includes LLMs, tools specific to the Lean ecosystem, as well as any
other tools you might find useful).

7. We kindly ask that whenever you are formalizing the problems, at any time, please
record your ENTIRE screen (e.g., using QuickTime video, vokoscreenNG or any other
tool you might find useful). We ask that you record all interactions related to your
problem solving; this include web browsing (if you use Google search, or LLMs), as
well as any other software that assists you in formalizing. If you ever forget to record
your screen, please note this in the material that you submit back as part of the study.
While it is possible that you may forget, if you do this more than twice, you may not
be paid. Do not worry if you accidentally screen-record personal matters - there is
an option to black these out at the end, to exclude any frames that reveal personal
information.

Submission Details
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At the end of the study, please submit a zip with the following information:

* Your formalized proofs for each problem — in a file labeled “{ your-last-name} { your-
first-name } { problem-id } .txt”

* Any screen recording for that problem labeled “{your-last-name } { your-first-name } -
{problem-id }-{record-idx } .mp4” for each record-idx (between 0 to however many clips
you took for that problem)

* A Google form| with your post-survey responses, including a general questionnaire
about your prior mathematics and Lean experience.

* If you use scratch paper at any time during the study, we ask that you screenshot or
upload the scratchpaper with the label “‘{your-last-name} { your-first-name } { problem-
id}-{page-idx }.png/pdf”

Any / all of the information may be released as part of the data collected in this work. However,
we will scrub any names so the data is anonymized. We will then stitch these videos together.
We will make the screen recordings public (and anonymized) as part of the study contributions;
however, you will be given a chance to “mask’ any part of the recording before publication of
your accidentally screen-recorded material that should not be made public.

By participating, you agree to having data shared and affirming that you are at least 18 years
old. We will communicate payment details after the study. Please make sure you have filled
out the consent form (also emailed) before you begin. You only need to fill out the consent
form once.

Clarification email excerpts

We wanted to provide some clarification on what counts as a “tool* for the study, following
a great question by a participant. In our instructions we said: “If this is assigned for your
NO-TOOLS week, please DO NOT use any external tools for assistance in formalizing the
proof.” but we realized it might not be clear to everyone where exactly to draw the line what a
tool is and what not - we received some questions from som of you about this, so we wanted to
write an email to everyone to make sure we are all aligned: If you use Google search, or any
other “tool” that is neither specifically designed to aid math and formalization, this counts as
NO TOOL, the only exception being LLMs, which do count al TOOL (not all LLMs were are
designed to aid math and formalization, but still provide significant support, which is why we
categorized them as tools). We don’t want write a list of potential tools here, since we do not
want to bias you. But we want to encourage you nonetheless to ask us beforehand, if you are
unsure, whether something counts as tool or not - PLEASE ASK US FIRST.

You are not expected to spend more than 12 hrs on the problems over the two weeks. We
recognize some problems are more difficult than others, and may take longer. You may not
be able to finish all problems in 12 hrs! We encourage you to make sure you at least attempt
all problems (rather than spend all your time on a subset and miss out on trying one or more
problems). Of course if you want to spend more than 12 hours, awesome!, but that is not
expected at all.
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