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Abstract

Multi-Task Learning (MTL) enables a single model to learn multiple tasks simulta-
neously, leveraging knowledge transfer among tasks for enhanced generalization,
and has been widely applied across various domains. However, task imbalance
remains a major challenge in MTL. Although balancing the convergence speeds
of different tasks is an effective approach to address this issue, it is highly chal-
lenging to accurately characterize the training dynamics and convergence speeds
of multiple tasks within the complex MTL system. To this end, we attempt to
analyze the training dynamics in MTL by leveraging Neural Tangent Kernel (NTK)
theory and propose a new MTL method, NTKMTL. Specifically, we introduce
an extended NTK matrix for MTL and adopt spectral analysis to balance the con-
vergence speeds of multiple tasks, thereby mitigating task imbalance. Based on
the approximation via shared representation, we further propose NTKMTL-SR,
achieving training efficiency while maintaining competitive performance. Ex-
tensive experiments demonstrate that our methods achieve state-of-the-art per-
formance across a wide range of benchmarks, including both multi-task super-
vised learning and multi-task reinforcement learning. Source code is available at
https://github.com/jianke0604/NTKMTL.

1 Introduction

Multi-task learning (MTL) [9, 20, 56, 45, 61] involves training a single model to address multiple tasks
concurrently. This approach enables sharing information and representations across tasks, enhancing
the model’s generalization capabilities and boosting performance on individual tasks [6, 50, 38]. MTL
is particularly advantageous in scenarios with limited computational resources, as it eliminates the
need to maintain separate models for each task. Its utility spans a wide range of domains, including
computer vision [1, 63, 35], natural language processing [10, 34, 40], and robotics [16, 55]. Despite
these benefits, MTL encounters a significant challenge known as task imbalance, where certain
tasks dominate the training process while others suffer from insufficient optimization. Previous
studies [4, 48] have indicated that achieving more balanced optimization across tasks often leads to
improved overall performance. Addressing such a task imbalance issue necessitates the development
of sophisticated optimization strategies to ensure that all tasks benefit equitably from the shared
model parameters.

One widely adopted perspective to address the above issue is to balance the convergence speeds
of different tasks [32, 60, 35]. Nevertheless, it is highly challenging to accurately analyze the
training dynamics and convergence speeds of multiple tasks within the complex MTL system. Most
prior methods [35, 31] approximate the convergence speeds based on the difference or ratio between
consecutive loss values. However, different tasks exhibit vastly different loss scales and heterogeneous
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ultimate loss minima, thus such a simple approximation fails to accurately capture a task’s convergence
capability or potential at a specific training stage. As demonstrated by experimental results on widely
used benchmarks such as NYUv2, these methods still exhibit considerable task imbalance. Therefore,
there is a pressing need for a tool to characterize MTL training dynamics and task convergence
properties with a robust theoretical foundation.

To this end, we attempt to analyze the training dynamics within MTL systems by leveraging Neural
Tangent Kernel (NTK) theory[17, 2, 7], which provides insights into the optimization trajectory of
deep neural networks and has demonstrated its theoretical efficacy in single-task learning (STL)
scenarios. From the perspective of NTK theory, the convergence speed of a neural network can be
characterized by the eigenvalues of its corresponding NTK matrix. Specifically, lower-frequency
components of the target function typically correspond to larger NTK eigenvalues, which converge
faster [7, 52]. In contrast, higher-frequency components often correspond to smaller NTK eigenvalues,
which converge more slowly (or are harder to learn). This phenomenon is known as "spectral bias" in
the context of single-task learning [22, 43, 53], which bears a strong resemblance to task imbalance
in MTL. As explained by the NTK theory, such a distinction in the training dynamics provides a
foundational understanding of why certain aspects of the target function are prioritized over others
during the training process. However, despite its potential relevance, the application of NTK theory
to the field of MTL has been scarcely explored by prior work.

Building upon the above motivation, this work applies the NTK theory to MTL scenarios and
introduces an extended NTK matrix to jointly characterize the training dynamics of multiple tasks.
Specifically, the target function in MTL is explicitly decomposed into multiple distinct components,
each associated with a different task. Our theoretical analysis shows that, the convergence speed of the
overall training error is jointly influenced by the NTK matrices corresponding to each task, and tasks
associated with larger NTK eigenvalues can be learned more rapidly by the network, subsequently
dominating other tasks and resulting in unsatisfactory performance on the remaining tasks. To address
this issue, we propose a new MTL approach, NTKMTL, which assigns appropriate weights during
training based on the NTK analysis of each task. This method effectively balances the convergence
speeds of different tasks and, consequently, reduces task imbalance. In summary, our contributions
can be outlined as follows:

1) We introduce a new perspective on understanding task imbalance in MTL by leveraging
NTK theory for analysis. Under this perspective, multiple tasks are viewed as distinct components
of the training objective, each characterized by unique NTK spectral properties. These inherent
differences in spectral characteristics lead to significant disparities in convergence speeds across
tasks, subsequently causing task imbalance.

2) Based on the NTK spectral analysis of different tasks in MTL, we propose a new MTL
method, NTKMTL. Both theoretical analysis and experimental results demonstrate that NTKMTL
effectively addresses the ill-conditioned distribution of NTK eigenvalues during MTL training,
thereby alleviating task imbalance.

3) To enhance the practical applicability and computational efficiency, we further introduce
NTKMTL-SR, an efficient approximation that leverages the Shared Representation in MTL.
NTKMTL-SR requires only a single gradient backpropagation per iteration for shared parameters,
which not only provides computational efficiency but also maintains competitive performance.

4) Extensive experiments validate that our methods achieve state-of-the-art performance across
a wide range of benchmarks. The experimental scenarios include both multi-task supervised
learning and multi-task reinforcement learning, with task numbers ranging from 2 to 40.

2 Related Work

Multi-Task Learning. In multi-task learning (MTL), previous approaches can be broadly clas-
sified into two categories: loss-oriented and gradient-oriented methods. Loss-oriented methods
primarily aim to address convergence discrepancies arising from differences in loss scales, thereby
mitigating task imbalance. These methods often exhibit training efficiency as they only require
one backpropagation on the aggregated loss. Approaches include Linear Scalarization (LS), Scale-
Invariant (SI), homoscedastic uncertainty weighting [24], dynamic weight averaging [35], self-paced
learning [37], geometric loss [14], random loss weighting [29], impartial loss weighting [33], fast
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adaptive optimization [31], and multi-task grouping for alignment [48]. On the other hand, gradient-
oriented methods [11] focus on resolving the gradient conflicts issue among shared parameters,
seeking the most favorable updating vector to alleviate task imbalance. These types of methods
often achieve better performance due to directly obtaining the gradients for all tasks for optimization.
Notable approaches in this category include Multiple Gradient Descent Algorithm [46], gradient
normalization [12], gradient conflicts projection [57], gradient sign dropout [13], impartial gradient
weighting [33], conflict-averse gradients [32], gradient similarity regularisation [51], dual balanc-
ing [27], stochastic direction-oriented update [54], smooth tchebycheff scalarization [30], independent
gradient alignment [47], Nash bargaining solution [39], fair resource allocation [4], performance
informed variance reduction approach [41], and consistent multi-task learning with task-specific
parameters [42].

Neural Tangent Kernel theory. Recent theoretical advancements have modeled neural networks
in the limits of infinite width and infinitesimal learning rate as kernel regression using the Neural
Tangent Kernel (NTK) [17, 2, 7, 22]. Specifically, analyses by [26] and [2] demonstrate that, during
gradient descent, the outputs of a neural network remain close to those of a linear dynamical system,
with the convergence speed governed by the eigenvalues of the NTK matrix [5, 7, 52, 53]. The NTK’s
eigendecomposition reveals that its eigenvalue spectrum decays rapidly as a function of frequency,
which explains the well-documented "spectral bias" of deep networks towards learning low-frequency
functions [22, 43, 53]. Such spectral bias phenomenon bears a strong resemblance to task imbalance
in MTL, which is an effective application of NTK theory in explaining neural network training
dynamics in STL scenarios. Building on this observation, this paper extends NTK theory to MTL
and proposes a solution to address the task imbalance issue.

3 Method

3.1 Preliminaries

To establish the foundation for our theoretical investigation, we first review the traditional Neural
Tangent Kernel theory that explores the training dynamics of deep neural networks. In the subsequent
sections, we extend these theoretical frameworks to the multi-task learning context and develop
specific methodologies accordingly.

Neural Tangent Kernel. For a deep neural network f with parameters θ and training dataset
(x,y) = {(xi, yi)}ni=1, the Neural Tangent Kernel (NTK) K is defined as

Kuv =

〈
∂f(θ, xu)

∂θ
,
∂f(θ, xv)

∂θ

〉
. (1)

Prior works [22, 26, 2] have demonstrated that under certain conditions (e.g., when the learning rate
η approaches zero), the training dynamics of the neural network can be characterized via gradient
flow, which is governed by the following ordinary differential equation (ODE) [44]:

dθ(t)

dt
= −∇L(θ). (2)

This leads to the following theorem:

Theorem 3.1. Let O(t) = {f(θ, xi)}ni=1 be the outputs of the neural network at time t. x = {xi}ni=1
is the input data, and y = {yi}ni=1 is the corresponding label, Then O(t) follows this evolution:

dO(t)

dt
= −K · (O(t)− y). (3)

Detailed analysis can be found in the Appendix. Eq. 3 enables us to utilize the neural tangent kernel to
analyze the training dynamics of neural networks. Prior work [22] demonstrated that as the network
width approaches infinity, the NTK K remains approximately constant during training. A more
widely used result is that during the training of deep neural networks, the kernel function is updated
much more slowly than the network’s output [52, 62]. Therefore, Eq. 3 can also be interpreted as an
ODE and provides the following approximation:

O(t) ≈ (I− e−ηKt)y. (4)
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Spectral analysis in neural network training. Let us consider the training error O(t)− y. Since
the NTK matrix must be positive semi-definite, we can take its spectral decomposition K = QΛQ⊤,
where Q is an orthogonal matrix and Λ is a diagonal matrix whose entries are the eigenvalues λ of K.
Then, since e−ηKt = Qe−ηΛtQ⊤, we have

Q⊤(O(t)− y) ≈ −Q⊤e−ηKty = −e−ηΛtQ⊤y. (5)
This implies that, when considering the convergence of training in the NTK eigenbasis, the i-th
component of the absolute error

∣∣Q⊤(O(t)− y)
∣∣
i

decays at an approximate exponential rate of ηλi.
In other words, the components of the target function corresponding to kernel eigenvectors with
larger eigenvalues are learned more rapidly, resulting in the high-frequency components of the target
function converging exceedingly slowly, to the extent that the neural network is difficult to learn these
components.

3.2 Extended NTK in Multi-Task Learning

In multi-task learning, a neural network with shared parameters θ is trained to simultaneously learn k
distinct tasks. In the general case, the overall loss function is defined as

L(θ) =
k∑

i=1

ℓi(θ). (6)

In this context, by leveraging the gradient flow defined in Eq. 2, Theorem 3.1 can be further extended
as follows:
Theorem 3.2. Let {O1(t),O2(t), . . . ,Ok(t)} denote the outputs of the neural network function
{f1, f2, . . . , fk} for the k tasks at time t, and let {y1,y2, . . . ,yk} represent the corresponding
labels. Then, the ordinary differential equation in Eq. 2 gives the following evolution:

dO1(t)
dt
...

dOk(t)
dt

 = −

K11 · · · K1k

...
. . .

...
Kk1 · · · Kkk


︸ ︷︷ ︸

K̃

O1(t)− y1

...
Ok(t)− yk

 , (7)

where Kij ∈ Rn×n and Kij = K⊤
ji for 1 ≤ i, j ≤ k. The (u, v)-th entry of Kij is defined as

(Kij)uv =

〈
∂fi(θ, xu)

∂θ
,
∂fj(θ, xv)

∂θ

〉
. (8)

Detailed proof can be found in the Appendix. We define the large NTK matrix, formed by the training
dynamics of the k tasks in Theorem 3.2, as the extended NTK matrix in MTL, denoted as K̃. It
is straightforward to observe that Kii for 1 ≤ i ≤ k, as well as K̃ itself, are positive semi-definite
matrices. In fact, let Ji denote the Jacobian matrix of fi with respect to θ, then we can observe that:

Kii = JiJ
⊤
i , and K̃ =

J1...
Jk

 [
J⊤
1 · · · J⊤

k

]
. (9)

Analogous to the analysis presented in Sec. 3.1, we adopt the approximation derived from the
theoretical framework of [22]. Consequently, Eq. 4 is extended to the multi-task learning scenarios as
follows: O1(t)

...
Ok(t)

 ≈ (I− e−ηK̃t)

y1

...
yk

 . (10)

As mentioned above, the extended NTK matrix is positive semi-definite. Therefore, similarly to
previous steps, we perform its spectral decomposition as K̃ = Q̃Λ̃Q̃⊤. Consequently, the training
error MTL can be approximated by the following evolution:

Q̃⊤


O1(t)

...
Ok(t)

−

y1

...
yk


 ≈ −e−ηΛ̃tQ̃⊤

y1

...
yk

 . (11)

4



Eq. 11 illustrates that in the MTL scenario, where the learning objectives are explicitly partitioned
into k components, the training dynamics can still be interpreted through spectral analysis of the
extended NTK matrix. The substantial disparities in the distribution of NTK eigenvalues across
different tasks give rise to bias in convergence speed, causing the network to be dominated by certain
specific tasks and hindering the effective simultaneous learning of all tasks.

3.3 The Proposed NTKMTL

Theoretical analysis in Sec. 3.2 and experimental results on extensive benchmarks indicate that the
traditional multi-task optimization objective in Eq. 6 yields unsatisfactory performance, exhibiting
significant task imbalance across various task scenarios. Therefore, existing MTL methods often
consider obtaining a weight ω = (ω1, ω2, . . . , ωk)

⊤ to optimize the weighted objective instead:

L(θ) =
k∑

i=1

ωiℓi(θ). (12)

Specifically, the final gradient is gs =
∑k

i=1 ωigi, where gi represents the gradient of the i-th task’s
loss ℓi with respect to the shared parameters, and gs is the final aggregated gradient. Under this
formulation, the analysis of the extended NTK matrix for MTL systems presented in Sec. 3.2 is
correspondingly modified. Therefore, we further introduce the following proposition:
Proposition 3.3. (Extension of Theorem 3.2) Let {Oi(t)}ki=1, {yi}ki=1, and {Kij}1≤i,j≤k be
defined as in Theorem 3.2. We now replace the MTL optimization objective with the weighted form as
presented in Eq. 12. Consequently, the ordinary differential equation governing the MTL training
dynamics in Eq. 7 becomes:

dO1(t)
dt
...

dOk(t)
dt

 = −

 ω2
1K11 · · · ω1ωkK1k

...
. . .

...
ωkω1Kk1 · · · ω2

kKkk


︸ ︷︷ ︸

ωω⊤⊙K̃

O1(t)− y1

...
Ok(t)− yk

 . (13)

Detailed proof can be found in the Appendix. The NTK matrix derived from the weighted optimization
objective in Eq. 12 remains positive semi-definite, and thus, the analysis in Sec. 3.2 is still applicable.
Proposition 3.3 shows that the eigenvalues of the new NTK matrix are strongly correlated with ω,
allowing ω to be used to balance the relative magnitudes of the eigenvalues of the NTK across
different tasks, thereby balancing the convergence speeds of different tasks.

Motivated by this, our method is designed based on the following strategy: In each training iteration,
we compute the maximum eigenvalue λi of the NTK matrix Kii for task i, which serves as a good
indicator of its current convergence speed. We then derive the task weights {ωi}ki=1 by normalizing
these eigenvalues {λi}ki=1. Proposition 3.3 provides the most intuitive physical interpretation:
With the introduction of ωi, the new NTK matrix for each task becomes ω2

iKii, and its maximum
eigenvalue is accordingly scaled to ω2

i λi. Therefore, to achieve eigenvalue normalization across tasks,
we enforce the condition that:

ωi ∝
1√
λi

, i = 1, . . . , k. (14)

Directly employing ωi = 1√
λi

disregards the original scaling inherent in the task eigenvalues.
Consequently, to retain the scale information reflecting the tasks’ current convergence speeds, we
utilize the average maximum eigenvalue, λ̃ = 1

k

∑k
j=1 λj , to scale {wi}ki=1. This motivates the

following definition for ωi:

ωi =

√
λ̃

λi
, i = 1, . . . , k. (15)

The overall algorithm flow is shown in Algorithm 1. Our design of ω enables the effective balancing
of convergence speeds across different tasks by balancing the maximum eigenvalues of their NTK
matrices, while preserving the scale information of the original eigenvalues. Nevertheless, computing
the NTK matrix can be time-consuming since it requires dividing a batch into n mini-batches and
computing their gradients. This limitation has prompted us to find a way to compute the NTK with
minimal cost, thereby extending the applicability of our method to more scenarios. The following
section provides the solution.
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Algorithm 1 NTKMTL
1: Input: Initial model parameters θ0; Learn-

ing rate {ηt}; number n of mini batches.
2: for t = 0 to T − 1 do
3: Compute [J t

1, · · · , J t
k] for n mini-batches,

and obtain the gradients [gt1, · · · , gtk].
4: Obtain the NTK {Kt

ii}ki=1 and K̃t through
Eq. 8 and 9.

5: Compute {ωi}ki=1 through Eq. 15.
6: Obtain the update vector gts =∑k

i=1 ωig
t
i .

7: Update θt+1 = θt − ηtg
t
s.

8: end for

Algorithm 2 NTKMTL-SR
1: Input: Initial model parameters θ0; Learning

rate {ηt}; number n of mini batches.
2: for t = 0 to T − 1 do
3: Compute [J t

1(z), · · · , J t
k(z)] with respect

to z for n mini batches.
4: Obtain {Kt

ii(z)}ki=1 and K̃t(z) through
Eq.9 and 17.

5: Compute {ωi}ki=1 through Eq. 18.
6: Obtain aggregated loss L =

∑k
i=1 ωiℓi.

7: Back propagate and update parameters
θt+1.

8: end for

3.4 Approximation via Shared Representation

In MTL, the model typically consists of shared parameters θ and task-specific parameters for k tasks,
where the number of parameters in the task-specific components (typically 1–2 layers of linear or
convolutional layers) is much smaller than the number of shared parameters. We define the shared
representation z as the output of the input x after passing through the shared parameters θ. Then, by
applying the chain rule, we can derive the following:

∂fi(θ, x)
∂θ

=
∂fi(θ, x)

∂z
· ∂z
∂θ

. (16)

Note that ∂z
∂θ is the same for all tasks and acts on all {fi}ki=1. As a result, it further impacts the

overall NTK K̃. This implies that K̃ can be viewed as a projection of the NTK matrix K̃(z) of z onto
the feature space through ∂z

∂θ . These analyses indicate that, similar to some previous works [23, 47],
NTKMTL has the ability to accelerate computation using shared representation, and we name this
approximation algorithm NTKMTL-SR. Specifically, we consider approximating the original method
using the NTK analysis of z, i,e. by replacing Eq. 8 with the following expression:

(Kij(z))uv =

〈
∂fi(θ, xu)

∂z
,
∂fj(θ, xv)

∂z

〉
, (17)

which further leads to the subsequent formulation for ω:

ωi =

√
λ̃(z)

λi(z)
, i = 1, . . . , k, (18)

where λi(z) represents the maximum eigenvalue of the NTK matrix Kii(z), and λ̃(z) is the average of
these eigenvalues across all k tasks, defined as λ̃(z) = 1

k

∑k
j=1 λj(z). Since computing the gradient

of fi(θ, x) with respect to z only requires backpropagation through the task-specific parameters, it
incurs little additional time and memory cost. After obtaining ω, instead of computing the gradients
separately for each of the k tasks and then weighting them, we can directly compute the aggregated
loss using Eq. 12 and perform one backpropagation, meaning that we only need to compute the
gradient for shared parameters θ once per iteration.

The overall algorithm is outlined in Algorithm 2. Fig. 1 illustrates the training speed on the CelebA
benchmark with up to 40 tasks, showing that NTKMTL-SR exhibits nearly the same training speed
as traditional loss-oriented Linear Scalarization. This further enhances the generalizability of our
method under various constraints.

4 Experiments

4.1 Protocols

We evaluate the performance of our proposed NTKMTL and NTKMTL-SR across a wide range of
MTL scenarios, including multi-task supervised learning and multi-task reinforcement learning. For
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Table 1: Results on NYU-v2 (3-task) dataset. Each experiment is repeated 3 times with different
random seeds and the average is reported. The detailed standard error is reported in the Appendix.
The best scores are reported in gray .

METHOD
SEGMENTATION DEPTH SURFACE NORMAL

MR ↓ ∆m% ↓
MIOU ↑ PIX ACC ↑ ABS ERR ↓ REL ERR ↓ ANGLE DISTANCE ↓ WITHIN t◦ ↑

MEAN MEDIAN 11.25 22.5 30

STL 38.30 63.76 0.6754 0.2780 25.01 19.21 30.14 57.20 69.15

LS 39.29 65.33 0.5493 0.2263 28.15 23.96 22.09 47.50 61.08 17.44 5.59
SI 38.45 64.27 0.5354 0.2201 27.60 23.37 22.53 48.57 62.32 16.11 4.39
RLW [28] 37.17 63.77 0.5759 0.2410 28.27 24.18 22.26 47.05 60.62 20.22 7.78
DWA [35] 39.11 65.31 0.5510 0.2285 27.61 23.18 24.17 50.18 62.39 16.33 3.57
UW [25] 36.87 63.17 0.5446 0.2260 27.04 22.61 23.54 49.05 63.65 16.00 4.05
MGDA [46] 30.47 59.90 0.6070 0.2555 24.88 19.45 29.18 56.88 69.36 11.44 1.38
PCGRAD [58] 38.06 64.64 0.5550 0.2325 27.41 22.80 23.86 49.83 63.14 16.89 3.97
GRADDROP [13] 39.39 65.12 0.5455 0.2279 27.48 22.96 23.38 49.44 62.87 15.56 3.58
CAGRAD [32] 39.79 65.49 0.5486 0.2250 26.31 21.58 25.61 52.36 65.58 11.56 0.20
IMTL-G [33] 39.35 65.60 0.5426 0.2256 26.02 21.19 26.20 53.13 66.24 10.89 -0.76
MOCO [18] 40.30 66.07 0.5575 0.2135 26.67 21.83 25.61 51.78 64.85 10.89 0.16
NASH-MTL [39] 40.13 65.93 0.5261 0.2171 25.26 20.08 28.40 55.47 68.15 8.00 -4.04
ALIGNED-MTL [47] 40.15 66.05 0.5520 0.2291 25.37 19.89 28.30 55.29 67.95 10.44 -3.12
FAMO [31] 38.88 64.90 0.5474 0.2194 25.06 19.57 29.21 56.61 68.98 9.00 -4.10
SDMGRAD [54] 40.47 65.90 0.5225 0.2084 25.07 19.99 28.54 55.74 68.53 6.11 -4.84
DB-MTL [27] 41.42 66.45 0.5251 0.2160 25.03 19.50 28.72 56.17 68.73 4.56 -5.36
STCH [30] 41.35 66.07 0.4965 0.2010 26.55 21.81 24.84 51.39 64.86 8.22 -1.35
FAIRGRAD [4] 39.74 66.01 0.5377 0.2236 24.84 19.60 29.26 56.58 69.16 6.44 -4.66
GO4ALIGN [48] 40.42 65.37 0.5492 0.2167 24.76 18.94 30.54 57.87 69.84 5.00 -6.08

NTKMTL 39.68 65.43 0.5296 0.2168 24.24 18.63 30.74 58.72 70.78 4.33 -6.99
NTKMTL-SR 40.23 65.28 0.5261 0.2136 24.88 19.58 29.53 56.67 69.08 5.56 -5.35

multi-task supervised learning, experiments are conducted on several benchmarks, including dense
prediction tasks on the NYUv2 [49] and CityScapes [15] datasets, regression tasks on the QM9 [8]
dataset, and image-level classification on the CelebA [36] dataset. For multi-task reinforcement
learning, experiments are performed in the MT10 environment from the Meta-World benchmark [59].
Due to the memory and time cost associated with fully computing the gradients of n mini-batches
for shared parameters to construct the NTK matrix, we set n = 1 for NTKMTL to ensure fairness
when comparing with other methods. In this case, it is consistent with other gradient-oriented
methods, requiring k gradient backpropagations per iteration. As for NTKMTL-SR, since its cost of
constructing the NTK matrix is minimal, we set n = 4 by default based on experimental validation.

Baselines. We comprehensively compare the proposed NTKMTL and NTKMTL-SR with the
following methods: Single-task learning (STL), Linear Scalarization (LS), Scale-Invariant (SI),
Dynamic Weight Average (DWA) [35], Uncertainty Weighting (UW) [25], Multi-Gradient Descent
Algorithm (MGDA) [46], Random Loss Weighting (RLW) [28], PCGrad [58], GradDrop [13],
CAGrad [32], IMTL-G [33], Nash-MTL [39], Moco [18], Aligned-MTL [47], SDMGrad [54],
DB-MTL [27], STCH [30], FAMO [31], FairGrad [4] and GO4Align [48].

Metrics. We follow previous works [39, 4] and use two overall performance metrics for
MTL: (1) ∆m%, the average performance drop relative to the STL baseline: ∆m% =
1
S
∑S

i=1(−1)δi
(Mm,i−Mb,i)

Mb,i
× 100%, where S is the number of metrics. Mb,i is the baseline STL

metric and Mm,i is the metric from the MTL method. δi = 1 if a higher value is better for Mi, and 0
otherwise. (2) Mean Rank (MR): MR reports the average rank of a method across all tasks, where a
lower value indicates better performance. A method with the top rank in all tasks has an MR of 1.

4.2 Multi-Task Supervised Learning

Dense Prediction. Widely used benchmarks in this domain include NYUv2 [49] and CityScapes [15].
The NYUv2 dataset includes three tasks: semantic segmentation, depth estimation, and surface
normal prediction, while CityScapes includes semantic segmentation and depth estimation tasks. The
experimental results are presented in Table 1 and 2 in the main text, and Table 7 in the Appendix.

On the NYUv2 dataset, the difficulty levels of the three tasks show significant variation. Previous
methods generally outperform the Single Task Learning (STL) baseline in the tasks of semantic
segmentation and depth estimation, but almost all of them consistently underperform STL on the
surface normal prediction task, leading to a significant task imbalance in the overall results. In
contrast, by leveraging NTK theory to balance convergence speed of each task during training, both
NTKMTL and NTKMTL-SR show strong performance in the surface normal prediction task. Notably,
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among all existing methods, only NTKMTL and GO4Align consistently outperform the STL baseline
across all three tasks, achieving a more balanced optimization. Moreover, NTKMTL achieves SOTA
on this benchmark with an impressive mean rank of 4.33 and the best performance drop of -6.99%.

Table 2: Results on CityScapes (2-task) and
CelebA (40-task). Each experiment is repeated
3 times with different random seeds and the aver-
age is reported. Detailed standard error is reported
in the Appendix. Best scores are reported in gray .

METHOD
CITYSCAPES CELEBA

MR ↓ ∆m% ↓ MR ↓ ∆m% ↓
LS 8.25 22.60 7.85 4.15
SI 11.50 14.11 9.75 7.20
RLW [28] 10.25 24.38 6.90 1.46
DWA [35] 7.75 21.45 8.72 3.20
UW [25] 7.75 5.89 7.38 3.23
MGDA [46] 12.00 44.14 12.97 14.85
PCGRAD [58] 8.50 18.29 8.53 3.17
CAGRAD [32] 7.25 11.64 8.10 2.48
IMTL-G [33] 5.50 11.10 6.25 0.84
NASH-MTL [39] 3.50 6.82 6.50 2.84
FAMO [31] 7.75 8.13 6.45 1.21
FAIRGRAD [4] 2.25 5.18 6.92 0.37

NTKMTL 7.00 1.92 4.35 -0.77
NTKMTL-SR 6.25 3.84 4.33 0.23

On the CityScapes dataset, NTKMTL and
NTKMTL-SR also perform exceptionally well,
as shown in Table 2. More detailed results can
be found in Table 7 in the Appendix. Compared
to existing methods that tend to prioritize the op-
timization of semantic segmentation, NTKMTL
and NTKMTL-SR achieve more balanced re-
sults across both segmentation and depth esti-
mation tasks, with NTKMTL also obtaining the
best performance drop.

Image-Level Classification. We also evalu-
ated the performance of our proposed NTKMTL
and NTKMTL-SR on the CelebA dataset.
CelebA [36] is a large-scale facial attribute
dataset consisting of over 200K images, each
labeled with 40 attributes, such as smiling, wavy
hair, and mustache. This task represents a 40-
task MTL classification problem, where each
task is designed to predict one binary attribute.
This benchmark tests both the collaborative op-
timization capability and efficiency of MTL methods when dealing with a large number of tasks.
The results are shown in Table 2. In this challenging setting, NTKMTL achieves better average
performance than the STL baseline, as indicated by the negative ∆m%, which was not achievable by
previous methods. NTKMTL also achieved state-of-the-art performance in both MR and ∆m%.
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Figure 1: Training time per epoch for various meth-
ods on CelebA (40-task) dataset.

Fig. 1 visualizes the training time per epoch
for various loss-oriented and gradient-oriented
methods. On the CelebA dataset with up to 40
tasks, NTKMTL-SR maintains a speed compa-
rable to loss-oriented methods.

Multi-Task Regression. QM9 [8] is a widely
used benchmark for multi-task regression, con-
taining over 130K organic molecules repre-
sented as graphs. It includes 11 tasks, each re-
quiring the prediction of a molecular property.
Due to the large number of tasks, as well as the
significant differences in task difficulty and convergence speeds, existing MTL methods exhibit a
substantial performance drop compared to the STL baseline.

On this benchmark, previous methods were implemented using a shared MPNN codebase [39, 31, 19].
However, we find that the hyperparameter settings in this codebase are suboptimal (specifically, the
improper learning rate scheduler makes the learning rate decay too quickly, resulting in incomplete
convergence), potentially leading to unfair comparisons. Therefore, we adjusted specific hyperpa-
rameters and reproduced all baselines for a fair comparison. To ensure accurate evaluation, we also
reproduced the 11-task STL baselines under the same settings.

Experimental results are presented in Table 3. More detailed explanations and settings are provided in
Appendix C. As both STL baselines and MTL methods show significant performance improvements
under the new settings, we can observe different behaviors among previous methods. The final ∆m%
of some methods (e.g., LS, RLW, PCGrad, CAGrad) were largely consistent with their originally
reported values. For other methods (e.g., SI, UW, FAMO, GO4Align), the ∆m% significantly
improved compared to the reported results. This indicates that the previous hyperparameter settings
fail to fully exhibit the capabilities of these methods. Under the new settings that better ensure
convergence, their performance shows further improvement. On this benchmark, NTKMTL shows
competitive results. NTKMTL-SR surpasses NTKMTL in performance and achieves state-of-the-art
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Table 3: Results on QM9 (11-task) dataset. All baselines are reproduced under optimized hyperpa-
rameter settings. The best scores are reported in gray . More details are reported in the Appendix.

METHOD
µ α ϵHOMO ϵLUMO ⟨R2⟩ ZPVE U0 U H G cv MR↓ ∆m% ↓

MAE ↓
STL 0.060 0.156 60.54 51.22 0.419 3.08 39.3 42.9 41.7 43.1 0.061

LS 0.077 0.253 55.95 68.59 4.163 11.08 109.2 109.8 110.1 106.7 0.099 9.82 179.8
SI 0.159 0.242 109.6 96.80 0.732 3.308 34.35 34.37 34.33 35.16 0.081 5.27 39.7
RLW [28] 0.090 0.277 62.49 76.39 4.948 12.54 124.8 124.9 125.0 122.1 0.115 12.09 222.6
DWA [35] 0.078 0.239 55.17 67.40 3.992 10.92 107.4 108.1 108.3 105.4 0.098 8.73 173.0
UW [25] 0.194 0.274 120.6 102.8 0.763 3.698 41.11 41.13 41.16 41.75 0.089 8.27 58.4
MGDA [46] 0.154 0.266 95.20 67.51 3.088 4.468 49.38 49.21 49.62 49.69 0.087 8.36 101.4
PCGRAD [58] 0.078 0.221 59.14 67.82 2.937 6.691 88.24 88.65 88.85 87.36 0.084 7.91 118.6
CAGRAD [32] 0.083 0.234 57.80 70.98 2.718 5.352 76.47 76.93 77.05 76.32 0.089 8.27 102.4
NASH-MTL [39] 0.086 0.218 69.78 66.18 2.153 4.679 59.63 59.94 59.98 59.97 0.082 6.91 72.9
FAMO [31] 0.128 0.230 98.09 84.42 0.859 3.541 40.24 40.57 40.62 40.21 0.081 5.91 38.9
FAIRGRAD [4] 0.109 0.208 81.74 72.82 1.669 3.418 51.31 51.67 51.72 51.97 0.079 6.64 57.0
GO4ALIGN [48] 0.113 0.314 74.46 91.04 0.912 3.632 36.06 36.38 36.41 36.58 0.104 6.64 40.5

NTKMTL 0.091 0.212 70.97 70.81 2.113 3.835 44.18 44.56 44.53 44.38 0.077 5.91 56.7
NTKMTL-SR 0.081 0.207 75.95 69.10 1.176 3.689 40.14 40.46 40.48 40.49 0.074 4.00 30.7

results, which we attribute to the natural alignment of the L2 loss used in regression tasks as analyzed
in Appendix B.1. As a result, larger n produces a more accurate estimate of convergence speed.

4.3 Multi-Task Reinforcement Learning

We further assess our method using the MT10 benchmark, which consists of 10 robotic manipulation
tasks from the MetaWorld environment [59]. The goal in this setting is to train a single policy that
can generalize across a variety of tasks, including pick-and-place and door-opening. Specifically, we
follow the setup outlined in previous works [39, 31] and use Soft Actor-Critic (SAC) [21] as the core
algorithm. Our implementation builds upon the MTRL codebase from [39, 4], training the model for
2 million steps with a batch size of 1280.

Table 4: Results on MT10 bench-
mark across 10 random seeds.

METHOD
SUCCESS RATE
(MEAN ± STDERR)

STL 0.90 ± 0.03

MTL SAC [59] 0.49 ± 0.07
MTL SAC + TE [59] 0.54 ± 0.05
MH SAC [59] 0.61 ± 0.04
PCGRAD [58] 0.72 ± 0.02
CAGRAD [32] 0.83 ± 0.05
MOCO [18] 0.75 ± 0.05
NASH-MTL [39] 0.91 ± 0.03
FAMO [31] 0.83 ± 0.05
FAIRGRAD [4] 0.84 ± 0.07
ALIGNED-MTL [47] 0.97 ± 0.05

NTKMTL 0.96 ± 0.03

In contrast to the multi-task supervised learning networks where
shared and task-specific parameters can be easily distinguished,
the MTRL problems commonly involve learning a single pol-
icy. Consequently, it is difficult to partition the parameters
into shared and task-specific components in the same manner.
Therefore, while applying NTKMTL-SR to this scenario is chal-
lenging, we primarily validate the performance of NTKMTL.
We compare NTKMTL with several state-of-the-art methods,
including Multi-task SAC (MTL SAC) [59], Multi-task SAC
with Task Encoder (MTL SAC + TE) [59], Multi-headed SAC
(MH SAC) [59], PCGrad [58], CAGrad [32], MoCo [18], Nash-
MTL [39], FAMO [31], FairGrad [4] and Aligned-MTL [47].
The experimental results are reported in Table 4. In the MTRL
scenario, NTKMTL continues to demonstrate strong performance
with a competitive success rate.

5 Conclusion, Limitations and Future Work

In this paper, we introduce a new perspective on understanding task imbalance in MTL by leveraging
NTK theory for analysis, and propose a new MTL method, NTKMTL. Specifically, we conduct
spectral analysis of the NTK matrix during training, adjust the maximum eigenvalues of the task-
specific NTK matrices to balance their convergence speeds, thereby mitigating task imbalance.
Furthermore, we present NTKMTL-SR, an efficient variant based on approximation via shared
representation, which achieves competitive performance with improved training efficiency. Extensive
experiments have shown the strong performance of both NTKMTL and NTKMTL-SR, further
demonstrating the applicability and generalization of our method across a wide range of scenarios.

Limitations and Future Work. In this work, we proposed the extended NTK K̃ for MTL as a tool
for more comprehensive analysis of training dynamics across tasks. The weight design of our current
method mainly focuses on the analysis of the task-specific NTK matrices Kii. The full structure
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of the extended NTK matrix K̃ offers further analytical opportunities. For example, analyzing the
off-diagonal Kij blocks could reveal novel insights into task interactions or guide the development of
task grouping strategies. These potential avenues are left for future investigation.
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Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
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Justification: The main claims are clearly presented in the abstract and introduction, and are
further elaborated and substantiated throughout the subsequent sections of the paper.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
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• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.
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2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
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dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
Answer: [Yes]
Justification: Source code is provided.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: Refer to Sec. 4.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: Refer to Appendix. C.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)
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• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: All experiments were performed on a single NVIDIA RTX 4090. We also
compared the training time in Fig. 1.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: This paper conforms, in every respect, with the NeurIPS Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [Yes]
Justification: Refer to Sec. D.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: The creators and original owners of all assets used in the paper are properly
credited, and the licenses and terms of use are explicitly mentioned and fully respected.
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification: [NA]
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: [NA]
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: [NA]
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Definitions of Notations

Due to the numerous concepts and theoretical derivations presented in the paper, we provide detailed
definitions of the notations in Table 5 to assist readers in better understanding the content.

Table 5: Definitions of notations in this paper.

Variable Definition

k the number of tasks

f the mapping function of a deep neural network

fi the mapping function of i-th task in MTL scenario

n the number of data points in the dataset, or the number of mini-batches in a batch

(x,y) training dataset {(xi, yi)}ni=1in Single-Task Learning (STL) setting

{yi}ki=1 multiple labels for the k tasks in MTL setting

θ the network parameters, specifically referring to the shared parameters in MTL

t the current time step

K the Neural Tangent Kernel matrix defined in Eq. 1

λ the eigenvalues of the NTK

L the overall loss function, with different definitions in different scenarios

{ℓi}ki=1 the losses with respect to k tasks

O(t) the output {f(xi, θ(t))}ni=1 of the network in STL setting and time t

{Oi(t)}ki=1 the output of the network for k tasks in MTL setting and time t

I the Identity matrix

ηt the learning rate at time t

K̃ the extended NTK matrix defined in Eq. 9

Ji the Jacobian matrix of fi with respect to θ

ω {ωi}ki=1, representing the weights of the different tasks

z the shared representation of the input data in MTL setting

B Theoretical Analysis

B.1 Proof of Theorem 3.1

Theorem 3.1. Let O(t) = {f(θ, xi)}ni=1 be the outputs of the neural network at time t. x = {xi}ni=1
is the input data, and y = {yi}ni=1 is the corresponding label, Then O(t) follows this evolution:

dO(t)

dt
= −K · (O(t)− y).

Proof. Following previous works [44, 52, 62], we build up the analysis framework for NTK in a
supervised regression setting. The overall loss L(θ) is defined as:

L(θ) =
n∑

i=1

1

2
(f(θ, xi)− yi)

2. (19)
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Through the gradient flow in Eq. 2, we can obtain:

dθ

dt
= −∇θL(θ)

= −
n∑

i=1

∂L
∂f(θ, xi)

· ∂f(θ, xi)

∂θ

= −
n∑

i=1

∂f(θ, xi)

∂θ
(f(θ, xi)− yi).

(20)

In fact, for the commonly used cross-entropy loss, the above equation also holds. In this case,
considering a data point xj , we have

df(θ, xj)

dt
=

df(θ, xj)

dθ
· dθ
dt

=
df(θ, xj)

dθ

[
−

n∑
i=1

∂f(θ, xi)

∂θ
(f(θ, xi)− yi)

]

= −
n∑

i=1

〈
df(θ, xj)

dθ
,
∂f(θ, xi)

∂θ

〉
(f(θ, xi)− yi).

(21)

Given that O(t) = {f(xi, θ(t))}ni=1 and y = {yi}ni=1, we can express Eq. 21 in vector form:

dO(t)

dt
= −K · (O(t)− y),

where K is defined as

Kuv =

〈
∂f(θ, xu)

∂θ
,
∂f(θ, xv)

∂θ

〉
.

Q.E.D.

Discussions. Another equivalent definition of NTK given the Jacobian matrix J is:

K = JJ⊤. (22)

This theorem shows that NTK connects the error term O(t)− y to the changing rate of the output.
Therefore, the theory can be used to analyze the training behaviors of neural networks.

B.2 Proof of Theorem 3.2

Theorem 3.2. Let {O1(t),O2(t), . . . ,Ok(t)} denote the outputs of the neural network function
{f1, f2, . . . , fk} for the k task at time t, and let {y1,y2, . . . ,yk} represent the corresponding labels.
Then, the ordinary differential equation in Eq. 2 gives the following evolution:

dO1(t)
dt
...

dOk(t)
dt

 = −

K11 · · · K1k

...
. . .

...
Kk1 · · · Kkk


︸ ︷︷ ︸

K̃

O1(t)− y1

...
Ok(t)− yk

 ,

where Kij ∈ Rn×n and Kij = K⊤
ji for 1 ≤ i, j ≤ k. The (u, v)-th entry of Kij is defined as

(Kij)uv =

〈
∂fi(θ, xu)

∂θ
,
∂fj(θ, xv)

∂θ

〉
.

Proof. In multi-task learning, a neural network with shared parameters θ is trained to simultaneously
learn k distinct tasks. In the general case, the overall loss function is defined as

L(θ) =
k∑

i=1

ℓi(θ). (23)
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Similar to the derivation in Theorem 3.1, by utilizing the gradient flow in Eq. 2, we can derive:

dθ

dt
= −∇θL(θ)

= −
k∑

i=1

n∑
u=1

∂ℓi
∂fi(θ, xu)

· ∂fi(θ, xu)

∂θ

= −
k∑

i=1

n∑
u=1

∂fi(θ, xu)

∂θ
· (fi(θ, xu)− yi,u),

(24)

where yi,u represents the ground truth label of the u-th element in the label set yi. For a data point
xv and the function fj of task j, we have:

dfj(θ, xv)

dt
=

dfj(θ, xv)

dθ
· dθ
dt

=
dfj(θ, xv)

dθ

[
−

k∑
i=1

n∑
u=1

∂fi(θ, xu)

∂θ
· (fi(θ, xu)− yi,u)

]

= −
k∑

i=1

n∑
u=1

〈
dfj(θ, xv)

dθ
,
∂fi(θ, xu)

∂θ

〉
(fi(θ, xu)− yi,u).

(25)

Rewriting Eq. 25 in the form of high-dimensional vectors gives:
dO1(t)

dt
...

dOk(t)
dt

 = −

K11 · · · K1k

...
. . .

...
Kk1 · · · Kkk


︸ ︷︷ ︸

K̃

O1(t)− y1

...
Ok(t)− yk

 ,

where Kij ∈ Rn×n and Kij = K⊤
ji for 1 ≤ i, j ≤ k. The (u, v)-th entry of Kij is defined as

(Kij)uv =

〈
∂fi(θ, xu)

∂θ
,
∂fj(θ, xv)

∂θ

〉
.

Q.E.D.

Discussions. It can be observed that Theorem 3.2 essentially extends the foundational NTK theory
from Theorem 3.1 to the MTL scenario. In this case, the input, output, and NTK matrix each acquire
an additional dimension, corresponding to the task-oriented dimension.

B.3 Proof of Proposition 3.3

Proposition 3.3. (Extension of Theorem 3.2) Let {Oi(t)}ki=1, {yi}ki=1, and {Kij}1≤i,j≤k be
defined as in Theorem 3.2. We now replace the MTL optimization objective with the weighted form as
presented in Eq. 12. Consequently, the ordinary differential equation governing the MTL training
dynamics in Eq. 7 becomes:

dO1(t)
dt
...

dOk(t)
dt

 = −

 ω2
1K11 · · · ω1ωkK1k

...
. . .

...
ωkω1Kk1 · · · ω2

kKkk


︸ ︷︷ ︸

ωω⊤⊙K̃

O1(t)− y1

...
Ok(t)− yk

 . (26)

Proof. Consider the weighted loss

L(θ) =
k∑

i=1

ωiℓi(θ), (27)
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the analysis in Appendix B.2 becomes

dθ

dt
= −∇θL(θ)

= −
k∑

i=1

n∑
u=1

∂ωiℓi
∂fi(θ, xu)

· ∂fi(θ, xu)

∂θ

= −
k∑

i=1

ωi

n∑
u=1

∂fi(θ, xu)

∂θ
· (fi(θ, xu)− yi,u).

(28)

Under the action of ω, the network output {O1, . . . ,Ok} is transformed to {ω1f1, . . . , ωkfk}. Con-
sider the output of the network for the j-th task at a data point xv:

dωjfj(θ, xv)

dt
= ωj

dfj(θ, xv)

dθ
· dθ
dt

= ωj
dfj(θ, xv)

dθ

[
−

k∑
i=1

ωi

n∑
u=1

∂fi(θ, xu)

∂θ
· (fi(θ, xu)− yi,u)

]

= −
k∑

i=1

n∑
u=1

ωjωi

〈
dfj(θ, xv)

dθ
,
∂fi(θ, xu)

∂θ

〉
(fi(θ, xu)− yi,u).

(29)

Then we have 
dO1(t)

dt
...

dOk(t)
dt

 = −

 ω2
1K11 · · · ω1ωkK1k

...
. . .

...
ωkω1Kk1 · · · ω2

kKkk


︸ ︷︷ ︸

ωω⊤⊙K̃

O1(t)− y1

...
Ok(t)− yk


Q.E.D.

Discussions. Proposition 3.3 actually provides an intuition: by adjusting the relative magnitudes of
{ωi}ki=1, one can alter the eigenvalue distribution of the NTK matrix, thereby balancing convergence
speeds. This serves as the foundation for the design of NTKMTL and NTKMTL-SR.

C Detailed Experimental Results

C.1 Detailed Results on QM9

For QM9 benchmark, previous methods were all implemented based on a shared codebase [39, 31, 4],
utilizing the message-passing neural network (MPNN) architecture [19]. All the methods were
trained for 300 epochs. However, we found that the hyperparameter settings in this codebase were
suboptimal (specifically, the improper learning rate scheduler makes the learning rate decay too
quickly). Consequently, the reported results of most previous methods had not fully converged,
potentially leading to unfair comparisons. Therefore, we readjusted the hyperparameters: we
changed the batch size from 120 to 60 and the learning rate scheduler’s patience from 5 to 10.
The remaining hyperparameters were kept unchanged, consistent with the original codebase.
Subsequently, we reproduced all baselines that had reported results on QM9, and their performance
on various tasks significantly improved under these revised settings. To ensure accurate evaluation,
we also reproduced the 11-task STL baselines under the same settings.

Experimental results are presented in Table 6. For each baseline, the upper row shows results taken
from its original paper, while the bottom row (highlighted in green ) presents results reproduced by
us under new hyperparameter settings. It can be seen that without changing the model architecture,
solely by adjusting the learning rate schedule, the performance of all baselines on the 11 tasks has
significantly improved, notably extending the Pareto front.

Under the new settings, with both STL baselines and MTL methods showing significant performance
improvements, we observed different behaviors among previous methods. The final ∆m% of some
methods (e.g., LS, RLW, PCGrad, CAGrad) were largely consistent with their originally reported
values. For other methods (e.g., SI, UW, FAMO, GO4Align), the ∆m% significantly improved
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Table 6: Results on QM9 (11-task) dataset. For each baseline, the upper row shows results taken
from its original paper, while the bottom row (highlighted in green ) presents results reproduced by
us under new hyperparameter settings.

METHOD
µ α ϵHOMO ϵLUMO ⟨R2⟩ ZPVE U0 U H G cv MR↓ ∆m% ↓

MAE ↓
STL 0.067 0.181 60.57 53.91 0.502 4.53 58.8 64.2 63.8 66.2 0.072
STL 0.060 0.156 60.54 51.22 0.419 3.08 39.3 42.9 41.7 43.1 0.061

LS 0.106 0.325 73.57 89.67 5.19 14.06 143.4 144.2 144.6 140.3 0.128 177.6
LS 0.077 0.253 55.95 68.59 4.163 11.08 109.2 109.8 110.1 106.7 0.099 9.82 179.8

SI 0.309 0.345 149.8 135.7 1.00 4.50 55.3 55.75 55.82 55.27 0.112 77.8
SI 0.159 0.242 109.6 96.80 0.732 3.308 34.35 34.37 34.33 35.16 0.081 5.27 39.7

RLW [28] 0.113 0.340 76.95 92.76 5.86 15.46 156.3 157.1 157.6 153.0 0.137 203.8
RLW [28] 0.090 0.277 62.49 76.39 4.948 12.54 124.8 124.9 125.0 122.1 0.115 12.09 222.6

DWA [35] 0.107 0.325 74.06 90.61 5.09 13.99 142.3 143.0 143.4 139.3 0.125 175.3
DWA [35] 0.078 0.239 55.17 67.40 3.992 10.92 107.4 108.1 108.3 105.4 0.098 8.73 173.0

UW [25] 0.386 0.425 166.2 155.8 1.06 4.99 66.4 66.78 66.80 66.24 0.122 108.0
UW [25] 0.194 0.274 120.6 102.8 0.763 3.698 41.11 41.13 41.16 41.75 0.089 8.27 58.4

MGDA [46] 0.217 0.368 126.8 104.6 3.22 5.69 88.37 89.4 89.32 88.01 0.120 120.5
MGDA [46] 0.154 0.266 95.20 67.51 3.088 4.468 49.38 49.21 49.62 49.69 0.087 8.36 101.4

PCGRAD [58] 0.106 0.293 75.85 88.33 3.94 9.15 116.36 116.8 117.2 114.5 0.110 125.7
PCGRAD [58] 0.078 0.221 59.14 67.82 2.937 6.691 88.24 88.65 88.85 87.36 0.084 7.91 118.6

CAGRAD [32] 0.118 0.321 83.51 94.81 3.21 6.93 113.99 114.3 114.5 112.3 0.116 112.8
CAGRAD [32] 0.083 0.234 57.80 70.98 2.718 5.352 76.47 76.93 77.05 76.32 0.089 8.27 102.4

NASH-MTL [39] 0.102 0.248 82.95 81.89 2.42 5.38 74.5 75.02 75.10 74.16 0.093 62.0
NASH-MTL [39] 0.086 0.218 69.78 66.18 2.153 4.679 59.63 59.94 59.98 59.97 0.082 6.91 72.9

FAMO [31] 0.15 0.30 94.0 95.2 1.63 4.95 70.82 71.2 71.2 70.3 0.10 58.5
FAMO [31] 0.128 0.230 98.09 84.42 0.859 3.541 40.24 40.57 40.62 40.21 0.081 5.91 38.9

FAIRGRAD [4] 0.117 0.253 87.57 84.00 2.15 5.07 70.89 71.17 71.21 70.88 0.095 57.9
FAIRGRAD [4] 0.109 0.208 81.74 72.82 1.669 3.418 51.31 51.67 51.72 51.97 0.079 6.64 57.0

GO4ALIGN [48] 0.17 0.35 102.4 119.0 1.22 4.94 53.9 54.3 54.3 53.9 0.11 52.7
GO4ALIGN [48] 0.113 0.314 74.46 91.04 0.912 3.632 36.06 36.38 36.41 36.58 0.104 6.64 40.5

NTKMTL 0.091 0.212 70.97 70.81 2.113 3.835 44.18 44.56 44.53 44.38 0.077 5.91 56.7
NTKMTL-SR 0.081 0.207 75.95 69.10 1.176 3.689 40.14 40.46 40.48 40.49 0.074 4.00 30.7

compared to the reported results. This indicates that the previous hyperparameter settings fail to fully
exhibit the capabilities of these methods. Under the new settings that better ensure convergence, their
performance shows further improvement. Notably, the traditional Scale-Invariant Linear Scalarization
(SI) demonstrated extremely superior performance, surpassing the vast majority of recent baselines.
This suggests that in cases where differences in loss scales among different tasks are too large, directly
eliminating scale differences through logarithmic methods may be an effective solution.

In summary, we identified that the parameter settings in the previous code implementation hindered
the smooth convergence of both STL and MTL methods, rendering comparisons made under these
conditions unfair. Our experiments verified that this issue can be resolved by simply adjusting
the batch size and learning rate scheduler parameters. Under the new settings that better ensure
convergence, the performance of both STL methods and numerous MTL methods on the 11 tasks
has significantly improved. We believe that fair and transparent reproduction of all previous
baseline methods under such parameter settings enables more reasonable comparisons on this
benchmark, providing new results that are valuable to the MTL community.

C.2 Detailed Results with Standard Errors

In this section, We provide the detailed experimental results with standard errors for our method, and
the results for the baseline methods are taken from their original papers. Since results for CelebA are
not reported by some methods [47, 54, 48], these methods are excluded when presenting combined
CityScapes and CelebA results in Table 2. Table 7 provides detailed results solely on the CityScapes
dataset, including these methods. Consequently, the mean rank (MR) in Table 7 slightly differs from
that in Table 2.

On NYUv2 and CityScapes, we follow the training settings of [39, 4], including data augmentation
for all compared methods. Training runs for 200 epochs, with the learning rate initialized at 10−4 and
reduced to 5× 10−5 after 100 epochs. The architecture is the SegNet-based [3] Multi-Task Attention
Network (MTAN) [33]. Batch sizes are 2 (NYUv2) and 8 (CityScapes), and the hyparameter n
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Table 7: Detailed results on CityScapes (2-task) dataset. Each experiment is repeated 3 times with
different random seeds and the average is reported. The best scores are reported in gray .

METHOD

CITYSCAPES

SEGMENTATION DEPTH MR ↓ ∆m% ↓
MIOU ↑ PIX ACC ↑ ABS ERR ↓ REL ERR ↓

STL 74.01 93.16 0.0125 27.77

LS 75.18 93.49 0.0155 46.77 10.25 22.60
SI 70.95 91.73 0.0161 33.83 14.00 14.11
RLW [28] 74.57 93.41 0.0158 47.79 12.25 24.38
DWA [35] 75.24 93.52 0.0160 44.37 9.75 21.45
UW [25] 72.02 92.85 0.0140 30.13 10.00 5.89
MGDA [46] 68.84 91.54 0.0309 33.50 14.75 44.14
PCGRAD [58] 75.13 93.48 0.0154 42.07 10.50 18.29
CAGRAD [32] 75.16 93.48 0.0141 37.60 9.25 11.64
IMTL-G [33] 75.33 93.49 0.0135 38.41 7.25 11.10
NASH-MTL [39] 75.41 93.66 0.0129 35.02 4.75 6.82
FAMO [31] 74.54 93.29 0.0145 32.59 9.25 8.13
ALIGNED-MTL [47] 75.77 93.69 0.0133 32.66 3.00 5.27
SDMGRAD [54] 74.53 93.52 0.0137 34.01 8.25 7.74
GO4ALIGN [48] 72.63 93.03 0.0164 27.58 10.75 8.13
FAIRGRAD [4] 75.72 93.68 0.0134 32.25 3.25 5.18

NTKMTL 73.71 92.71 0.0136 27.21 8.50 1.92
NTKMTL-SR 72.58 92.93 0.0124 31.65 8.00 3.84

Table 8: Results on CityScapes (2 tasks) and CelebA (40 tasks) datasets. Each experiment is repeated
over 3 random seeds and the mean and stderr are reported.

Method

CityScapes CelebA

Segmentation Depth
∆m% ↓ ∆m% ↓

mIoU ↑ Pix Acc ↑ Abs Err ↓ Rel Err ↓
NTKMTL (mean) 73.71 92.71 0.0136 27.21 1.92 -0.77
NTKMTL (stderr) ±0.17 ±0.15 ±0.0005 ±0.23 ±0.30 ±0.37
NTKMTL-SR (mean) 72.58 92.93 0.0124 31.65 3.84 0.23
NTKMTL-SR (stderr) ±0.32 ±0.23 ±0.0004 ±0.35 ±0.37 ±0.46

Table 9: Results on NYU-v2 dataset (3 tasks). Each experiment is repeated over 3 random seeds and
the mean and stderr are reported.

Segmentation Depth Surface Normal

Method mIoU ↑ Pix Acc ↑ Abs Err ↓ Rel Err ↓ Angle Dist ↓ Within t◦ ↑ ∆m% ↓
Mean Median 11.25 22.5 30

NTKMTL (mean) 39.68 65.43 0.5296 0.2168 24.24 18.63 30.74 58.72 70.78 -6.99
NTKMTL (stderr) ±0.51 ±0.24 ±0.0008 ±0.0014 ±0.07 ±0.09 ±0.14 ±0.19 ±0.19 ±0.38
NTKMTL-SR (mean) 40.23 65.28 0.5261 0.2136 24.88 19.58 29.53 56.67 69.08 -5.35
NTKMTL-SR (stderr) ±0.42 ±0.26 ±0.0013 ±0.0014 ±0.11 ±0.13 ±0.12 ±0.15 ±0.16 ±0.31

for NTKMTL-SR on NYUv2 is set to 2. Our setup for the CelebA benchmark aligns with the
configuration detailed in [31]. We employ a 9-layer CNN as the network backbone, coupled with
separate linear layers for each task. The method is trained for 15 epochs; optimization is carried out
using Adam with a batch size of 256.

C.3 Visualization experiments for the NTK eigenvalues during training

To support the proposed theory, we conducted experiments on NYUv2, visualizing the change in the
maximum eigenvalue of the NTK matrix for the three tasks during training under linear scalarization
(i.e., equal weighting). On the NYUv2 dataset, the difficulty levels of the three tasks show significant
variation. Previous methods generally outperform the Single Task Learning (STL) baseline in
segmentation and depth estimation tasks, but almost all of them consistently underperform STL on
the surface normal prediction task, leading to a significant task imbalance in the overall results.
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Figure 2: Visualization for the NTK eigenvalues during training.

As shown in Fig. 2, throughout training, the largest eigenvalue corresponding to surface normal
prediction remains substantially smaller than those of segmentation and depth estimation. Given
that the maximum NTK eigenvalue reflects a task’s convergence speed, this observation aligns with
the empirical finding that many existing MTL algorithms struggle to converge on surface normal
prediction. Although some prior methods (e.g., MGDA) attempt to prioritize the most difficult tasks,
their performance in surface normal prediction tasks remains unsatisfactory due to the challenge in
accurately quantifying the "difficulty" and "convergence speed" of different tasks. In contrast, by
leveraging NTK theory to accurately characterize and balance the convergence speed of each task
during training, NTKMTL delivers SOTA results on surface normal prediction and is one of only two
methods that outperform single-task learning on all three tasks.

C.4 Ablation Study on the Hyperparameter n

For NTKMTL-SR, the computational cost of calculating the NTK is minimal, allowing us to further
investigate the impact of varying mini-batch sizes n on the results. Therefore, we set n to [1, 2, 3, 4, 6]
and conduct an ablation study on the QM9 (11-task) benchmark. For each value of n, we conduct 3
repeated experiments with different random seeds and calculate the mean and variance for ∆m%.
The results are shown in Fig. 3. When n = 1, the performance of NTKMTL-SR is comparable to that
of NTKMTL. However, when increasing n from 1 to 2 or more, NTKMTL-SR shows a noticeable
improvement in performance, accompanied by a reduction in the variance of performance across
repeated experiments. We attribute this to the fact that increasing the number of mini-batches leads
to a larger NTK matrix dimension, which in turn reduces stochastic error and allows our method to
more accurately characterize the convergence speed of the tasks.
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Figure 3: Ablation study on hyperparameter n on QM9. Each experiment is repeated over 3 random
seeds, and the mean and stderr are reported.
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However, we also find that the results for n = 4 and n = 6 are almost identical, and the performance
differences observed were potentially weaker than the inherent variability stemming from different
random seeds. Concurrently, Fig. 4 visualizes the training time per epoch for various n values on
QM9. Despite only requiring the computation of the maximum eigenvalue of the NTK matrix with
respect to z, training a single epoch when n = 6 already approached 1.7 times the duration of the LS
method. Overall, we posit that the selection of hyperparameter n is a trade-off between performance
and training speed, and n = 4 generally presents a favorable compromise.
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Figure 4: Training time per epoch for LS and NTKMTL-SR (with different hyperparameter n) on
QM9.

D Impact Statement

This work aims to employ NTK theory to investigate the training dynamics of multi-task learning
and address the task imbalance issue. We acknowledge the potential implications of our findings
on fairness in machine learning systems. Our proposed methods aim to reduce task imbalance
and enhance performance equity across different tasks, thereby mitigating biases that may arise in
multi-task learning frameworks. We are committed to transparency and responsible dissemination of
our results, and we encourage further exploration of the ethical implications of our methodologies.
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