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Figure 1. 3DGS initializes with a sparse set of Gaussians and progressively adds more in under-reconstructed regions.
In contrast, our method begins with a dense initialization derived from triangulated dense 2D correspondences across
training image pairs, requiring only minimal refinement. This leads to faster convergence and higher rendering quality.
On the left, we compare our approach with state-of-the-art 3DGS acceleration methods on the MipNeRF360 [2] dataset.
Our method reaches the original 3DGS [31] LPIPS score in just 25% of the training time and uses only 60% of the final
number of splats, outperforming models like 3DGS-LM [25], Taming-3DGS [45], and MiniSplatting [15] trained for
the same duration. Note that all reported times include the one-time cost of dense correspondence computation. On
the right, we show that our method produces renderings nearly indistinguishable from the ground truth after only 3,000
steps—without any densification. Best viewed zoomed in.

Abstract

3D Gaussian Splatting reconstructs scenes by start-
ing from a sparse Structure-from-Motion initializa-
tion and iteratively refining under-reconstructed re-
gions. This process is inherently slow, as it requires
multiple densification steps where Gaussians are re-
peatedly split and adjusted, following a lengthy opti-
mization path. Moreover, this incremental approach

*Equal contribution

often leads to suboptimal renderings, particularly
in high-frequency regions where detail is critical.

We propose a fundamentally different approach:
we eliminate densification process with a one-step
approximation of scene geometry using triangulated
pixels from dense image correspondences. This
dense initialization allows us to estimate rough ge-
ometry of the scene while preserving rich details
from input RGB images, providing each Gaussian
with well-informed colors, scales, and positions. As
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a result, we dramatically shorten the optimization
path and remove the need for densification. Un-
like traditional methods that rely on sparse key-
points, our dense initialization ensures uniform de-
tail across the scene, even in high-frequency regions
where 3DGS and other methods struggle. Moreover,
since all splats are initialized in parallel at the start
of optimization, we eliminate the need to wait for
densification to adjust new Gaussians.

Our method not only outperforms speed-
optimized models in training efficiency but also
achieves higher rendering quality than state-of-the-
art approaches, all while using only half the splats
of standard 3DGS. It is fully compatible with other
3DGS acceleration techniques, making it a versatile
and efficient solution that can be integrated with
existing approaches.

1. Introduction
Reconstructing accurate 3D scenes from dense col-
lections of 2D images is a fundamental challenge in
computer vision [8, 23, 48], with applications in vir-
tual and augmented reality [21, 28, 40, 55, 57, 88],
robotics [42, 54, 72], and immersive content cre-
ation [1, 4, 20, 36]. The goal is to obtain high-
quality 3D representations efficiently, enabling real-
time rendering while maintaining reconstruction fi-
delity. However, achieving this balance between ef-
ficiency, speed, and quality requires a representation
that is both expressive and computationally efficient.
NeRF-based models [2, 18, 48, 49, 83, 84] control
the trade-off between quality, computational cost,
and representation capacity by designing network
architectures and increasing the number of parame-
ters. In contrast, point-based graphics [24, 55, 78]
explicitly represent surfaces using discrete primi-
tives, such as meshes or point clouds, offering more
direct control over complexity but often struggling
with quality and scalability.

Recently, 3D Gaussian Splatting (3DGS) [31]
has emerged as a powerful and efficient alterna-
tive for 3D scene representation. It represents
scenes as a set of optimized 3D Gaussians, mathe-
matical primitives defined by their position, color,
and spread. The method starts with a sparse ini-

tialization, typically derived from Structure-from-
Motion (SfM) [58], and progressively refines the
scene by adding splats to under-reconstructed re-
gions. Through this densification process, 3DGS
can reach high rendering quality while efficiently
allocating computational resources.

However, this process is suboptimal. The orig-
inal 3DGS detects under-reconstructed regions us-
ing the gradient norm of the photometric loss. But
this metric often fails in high-frequency regions
and does not align well with human perception.
A separate branch of papers has proposed pixel-
error-driven formulations [3, 7, 45, 87], gradient
calculation improvements [81], and even treating
3DGS as Markov Chain Monte Carlo samples [32].
Despite these efforts, accurately capturing fine de-
tails, particularly in high-frequency regions, remains
a challenge, as illustrated in Fig. 1. Furthermore,
while each densification step is computationally ef-
ficient, the overall process is slow. It requires many
update steps, as Gaussians must iteratively adjust
their parameters before the model determines that
additional splats are necessary. This results in a
long optimization path, where individual Gaussians
undergo multiple refinements before reaching their
final states(see Sec. 4.5 and Fig. 5). Densification de-
lays convergence, as it takes many iterations before
the model identifies areas requiring higher recon-
struction fidelity. These challenges raise an impor-
tant question: can we bypass densification entirely?

The idea of iterative densification of a scene is
natural — it mirrors how humans create art. A
sculptor starts with rough shapes and progressively
refines details; an artist begins with broad strokes
before adding finer ones. However, cameras do not
operate this way. Instead of refining information
over time, a camera captures all available light at
once, recording all details simultaneously. It brings
us to the idea that waiting for the model to discover
where to add details is inefficient. Instead, it is better
to allocate resources from the very start and adjust
them through all optimization process.

In this paper, we propose a direct initialization
strategy that eliminates the need for incremental
densification used in the original 3DGS. Rather than
waiting for the model to gradually fill in missing
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details, we precompute a dense set of 3D Gaus-
sians by triangulating dense 2D correspondences
across multiple input views. Knowing the viewing
rays for each correspondence pixel and the camera
poses—but not the depth along those rays—we re-
cover 3D positions by triangulating matched pixels
between image pairs. This allows us to assign each
Gaussian well-informed initial properties like posi-
tion, color, and scale from the start. To summarize,
we replace the slow, iterative densification of the
scene with a densely scattered collection of Gaus-
sians. As a result, each Gaussian is immediately
supervised by rich per-pixel photometric signals,
allowing for efficient optimization of the entire col-
lection and significantly accelerating convergence.

Although this initialization is noisy(see Fig. 2),
we show that it remains robust and leads to faster
convergence. Our experiments quantitatively and
qualitatively confirm that this approach results in
higher reconstruction quality, lower training time,
fewer Gaussians, and no need for densification. Our
contributions can be summarized as follows:
• We show that initial triangulation based on 2D

correspondences can replace the incremental re-
finement process, fundamentally changing how
3DGS models allocate resources.

• Our method reduces the path each Gaussian must
travel in parameter space, demonstrating that care-
ful initialization not only accelerates convergence
but also guides optimization toward a convergence
point corresponding to lower reconstruction error
and thus higher reconstruction quality.

• Our approach outperforms both speed-optimized
and quality-focused state-of-the-art models while
using only half the splats of standard 3DGS. By
improving initialization rather than altering the
optimization process, this method is compatible
with other 3DGS acceleration techniques, making
it a flexible enhancement to existing models.

2. Related Work
Novel View Synthesis It involves generating images
from perspectives different from the original input
viewpoints. A breakthrough in this area was Neural
Radiance Fields (NeRF)[48], which reconstructs
complex 3D scenes from 2D images using volumet-

ric rendering techniques[9, 39, 46, 47]. Since then,
many follow-up studies have focused on adapting
NeRF to sparse input views [27, 33, 52, 63, 84], im-
proving rendering speed [18, 41, 59, 83], and reduc-
ing training times [49, 52, 56, 70]. However, sam-
pling points along a ray and passing them through
an MLP to obtain density and color introduces sig-
nificant slowdowns during volume rendering. In
contrast, 3D Gaussian Splatting (3DGS) [31] has
gained attention due to its explicit representation,
high-fidelity results, and real-time rendering speed.

Challenges of 3DGS 3D Gaussian Splatting has
shown significant promise in a range of applications,
including human avatars [35, 38, 57, 88], text-to-
3D generation [6, 61, 82], dynamic scene model-
ing [10, 30, 44, 67, 74, 76], and more [21, 64, 65, 68,
69, 77, 79]. However, like all methods, 3DGS is not
without its limitations. Further advancements have
tackled key issues such as anti-aliasing [73, 85],
memory usage reduction [19, 37, 43, 50, 51], im-
proving surface reconstruction quality [21, 26], and
modeling high-frequency signals by replacing spher-
ical harmonics [75]. Several studies suggest that us-
ing an effective strategy for splat densification can
significantly enhance performance. RevDev [3] in-
troduced a per-pixel error function as a criterion
for densification. AbsGS [81] addressed the is-
sue of gradient collision during the detection of
under-reconstructed regions. MiniSplatting [15]
proposed a novel densification approach that incor-
porates both screen-space and world-space informa-
tion. ScaffoldGS [43] introduced anchor points and
implemented a growth algorithm to optimize their
distribution. Meanwhile, 3DGS-MCMC [32] re-
formulated 3DGS densification as a Markov Chain
Monte Carlo sampling process, enabling a more effi-
cient Gaussian distribution across the scene. In con-
trast, we propose an improved initialization method
that avoids densification altogether, eliminating the
need to detect under-reconstructed regions.

Accelerating 3DGS Several strategies have been
developed to improve the speed of 3DGS. One ap-
proach leverages pre-trained neural networks as pri-
ors to guide reconstruction [5, 14, 71, 89]. For ex-
ample, MVSplat [5] integrates a multi-view trans-
former, DepthSplat [71] incorporates depth infor-
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GT SfM init (3DGS) Init with matchings (Ours)

Figure 2. Visual comparison of initialization methods on the stump scene from the Mip-NeRF360 dataset [2]. The left
image represents ground truth. The middle image shows the traditional 3DGS approach initialization with Structure-from-
Motion (SfM) [58]. The right image illustrates initialization with our method using matchings. Despite noisy appearance
at the initialization, our model can jointly optimize all the gaussians and achieve better reconstruction quality.

mation with the transformer to improve accuracy,
and [89] employs a triplane representation. This
data-driven strategy enables quick reconstruction
with good quality, particularly effective in sparse-
view scenarios. In this paper, we focus on dense-
view reconstruction. Another area of research tar-
gets the optimization of 3DGS efficiency by refining
the differentiable rasterizer [11, 16, 45] or improv-
ing the framework itself [80]. Separately, 3DGS-
LM [25] proposes a Levenberg-Marquardt optimizer
that integrates with the 3DGS rasterizer and can
be adapted to other rasterization methods. Our ap-
proach centers on improving the initialization pro-
cess, which is compatible with these optimizations
and can further increase optimization speed.
Initialization of 3DGS Recent works, such as
RAIN-GS [29] and 3DGS-MCMC [32], have shown
that random initialization can match the perfor-
mance of the original 3DGS. In contrast, Rad-
Splat [53] initializes from points extracted using
pretrained NeRFs to improve quality, though it re-
quires 9 hours of training. Our method departs from
both approaches by emphasizing efficiency while
outperforming quality-focused methods.

3. Approach
Our key goal is to enhance the initial set of Gaus-
sians (Sec. 3.1) by directly placing them at plausible
locations in 3D space, so we can omit the densifi-
cation process. First, we leverage the availability
of multiple images covering the scene and employ
a pretrained dense matching network to establish

pixel correspondences across views (Sec. 3.2). To
accurately initialize Gaussian positions we solve
subsequent 3D triangulation problem (Sec. 3.3).

3.1. Preliminaries
3DGS [31] represents scenes as collections of Gaus-
sians G =

⋃N
i=1 gi, rendered into images using a

splatting-based rasterization technique [90]. Each
Gaussian component gi is described by parameters
{gx

i ,Σi, g
c
i , g

α
i } for i ∈ {1, . . . , N}. Specifically,

gx
i ∈ R3 is the center of the Gaussian gi in 3D

space, Σi ∈ R7 encodes its shape, gc
i ∈ R3 defines

its RGB color, and gα
i ∈ R1 indicates its opacity.

The color C of a given pixel p is rendered as:

C(p) =

N∑
i=1

gc
iσi(p)

i−1∏
j=1

(1− gα
j );

σi(p) = gα
i e

− 1
2 (p

′−gx
i )

TΣ−1
i (p′−gx

i ),

(1)

where σi measures the influence of the i-th Gaus-
sian on pixel p, with (p′ − gx

i ) representing the
shortest distance between the pixel projection line
and the Gaussian center gx

i . To project 3D Gaus-
sians to 2D for rendering, following [31], we repa-
rameterize the covariance matrix Σi as a function
of scaling Si and rotation Ri matrices ensuring the
positive semi-definiteness of Σi:

Σi = RiSiS
T
i R

T
i . (2)

The 3D scene is optimized using a photometric
loss function. Specifically, given an image Ii cap-
tured from viewpoint Ci, the goal is to refine the
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set of Gaussians G such that the rendering R(G|Ci)
closely aligns with the image Ii. This alignment
is evaluated through a combination of L1 and the
Structural Similarity Index Measure (SSIM) losses.

3.2. Extract information from 2D prior
The main idea behind our approach is to use all the
available information from 2D images right from
the start, instead of adding it piece by piece through
photometric loss. We use 2D correspondences to
improve the initialization and project all the known
information directly into 3D. We start by selecting
a reference image Ii from the training dataset. For
each reference image Ii, we identify a set of neigh-
boring images I = {I1, . . . , Ij |j ∈ [0, J ]} based
on camera parameters and spatial proximity to Ii.
These neighboring images maximize overlap with
the reference image, enhancing keypoint correspon-
dence reliability. To identify neighboring cameras,
we compute the proximity between projection matri-
ces P using the Frobenius norm. Since the camera
intrinsics are identical for one scene, we focus solely
on the extrinsic parameter differences.

For each neighboring image Ij ∈ I, dense cor-
respondences relative to Ii are computed using a
pretrained dense matching network denoted as M.
This network estimates dense pixel-wise correspon-
dences between images Ii and Ij , formalized as:

M(Ii, Ij) → Wj→i, cij , (3)

where Wj→i ∈ R2×H×W is a dense warp field
mapping Ij to Ii, and cij ∈ RH×W quantifies cor-
respondence confidence. Specifically, for a pixel at
coordinates (uj

k, v
j
k) ∈ Ij , the warp Wj→i provides

the corresponding pixel location in Ii via the map-
ping Wj→i(uj

k, v
j
k). For every pair of images, we

extract same number of correspondences.

3.3. Splats Initialization
To accurately place 2D correspondences in 3D
space, we formulate the task as a triangulation prob-
lem. The goal is to find an accurate 3D position
for a new Gaussian splat gx

k = (xk, yk, zk) for each
matched keypoint pair (ui

k, v
i
k) and (uj

k, v
j
k).

We use the projection equations for each camera,
where the projection matrices P i and P j are 4x3

matrices that map 3D homogeneous coordinates to
2D homogeneous coordinates. The scalars wi

k and
wj

k are normalization factors to account for the ho-
mogeneous coordinates, ensuring the consistency of
the projection across cameras. Specifically:

[
gx
k

1

]T

P i = wi
k

ui
k

vik
1


T

,

[
gx
k

1

]T

P j = wj
k

u
j
k

vjk
1


T

.

(4)

Since we normalize by the third component(third
row), this gives the following equations:

[
gx
k

1

]T

P i
col,0 − ui

k

[
gx
k

1

]T

P i
col,2 = 0,[

gx
k

1

]T

P i
col,1 − vik

[
gx
k

1

]T

P i
col,2 = 0,[

gx
k

1

]T

P j
col,0 − uj

k

[
gx
k

1

]T

P j
col,2 = 0,[

gx
k

1

]T

P j
col,1 − vjk

[
gx
k

1

]T

P j
col,2 = 0.

(5)

We rearrange the equations to the form
Agx

k = −b, where A is constructed from the pro-
jection matrices and b being a vector of constants:

AT =


P i

col,0 − ui
kP

i
col,2

P i
col,1 − vikP

i
col,2

P j
col,0 − uj

kP
j
col,2

P j
col,1 − vjkP

j
col,2

 , b =


0
0
0
0

 . (6)

The system can be solved using the least squares
method:

gx
k = argmin

gx
k

∥Agx
k + b∥2. (7)

We then augment this solution into homogeneous
coordinates for each Gaussian as:

gx
k = [xk, yk, zk, 1]

T . (8)
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After determining Gaussian positions, we ini-
tialize color and scaling parameters. Colors are
initialized as the average pixel values at the corre-
sponding matched pixels (ui

k, v
i
k) and (uj

k, v
j
k) from

the paired images Ii and Ij . The initial scale can be
found using the minimum distance from the Gaus-
sian coordinate to the nearest camera Ci or Cj . Ro-
tation is simply an identity matrix. An example
of such an initialization is provided in Fig. 2. Fi-
nally, these initialized Gaussians undergo standard
photometric loss optimization to refine their param-
eters, correct any inaccuracies, and achieve precise,
high-quality 3D reconstructions.

4. Experiments

This section provides both quantitative and qualita-
tive evaluations of our approach. Our implementa-
tion builds upon the original 3DGS codebase [31].
All experiments were conducted on an NVIDIA
A100 GPU to ensure consistent performance across
methods. To maintain fairness, we obtained re-
sults for competing methods, including their training
times, using the same hardware. For our approach,
the initialization time is included in both Tab. 1 and
Fig. 1 for comprehensive comparison.

4.1. Datasets and Metrics

We evaluate our method on three established
datasets: Mip-NeRF360 [2], Tanks&Temples [34],
and Deep Blending [24], which contain 9, 2, and
2 scenes, respectively. These datasets cover a mix
of bounded indoor and unbounded outdoor environ-
ments with detailed backgrounds.

For evaluation, we use structural similarity
(SSIM) [66], peak signal-to-noise ratio (PSNR), and
perceptual similarity (LPIPS) [86] metrics on the
test dataset. Following prior work [31, 81], ev-
ery 8th camera view is set aside for testing. For
Mip-NeRF360, we follow 3DGS [31] protocol by
downsampling outdoor scenes by a factor of four
and indoor scenes by a factor of two. For other
datasets, we use the original resolution. Addition-
ally, we report optimization runtime and the final
number of Gaussians for each method.

4.2. Baselines
We focus on both speed and quality. Since our
method can operate in different modes and sup-
ports an early stopping mechanism, we compare
with representative baselines across categories. For
ray-based approaches, we compare against the fast
Plenoxels [83] and two advanced NeRF methods:
Mip-NeRF360 [2] and Instant-NGP [49]. As our
method is based on 3DGS, we also compare with the
original 3DGS [31]. To ensure a fair comparison, we
retrain it (denoted as 3DGS*), as this resulted in bet-
ter performance than the originally reported scores.
We include AbsGS[81], which focuses on improv-
ing the densification strategy, Mip-Splatting[85],
a method for mitigating aliasing issues, and two
high-quality baselines, 3DGS-MCMC [32] and
Scaffold-GS [43]. Since our method emphasizes the
initialization stage, we include RAIN-GS [29]. No-
tably, the mean values for Scaffold-GS and 3DGS-
MCMC changed significantly, as they originally re-
ported results for only 7 of the 9 Mip-NeRF360
scenes. Additionally, we report results for Scaffold-
GS trained with the same resolution settings as
3DGS, which were not included in the original paper.
We compare quality, initialization, and ray tracing
categories against our model with full 30000-step
convergence, denoted as Ours 30K.

To evaluate speed and efficiency, we com-
pare against the fastest competitive methods: EA-
GLES [19], 3DGS-LM [25], Taming 3DGS [45], a
fast reimplementation of 3DGS (gsplat) [80], and
Mini Splatting [15], which focuses on optimizing
computational budgets. We compare these methods
against our model stopped at 5000 steps (Ours 5K).

Importantly, our approach is orthogonal to most
of the methods listed in Tab. 1, as they primarily en-
hance computation through different means—such
as modifying the optimizer [25], re-implementing
the 3DGS framework [80], or improving the rasteri-
zation engine [45]. Therefore, we also report results
for our method combined with Taming 3DGS.

4.3. Quantitative Evaluations
The quantitative results are presented in Tab. 1.
Integrating our method with 3DGS and Taming-
3DGS consistently outperforms all other techniques,
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Mip-NeRF 360 Tanks & Temples Deep Blending

SSIM ↑ PSNR ↑ LPIPS ↓ Train
time

#G
(106) SSIM ↑ PSNR↑ LPIPS↓ Train

time
#G

(106) SSIM↑ PSNR ↑ LPIPS ↓ Train
time

#G
(106)

Plenoxels [17] 0.626 23.08 0.463 26 m - 0.719 21.08 0.379 25 m - 0.795 23.06 0.510 28 m -
INGP-Big [49] 0.699 25.59 0.331 8 m - 0.745 21.92 0.305 7 m - 0.817 24.96 0.390 8 m -R

ay
s

Mip-NeRF360 [2] 0.792 27.69 0.237 48 h - 0.759 22.22 0.257 48 h - 0.901 29.40 0.245 48 h -

3D-GS [31] 0.815 27.21 0.214 42 m∗∗ 3.5 0.841 23.14 0.183 27 m∗∗ 2.0 0.903 29.41 0.243 36 m∗∗ 3.2
3D-GS [31]* 0.816 27.49 0.215 26 m 2.8 0.853 23.76 0.169 19 m 1.6 0.908 29.77 0.242 27 m 2.6
AbsGS-0004 [81] 0.818 27.41 0.198 20 m 3.1 0.852 23.59 0.162 14 m 1.4 0.901 29.61 0.236 20 m 1.9
Rain-GS [29]† 0.807 22.23 0.229 32 m⋆⋆ - 0.823 23.13 0.207 15 m⋆⋆ - 0.900 29.42 0.255 28 m⋆⋆ -
Mip-Splatting [85] 0.838 27.97 0.179 26 m 4.0 0.859 23.81 0.156 16 m 2.4 0.903 29.35 0.239 29 m 3.6
3DGS-MCMC [32] 0.842 28.15 0.176 20 m 3.2 0.863 24.22 0.158 13 m 1.9 0.902 29.56 0.244 19 m 2.9
ScaffoldGS [43] 0.812 27.60 0.222 22 m 0.6‡ 0.854 24.08 0.165 23 m 0.6‡ 0.907 30.25 0.245 28 m 0.4‡

Ours + 3DGS 30K steps 0.840 27.80 0.175 29 m 1.9 0.874 24.45 0.124 22 m 1.4 0.909 30.05 0.219 30 m 1.6

Q
ua

lit
y

Ours + Taming 3DGS 30K steps 0.839 28.06 0.174 16 m 3.2 0.881 24.93 0.121 12 m 1.9 0.915 30.28 0.210 14 m 2.8

Taming 3DGS [45] 0.820 27.71 0.207 14 m 3.2 0.856 24.34 0.164 9 m 1.9 0.907 29.54 0.237 12 m 2.8
3DGS+3DGS-LM [25]† 0.813 27.39 0.221 16 m 2.8⋆ 0.845 23.73 0.182 12 m 1.6⋆ 0.903 29.72 0.247 16 m 2.6⋆

gsplat [80] 0.818 27.51 0.215 18 m 3.1 0.845 23.57 0.170 13 m 1.8 0.904 29.57 0.237 15 m 2.8
EAGLES [19] 0.809 27.20 0.232 16 m 1.3 0.837 23.26 0.201 10 m 0.7 0.910 29.85 0.246 18 m 1.2
MiniSplatting [15] 0.820 27.25 0.217 12 m 0.5 0.836 23.21 0.203 12 m 0.3 0.908 29.98 0.253 8 m 0.4

Ours + 3DGS 5K steps 0.820 26.70 0.202 8 m 2.9 0.860 22.95 0.164 9 m 2.2 0.909 29.46 0.231 10 m 2.2

E
ffi

ci
en

cy

Ours + Taming 3DGS 5K steps 0.825 26.89 0.195 6 m 2.8 0.864 23.08 0.160 4 m 1.6 0.910 29.46 0.228 4 m 2.4

Table 1. Quantitative evaluations across the Mip-NeRF 360 [2], Tanks&Temples [34], and Deep Blending [24] datasets.
We assess quality using PSNR, SSIM, and LPIPS, while resource efficiency is measured by training time and, where
applicable, the final number of Gaussians (#G). The best and second-best results are highlighted for each metric. Note
that the reported training time for our method includes initialization, whereas, for other methods except the initialization
category, we report only the training time. † indicates that results were taken directly from the paper, as the code is either
not publicly available or not functioning. ‡ for ScaffoldGS denotes the number of anchors, not splats. ⋆ indicates that
for 3DGS-LM, we assume the number of Gaussians is the same as in the original 3DGS, as the method uses the same
densification strategy. ∗∗ denotes results reported for an NVIDIA A6000, while ⋆⋆ corresponds to results for an NVIDIA
RTX 3090. Please refer to supplementary materials for per-scene scores.

demonstrating its effectiveness in enhancing recon-
struction quality. Our models, trained for 30,000
steps, surpass quality-focused approaches, while the
same models trained for just 5,000 steps achieve
faster performance than efficiency-focused methods,
matching them in evaluation metrics. Notably, the
efficiency of our model stems from its improved
initialization rather than optimizing computational
steps. This initialization-based approach is compati-
ble with other techniques listed in the second half
of Tab. 1. For instance, applying our initialization to
Taming-3DGS significantly boosts its performance.

Our method shows particularly strong improve-
ments in SSIM and LPIPS scores compared to
PSNR. We attribute this to the fact that our model
is less suited for handling reflective surfaces, where
the same physical location may radiate different col-
ors depending on the viewpoint. Since our color
prediction relies on input viewpoints and detected
correspondences, it may struggle with such scenar-
ios. Nonetheless, our approach excels in overall
reconstruction quality and efficiency, offering a ro-

bust enhancement to existing 3DGS pipelines.

4.4. Qualitative Evaluations
In Fig. 3, our approach shows clear improvements
over other methods on images sampled from Mip-
NeRF360 [2], Deep Blending [24], and Tank &
Temples [34]. For qualitative evaluation, we com-
pare our approach based on 3DGS without densifi-
cation to state-of-the-art quality-focused methods,
as this provides a more meaningful comparison than
benchmarking against the 3DGS baseline. We have
cropped regions of interest for the main paper; full-
scale results are in the supplementary material. The
examples show that our model excels not only in
high-frequency regions—such as small stones near
railroad tracks, grass, or concrete textures—but also
in capturing fine details like flower stems (first row)
and distant elements like roads (third row). Other
models often fail to reconstruct these details ac-
curately, either blurring them or introducing high-
frequency artifacts. EDGS dense initialization en-
sures a Gaussian splat is placed at every meaningful
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GT 3DGS-MCMC Mip-Splatting Scaffold-GS Taming 3DGS Ours 3k Ours 30k

Figure 3. Qualitative comparison on flowers and treehill from Mip-NeRF360 [2], train from Tank & Temples [34] and
Playroom from Deep Blending [24]. For this visualization, we crop regions of interest. See supplementary materials for
full renderings. Our model effectively reduces blur and preserves fine details that other methods often overlook or blur. It
also performs comparably to or better than state-of-the-art methods, achieving faster convergence. For comparison, we
additionally provide renderings of these cropped regions for our model with 3DGS trained for only 3,000 steps.

Initialization Type PSNR↑ SSIM↑ LPIPS↓
3DGS (Random Init, w/D) 22.19 0.704 0.313
3DGS (M=COLMAP, w/ D.) 27.49 0.816 0.215
Ours (M=RoMa, w/o D.) 27.80 0.840 0.175
Ours (M=RoMa, w/ D.) 27.84 0.841 0.173
Depth [22] Init (w/ D.) 27.15 0.818 0.198
Depth [22] Init (w/o D.) 26.75 0.807 0.209

Table 2. Impact of densification on different initialization
methods. While densification can improve performance
of our model, especially in poorly initialized scenes, it
significantly increases the number of Gaussians.

location, enabling precise and detailed reconstruc-
tion. We also provide crops for our model with
3000 steps, showing that we achieve comparable
perceptual quality much faster than other methods.

Extreme Viewpoint Rendering. Our model effec-
tively handles extreme viewpoint variations, out-
performing the baseline when rendering from cam-

Figure 4. Extreme viewpoint rendering. EDGS (right)
better preserves details and reduces stretched Gaussians
when rendering from viewpoints far outside the training
set compared to the 3DGS (left). This results in a more
consistent distribution and improved quality, especially in
challenging regions like the building and flower pot.

era angles far outside the training set. As shown
in Fig. 4, our dense initialization prevents the need
for stretching small Gaussians to compensate for
pixel loss at a distance, resulting in a more stable and
accurate reconstruction. As visualized for garden
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Figure 5. Distributions of 3DGS parameters change in
color/coordinate space throughout training. We compare
color gc

i and coordinate gx
i changes from initialization to

30K steps. Our method not only initializes closer to the
solution (right chart) but also requires significantly fewer
adjustments (left chart) through the ptimisation process,
leading to faster and more stable convergence.

scene from the Mip-NeRF360 dataset, our method
avoids large Gaussians and exhibits less noise com-
pared to the competing approach.

4.5. Ablation Studies
Gaussian Motion and Convergence. We study
the distance traveled by each Gaussian during op-
timization. Fig. 5 presents the start-to-finish dis-
placement and full motion path length. Namely,
we analyze how Gaussian coordinate and color pa-
rameters evolve during the optimization process by
measuring two key distributions. Let gi(t) denote
the state of Gaussian gi at optimization step t for
i ∈ {1, . . . , N}. The first distribution captures the
absoulte travel distance, defined as:(

∥gc
i (0)− gc

i (T )∥2
∥gx

i (0)− gx
i (T )∥2

)
∈ R2. (9)

The second distribution measures the full trail
path length, computed as:

T∑
t=0

∥gc
i (t)− gc

i (t+ 1)∥2
T∑

t=0
∥gx

i (t)− gx
i (t+ 1)∥2

 ∈ R2, (10)

where T denotes the number of optimization steps.
Our method significantly reduces the final coor-
dinate displacement, as Gaussians are initialized
closer to surfaces, requiring fewer adjustments.

Matching Algorithm PSNR↑ SSIM↑ LPIPS↓
Ours (M=RoMa) 27.80 0.840 0.175
LoFTR [60] Init 27.71 0.828 0.185
DKM [12] Init 27.69 0.829 0.190
RAFT [62] Init 26.98 0.802 0.218

Table 3. Comparison of different matching algorithms.
While RoMa, LoFTR, and DKM perform similarly, RAFT
struggles since it was primarily designed for optical flow
between consecutive video frames.

However, color changes remain necessary since the
initialization provides only an approximate color
match. Compared to 3DGS, our model reduces the
final coordinate travel distance by 50 times, and the
total path length in coordinates is 30 times shorter.
The color path length also decreases, though less
dramatically, by approximately a factor of two, as
small oscillations remain along the trajectory. For a
more detailed analysis, we provide videos of Gaus-
sian motion in our supplementary material.
Matching Algorithm Comparison. We evaluate
various image matching methods M for initial-
izing our splats. Throughout this paper, we use
RoMa [13] as our primary matching algorithm, but
we also experiment with LoFTR [60], DKM [12],
and RAFT [62]. While RoMa, LoFTR, and DKM
yield comparable performance, RAFT struggles due
to its primary design for optical flow in consecu-
tive video frames, where viewpoint differences are
minimal. In addition to feature matching, we eval-
uate an alternative depth-based initialization using
DepthFM [22]. However, monocular depth esti-
mates suffer from scale inconsistencies even across
neighboring views, leading to worse performance.
While DepthFM performs better than the baseline
3DGS (COLMAP initialization + Densification), it
remains less effective than our matching-based ap-
proach. See Tabs. 2 and 3 for a detailed comparison
of performance on the Mip-NeRF360 [2] dataset.
Effect of Densification. We analyze the impact
of densification across different initialization strate-
gies, including our method, depth-projected splats,
COLMAP, and NeRF-based initialization. While
densification can be beneficial in cases where ini-
tialization is sparse—such as treehill scene in Mip-
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NeRF360, where distant regions are underrepre-
sented—it significantly increases the number of
Gaussians, making optimization less efficient and
harder to control. See Tab. 2 for detailed results.
Robustness to Noise. Our model can tolerate inac-
curacies in the initial matches arising from errors
in the triangulation process or suboptimal matches
from M. To evaluate this robustness, we introduce
Gaussian noise ϵ ∼ N (0, σ) to either the coordi-
nates or color of the initialized splats and analyze
how final performance changes for varying noise
levels σ. Fig. 6 presents the effect of increasing
noise on PSNR and LPIPS. Interestingly, our model
demonstrates greater robustness to color noise than
to coordinate noise, reinforcing our claim that the
primary advantage of our approach lies in reducing
Gaussian movement during optimization. Despite
the added perturbations, performance remains stable
for moderate noise levels. Noise ϵ is applied sepa-
rately to the color parameter gc

i and the coordinate
parameter gx

i . See supplementary material for vi-
sualizations of noisy scenes, further illustrating our
model’s resilience. Notably, our method remains sta-
ble even with small amounts of added noise, likely
because the initialization itself is already inherently
noisy, as shown in Fig. 2. All experiments are con-
ducted on the Mip-NeRF360 dataset.
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Figure 6. The effect of adding noise N (0, σ) to our model.
Please note that noise scale σ is higher for color noise.
In the supplementary, we provide images visualizing the
effect of noise on the initialization quality.

Hyperparameter Sensitivity. We evaluate the im-
pact of key hyperparameters, including the number
of reference frames and matches sampled per view.
Specifically, we analyze the effect of varying the
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Figure 7. Impact of hyperparameters on final performance.
We visualize the importance of sampling a sufficient num-
ber of reference frames(orange) and having a sufficient
number of points sampled from each viewpoint(blue).

number of reference cameras and sampled keypoints
in Fig. 7. Increasing these values beyond a certain
point yields diminishing returns, leading us to select
15000 keypoints per reference frame and 180 ref-
erence cameras as a balance between performance
and computational cost. Regarding the number of
nearest neighbors used for match sampling, we ob-
serve that while increasing this number significantly
affects the initialization time (as more matches need
to be computed), its impact on final performance
is minimal. The supplementary material provides
additional visualization for this hyperparameter.

5. Conclusion

We propose a novel initialization strategy for 3D
Gaussian Splatting that directly triangulates dense
2D keypoints into 3D space. Unlike conventional it-
erative densification, our method begins with a high-
density Gaussian distribution, resulting in faster con-
vergence and improved reconstruction quality.

This initialization reduces the distance each
Gaussian must travel in parameter space, accelerat-
ing convergence and guiding optimization toward
lower-error reconstructions. EDGS exceeds the
performance of both speed-optimized and quality-
focused 3DGS approaches while requiring six times
fewer optimization steps and approximately 40%
fewer Gaussians. EDGS also integrates with ex-
isting acceleration techniques, offering an efficient
upgrade for high-quality 3D reconstruction.
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EDGS: Eliminating Densification for Efficient Convergence of 3DGS
–Supplementary Materials–

A. Implementation details

After the initialization phase, we follow the default optimization protocol of 3DGS, with densification disabled
and without gradient aggregation for detection of under-reconstructed regions. This ensures a controlled
setting to isolate the impact of our initialization. For fair comparison, all models are trained for the same
number of iterations as competing methods, except for two models that were stopped early at 5000 steps
(Ours + 3DGS 5K, Ours + Taming 3DGS 5K). All experiments were conducted on an NVIDIA A100 GPU
with 80GB of memory, though our method required only 15GB of GPU memory at peak usage.

Our method is also compatible with front-facing scenes. In a public demo, we show that selecting only 16
random frames from a video is sufficient for rapid convergence, demonstrating the efficiency and robustness
of the method even in sparse-view scenarios.

B. Visual results

Full-resolution versions of the renders shown in the main paper are provided in Figs. A1 to A3. For clearer
comparison in Fig. A3, we also include renderings from the original 3DGS method.

C. Impact of Nearest Neighbors parameter

Once we have computed dense keypoint correspondences between the reference image Ii and its neighboring
images Ij , we need to aggregate them to obtain a robust initialization. In Fig. A4, we visualize keypoint
detection confidence across different neighbors. The reference image (referred to as the source) is shown in
the top-left, followed by rows 2 through 5, where we display ground truth views (left) of the nearest cameras
(in terms of extrinsics) and the corresponding confidence maps cij (right), indicating which regions in Ii were
matched with each neighbor Ij . It is evident that each neighbor overlaps only partially with the reference
view, motivating the need to aggregate confidence scores on a per-pixel level. The resulting aggregated
confidence map ci is shown in the top-right corner and is used to sample keypoints. This process is illustrated
using the treehill scene from the Mip-NeRF360 [2] dataset.

While matching with more neighbors increases the total number of reference correspondences, the
marginal gain decreases with each additional neighbor due to significant overlap among the sets of matched
keypoints. Meanwhile, the initialization time grows linearly with the number of neighbors. Therefore, instead
of aggregating over many neighbors per reference image, we achieve better efficiency by sampling more
reference views and selecting only the top-1 nearest neighbor for each.

D. Number of gaussians

In Fig. A5, we illustrate the effect of densification as the relative number of Gaussian splats over optimization
steps, averaged across multiple scenes and normalized by the final count in the original 3DGS [31]. Our
method, even without densification, needs 40% fewer Gaussians, while converging faster and maintaining
performance comparable to the version with densification. Although densification offers slight improvements
in under-initialized regions, it nearly doubles the number of splats, leading to increased computational
overhead and reduced controllability.
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Figure A1. Additional qualitative results are presented for the scenes treehill, flowers, train and playroom. For clarity,
areas of interest have been zoomed in Fig. 3. These results are best viewed digitally for optimal detail.

E. Undercovered regions

To ensure complete coverage of the scene, it is crucial to sample keypoints from multiple image pairs. Without
this, certain regions may remain underrepresented, making it difficult for the network to converge in those
areas due to insufficient overlap between the images. For examples, refer to Fig. A6.

F. Confidence of keypoints

We have discovered that uniform sampling of detected keypoints is more crucial than selectively mining
keypoints with high confidence. In Fig. A7, we visualize a set of keypoints extracted from a single pair of
images. The results highlight that we need to sample keypoints from the image more uniformly, rather than
focusing solely on keypoints with high confidence, as confidence in keypoint detection is not uniform. To
achieve this, we utilize multiple cameras to find matching keypoints with the source view and then sample all
points above a certain confidence threshold.
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Figure A2. Additional qualitative results are presented for the scenes treehill, flowers, train and playroom. For clarity,
areas of interest have been zoomed in Fig. 3. These results are best viewed digitally for optimal detail.

G. Impact of noise on initialization

Here, we provide additional visualization for ablation on the robustness of our method to noise. In Fig. A8,
we visualized initialization for scene garden, which was noised with different scales for both coordinates
(first row) and colors (second row).

H. Per-scene results

To provide a more detailed evaluation of our model, we include per-scene scores in Tab. A1, Tab. A2, Tab. A3,
Tab. A4, Tab. A5, Tab. A6, Tab. A7, Tab. A8, Tab. A9, Tab. A10.

Table A1. Per-scene quantitative results(SSIM) from the Mip-NeRF360.

bicycle flowers garden stump treehill room counter kitchen bonsai
Ours+ 3DGS 30K 0.794 0.642 0.875 0.782 0.655 0.932 0.998 0.937 0.947
Ours+ Taming 3DGS 30K 0.803 0.67 0.883 0.796 0.666 0.928 0.925 0.939 0.943
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Figure A3. Additional qualitative results are presented for the scenes treehill, flowers, train and playroom. For clarity,
areas of interest have been zoomed in Fig. 3. These results are best viewed digitally for optimal detail.

Table A2. Per-scene quantitative results(PSNR) from the Mip-NeRF360.

bicycle flowers garden stump treehill room counter kitchen bonsai
Ours+ 3DGS 30K 25.45 21.57 27.61 26.69 22.63 32 29.49 32.31 32.45
Ours+ Taming 3DGS 30K 25.83 21.87 28.09 27.05 23.15 32 29.65 32.52 32.34

Table A3. Per-scene quantitative results(LPIPS) from the Mip-NeRF360.

bicycle flowers garden stump treehill room counter kitchen bonsai
Ours+ 3DGS 30K 0.157 0.256 0.09 0.189 0.244 0.182 0.169 0.112 0.174
Ours+ Taming 3DGS 30K 0.153 0.257 0.09 0.179 0.238 0.188 0.168 0.112 0.182

I. Notation
To simplify the understanding of the paper, we include a table of notation Tab. A11 in the supplementary
material. This table provides a concise summary of the key symbols and terms used throughout the paper,
along with their definitions.
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Table A4. Per-scene quantitative results(millions of gaussians #G ) from the Mip-NeRF360.

bicycle flowers garden stump treehill room counter kitchen bonsai
Ours+ 3DGS 30K 2.3 2.6 3 2.2 2.5 0.9 1.2 1.3 1.3
Ours+ Taming 3DGS 30K 6 3.6 5.7 4.9 3.8 1.5 1.2 1.8 1.3

Table A5. Per-scene quantitative results(time in minutes) from the Mip-NeRF360.

bicycle flowers garden stump treehill room counter kitchen bonsai
Ours+ 3DGS 30K 24 23 27 19 22 33 40 41 33
Ours+ Taming 3DGS 30K 18 13 21 13 13 13 13 12 12

Table A6. Per-scene quantitative results(SSIM) from the Tanks & Temples and Deep Blending subsets.

Truck Train Dr Johnson Playroom
Ours+ 3DGS 30K 0.897 0.851 0.908 0.910
Ours+ Taming 3DGS 30K 0.903 0.859 0.915 0.914

Table A7. Per-scene quantitative results(PSNR) from the Tanks & Temples and Deep Blending subsets.

Truck Train Dr Johnson Playroom
Ours+ 3DGS 30K 26.12 22.78 29.64 30.46
Ours+ Taming 3DGS 30K 26.48 23.38 29.92 30.63

Table A8. Per-scene quantitative results(LPIPS) from the Tanks & Temples and Deep Blending subsets.

Truck Train Dr Johnson Playroom
Ours + 3DGS 30K 0.09 0.157 0.224 0.213
Ours+ Taming 3DGS 30K 0.086 0.155 0.213 0.206

Table A9. Per-scene quantitative results(millions of gaussians #G ) from the Tanks & Temples and Deep Blending
subsets.

Truck Train Dr Johnson Playroom
Ours+ 3DGS 30K 1.6 1.2 1.6 1.5
Ours+ Taming 3DGS 30K 2.6 1.1 3.3 2.3

Table A10. Per-scene quantitative results(time in minutes) from the Tanks & Temples and Deep Blending subsets.

Truck Train Dr Johnson Playroom
Ours+ 3DGS 30K 21 23 28 31
Ours+ Taming 3DGS 30K 14 9 16 12
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Table A11. Table of Notations

Notation Description

G Set of 3D Gaussians representing the scene
gi Parameters of the i-th Gaussian in the set G
gx
i ∈ R3 Center of the i-th Gaussian in 3D space

Σi ∈ R7 Covariance matrix encoding the shape of the i-th Gaussian
gc
i ∈ R3 RGB color of the i-th Gaussian

gα
i ∈ R1 Opacity of the i-th Gaussian

p Pixel
C(p) Rendered color of pixel p
σi(p) Influence of the i-th Gaussian on pixel p
p′ − gx

i Shortest distance from pixel projection line to the Gaussian center
Ri Rotation matrix of the i-th Gaussian
Si Scaling matrix of the i-th Gaussian
Ii Reference image selected from the training dataset
I Set of neighboring images for Ii based on spatial proximity
P Camera projection matrix
M Pretrained 2D dense matching network
Wj→i Dense warp field mapping pixels from Ij to Ii

cij Matchability score between Ii and Ij

(uj
k, v

j
k) Coordinates of a pixel in Ij

gx
k ∈ R3 3D position of the k-th prototype Gaussian

pi
k = (xi

k, y
i
k, w

i
k) homogenous coordinates of the projected pixel pik

(ûi
k, v̂

i
k) Projected coordinates of a 3D prototype in Ii

L Triangulation loss for optimizing 3D Gaussian positions
α Scaling factor for Gaussian scale estimation
Ci Camera center of image Ii

gs
k Scale of the k-th Gaussian based on distance from the camera
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Figure A4. Visualization of the keypoint aggregation process from multiple nearest neighbors for the reference image Ii.
The top-left panel shows the source image (reference image), while rows 2, 3, 4, and 5 depict ground truth images (on the
left) of the nearest cameras, ordered by proximity in terms of camera extrinsics. The right side of each row shows the
matching score cij , representing areas of the source image matched with each neighboring image. The top-right panel
displays the aggregated confidence map ci, combining matching scores from all neighbors. This step achieves fuller and
more uniform coverage of the frame, as illustrated using the treehill image from the Mip-NeRF360 dataset.
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Figure A5. Comparison of the relative number of Gaussian splats over optimization steps. The count is normalized by
the final number of splats in 3DGS [31]. Our method without densification requires only 60% of the Gaussians while
converging faster and achieving similar performance to our densified version.

Final step3000 stepsInitialization GT patchRendering

O
ur

s
U

nd
er

co
ve

re
d

O
ur

s
U

nd
er

co
ve

re
d

Figure A6. Our model benefits from dense coverage of the scene with paired views. If we sample enough views all the
parts of the scene are covered and have enough initial prototypes to converge to a sharp image. Compare to the ground
truth patch on the right.
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Figure A7. Dense keypoint matches for a bicycle scene image pair. The top row shows matched keypoints, and the bottom
row visualizes the confidence of finding a match in the neighboring image. The matching model M is RoMa [13].

σ=0.05    σ=0.15    σ=1

Coordinates 

    Colors 

Figure A8. The impact of noise on initialization quality. The first row shows the effect of adding noise to the coordinates,
while the bottom row demonstrates the effect of adding noise to the color values.
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