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Abstract

Differentiable optimization has attracted significant research interest, particularly
for quadratic programming (QP). Existing approaches for differentiating the solu-
tion of a QP with respect to its defining parameters often rely on specific integrated
solvers. This integration limits their applicability, including their use in neural
network architectures and bi-level optimization tasks, restricting users to a narrow
selection of solver choices. To address this limitation, we introduce dQP, a modular
and solver-agnostic framework for plug-and-play differentiation of virtually any
QP solver. A key insight we leverage to achieve modularity is that, once the active
set of inequality constraints is known, both the solution and its derivative can be
expressed using simplified linear systems that share the same matrix. This formu-
lation fully decouples the computation of the QP solution from its differentiation.
Building on this result, we provide a minimal-overhead, open-source implemen-
tation (https://github.com/cwmagoon/dQP) that seamlessly integrates with
over 15 state-of-the-art solvers. Comprehensive benchmark experiments demon-
strate dQP’s robustness and scalability, particularly highlighting its advantages in
large-scale sparse problems.

1 Introduction

Computational methods often rely on solving optimization problems, i.e., finding an optimum of
an objective function subject to constraints. This has led to the development of numerous high-
performance open-source and commercial solvers, particularly for constrained convex optimization
[[L14, 27]. Recently, there has been growing interest in differentiable optimization, which enables
gradient-based learning through optimization layers that show promise across applications such as
image classification [8]], optimal transport [97, 98], zero-sum games [75], tessellation [35]], control
[9} 38,1401, decision-making [110], robotics [62], biology [[L16]], and NLP [111].

Differentiable optimization focuses on computing the derivatives of the optimal solution to an
optimization problem with respect to parameters defining the problem’s objective and constraints.
Rooted in classical sensitivity analysis and parametric programming [99, (100} 47,49, 48\ [73] 26} 93],
differentiable optimization has gained momentum through the idea that optimization problems
encoding prior domain knowledge can be embedded as parameterized “layers” within neural networks
— training such layers requires computing the derivative (gradient) of the optimization problem’s
solution during backpropagation [5} [1} 23]

This paper focuses on differentiating solutions to Quadratic Programs (QPs)—a core class of convex
problems involving the minimization of a quadratic objective subject to linear inequality constraints.

Despite significant research efforts, existing approaches for differentiating QPs fail to fully leverage
state-of-the-art solvers. General-purpose methods that support a broad class of optimization problems
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Figure 1: Comparison of differentiable QP methods for projection onto the probability simplex,
evaluated by (a) total solve and differentiation time and (b) solution accuracy (duality gap). For
moderately sized problems, our approach, using the Gurobi QP solver, outperforms existing methods
on both metrics. As problem size increases, our method remains efficient, while others become
intractable.

often include QPs, but they sacrifice efficiency and robustness for generality, underperforming
compared to QP-specific methods. On the other hand, recent QP-specific approaches are tightly
coupled with particular or proprietary solvers (e.g., for batching small QPs), limiting their flexibility
(S, 17, 129].

This tight integration restricts broader applicability. Solving QPs efficiently and reliably often
requires advanced solvers like Gurobi [58] and MOSEK [10]], developed over years of academic and
commercial effort. These solvers handle scales and complexities that non-industrial implementations
cannot. However, no single solver is optimal for all problems, making solver selection critical. To
our knowledge, no existing approach provides a robust, efficient, and fully flexible framework and
implementation for differentiating QPs across solvers.

We introduce dQP, a modular, solver-agnostic framework that transforms any QP solver into a
differentiable layer. We strengthen modularity by introducing an explicit characterization of a
QP’s primal—dual solution in terms of its active constraint set. Our key insight is that once the
active inequalities are known, both the solution and its derivative can be computed from simplified
linear systems that share the same matrix. This formulation not only fully decouples optimization
from differentiation but also enables differentiation of solvers that output only primal solutions, by
completing the corresponding dual variables at negligible computational cost.

We implement dQP as an open-source, minimal-overhead layer on top of gpsolvers [32], enabling
seamless integration with over 15 commercial and free solvers, and straightforward extension to
additional ones. Our modular approach allows users to select the best solver for their task while pro-
viding differentiability. We evaluate dQP on a benchmark of over 2,000 diverse QPs and demonstrate
superior performance compared to existing methods, particularly in large-scale structured sparse
problems, as demonstrated in Figure[I]

Our contributions:

1. We design and implement a modular differentiable layer compatible with any QP solver. Our
open-source code is available at https://github. com/cwmagoon/dQP.

2. We demonstrate state-of-the-art performance in solving and differentiating large-scale, sparse QPs.

3. We introduce an explicit, simplified characterization of a QP’s solution and gradient in terms of its
active constraints, which underpins our modular framework.

2 Related Works

Differentiable Optimization. OptNet [5, [4] differentiates QPs through their optimality conditions,
and focuses on small dense problems for GPU batching. They solve the full Jacobian system efficiently
by reusing the factorization employed in their custom interior-point method. However, as noted in
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[L7], this comes at the cost of ill-conditioning due to symmetrization. More recent differentiable QP
methods include Alt-Diff and SCQPTH [109,130, 29] which use first-order ADMM and approximately
differentiate the fixed point map, and QPLayer [[17] which accommodates infeasibility with extended
conservative Jacobians. Similarly to OptNet, several of these are tightly integrated with custom
algorithms, often to enable access to internal computations required for differentiation. Alt-Diff is
coupled with a custom ADMM method, SCQPTH reimplements OSQP, and QPLayer is built on
ProxQP. Several works have noticed the importance of the active constraint set in differentiating
constrained optimization problems [} 157} 89]], as well as in the context of quadratic programming
[9} [17, 86, I83]. A common observation is that the algebraic system obtained through implicit
differentiation can be simplified by removing rows corresponding to inactive constraints. Some works
have additionally observed that backpropagation itself can be cast as a distinct equality-constrained QP
parameterized by the incoming gradients [8}[86]. However, existing approaches have not used these
observations to create a differentiable layer that supports arbitrary black-box QP solvers, missing the
opportunity to fully decouple optimization and differentiation. Other classes of optimization problems,
such as convex cone programs [2l] and mixed-integer programs [89]], have also been differentiated.
Some frameworks [} 24,92} 139|196, 22| 90, [102] provide differentiable interfaces to broader classes
of optimization problems, but their support of QP has significant limitations. CVXPYLayers [1]
reformulates the QP into a cone program to use diffcp internally [2] and, as a result, does not support
specialized QP solvers, relying exclusively on the cone solvers SCS, ECOS, and Clarabel. The
framework Theseus [92] directly handles only unconstrained problems and similarly lacks support
for QP-specific solvers. TorchOpt [96] and Optax [39] support unconstrained optimizers used in
meta-learning, but require user-defined optimality conditions and user-supplied solvers to handle
problems such as QPs. JAXopt [24] includes an implicit differentiation wrapper for CVXPY, which
requires symbolic compilation of the QP and does not support sparse matrices; for sparse QPs,
JAXopt includes a differentiable re-implementation of OSQP (similar to SCQPTH). Altogether, these
drawbacks lead to subpar performance which is reported for some generic methods in previous work
on differentiable QPs (e.g., [17]). For completeness, Table[d]in Appendix [A]summarizes 24 relevant
methods, including those discussed above.

Implicit Layers. Optimization layers are a class of implicit layers that use implicit differentiation to
compute gradients of solution mappings that lack closed-form expressions [43]. Another class of
implicit layer are deep equilibrium models, which are defined by fixed-point mappings and can be
interpreted as infinitely deep networks [14} 166} 44, |59, 113 [15]]. Similar techniques extend beyond
algebraic equations to neural ODEs, where the adjoint state method from parametric PDE control
is applied [76} 115} 18}, 134]]. Implicit differentiation also plays a key role in bi-level programming
[364[72,156, 3] and meta-learning, where it enables optimization of the outer learning loop [50} 11} 161}
63,195, [101]]. Alternative methods bypass implicit differentiation using approximations — for example,
by applying automatic differentiation to iterative algorithms via loop unrolling [19} 20} [81}, [105],
or by differentiating a single iteration or using Jacobian-free techniques for fixed-point mappings
(531152} 235].

Sensitivity Analysis and Parametric Programming. There is extensive mathematical theory on
the local behavior of optimization problems under perturbations [99, [100], particularly regarding
solution sensitivity and stability [47, /49,148 73| [26]. While the implicit function theorem is central to
this analysis, applying it to optimization problems requires an intermediate step: reformulating the
problem through its optimality conditions, which demands several regularity assumptions. Sensitivity
theory supports applications such as multi-parametric programming [93]], including model predictive
control, where problems must often be solved repeatedly for many parameter values, increasing
computational costs. To address this, [21] observed that QPs admit closed-form solutions when
the active set is known in advance, enabling offline precomputation. The parameter space can be
partitioned into regions with fixed active sets [[106], where the solution is stable under perturbations.
This idea continues to inform modern methods [45, 182, [12]].

3 Approach

We begin by formulating the problem and establishing the basic theory of QP differentiation. Then, we
connect this foundation to our central theoretical observation and conclude with our straightforward
algorithm derived from it. We note that various subparts of our discussion have been used to develop
methods for differentiating QPs, see Section [2| However, no single work has fully developed the



explicit theory we present or leveraged it to practically implement a fully modular differentiable QP
layer.

3.1 Problem Setup: Differentiating QPs

We consider a quadratic program in standard form,

1
z*(0) = arg min §zTP(9)z +q(6)" 2

st A(6)z = b(0) M
C(0)= < d(0),

where P € R"*" g e R", A € RP*" b € RP,C € R™*" and d € R™ are smoothly parameterized
by some 6 € R®. We assume that the QP is feasible and strictly convex (i.e., P > 0). To simplify
notation, in the following we omit 6.

This work focuses on computing 9pz*(0) = %z* (9), the derivative of the optimal point of the QP

(T) with respect to the parameters 6. Intuitively, this derivative quantifies the change in the optimal
point of the QP in response to a change in its parameters 6. Our goal is to compute Jgz* () efficiently
and independently of the method used to approximate the optimal point z*(6).

An important use case, highlighted in recent work on differentiable optimization, involves incorporat-
ing a QP of the form (T)) as the ¢-th layer of a neural network. In this setting, the input to the QP layer,
x ¢, serves as the parameter vector 6 that defines the QP’s objective and constraints, and the output is
the optimal solution x¢41 = z*(x¢). Generally, training such a network requires backpropagating

gradients through each layer, which involves computing the Jacobian %. For a QP layer, this
Jacobian corresponds to Jpz*(6), the derivative of the optimal point with respect to the problem
parameters. This derivative is also crucial in descent-based methods for solving bi-level optimization
problems [36].

3.2 KKT Conditions and Sensitivity Analysis

Our goal is to differentiate QPs using only the solution returned by a black-box numerical solver.
To do so, we first establish the necessary theoretical foundations. As is standard in optimization,
the required derivatives are obtained via sensitivity analysis of the KKT conditions. This section
distills key ideas from optimization theory, sensitivity and parametric analysis, and differentiable
programming, framing them in the context of QPs to support the development of dQP.

Optimality Conditions. The first-order Karush—Kuhn—Tucker (KKT) conditions [65} (71} 27, [114]]
provide a useful algebraic characterization of the optimal points of constrained optimization problems.
For the QP (E]), the KKT conditions take the form,

Pz 4 qg+ AT +CTp* =0
Az —b=0,Cz"—d <0, u* >0 )
D(p*)(Cz* —=d) =0,

where D(u*) = diag(u*), and the additional variables \* € RP and /* € R™ are the optimal dual
variables of the linear equalities and inequalities, respectively. The primal-dual solution of the QP (T}
is defined by ¢*(0) = (2*(6), A*(0), 1*(0)). Under strict convexity and feasibility, the QP (I)) has a
unique solution ¢*(#), and the KKT conditions (2)) are necessary and sufficient for its optimality.

Active Set and Complementary Slackness. The last equation in (2)), the nonlinear complementary
slackness condition, plays a central role in our work. Intuitively, it encodes the two possible states
of each inequality constraint in (), (Cz* — d); < 0. Either (i) the constraint is active, meaning
it holds with equality (Cz* — d); = 0, in which case w; > 0; or (ii) it is inactive, satisfied with
strict inequality, in which case pj = 0. Notably, if a constraint is inactive, the same optimal
solution z* would be obtained even if that constraint were removed. We denote the active set by

J(6) = {j : (C(8)="(8) - d(6)), = O}.

Derivatives via Sensitivity Analysis. To differentiate QPs, we apply the Basic Sensitivity Theorem
(Theorem 2.1 in [46]), which underpins differentiation of the KKT conditions with respect to 6.



Differentiability at 6 requires the additional assumption of strict complementary slackness, ruling
out the degenerate case where both (Cz* — d); = 0 and p; = 0, thus ensuring that the active
set remains unchanged under small perturbations of #. Under this assumption, the primal-dual
point ¢*(0) = (2*(0), A*(6), u*(0)) is differentiable in a neighborhood of 6, optimal for the QP (T)),
uniquely satisfies the KKT conditions (2), and maintains strict complementary slackness. Crucially,
the active set J(6) remains fixed in this neighborhood.

With the active set stable, the equality conditions in (2)) locally characterize ¢ (9). Implicit differentia-
tion of these yields the Jacobians of the solution Jp(* in terms of the linear system,

P AT cT Ogpz* OgPz* + Opq + (‘39AT/\* + 890Tu*
A 0 0 Og\*| = — OpAz* — Opb .3
D(p)C 0 D(Cz*—d)| [Ogp* D(p*)(0gCz* — 0pd)

Under the assumptions of the Basic Sensitivity Theorem, the linear system (3) is invertible. It
degenerates exactly in the presence of weakly active constraints p; = (Cz* —d); = 0, for which
the QP is non-differentiable (see, e.g., [3]). For any inactive constraint j ¢ J, the dual variable I
vanishes, and thus the corresponding rows and columns of (3) can be removed, yielding the simplified
reduced form,

P AT CT| [0pz* 0o Pz* 4 9pq + 0g ATXN* + 0pCT ¥
A 0 0 5'9)\* = — 89AZ* — agb , (4)
CJ 0 0 &mf‘, 890Jz* — ang

where p;, C'; and d ; denote restriction to rows corresponding to active inequality constraints j € J.

3.3 Extracting Derivatives from a QP Solver’s Solution

With the above theory, we derive our main theoretical results and introduce dQP, a straightforward
algorithm for efficient and robust differentiation of any black-box QP solver.

Our approach stems from two straightforward yet powerful insights: (1) given the primal solution
of a QP, the active set can be easily identified; (2) once the active set is known, both the primal-
dual optimal point and its derivatives can be derived explicitly in closed-form. Furthermore, these
quantities can be computed efficiently via a single matrix factorization of a reduced-dimension
symmetric system.

These observations lead to a simple algorithm: first, solve
the optimization problem using any QP solver; then, iden-
tify the active set from the solution and solve a linear
system to compute the derivatives. Consequently, we can
define a “backward pass” for any layer that uses a QP
solver, allowing for the seamless integration of any solver
best suited to the problem, thus leveraging years of re-
search and development invested in state-of-the-art QP
solvers.

Figure 2: Illustration of active set dif-
ferentiation. Left: a QP is shown by its
quadratic level sets and polyhedral fea-
Locally Equivalent Equality-Constrained QP. Consider sible set; the solution lies on a facet of
the QP (T) and its optimal point ¢*(6), along with the set the boundary; perturbations of the con-
J(0) of active constraints, see Section We define the straints lead to perturbations in the so-
reduced equality-constrained quadratic program, obtained lution. Right: the perturbation of the
by removing inactive inequalities and converting active solution remains the same when inactive
inequality constraints into equality constraints, constraints are eliminated.

1
2*(0) = arg min izTP((‘))z +q(0)T 2

o [Cé()i)w)} o {d(g()?(e)] ‘

Under the assumptions of Section this simpler QP is, in fact, locally equivalent to the QP (I)), as
illustrated in Figure[2] Moreover, it provides an explicit expression for both the primal-dual optimal
point and its derivatives:

&)



Theorem 3.1. The QP () is locally equivalent to the reduced equality-constrained QP (1) and its
solution C*(0) = (2*(0), \*(0), u*(0)) admits the explicit form

z* P AT C’; - —q
lA*] =4 0 O l b ] . (6)
,Lt?} CJ 0 0 dJ

Furthermore, the optimal point can be explicitly differentiated to obtain

D" P AT COT|  [[-0pq 0P 0gAT 90T [2*
N |=A 0 O Db | — | pA 0 0 A (7
(%M*J CJ 0 0 ang 890J 0 0 Nj’

A proof of this Theorem, based on the Basic Sensitivity Theorem [46]], is provided in Appendix
along with a calculation of the derivatives using differential matrix calculus [91}[78]]. We note that this
result is closely related to analyses studied in multi-parametric programming 21,193,106} |12} |82]].

Explicit Differentiation. Notably, for quadratic programming, the Basic Sensitivity Theorem allows
us to bypass implicit differentiation techniques [[70]. We emphasize that this does not imply that the
general solution or its active set admit a closed-form expression. Rather, while we perform explicit
differentiation, the implicit function theorem remains key in establishing the local equivalence
between the original and reduced problems -— the resulting derivatives are the same, though the
derivations differ. The derivatives in (7) are obtained via ordinary (explicit) differentiation of the
closed-form solution to the reduced QP (6), whereas those in (@) arise from implicit differentiation
of the full nonlinear KKT conditions (2), followed by pruning inactive constraints. This distinction,
formalized in Theorem [3.1] underscores a critical computational insight: once a black-box solver
returns the primal solution, the active set can be identified and the derivatives computed directly via
(7). Moreover, if the solver returns only the primal solution, the corresponding dual variables can
be recovered using (€). Since both (6) and (7) rely on the same KKT matrix K ;, a single matrix
factorization (e.g., via SuperLU [74])) suffices for both steps, adding negligible overhead. These
insights culminate in the core algorithm of dQP, summarized in Algorithm T}

Numerical Computation. Our approach enables compact and efficient gradient computation. The
linear system in (7)), used to compute both derivatives and dual variables, is symmetric and of
reduced size. In contrast, implicit differentiation of the full KKT conditions (]I[) yields a signif-
icantly larger, asymmetric system (3). Beyond simplifying the derivative computation, our ap-
proach enables the use of fast, specialized linear solvers that exploit the reduced systems sym-
metric indefinite KKT matrix structure (e.g., using an LDL factorization as in QDLDL [108, 37]]).
Empirically, we observe that the reduced linear
system (7) is often significantly better condi-
tioned than its full counterpart. Figure [3]illus-
trates this with an example of a QP governed
by two parameters § = (61, 63) of [106], cal- 6.
culated using DAQP [13]]. Eliminating inactive
constraints improves conditioning significantly.

—ranr 1@

—reduced
Figure [3]also highlights a key challenge: com-
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puting derivatives near non-differentiable singu- !

larities where the active set changes and some  Rjgure 3: (a) Active-set parameter space, coloring
constraints become weakly active. In such re- regjons where the active set is constant. (b) Condi-

gions, implicit differentiation b§c0mes severely  tjon number of the full and reduced linear systems
ill-conditioned. Our method is also affected, ajong a line in parameter space.

primarily through difficulty in determining the

correct active set at an approximate solution. Several strategies have been proposed for improving
active set identification [33 |84} 28]]. Our implementation includes an optional refinement heuristic
(Appendix D), though in all our experiments (Section [)), simple hard thresholding of the primal
residual r; = (Cz* — d); > —e proved robust.

(b)

Condition

10°

b1

Implementation. Our open-source implementation is available at https://github.com/
cwmagoon/dQP. We implement dQP (Algorithm 1)) as a fully differentiable PyTorch module [88],
providing an intuitive interface for integrating differentiable QPs into machine learning and bi-level
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Algorithm 1 — dQP: Differentiation through Black-box Quadratic Programming Solvers

Input: P,q, A,b,C,d, and tolerance €
Output: z*, \*, u* and 9pz*, Og\*, Ogpu*
1: Solve QP (1) with any solver for the primal solution z* (and A*, u* if available)

2: Compute the active set by thresholding: J={j:(Cz" —d); > —es}
P AT cT
3: Factorize the reduced KKT system matrix: K;= [ A0 0 }
C; 0 0
4: Compute \*, u* (if not obtained in step (1)): {/Z\* ] = K7 {;b ]
Ky J
L. 092" 1 ([ —8ea 2P aeAT aecT z*
5: Compute the derivatives: 9e\" | = K deb | — | 9A AL
89[1.3 - Ood y 09Cy O By

Table 1: Performance of differentiable QP methods for 129 sparse problems from the Maros-Meszaros
(MM) dataset [[79].

Solver Full Dataset | Subset of Problems Solved by All Methods
#Probs AvgFwd AvgBwd AvgTotal Avg Bwd/Total Accuracy #Probs AvgFwd AvgBwd AvgTotal ~Avg Bwd/Total Accuracy
Solved [ms] [ms] [ms] [%] [duality gap] | Solved [ms] [ms] [ms] [%] [duality gap]
dQP (QPBenchmark) 129 471 996 1467 57% 7.39 x 107¢ 24 10 83 93 35% 1.73 x 1077
QPLayer (ProxQP) 71 15089 632 15721 18% 2.21 x 102 24 2828 433 3261 29% 1.77 x 1074
OptNet (qpth) 38 39329 2139 41468 6% 2.36 x 107 24 9199 559 9758 7% 1.71 x 1074
SCQPTH (OSQP*) 55 16344 6551 22895 13% 1.81 x 102 24 14048 3019 17067 14% 8.75x 107

optimization workflows. The implementation supports both dense and sparse problems end-to-end,
with appropriate QP and linear solver support. As a PyTorch module, must be rendered as a
backward pass; this is described in Appendix [C] To ensure modularity, the forward pass supports
any QP solver interfaced via the open-source gpsolvers library [32], which provides lightweight
access to over 15 commercial and free open-source solvers and easily supports the integration of
new ones. We likewise offer flexibility in the choice of linear solver for differentiation, including
support for large-scale sparse solvers like Pardiso [[103]] and symmetric indefinite solvers like QDLDL
[LO8L37]]. For users unsure of which solver to use, dQP includes a profiling tool to help identify the
best-performing QP solver for a given problem. Additional implementation details such as constraint
normalization, handling non-differentiability, and warm-starting options for bi-level optimization are
discussed in Appendix [D}

4 Experimental Results

We have extensively tested dQP to ensure its robustness and evaluate its performance against existing
methods for differentiable quadratic programming. Notably, we demonstrate dQP’s strengths in
handling large-scale structured and sparse problems, thus complementing custom differentiable GPU-
batched solvers such as OptNet [3]], which are optimized for solving many small, dense problems
simultaneously. Given this focus, and considering the limited availability of state-of-the-art GPU-
batchable QP solvers, we conduct our experiments on CPUs, similar to prior works [[17, 29, 109, [1].
Our evaluation includes a large benchmark of over 2,000 challenging sparse and dense QPs taken from
public and randomly generated problem datasets, designed to test dQPs robustness and performance.
Additional experimental details are provided in Appendix

Modularity and Performance. We tested dQP on the QP Benchmark suite [31]], focusing on 129
large-scale sparse problems from the standard Maros-Meszaros (MM) dataset [[79]], which are widely
used as stress tests for QP solvers. We compared dQP against other differentiable QP methods
available in the PyTorch framework: OptNet [3], QPLayer [17]], SCQPTH [29], and CVXPYLayers
[L]; using the authors’ open-source implementations, each paired with its respective solver. We did
not include other general frameworks that either lack direct support for generic QPs in PyTorch,
showed subpar performance in our preliminary tests (consistent with findings reported in prior work
[17]), or rely on forward passes built on diffcp/CVXPYLayers (see Table[d). For dQP’s forward pass,
we selected the top-performing QP solver for each problem, as identified by QP Benchmark [31]], to
demonstrate the importance of enabling differentiation for the solver that is best suited to each task.

The scatter plot in Figure ] shows total runtime (forward + backward), duality gap (accuracy), and
problem dimension (illustrated by point size) for each differentiable solver and problem. Aggregate
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Figure 4: Accuracy versus total forward/backward solve for the Maros-Meszaros dataset [[79]. Each
point represents a solved problem; point size illustrates dimension; problems solved solely by dQP
are circled. The legend shows percentages of success rates; the solvers dQP used and their counts are
PIQP 100, Gurobi 9, ProxQP 9, Clarabel 7, OSQP 2, MOSEK 1, QPALM 1.

performance across the full dataset and the subset of problems solvable by all methods is summarized
in Table[T} CVXPYLayers failed on all but 17 small-scale problems and is therefore excluded from
the reported statistics. The MM dataset proved especially challenging, with OptNet and SCQPTH
solving fewer than 50% of the problems. In contrast, dQP solved all MM problems and was the
only method to succeed on 38 of them (circled in the figure). Moreover, dQP achieved the best total
forward/backward runtime and accuracy in 80% and 78% of all problems, respectively. It performed
particularly well on large-scale instances (dimension over 1000), being fastest and most accurate in
97% and 93% of such cases. Additional experiments on 450 random dense QPs and 625 sparse QPs
(dimensions 10 to 10*) are provided in Appendix showing similarly strong performance.

Scalability. We evaluated dQP on large-scale sparse problems that are highly structured, a regime
where state-of-the-art QP solvers have a significant advantage over less optimized solvers. Specifically,
we tested dQP and other available differentiable QP solvers on two prototypical projection layers
expressed as constrained QPs:

Py (z) = argmin ||z — z||§ st. 0<2<1,> % =1, (8)
z
and )
Py(zy,...,2,) = argmin ) [|z; — 255 st [|z; — 241, < L. )
Z1,yeey2n

Results for P; are shown in Figure[T] demonstrating dQP’s scalability compared to OptNet and
QPLayer. Other methods fail on all but small problems (see Appendix [ET.T). In dimensions greater
than 2000, dQP outperforms competing methods by 2-3 orders of magnitude in both speed and
accuracy. Competing methods are limited to dense calculations and fail in dimensions beyond 10%.
We note that P; is the projection onto the probability simplex, also known as SparseMAX, for
which more efficient, non-QP-based methods exist [80]. Results for Ps, representing projection onto
“chains" with bounded links, exhibit similar scalability and are detailed in Appendix [E-1.2]

Table 2: Performance analysis for projection onto the probability simplex, formulated in (8). Addi-
tional details are provided in Appendix and Table[3]

Problem Size

Solver Metric
20 100 450 1000 4600 10000 100000
QP (Gurobi) Accuracy 1.07x107° 888 x 10710 226 x107° 147x107° 272x10"° 9.55x1071° 6.67 x 1071°
Time [ms] 1.63 1.92 3.13 5.06 18.46 49.00 476.64
OptNet (qpth) Accuracy  4.04x 1078 424 x 10~ 1.64x 10-® 267 x10"%  3.95x10~%  6.08 x 10~3 -
ptivet (ap Time [ms] 2.92 5.19 37.66 182.99 8514.65 70856.43 -
Accuracy  9.53x 1070 3.65x 107> 416 x 107%  219x 107 116 x 1073 1.94 x 1073 -
QPLayer (ProxQP) Time [ms] 0.29 1.61 77.56 751.14 79314.49 946174.68 -
Accuracy  2.04x10~7 564 x 107> 9.66 x 107  3.04x 1073 176 x 1072 4.02 x 102 -
BPQP (OSQP) Time [ms] 0.32 0.75 5.81 21.68 358.78 1407.05 -
Accuracy 131 x 1070 947x10™°  1.31x 1073  2.79 x 1073 - - -
CVXPYLayers (SCS) e ms] 1.97 13.42 156.57 662.60 - - -
" A 6.19 x 107 - - - - - -
SCQPTH(OSQP)  Tinciy 1475 7 7 7 - 7 7




Table 3: Performance analysis for projection onto chains, formulated in (©). Additional details are
provided in Appendix [E-T.2]and Table [f]

Problem Size

Solver Metric
200 500 1000 2000 4000 10000 100000
dQP (Gurobi) Accuracy 273 x 1077 2.02x 107%  3.79x 107 916 x 107¢ 264 x 107° 429 x 107° 2.81 x 10~*
urobi Time [ms] 6.15 12.99 26.19 47.94 88.35 224.89 2432.64
OptNet (qpth) Accuracy  6.97 x 1078  1.75x 1077 9.22x10"®% 243 x10°7 260x10"7 1.98x10°7 -
ptRettap Time [ms] 25.38 169.64 907.25 5491.56 34799.98 571710.06 -
QPLayer (ProxQp)  Accuracy 846 x 1077 878x 1077 1.82x 107 29710 6.95x 104 103 x 10~ -
Y Time [ms] 8.04 81.93 577.11 3996.92 30748.67 471649.91 -
Accuracy  1.67x 107> 2.83x 107° 476 x 107>  6.64x 107>  7.80 x 107>  1.21 x 10~* -
SCQPTH(OSQP™) e [ms] 13.20 67.55 407.13 2755.28 16628.15  105462.18 -
Accuracy 1.69 x 107! 218 x 1071 2,97 x 107! - - -
CVXPYLayers (SCS) i ms]  129.26 683.34 204834 - - -

Bi-Level Geometry Optimization. We further demonstrate the scalability of our approach on a
bi-level optimization problem introduced in [[69]:

M = arg min |l (M)]]3 (10)

s.t. (vS(M),\*(M), p*(M)) = arg min {tr (UTM’U) s.t. Bv=u, CMv =0} .

In this problem v € R™*?2 represents the n vertex coordinates of a triangular mesh, M € R"*"
is a parameterized Laplacian, and B, u and C encode boundary conditions. p*(M) is the dual
variable corresponding to linear inequalities of the lower-level problem. The results described in [69]
imply that if ;* (M) vanishes then v*(M™*), at the optimal Laplacian M*, represents a straight-edge
intersection-free drawing of the mesh [[112]]. The solution to (I0) is visualized in Figure[5(a) for an
example large-scale ant mesh. Additionally, Figure [5[b) shows that dQP scales more favorably with
problem size compared to OptNet, QPLayer and SCQPTH; in particular, only dQP supports problems
with over 10* vertices.

a b) 10° — - -
( ) ( ) —— OptNet (qpth) /
——— QPLayer (ProxQP) .
—_ —— SCQPTH (OSQP") ;
z 10" H Ours (PIQP) YA & P
g - = = -Ours (Back)
S L
=l g .
S 102 pro=Aa - Lo Y A
= :
10° o~
10! 102 103 10*
Vertices

Figure 5: (a) Planar embedding of a large-scale ant mesh (15k vertices). Zoom-ins show: (top) a
non-injective harmonic map with edge overlaps highlighted in red; (bottom) dQP’s injective solution
to the bi-level problem (T0). (b) Scalability: solver runtimes as mesh size increases for a synthetic
problem.

5 Conclusion

We introduce the dQP framework for differentiating QPs by leveraging the local equivalence between
a QP and a simpler equality-constrained problem. dQP provides a straightforward differentiable
interface for any QP solver, yielding an efficient QP layer that can be readily integrated into neural
architectures, among other applications. We note that our current method does not yet support full
parallelization or GPU acceleration, as state-of-the-art sparse and scalable QP solvers with GPU
support are still lacking. We recognize these as important challenges and limitations to address in
future work. We see the present work as an important step toward developing similar solver-agnostic
differentiable layers for other popular optimization problems (e.g., semidefinite programming), which
we plan to explore in future research.
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A Existing Methods for Differentiable Optimization

Table [d] provides an overview of existing differentiable optimization methods for quadratic program-
ming (QP), more general conic programs (CP) and other optimization problems.

Table 4: Comparison of differentiable optimization libraries and layers.

Name Programs Solvers Features Limitations

OptNet [S QP qpth GPU batchable. Re-uses factorization  Solver specific. Sparsity not supported.
from forward for fast backward solve.

QPLayer [17 QP ProxQP Supports infeasible QPs. Tightly cou-  Solver specific. Sparsity not supported.
ples to ProxQP.

SCQPTH [29 QP OSQP Differentiates ADMM updates. Sup-  Solver specific. Sparsity not supported.
ports infeasibility detection and auto-
matic scaling.

Diffep [2] CP SCS, ECOS, Clarabel Supports sparse cone programs (CP). Supports specific conic solvers.

CVXPYLayers [1 Cp diffcp Flexible problem formulation and solver  Inherits diffcp limitations.
choice. Supports sparsity.

BPQP [86 QP,SOCP OSQP Computes derivatives by solving a sec- Published implementation is incom-
ond equality-constrained QP. plete.

Alt-Diff [109 QP Custom ADMM Differentiates ADMM updates. Sup- Reportedly slow [17].
ports inexact solutions.

LQP [30 QP Custom ADMM Differentiates ADMM updates. Box constraints only.

LPGD [90 CP diffcp Modifies diffcp to handle degenerate Inherits diffcp limitations.
derivatives.

CVXPYgen [102 QP, SOCP OSQP Accelarates CVXPYlayers by C compi-  Solver specific.

JAXopt-general [24

User supplied

User supplied

lation of problem formulation.

Differentiates arbitrary implicit func-
tions.

User must manually provide KKT..

JAXopt-OSQP [24] QP Custom GPU OSQP GPU batchable. Solver specific.
JAXopt-CVXPYQP [24] QP CVXPY Flexible problem formulation and solver ~ Inherits CVXPY limitations. Sparsity
choice. not supported.
SDPRLayers [62 CP CVXPY Flexible problem formulation and solver  Inherits CVXPY limitations.
choice.
Torchopt [96] User supplied  User supplied Differentiates arbitrary implicit func- User must manually provide KKT.
tions.
Optax [39 Specialized Specialized Supports specialized problems/solvers,
e.g., projections.
DiffOpt.jl [22] Various JuMP-supported solvers [42 Supports a variety of convex and non- JuMP provides QP support only for
convex problems. COSMO, OSQP, and Ipopt
Theseus [92 NLS CHOLMOD, cudaLU, BaSpaCho  Supports non-linear least squares (NLS). Lacks hard constraints.
GPU batchable. Supports sparsity.
OptNet-Sparse [7 QP qpth Published implementation is incom-
plete.
OptNet-CVXPY [6 QP CVXPY Published implementation is incom-
plete.
OSQPTh [107 QP [oN{0) 4 Published implementation is incom-
plete.
DFWLayer [77 QP Frank-Wolfe Automatically differentiates an unrolled ~ Solver specific.
Frank-Wolfe solver.
CombOptNet [89 ILP Gurobi Differentiation of combinatorial solvers
Blackbox-Backprop [94] MIP Gurobi MIP, Blossom V, Dijkstra  Differentiation of combinatorial solvers

Remarks. This table includes all relevant differentiable optimization methods known to us at
the time of writing. In some cases, code was available online without an associated publication.
Among all listed methods that directly support generic QP without modification, only dQP, QPLayer,
SDPRLayers, and DiffOpt.jl return both the dual optimal point of a QP and its derivatives. Notably,
dQP is the sole QP method that supports a wide variety of solvers with minimal-overhead through
gpsolvers, in contrast to a significant number of methods that build on top of CVXPY/CVXPYLayers,
which requires a compilation step (e.g., SDPRLayers, JAXopt-CVXPYQP, OptNet-CVXPY) and/or
diffcp which has limited solvers compared to ordinary, non-differentiable CVXPY (e.g., LPGD).
Several methods are available only outside the PyTorch framework (e.g., JAXopt, Optax, DiffOpt.jl).
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B Proof of Theorem 1

In this section we provide a proof of Theorem 1, which we restate below:

Theorem B.1. The QP (3)) is locally equivalent to the reduced equality-constrained QP (1)) and its
solution ¢*(0) = (2*(0), \*(0), u*(0)) admits the explicit form

21 [P AT T g
Al=14 0 0 b|. (11)
,U,j- CJ 0 0 dJ
Furthermore, the optimal point can be explicitly differentiated to obtain
Dy P AT CT) 7' /T 0P 9,AT 9,CT) [#*]  [—Oeq
OgA\* | =— | A 0 0 OpA 0 0 A — | Ogb . (12)
89/1?} OJ 0 0 8QCJ 0 0 ,uj 89d]

Proof. We begin by establishing that the QP and the equality-constrained reduced QP (5) are
equivalent. For any 6 satisfying the assumptions of the theorem, the QP (I)) has a unique solution
characterized by the KKT system

0
0
0 (13)
0
0

Complementarity implies that active constraints j € J(#) have p*(6); > 0 and therefore must
be satisfied with an equality (C(0)z*(#) — d(0)); = 0, while inactive constraints j ¢ J(0) have
w*(6) j = 0 and thus can be eliminated, without altering the solution. Therefore, the unique solution
¢*(0) = (2*(0), A*(0), p*(0)) of (13) is also the unique solution of the reduced system

P(0)2"(0) + q(0) + A(0)"A*(0) + C(0) 5 (9y1s" (0) 50) = 0
A(0)2°(0) — b(6) = 0 (14)

C(0)10)2"(0) — d(0) 50y = 0,
which are exactly the KKT conditions of the equality-constrained reduced QP (5). Uniqueness of
solution then implies that (T) and (3)) are pointwise equivalent at . Beyond this, since P, ¢, A,b,C,d
are smoothly parameterized by 6, the Basic Sensitivity Theorem [46]] asserts that the primal-dual
solution ¢* () for (I is a differentiable function of € in a neighborhood of 6, defined implicitly

through the KKT’s equality conditions, and that the active set J(6) is fixed in this neighborhood.
Thus, (I} and () are locally equivalent in a neighborhood of the parameter 6.

(I4) implies that the reduced primal-dual solution (%(0) = (z*(0),A*(6),p%(0)) satisfies
K ;(0)¢5(60) = vs(0), where

PO) A0 CO)] —q(0)
K,0)=| A©®) 0 0, w(@)[ b(6 ] (15)

Under the assumptions of the theorem, the reduced KKT matrix K ;(6) is invertible and
¢ =Kjlvs, (16)

yielding (6). Moreover, since J(#) is constant in a local neighborhood, the Basic Sensitivity Theorem
establishes that Cj(@) is differentiable. Using the derivative of the matrix inverse [78, 91], we
explicitly differentiate (T6) to obtain

00Cs = (K5 (0 K)K; vy + K" (0gvy) = =K (0K 1) + K (Opvy),  (17)
yielding (7).
O
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C Backpropagation

Like other differentiable QP layers implemented within automatic differentiation frameworks such
as PyTorch [88]], we do not directly return the derivative 9pC*. This is in part because dQP directly
receives the QP parameters P, g, A, b, C, d and not f, and so in backpropogation we are not concerned
with 0. This is rather accounted for in the next step outside dQP, usually by automatic differentiation.
Secondly, backpropagation requires that we compute a so-called Jacobian-vector product which are
products of the Jacobians with an “incoming” gradient of a quantity or loss ¢ that depends on (*.
This requires less computation and does not require the formation of a 3-tensor. Since (; = K jlv J
is a formal matrix-vector multiplication, the Jacobian-vector product is well-known,

Vo, b= (K" Vesd, (18)

and
Vi, =~V t 7, (19)

with respect to K j, vz, respectively. Although backpropagation introduces a transposition, the re-use
of a factorization from solving for the active duals is unaffected. This follows from the symmetry
of the reduced KKT matrix which simplifies (T8) into V,, ¢ = K V¢« L. Next, we extract the
gradients with respect to the parameters by the chain rule. This amounts to tracking their position in
the blocks and accounting for symmetry constraints. It is helpful to write (d.,dx, d,,) = —V,,{ so
that we express

1
Vel=3 (d. 2" + 2% dl) Vol =d.
Val =dyz*T 4+ 2\*dT Vil = —dy (20)
Vo, b=d,, 2" + phdt Va,l=—d,,,

similar to OptNet [5]. We note that the gradient with respect to P is constrained to lie within the
subspace of symmetric matrices. Similarly, if the matrices P, A, C are sparse, then we project the
gradient to lie within the non-zero entries, which can be implemented efficiently in Equations
Although the above argument is for a scalar loss ¢, the same approach is naturally adapted if (* is
mapped to a vector in the immediate next layer.

D Implementation Details

Choosing a solver. Since our work enables users to choose any QP solver as the front-end for their
differentiable QP applications, we include a simple diagnostic tool for quantitatively measuring solver
performance. We present an example result in Figure [6] for the cross geometry experiment in Figure
[ finding PIQP, OSQP, and QPALM to be the most efficient. For this reason, we choose PIQP in the
geometry experiments. We also include tools for checking the solution and gradient accuracy.

Tolerances. In addition to the active set tolerance €y, QP solvers often support additional user-
provided tolerances. These include the primal residual which measures violations of feasibility, the
dual residual which measures violations of stationary, and for some solvers also the duality gap,
which provides a direct handle on solution accuracy. We inherit the structure of gpsolvers for setting
custom tolerances on different QP solvers, though we set a heuristic default which is sufficient for
many of the experiments in this work.

Convexity and Feasibility. Two key assumptions of our method are strict convexity and feasibility.
However, these are often violated in practice. We include optional checks that P is symmetric positive
definite. On the other hand, we do not perform any special handling for infeasibility — a limitation of
our method compared to, for example, QPLayer [[17]].

Non-differentiable Points. For non-differentiable problems, we solve for the derivatives in the least-
squares sense, plugging the system into gpsolvers which can handle least-squares, or a standard least-
squares solver. We attempt to anticipate weakly active constraints which cause non-differentiability
by measuring the norms of the primal residual and the dual. Additionally, the reduced KKT is
non-invertible if the active dual solution is not unique and so we check a necessary condition: the
total number of active constraints plus the number of equalities must be less than the dimension. If
these checks are passed, we attempt the standard linear solve and pass to least-squares if it fails.
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Figure 6: Evaluating the best QP solver for the cross geometry problem (Figure[J) using our diagnostic
tool. The solution tolerance regimes are varied between e,ps = 1078,107°,1072.

Normalization. Some problems have large variations in scale between different rows within the
constraints. This influences the primal residual and thus the active set, which is determined by
comparing with an absolute threshold tolerance. To address this issue for these problems, we include
an optional differentiable normalization step on the constraints before Algorithm[I]is carried out.
Under this choice, the resulting relative primal residual becomes the scale-invariant distance to the
constraint.

Equality Constraints. While we include equality constraints in our general formulation, they are not
required.

Warm-Start. Since gpsolvers supports warm-starting, we inherit it as an option and store data in the
PyTorch module from previous outer iterations, which can be used as initialization. This is useful for
bi-level optimization problems where the input 6 changes little between outer iterations. We did not
use this feature in our bi-level optimization experiment.

Fixed Parameters. For fixed parameters, we do not compute the corresponding derivative. This saves
the cost of unwrapping the linear solve as in (20) and saves the memory to form the loss gradients,
which are matrices for P, A, C'.

Active Set Refinement. Inaccuracy in a solution may lead to instability in the active set near weakly
active constraints, degrading the gradient quality. To show this, we repeat the experiment in Figure
[B]which has a simple polyhedral active set parameter space. One setup where instability appears is
illustrated in Figure [7| where we use absolute solver tolerance €,,s = 10~* and a much tighter active
tolerance €; = 10~ ". Qualitatively, the active set at each solution is severely degraded, even for
points away from the boundaries where the set changes. We provide a optional heuristic algorithm

(b 15

0,0 0, 0

-1.5
-1.5 0 1.5

Figure 7: The set-up in ﬁgurewith looser solver tolerance e, = 104, active tolerance e; = 10~7,
and solver PIQP. (a) The computed active set is degraded due to the inaccurate solution. (b) Our
heuristic active set refinement algorithm recovers the ground truth active sets.

to address this, which recovers the desired set in this problem. First, we order the constraints by
increasing residual and select an initial active set from the tolerance € ;. Then, we progressively add
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constraints by checking if the residual of the system @ for (; decreases, and greedily accepting until
adding constraints no longer improves the residual. At each step, we keep the primal solution from
the forward fixed, and solve for the new active dual variables. While this algorithm works well on
simple examples, more sophisticated and efficient techniques may be desired for harder problems.
We did not use this refinement algorithm in any of our experiments.

QP Solvers. Throughout this work, we use a number of QP solvers available in gpsolvers including
Clarabel [55]], DAQP [13]], Gurobi [58]], HIGHS [64], HPIPM [51], MOSEK [10], OSQP [108], PIQP
[104]], ProxQP [16], QPALM [60], qpSWIFT [87]], quadprog [54], and SCS [85]].

E Experimental Details

For completeness and reproducibility, we include additional details on the experiments. We run all
experiments and methods on CPU, including methods that support GPU such as OptNet.

E.1 Performance Evaluation
All experiments in this section were run on a Macbook Air with Apple M2 chips, 8 cores, and 16GB
RAM.

In our QP benchmark experiments, we evaluate the solution accuracy using the primal residual r,
(the maximum error on equality and inequality constraints), dual residual r4 (the maximum error on
the dual feasibility condition), and duality gap 7, (the difference between primal and dual optimal
values).

rp = max ([|[Az — b|| . ,[Cz —d], )
rq = HPz +qg+ATA+ CT”HOO
rg =2TPz+q 2+ b A+ d"
Throughout our experiments, we present results for the duality gap to indicate the solution accuracy

since, for a strongly convex QP, a zero duality gap 7, = 0 is a necessary and sufficient condition for
optimality.

For the forward, we set the absolute residual tolerance to €, = 107 and the active constraint
tolerance to €; = 10~°. We run each problem separately with batch size 1.

In our benchmark, we regard a problem as successfully solved if it meets the following criteria:

1. The solve time is less than a practical 800s time limit.

2. The primal residual, dual residual, and duality gap are less than 1.0. This is a coarse check,
less stringent than the imposed tolerances.

3. The differentiation is executed, and does not lead to a fatal error (e.g. due to non-invertibility
of a linear system).

Experimental results are averaged over 5 independent samples.

Since SCQPTH does not support equality constraints, we convert them into a corresponding set of
inequality constraints.

E.1.1 Projection onto the probability simplex

For projection onto the probability simplex, as formulated in Py, equation (§)), we set € R™ with
x; ~ N (0, 1) drawn randomly from a standard normal distribution. The dataset, with 500 problems,
has dimensions n € {10, 20, 50, 100, 220, 450, 1000, 2100, 4600, 10000, 100000}. For n < 4600,
each dimension contains 50 problems and 25 problems for n > 4600. Gurobi is chosen as dQP’s
forward solver. Figure [l|shows the median performance within the 1/4 and 3/4 quantiles for each
dimension. SCQPTH failed for all problems with n > 50. The statistics in Table [5|show that dQP
outperforms competing methods for differentiable QP in both forward and backward times.
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Table 5: Time and accuracy performance statistics for projection onto the probability simplex.

Problem Size

Solver Metric
20 100 450 1000 4600 10000 100000
Accuracy 1.07x 1072 8.88x 10710 226x107° 147x107° 272x107°? 9.55x1071° 6.67 x 10710
4QP (Gurobi) Forward [ms] 1.38 1.65 2.66 4.37 15.83 42.21 423.91
uro Backward [ms] 0.24 0.28 0.46 0.69 2.58 6.21 53.45
Total [ms] 1.63 1.92 3.13 5.06 18.46 49.00 476.64
Accuracy 4.04x107%  424x107%  1.64x 10" 267x 1073 3.95x 10"  6.08x 103 Failed
OptNet (qpth) Forward [ms] 272 472 33.46 165.50 7788.73 65976.45 -
ptivet (gp Backward [ms] 0.20 0.46 3.99 17.48 720.43 4958.74 -
Total [ms] 292 5.19 37.66 182.99 8514.65 70856.43 -
Accuracy 953 x 1076 3.65x 10~  416x 1074 219x107% 116x10~3  1.94 x 10~° Failed
QPLayer (ProxQpy  Forward [ms] 0.14 1.23 66.73 657.88 71724.25 869532.53 -
ayer (Fro Backward [ms] 0.14 0.37 10.85 91.72 7594.93 77831.58 -
Total [ms] 0.29 1.61 7756 751.14 79314.49 946174.68 -
Accuracy 204% 1077 564x107°  9.66x 101  3.04x 1073 176 x 102  4.02x 10~2 Failed
Forward [ms] 0.11 0.40 3.88 14.45 22627 712.20 -
BPQP (OSQP) Backward [ms] 021 0.34 1.90 7.10 132.73 692.37 -
Total [ms] 0.32 0.75 5.81 21.68 358.78 1407.05 -
Accuracy 1.31x 107 947x107°  1.31x 1073 279 x 1073 Failed Failed Failed
. . Forward [ms] 1.30 10.51 131.60 537.26 - - -
CVXPYLayers (SCS) g kward [ms] 0.66 292 23.83 123.25 - - -
Total [ms] 1.97 13.42 156.57 662.60 - - -
Accuracy 6.19 x 1077 Failed Failed Failed Failed Failed Failed
" Forward [ms] 14.35 - - - - - -
SCQPTH (0SQP*) Backward [ms] 0.40 - - - - - -
Total [ms] 14.75 - - - — - _
Table 6: Time and accuracy performance statistics for projection onto chains.
Solver Metric Problem Size
200 500 1000 2000 4000 10000 100000
Accuracy 273x 1077 2.02x107%  3.79x107%  9.16x107% 264 x107° 4.29x107° 2.81x10°4
4QP (Gurobi) Forward [ms] 5.66 12.04 24.41 44.79 82.57 209.79 2263.54
Backward [ms] 0.49 0.98 1.74 3.18 5.81 14.69 172.80
Total [ms] 6.15 12.99 26.19 47.94 88.35 224.89 243264
Accuracy 6.97x10°% 1.75x1077 922x10°% 243x10°7 260x10°7 1.98x10°7 Failed
OptNet (qpth) Forward [ms] 23.37 156.49 845.24 5124.87 32528.54 536702.00 -
ptivet (qp Backward [ms] 1.98 13.06 61.41 365.02 2266.20 35438.33 -
Total [ms] 25.38 169.64 907.25 5491.56 34799.98 571710.06 -
Accuracy 846 x 107  878x107° 1.82x 1074 297x 1074 6.95x 1074 1.03x 103 Failed
QPLayer (ProxQpy  Forward [ms] 6.60 69.90 505.05 3484.47 26921.57 414295.22 -
Y Backward [ms] 1.44 12.10 72.13 512.95 3833.25 57219.68 -
Total [ms] 8.04 81.93 577.11 3996.92 30748.67 471649.91 -
Accuracy 1.67x107°  283x10™° 476x10™> 6.64x 10~ 7.80x 10~ 121 x 104 Failed
. Forward [ms] 10.02 39.49 236.61 1617.88 8258.89 65507.05 -
SCQPTH (OSQPY) B kward [ms] 3.17 28.46 170.88 1126.46 8374.37 120385.97 -
Total [ms] 13.20 67.55 407.13 2755.28 16628.15 195462.18 -
Accuracy 1.69 x 1071 218 x 107! 2,97 x 107* Failed Failed Failed Failed
- Forward [ms] 94.70 510.04 1644.47 - - - -
CVXPYLayers (SCS) - ckward [ms] 3627 167.21 404.12 - - - -
Total [ms] 129.26 683.34 2048.34 - - - -

E.1.2 Projection onto chain

For projection onto chains with links of length bounded by 1 in co-norm, as formulated in P,
equation (9), the input point cloud 1, ..., z,, € R? is set with z; ~ N(0,1001,), where the number
of points is m = 100. By varying the dimension of the vector, d, we generated a 300 problem dataset
with dimensions n € {200,500,1000,2000,4000,10000,100000}. For n < 4000, each dimension
contains 50 problems; for n > 4000 each dimension contains 25 problems. Gurobi is chosen as
dQP’s forward solver. Figure 8] and Table [ demonstrate the solvers have performance similar to the
projection onto the probability simplex shown in Figure[] in terms of efficiency. Additionally, dQP
successfully solves large-scale problems that other solvers fail to solve.

E.1.3 Random sparse/dense problems

We generated two datasets of random QPs: sparse and dense.

For the random sparse dataset, P = LT L, where L is the standard Laplacian matrix of k-nearest
graph (k = 3). Entries of C and A are filled by N(0, 1) random numbers with density of 5 x 10~%;
entirely zero rows are avoided. The vectors d and b are generated so that the constraints are feasible
d = C1+ 1 and b = Al. The dataset contains 625 problems with dimensions spanning n €
{100, 220, 450, 1000, 2100, 4600, 10000}, where m = n and p = n/2. For n < 4600, each
dimension contains 100 problems; for n > 4600 each dimension contains 25 problems. The KKT
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Figure 8: Time and accuracy performance for projection onto chains.

systems in these problems tend to be ill-conditioned. We use Gurobi as dQP’s forward solver and
employ a least-squares solver for the backward. In our experiments, shown in Table[7] OptNet and
CVXPYLayers fail on all problems and SCQPTH is substantially slower, failing for n > 4600. dQP
demonstrates superior accuracy and efficiency over QPLayer.

For the random dense dataset, P = Q7Q + 107*I, where Q € R™*" with Q;; ~ U(0,1),
C € R™" with C;; ~ U(0,1), , and A € RP*" with A;; ~ U(0,1). The constraint vectors
are chosen in the same way as the sparse case. The dataset contains 450 problems with dimensions
spanning n € {10, 20, 50, 100, 220, 450, 1000, 2100, 4600}, m = n, and p = n/2. Each
dimension contains 50 problems. We use DAQP and ProxQP as dQP’s forward solvers. In the regime
of these dense problems, qpth and ProxQP—the forward solvers used by OptNet and QPLayer,
respectively—are highly competitive with other available solvers, both free and commercial. As such,
we do not expect dQP to yield substantial gains. Indeed, Table[8|shows that our method is comparable
to OptNet and QPLayer in both runtime and accuracy. For smaller dimensions (n < 1000), DAQP
offers higher accuracy, while for larger problems, ProxQP proves more efficient.

Table 7: Time and accuracy performance statistics on random sparse problems.

A Problem Size
Solver Metric
100 220 450 1000 2100 4600 10000
Accuracy 446 x1078 923x10°% 1.34x10"7 6.89x10°7 1.34x10°® 3.16x 106 3.43x 1076
dQP (Gurobi) Forward [ms] 2.57 3.44 5.53 11.07 60.68 2446.70 143209.89
urod! Backward [ms] 1.79 2.86 4.73 9.70 24.03 309.10 9364.61
Total [ms] 4.37 6.33 10.28 20.72 90.01 2760.07 151471.27
OptNet (qpth) Failed Failed Failed Failed Failed Failed Failed
Accuracy 6.46 x 1076 1.25x 107> 1.69x 1075 3.04x107° 6.12x107° 177 x 1073 7.82x 107
QPLayer (ProxQP) Forward [ms] 1.04 5.47 31.11 235.00 2268.24 23597.22 199009.91
Y Backward [ms] 0.30 1.17 7.46 51.00 393.68 3538.53 38466.29
Total [ms] 1.34 6.63 38.56 285.99 2658.82 27133.19 240084.62
Accuracy 221 %1077 3.96x1077 1.64x 1076 285x10°° 1.32x 107! Failed Failed
" Forward [ms] 4.43 8.36 27.64 4153.39 79627.33 - -
SCQPTH (OSQPY) g, ckward [ms] 137 192 25.99 177.81 1588.04
Total [ms] 5.82 13.38 53.84 4331.38 81211.59 - -
CVXPYLayers (SCS) Failed Failed Failed Failed Failed Failed Failed

E.2 Bi-Level Geometry Optimization

The geometry experiments were run on an Intel(R) Core(TM) i7-8850H CPU @ 2.60GHz with 6
cores.

We include a supplementary example in Figure[9]which illustrates the boundary conditions (inequality
constraints in (T0)) of [68] using blue arrows (corresponding to applying the Laplacian to the output
vertices) and cones at points where the shape is locally non-convex. If the arrows fall outside the
cones as shown in (b), then the map is non-invertible; if instead they lie strictly inside the cones then
the map is invertible as shown in (c). The process is also flexible: by adding a regularizing term
Al % - % ||loo that measures the distance to the combinatorial Laplacian M, shown in (d),
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Table 8: Time and accuracy performance statistics on random dense problems.

Problem Size

Solver Metric
20 100 450 1000 2100 4600
Accuracy 159 x 10711 1.20x1078% 235x107% 4.08x107° 526 x 10~* Failed
dQP (dagp) Forward [ms] 0.20 1.31 131.35 1115.62 10065.77 -
ap Backward [ms] 0.14 0.48 11.22 56.90 313.90 -
Total [ms] 0.34 1.81 144.91 1174.47 10379.68 -
Accuracy 471x 1076 6.42x107° 9.11x10™* 726x107% 4.13x 1074 4.25x 1074
4QP (proxqp) Forward [ms] 0.29 2.54 61.12 379.74 2553.82 26408.12
proxqp Backward [ms] 0.17 1.85 13.53 70.25 385.04 3369.77
Total [ms] 0.46 432 73.68 455.22 2935.93 29771.33
Accuracy 6.89x107%  251x107% 3.80x107% 351x1077 2.80x10"¢ 3.34x10°°
OptNet (qpth) Forward [ms] 2.99 7.09 78.56 463.04 3176.59 29387.34
ptvet (ap! Backward [ms] 0.23 0.45 5.55 29.30 185.80 1540.07
Total [ms] 322 7.56 84.20 491.57 3362.25 30931.00
Accuracy 3.08x 10  6.88x10°° 3.98x10° 131x107% 1.35x107° 1.48x 1074
QPLayer (ProxQpy  Forward [ms] 0.14 0.99 43.11 407.77 3973.89 4374091
ayer (Frox Backward [ms] 0.15 0.34 9.67 74.24 601.25 5781.58
Total [ms] 0.29 135 52.99 482.17 4575.13 49558.44
Accuracy 348 x 107°  4.62x107%  432x107° 6.54x107° 1.83x107* 2.26 x 1073
. Forward [ms] 10.01 26.72 120.12 664.74 6802.36 384565.40
SCQPTH (OSQPY) B kward [ms] 047 1.28 26.80 184.22 1733.72 15203.05
Total [ms] 10.50 27.90 147.25 850.37 8550.04 399699.87
Accuracy 5.40 x 1074 Failed Failed Failed Failed Failed
Forward [ms] 3.15 - - - - -
CVXPYLayers (SCS) Backward [ms] 1.08 B B B B B
Total [ms] 4.22 - - — - -

we can enhance map quality in the sense that the triangles change their shape less with respect to the
input mesh (a).

The upper-level loss for the bi-level cross experiment is shown in Figure[T0fa) where the unregularized
loss is driven to the desired tolerance, accompanied by sudden changes in the active set as the dual
variables are driven to zero. We terminate the optimization at convergence, once all constraints are
inactive to guarantee an injective map. For the regularized optimization (Figure [I0[b)), we choose
the regularization hyperparameter to be A = 10 after sample testing. Despite the regularization, the
dual loss can still be driven to 0 to reach an injective map.

To optimize over Laplacians M, we directly parameterize the space of Laplacians; we impose that the
diagonals are the absolute row sums during optimization and that the off-diagonals are negative. We
also constrain M to have the same sparsity pattern as the combinatorial Laplacian. Lastly, since the
Laplacian M is the quadratic term in [I]the resulting QP is not strictly convex because the Laplacian
does not have strictly positive eigenvalues. To address this, we perturb M/ by a small scaling of the
identity 10741.

Throughout the geometry experiments, we use the same solution tolerance €,,s = 1075 and active
tolerance € ; = 10~* with the forward solver PIQP as determined by our tool for choosing the best
solver described in Appendix [D] For the upper-level optimization, we use the Adam optimizer with
learning rate 10~2 [67]]. We initialize the bi-level optimization with M.

We report only forward (QP) time for OptNet, QPLayer and SCQPTH in Figure[5(b) because OptNet
and SCQPTH do not output, nor differentiate the duals, and while QPLayer does, it suffers poor
scaling from dense operations. The backward timing that we report for dQP excludes any contribution
coming from the set-up of the parameterized Laplacian and directly report the time to solve the
reduced KKT and extract the gradients with respect to M.

(2)

Figure 9: Computing an invertible map into a non-convex plus sign. A naive mapping from (a) the
square into (b) the plus without cone constraints has inversions (red). Including cone constraints
(blue) and performing the bi-level optimization leads to (c) an invertible map which can be regularized
to (d) an enhanced quality map.
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Figure 10: The evolution of the loss for the mappings of the square into the cross. Iterations for which
the active set changes are denoted with vertical red lines. (a) Without regularization, the loss is driven

monotonically to the tolerance. (b) With a competing regularizing loss term (dashed), convergence to
the tolerance is slowed but not prevented.

The cross (Figure E[) and ant (Figure Eka)) meshes and boundary constraints are obtained from the
datasets in [41]]. We create the synthetic mesh refinement example in Figure [5[b) by perturbing the
corner of a square mesh.
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Justification: See Section 4]
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much the results can be expected to generalize to other settings.
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are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We discuss limitations of our work in Section [3
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The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
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* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
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judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
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Answer: [Yes]
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Justification: The proof of our primary theoretical result, Theorem [3.1] is provided in
Appendix [B]
Guidelines:

» The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

» Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: Algorithm and implementation details are provided in Section [3]and exper-
imental details are given in Appendix [E}] Our open-source implementation will be pub-
licly released. An anonymized version is available for review at: https://github.com/
dQP-anon/dQP.

Guidelines:

» The answer NA means that the paper does not include experiments.

« If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: As note in Sections [I] and [3] our complete open-source implementation
will be publicly released. An anonymized version is available for review at: https:
//github.com/dQP-anon/dQP.
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* The answer NA means that paper does not include experiments requiring code.

¢ Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
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* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.
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to access the raw data, preprocessed data, intermediate data, and generated data, etc.
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* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).
* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: Experimental details are provided in Section ] and Appendix [E] Our open-
source implementation reproduces the experiments described in the manuscript.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]
Justification: Illustrations of deviations in aggregated experimental results are included in
Figures|[T} 5] and
Guidelines:
* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: Implementation details are provided in Appendix D]
Guidelines:

* The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]
Justification: This paper conforms with the NeurIPS Code of Ethics.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: As a methodological paper, our work has no direct societal impact. Down-
stream effects depend on how the method is applied in specific domains.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.
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* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: [NA|
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: All related work is cited and acknowledged.
Guidelines:
e The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.
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* If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: Our open-source implementation will be publicly released. An anonymized
version is available for review at: https://github.com/dQP-anon/dQP.

Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: [NA|
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: [NA]
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
16. Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: [NA|
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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