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Abstract
Recent advances in large language models (LLMs) have shown remarkable success
in code generation across general-purpose programming languages. However, the
translation of natural language to SQL in real-world enterprise settings remains a
challenge. While state-of-the-art models achieve over 80% execution accuracy on
academic datasets like Spider and BIRD, their performance drops dramatically in
the face of large, heterogeneous enterprise schemas. This gap stems not from SQL’s
syntactic complexity but from the implicit business knowledge and schema-level
irregularity embedded in real enterprise databases. In this work, we present MAIA,
a Management Abstraction and Intelligence Algorithm that transforms fragmented
enterprise data models into semantically enriched logical representations. These
logical data models (LDMs) represented in a knowledge graph guide LLM reason-
ing through schema abstraction, synonym resolution, and business logic alignment.
Our method reframes Text-to-SQL as a knowledge representation problem and
introduces a sequential agent-based framework that orchestrates aspects like object
and variable selection, condition inference, and query assembly. We evaluate our
approach on several real-world benchmarks reflecting salient use cases across in-
dustries. Our framework significantly outperforms standard prompting baselines on
models like LLaMA-3-70B-Instruct and GPT-o3, especially on queries involving
joins, nested logic, and ambiguous semantics. This work highlights the importance
of schema intelligence and suggests that the most impactful innovations in industry
Text-to-SQL systems may lie not in code synthesis, but in making the underlying
structured data representation more logical and explainable.

1 Introduction: Motivation & Contributions
Large Language Models (LLMs) have achieved remarkable success in code generation, with models
like Codex, AlphaCode, and PaLM-Coder reporting over 70% success rates in translating natural
language to functional code [Ghahramani, 2023] [Chen et al., 2021] [Li et al., 2022]. SQL presents
a particularly compelling target for LLM augmentation since it’s used by 51% of professional
developers yet only 35.3% have received formal training [Stack Overflow Developer Survey Team,
2024] [Stack Overflow, 2022]. Indeed, over the past few decades the field of “Text-to-SQL" has
surged with dozens of publications detailing a variety of LLM-driven methodologies. Much of this
research paints an optimistic picture with SOTA systems surpassing 80% execution accuracy on
common benchmarks.

Despite these promising statistics, recent research reveals a stark reality gap. In late 2024, Spider 2.0
showed that the very SOTA models scoring 80%+ on academic benchmarks plunge below 10% when
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evaluated on real enterprise data Lei et al. [2025]. This gap indicates that success on well-structured,
academic datasets does not transfer to frenetic enterprise schemas, where the core challenge lies less
in SQL syntax and more in schema-level irregularity: hundreds of tables & columns, inconsistent
naming, sparse documentation, missing foreign keys, unnormalized lists, implicit joins that demand
domain knowledge, and ambiguous natural-language (NL) queries. Benchmarks must explicitly
model these nuances for Text-to-SQL to be useful in real deployments.

This paper addresses the enterprise gap by reframing Text-to-SQL as a knowledge representation
problem rather than pure syntax parsing, with the central insight that LLM failures stem from lacking
access to the implicit business knowledge buried in enterprise schemas. We propose MAIA, a
Management Abstraction and Intelligence Algorithm that converts fragmented schemas into logically
consistent, semantically rich representations formalized as a graph. This abstraction layer is, we
argue, essential to LLM-based Text-to-SQL reasoning. More formally, in this work we contribute a
real-world benchmark paired with ∼60 NL questions that reflect ambiguities expected in ordinary
business queries. We provide a schema-to-knowledge graph pipeline that structures the source
schema into a unified semantic reasoning layer via entity abstraction, synonym resolution, and
relationship inference. Further, we introduce an agent-based query generation framework that
orchestrates modular agents for intent parsing, schema linking, and SQL assembly to improve
compositional accuracy over vanilla prompting. Injecting this contextualized schema view into
prompts yields significant accuracy gains on real queries.

2 Related Work and Background
2.1 Non-Enterprise Approaches & Benchmarks
Modern LLM-enabled Text-to-SQL methods can be broadly categorized into four primary areas:
prompt-based in-context learning (e.g. DIN-SQL), fine-tuning (e.g. CodeS), agentic refinement (e.g.
CHESS), and metadata-enriched modeling (e.g. Knowledge-to-SQL) Pourreza and Rafiei [2023],
Li et al. [2024], Talaei et al. [2024], Hong et al. [2024]. Though these approaches typically quote
accuracies of over 60%, most are evaluated on small, well-organized datasets with little real-world
complexity. Spider, for instance, a well-known benchmark leader averages 5.1 tables and 27.6
columns, with manual FKs and transparent names. Other commonly used datasets like BIRD and
WikiSQL are similarly designed to minimize imperfections, yielding an overly optimistic picture of
real-world performance Yu et al. [2018], Zhong et al. [2017], Li et al. [2023a].

Figure 1: An example of a natural language–SQL pair from the Spider dataset

Questions in existing benchmarks are carefully constructed to eliminate ambiguity. Spider for instance
explicitly avoids questions that are “vague or too ambiguous" Yu et al. [2018]. Questions like that in
Figure 1 create artificial lexical overlap directly mapping to SQL syntax.

2.2 Enterprise-Oriented Approaches & Benchmarks
Enterprise-focused Text-to-SQL research remains extremely limited, with the groundbreaking Spider
2.0 benchmark published only in November 2024 Lei et al. [2025]. Notable approaches like Re-
FoRCE20’s retrieval-augmented reasoning system Deng et al. [2025] and Sequeda et al.’s knowledge
graph-augmented methods that achieve significant accuracy improvements on enterprise questions
Sequeda et al. [2023] validate that semantic enrichment is essential for enterprise success. However,
even these advances have limitations, as many enterprise benchmarks on which these methods are
tested still prioritize evaluation consistency over the messiness characteristic of real-world deploy-
ments. Though Spider 2.0’s benchmark advances enterprise realism with 632 workflow tasks from
various companies, Lei et al. [2025] its “lite” variants like Spider-snow still employ semantically
transparent naming conventions such as the IMDB_MOVIES database with intuitively named tables
like MOVIES and columns like avg_rating.

Like non-enterprise benchmarks, the NL questions in the Spider 2.0 dataset maintain close alignment
with SQL. Although their goal of “removing ambiguity in the expected results and ensuring that all
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SQL conditions are clearly mentioned" enables consistent evaluation, it creates an artificial clarity
that may not reflect enterprise reality Lei et al. [2025].

Despite methodological progress and sophisticated benchmarks, current Text-to-SQL research (both
academic and enterprise) inadequately prepares systems for real-world environments where produc-
tion databases are replete with ambiguity and inconsistency.

3 Dataset
The benchmark we present simulates a real analytic use-case that requires reasoning across disparate
data sources. The use-case methodology directly emulates how business analysts would need to “chat
with data” that likely spans multiple sources. This Ticket Management use-case is derived from
a technology firm managing software development tickets across three system transitions: Excel,
Jira, and a homegrown workflow application. The dataset contains three tables with no foreign keys,
inconsistent priority encodings across systems, and ambiguous field interpretations. Accompanied
by approximately 60 NL questions authored with non-obvious schema alignment, navigating the
dataset entails question disambiguation, relationship inference, and list normalization across sources.
Questions are classified by schema reasoning complexity: Level 0 (single-table lookups), Level
1 (single-table with filtering/grouping/list normalization), Level 2 (multi-table joins), and Level 3
(exploratory questions with multiple plausible interpretations). To protect proprietary data while
preserving schema complexity, all identifiable information was anonymized with manually renamed
tables and columns, and synthetic data values generated with an LLM using original distributions and
formats.

4 Methodology
We introduce MAIA (Management Abstraction and Intelligence Algorithm), an LLM-enabled
data transformation methodology that converts messy multi-source data into semantically aligned
representations and substantially improves SQL generation performance in enterprise environments.
Our system consists of a multi-agent data orchestration framework that turns an incoming Source
Data Model (SDM) which is the original source schema into a Logical Data Model (LDM) which is
an abstracted representation of the SDM in a semantic Knowledge Graph (KG).

The LDM is derived via a transformation layer built on VULQAN.ai’s proprietary Canonical Data
Model (CDM), a curated ontology of core business entities and variables across industries. This
CDM acts as a semantic template for methodically creating LDMs out of SDMs. In the following,
we show for the Ticket Management use case how the LDM is created and utilized to enhance SQL
generation.

4.1 From Source Data Model to Logical Data Model
In Ticket Management, the LDM aligns objects across Jira, Excel, and a homegrown system
and maps variables from each source to logical entities: Core entities: Employee, Ticket,
Environment, Project, Release; Keys: Composite keys per object plus a proprietary pri-
mary key; synthetic foreign keys generated where missing; Naming normalization: e.g., SRC
→ Source, Rls→ Release; align semantically equivalent fields across sources (e.g., Status = Dev
Status, Date Opened = Created); List harmonization: Ticket statuses from multiple sources
(e.g., Jira: Open/Reopened, In Progress, Done, Closed; Excel: Initiated, Submitted,
Completed, Closed, Merged, Withdrawn; etc.) are normalized to a canonical list; Relation-
ship roles: Infer from variable names (e.g., Employee can have the role of a Project Lead in the
relationship to the Ticket table); Reshuffle: Move relevant variables into their objects with required
PK/FK scaffolding.

4.2 Schema-Enriched Knowledge Graph Representation
The LDM is represented Neo4j graph instance where core entities are nodes, relationships are directed
with domain roles. Node properties include relevant attributes and metadata. The graph provides
LLM agents a structured traversal space for accurate schema linking.

4.3 Agent Architecture, Orchestration, and Reasoning
MAIA agents first clarify intent and ground the query in the LDM. Then they proceed by mapping
phrases to objects in the KG, then selecting variables, deriving appropriate filters and ultimately
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assembling the SQL using joins implied by the LDM. The SQL is then repaired using DB messages
to produce a final dialect-correct, schema-aligned query.

5 Experiments

Experiment1 benchmarks GPTo3-mini, LLaMA3-70B-Instruct, and Phi-4-14B zero-shot; Experi-
ment 2 repeats with only open models for governance. Baselines use minimal prompts over the
SDM, and evaluation adopts an LLM-as-a-Judge semantic rubric with deterministic settings and
normalization to mitigate execution-accuracy pitfalls (spurious matches, underspecified queries),
grading outputs as Pass/OK/Fail.

6 Results & Discussion

As expected, baseline results using vanilla prompts were poor across all tested models, averaging
barely above 10% accuracy on the Ticket Management use case with performance dropping to as low
as 0% for Level 2-3 questions requiring joins or exploratory analysis. This performance on real-world
data is notably worse than Spider 2.0’s baseline of 23.4% and far below BIRD’s 54% accuracy rates
Lei et al. [2025] Li et al. [2023b]. Our results likely overestimate true enterprise performance since
production databases involve datasets orders of magnitude larger and more complex than our Ticket
Management case study.

LLM Use Case Level 0 Level 1 Level 2 Level 3 Overall

Phi-4-14B Ticket Management 83% 38% 0% 0% 14%

LLaMA-3-70B Ticket Management 83% 0% 7% 0% 12%

GPTo3-mini Ticket Management 100% 13% 7% 0% 15%

Table 1: LLM Accuracy by Difficulty Level (Baseline)

LLM Use Case Level 0 Level 1 Level 2 Level 3 Overall

Phi-4-14B Ticket Management 86% 71% 75% 53% 69%

LLaMA-3-70B Ticket Management 100% 100% 86% 47% 78%

Table 2: LLM Accuracy by Difficulty Level (MAIA)

Our experimental evaluation demonstrates that the MAIA framework substantially outperforms Text-
to-SQL baselines, with LLaMA-3-70B achieving 78% accuracy on the Ticket Management use case
compared to baseline performance. Qualitative analysis reveals that MAIA produces sophisticated
queries with advanced SQL constructions including CTEs, complex CASE statements, and intelligent
normalization, demonstrating methodical navigation through semantically opaque schemas using our
abstraction layer.

7 Conclusion and Future Work

This study demonstrates the significant potential for LLM-enabled data transformation in addressing
complex enterprise Text-to-SQL challenges through MAIA’s semantic abstraction layer. MAIA
provides not only functional accuracy but also interpretable, explainable query construction that
both technical data scientists and non-technical business analysts can understand and validate. This
transparency represents a crucial advantage for enterprise deployment, where analysis must often
be audited, modified, or explained to stakeholders with varying technical backgrounds. Ultimately
through this research we establish foundational components for more intelligent data orchestration,
Text-to-SQL translation and user dialog with enterprise data across industries and use-cases.
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