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ABSTRACT

LLMs are often trained with RL from human or AI feedback, yet such methods
typically compress nuanced feedback into scalar rewards, discarding much of their
richness and inducing scale imbalance. We propose treating verbal feedback as a
conditioning signal. Inspired by language priors in text-to-image generation, which
enable novel outputs from unseen prompts, we introduce the feedback-conditional
policy (FCP). FCP learns directly from response-feedback pairs, approximating
the feedback-conditional posterior through maximum likelihood training on offline
data. We further develop an online bootstrapping stage where the policy generates
under positive conditions and receives fresh feedback to refine itself. This reframes
feedback-driven learning as conditional generation rather than reward optimization,
offering a more expressive way for LLMs to directly learn from verbal feedback.

1 INTRODUCTION

“That all of what we mean by goals and purposes can be well thought of as
maximization of the expected value of the cumulative sum of a received scalar
signal (reward).” — Reward Hypothesis by Richard Sutton

The reward hypothesis in reinforcement learning (RL) was proposed over two decades ago (Sutton,
2004), when feedback from the environment had to be reduced to scalar rewards for RL algorithms
to operate. This view shaped much of the field’s progress and remains the prevailing standard in
applying RL to alignment and reasoning for large language models (LLMs) (Ziegler et al., 2019; Bai
et al., 2022; Rafailov et al., 2023; Guo et al., 2025).

Yet in practice, the feedback encountered in RL for LLMs, especially in non-verifiable settings, is most
often verbalized, such as “Good start, but the code can be more efficient”.
Such feedback may come from human users (Stephan et al., 2024), generative reward models (Zhang
et al., 2024; Mahan et al., 2024), or tool outputs in agentic scenarios (Wang et al., 2025b; Jin et al.,
2025). Reducing the verbal feedback into scalar rewards introduces several limitations:

I. Information loss. Scalar rewards capture far less information than verbal feedback/critiques and
are often uninterpretable. For example, the critiques “The response is redundant
but correct” and “The response is compact but has many typos” may
both collapse to a reward of 0.8, despite describing very different response patterns. Further-
more, the verbalized thoughts produced by (generative) reward models are typically discarded
as intermediate outputs, with only the final scalar retained for RL training.

II. Ambiguity. Verbal feedback, especially from human users, is often mixed (containing both
pros and cons), emotional, or uncertain, such as “I’m so happy” or “I’m not sure,
maybe try again?”. Such feedback is far more common than purely positive or negative
signals and carries diverse cues for learning and for understanding user interaction styles.
Mapping these forms of feedback to scalars could be unclear or arbitrary.

III. Imbalanced reward scales across tasks. In multi-task training (e.g., math, code, science,
games), it is difficult to maintain a consistent reward scale. Positive feedback on a simple math
problem is far easier to obtain than on a challenging coding or game-playing task, which induces
imbalanced rewards across domains and biases the learning process.
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def flatten(lst):
 return sum(lst, [])

def flatten(lst):
 result = []
    for item in lst:
        if isinstance(item, list):
            result.extend(flatten(item))
        else:
            result.append(item)
    return result

def flatten(lst):
 return [
        x
        for e in lst
        for x in (
            flatten(e) if isinstance(e, list) else [e]
        )
    ]

is expected by users

<latexit sha1_base64="BfD5lArPiNI5gbToYVTIGfOc610=">AAAEQHicbdPNbtNAEADgbcxPCX8pHLlYREitFEVxQYFeUAUHOBZE2kp1FK3X62Qbr+3urt24i5+Bp+EKEm/BG3BDXLmA44k0NGUlS6NvZn+tCbJYaDMYfN9oOdeu37i5eat9+87de/c7Ww8OdZorxkcsjVN1HFDNY5HwkREm5seZ4lQGMT8K5q+X+aOCKy3S5IMpMz6WdJqISDBqapp0dvwinViv8rWQrp+JifUNXxglreJRVW37LEzNR79Y7Ew63UF/0Az3auCtgi5ZjYPJVuuPH6YslzwxLKZan3iDzIwtVUawmFdtP9c8o2xOp/ykDhMquR7b5k6V+6SW0I1SVX+JcRv9d4alUutSBnWlpGam13NL/G8ukJd2totm6R7sYIJ47VwmejG2IslywxMGx4ry2DWpu3xONxSKMxOXdUCZEvXNXDajijJTP3rbD3lU/5hmaSvLkKr5VHGeVPb9m1eVHfRc7+lezx3uVe2m1i+otX4gLa2qaiUBSIDCQBhKCBKicBCOEoFEKFOQKcoMZIYiQATKKcgpyhxkjhKDxCgSRKIkIAlKCpKiZCAZyhnIGYoCUSgaRKMYEIOSg+QoBUiBcg5yjrIAWaCUICXKBchFLXXLeOsNcjU43O17w/7w3bPu/stV82ySR+Qx2SYeeU72yVtyQEaEkU/kM/lCvjrfnB/OT+cXlLY2VnMekkvD+f0XJlp/qg==</latexit>

o1 ⇠ ⇡ref(·|x)
<latexit sha1_base64="CBc5TCh6V+uhORVTBy66MkTdB24=">AAAEQHicbdPNbtNAEADgbcxPCX8pHLlYREitFEVOQYFeUAUHOBZE2kp1FK3X62Qbr+3urt24i5+Bp+EKEm/BG3BDXLmA44k0NGUlS6NvZn+tCbJYaON53zdazrXrN25u3mrfvnP33v3O1oNDneaK8RFL41QdB1TzWCR8ZISJ+XGmOJVBzI+C+etl/qjgSos0+WDKjI8lnSYiEoyamiadHb9IJ3a38rWQrp+JifUNXxglreJRVW37LEzNR79Y7Ew6Xa/vNcO9GgxWQZesxsFkq/XHD1OWS54YFlOtTwZeZsaWKiNYzKu2n2ueUTanU35ShwmVXI9tc6fKfVJL6Eapqr/EuI3+O8NSqXUpg7pSUjPT67kl/jcXyEs720WzdA92MEG8di4TvRhbkWS54QmDY0V57JrUXT6nGwrFmYnLOqBMifpmLptRRZmpH73thzyqf0yztJVlSNV8qjhPKvv+zavKej138HSv5w73qnZT6xfUWj+QllZVtZIAJEBhIAwlBAlROAhHiUAilCnIFGUGMkMRIALlFOQUZQ4yR4lBYhQJIlESkAQlBUlRMpAM5QzkDEWBKBQNolEMiEHJQXKUAqRAOQc5R1mALFBKkBLlAuSilrplBusNcjU43O0Phv3hu2fd/Zer5tkkj8hjsk0G5DnZJ2/JARkRRj6Rz+QL+ep8c344P51fUNraWM15SC4N5/dfKi9/qw==</latexit>

o2 ⇠ ⇡ref(·|x)

<latexit sha1_base64="CZvV7tqEXV2sqnv6Ad+LzQ8LvjA=">AAAEQnicbdPdbtMwFABgb+FnlL8OLrmJqJCGVlXNQIXdoAku4HIguk2aS+U4TuvVTjLbyZqZPARPwy1IvASvwB3iFgnSnEpmHZYiHX3n+Dc6YSa4Nv3+97V178rVa9c3brRu3rp95257896BTnNF2ZCmIlVHIdFM8IQNDTeCHWWKERkKdhjOXi3yhwVTmqfJe1NmbCTJJOExp8TUNG5v4yL9YLcrrLn0ccbHFpspM6TawjRKzUdczLu4oIuSx+N2p9/rN8O/HATLoIOWY3+8uf4HRynNJUsMFUTr46CfmZElynAqWNXCuWYZoTMyYcd1mBDJ9Mg2t6r8R7VEfpyq+kuM3+i/MyyRWpcyrCslMVO9mlvgf3OhvLCznTdLd2EHE4qVc5n4+cjyJMsNSygcK86Fb1J/8aB+xBWjRpR1QKji9c18OiWKUFM/ewtHLK5/TbO0lWVE1GyiGEsq++71y8r2u37wZLfrD3arVlOLC2ItDqUlVVUtJQQJnVAQ6iQCiZwwEOYkBomdTEAmTqYgUycchDs5ATlxMgOZOREgwokEkU4SkMRJCpI6yUAyJ6cgp04UiHKiQbQTA2Kc5CC5kwKkcHIGcuZkDjJ3UoKUTs5BzmupWyZYbZDLwcFOLxj0Bm+fdvZeLJtnAz1AD9EWCtAztIfeoH00RBR9Qp/RF/TV++b98H56v6B0fW055z66MLzffwHmaH/W</latexit>

o+ ⇠ ⇡✓(·|x, c+)

The code is compact and simple, but 
only handles one-level nesting

The code works for any nesting, but 
is somewhat verbose

The code is compact and simple, and 
works for any nesting

<latexit sha1_base64="FTJ5Bd+BTQLeMMBAQsmuP6f7Y2U=">AAAE1XicbdPNb9MwFABwdyswytcGRy4RE9ImwpRstLADaIIDHAdiH9JSKsdxWq+xk9lO1s74hrjyx3HiT+FG2hdmumEp0tPvvTxbfnJcZEzpIPjVWlpu37h5a+V2587de/cfrK49PFR5KQk9IHmWy+MYK5oxQQ800xk9LiTFPM7oUTx+N8sfVVQqlovPelrQPsdDwVJGsK5psMqjigxMaF9vmGjezRS5YppV1DaZL+aZtf7frKBDvJh9bu1mpBj3ioGJNJ1oyQ0VlbUbEUly/TWqJn5U5bPizcHqerAVzJd3PQibYB01a3+wtrwfJTkpORWaZFipkzAodN9gqRnJqO1EpaIFJmM8pCd1KDCnqm/mZ7Xe01oSL81l/QntzfXfPwzmSk15XFdyrEfqam6G/83FfGFnM5m39mEHHWdXzqXTV33DRFFqKggcKy0zT+febCRewiQlOpvWASayvnzikRGWmOh6cJ0ooWk9XLh+Pk2wHA8lpcKaT+/fWhP4Xriz63u9XdtZrL0cJBR266Jwu+t7O127WHg5UygMd7d9r24bNA2jChsTxdxga20jMUjshIAQJwlI4oSCUCcpSOpkCDJ0MgIZOWEgzMkpyKmTMcjYSQaSOeEg3IkAEU5ykNxJAVI4OQM5cyJBpBMFopxoEO2kBCmdVCCVk3OQcycTkImTKcjUyQXIRS31GwyvvrjrweH2Vtjb6n18sb73pnmNK+gxeoI2UIheoj30Ae2jA0TQT/S7tdRabh+1bftb+zuULrWafx6hhdX+8Qf8jrMU</latexit>

c1 = (c+
1 , c�1 ) ⇠ penv(·|x, o1)

<latexit sha1_base64="VV6Wyt+Q2RA7R9yTaD7L/JIQgIM=">AAAE1XicbdPNb9MwFABwdyswylcHRy4RE9ImwpR0bLADaIIDHAdiH9JSKsdxWq+xk9lO1s74hrjyx3HiT+FG2hdmumEp0tPvvTxbfnJcZEzpIPjVWlpu37h5a+V2587de/cfdFcfHqq8lIQekDzL5XGMFc2YoAea6YweF5JiHmf0KB6/m+WPKioVy8VnPS1on+OhYCkjWNc06PKoIgPTs6/XTTTvZopcMc0qapvMF/PMWv9vVtAhXsw+t3YjUox7xcBEmk605IaKytr1iCS5/hpVEz+q8lnxxqC7FmwG8+VdD8ImWEPN2h+sLu9HSU5KToUmGVbqJAwK3TdYakYyajtRqWiByRgP6UkdCsyp6pv5Wa33tJbES3NZf0J7c/33D4O5UlMe15Uc65G6mpvhf3MxX9jZTOatfdhBx9mVc+n0Vd8wUZSaCgLHSsvM07k3G4mXMEmJzqZ1gImsL594ZIQlJroeXCdKaFoPF66fTxMsx0NJqbDm0/u31gS+F27t+t7Oru0s1l4OEgq366Kwt+17W9t2sfByplAY7vZ8r24bNA2jChsTxdxga20jMUjshIAQJwlI4oSCUCcpSOpkCDJ0MgIZOWEgzMkpyKmTMcjYSQaSOeEg3IkAEU5ykNxJAVI4OQM5cyJBpBMFopxoEO2kBCmdVCCVk3OQcycTkImTKcjUyQXIRS31GwyvvrjrwWFvM9zZ3Pn4Ym3vTfMaV9Bj9AStoxC9RHvoA9pHB4ign+h3a6m13D5q2/a39ncoXWo1/zxCC6v94w8NjrMY</latexit>

c2 = (c+
2 , c�2 ) ⇠ penv(·|x, o2)

<latexit sha1_base64="6jXCWLTGuUMbA5MUugYwv+kLeWg=">AAAErXicbdPdbtMwFABgbyswys86uOQmokIaohpJRwu9AE0gBJcF0W3S0lWO46Re8zfbydpZfiKehkvgZXB7Krx2s2Tp6DvHx5YtB0XChHTd3xubW7U7d+9t368/ePjo8U5j98mRyEtO6IDkSc5PAixowjI6kEwm9KTgFKdBQo+Dyad5/riiXLA8+yFnBR2mOM5YxAiWhkaNz35FztQr/X5P+YtuqsgFk6yi2mRGytPzrG7dnm1D9uWo0XT33cVwbgbeMmii5eiPdrf6fpiTMqWZJAkW4tRzCzlUmEtGEqrrfilogckEx/TUhBlOqRiqxRm088JI6EQ5NzOTzkKvr1A4FWKWBqYyxXIs1nNzvDUXpCs7q+midQt2kEGydi4ZvRsqlhWlpBmBY0Vl4sjcmV+1EzJOiUxmJsCEm2sjDhljjok0D1L3QxqZR4NrTWch5pOYU5pp9f3LR63cluMd9FpOt6frq7X/nwAKO6bIa3dazkFHrxZmNMbXCr1eu+WYtu6yoV9hpfwgVVhrvZQAJLBCQIiVECS0QkGolQgkshKDxFbGIGMrDIRZOQc5tzIBmVhJQBIrKUhqJQPJrOQguZUCpLByAXJhhYNwKwJEWJEg0koJUlqpQCorlyCXVqYgUyszkJmVK5ArI+YPeus/7mZw1N73uvvdb2+ahx+Wv3EbPUPP0R7y0Ft0iL6iPhoggn6iX+gP+lt7XRvU/NoZlG5uLNc8RSujFv8DL8Sjuw==</latexit>

c+ = (c+
1 , c+

2 )

Training phase: Collecting (offline) responses from        and feedback from   <latexit sha1_base64="zZjnm4lWK+8JTasCnuDTtKqFCjk=">AAAEenicbdNNb9MwGAdwby0wyls3jlyiVUggqinp1kIvaIIDHAui26SlqhzHSb3GSWY7XTPLX4UrfCW+CwfSPpG8dliK9Ojnfx47jhzkCZPKdf/s7DaaDx4+2nvcevL02fMX7f2DM5kVgtAxyZJMXARY0oSldKyYSuhFLijmQULPg/nn1fz5ggrJsvSHKnM64ThOWcQIVhVN2wd+zqbaV3SpBNeCRsZM2x33yF0P537h1UUH1WM03W+M/DAjBaepIgmW8tJzczXRWChGEmpafiFpjskcx/SyKlPMqZzo9eaN87qS0IkyUT2pctZ69w2NuZQlD6okx2omt+dW+N+5gG+srJfr1l1YQQXJ1r5U9GGiWZoXiqYEthUViaMyZ3VuTsgEJSopqwITwaovc8gMC0xUdbotP6RR9QfWrTUvQyzmsaA0Nfr7l09Gu13HOx52ncHQtDazeSarXgtaB/tVyOv1u85x32wGUxrjO0Fv2Os6VVu3bugvsNZ+wDU2xtQSgARWCAixEoKEVigItRKBRFZikNjKDGRmhYEwK1cgV1bmIHMrCUhihYNwKylIaiUDyazkILmVa5BrKwJEWJEg0ooCUVYKkMLKAmRh5QbkxsoSZGmlBCmt3ILcmvUd9LZv3P3irHfkDY4G3046px/r27iHXqFD9AZ56D06RV/RCI0RQUv0E/1Cvxt/m4fNt813EN3dqd95iTZG8+QfG+GO1A==</latexit>⇡ref
<latexit sha1_base64="lVjrU6ec9d7zIkTllWqE3z9q8/Y=">AAAEeHicbdNNb9MwGAdwby0wyss6OHKxqBAgVVXS0UIvaIIDHAui26SlqhzHabPGTmY7WTMr34QrfCe+CifSPpG8dliK9Ojnvx87luyncaS04/zZ2280791/cPCw9ejxk6eH7aNnpyrJJGUTmsSJPPeJYnEk2ERHOmbnqWSE+zE785ef1/NnOZMqSsQPXaRsyslcRGFEia5o1m6nM+NpttKSGybyspy1O07P2Qx8t3DrooPqMZ4dNcZekNCMM6FpTJS6cJ1UTw2ROqIxK1teplhK6JLM2UVVCsKZmprN0Uv8qpIAh4msPqHxRm+vMIQrVXC/SnKiF2p3bo3/nfP51s5mtWndhR20H++cS4cfpiYSaaaZoHCsMIuxTvD61nAQSUZ1XFQFoTKq/gzTBZGE6upuW17Awur+N60NLwIil3PJmCjN9y+fSuN0sXs86uLhqGxtZ9NEVb1yVgcHVcjtD7r4eFBuBwWbk1tBd9Tv4qqtUzf0cmKM53NDyrKsxQfxrVAQaiUACawwEGYlBAmtzEHmVhYgCysRSGTlEuTSyhJkaSUGia1wEG5FgAgrCUhiJQVJrVyBXFmRINKKAlFWNIi2koFkVnKQ3Mo1yLWVFcjKSgFSWLkBuSk3b9DdfXF3i9N+zx32ht/edU4+1q/xAL1AL9Eb5KL36AR9RWM0QRTl6Cf6hX43/jZx83XzLUT39+o1z9HWaPb/AdmMjgc=</latexit>penv Test phase: Users generate responses from <latexit sha1_base64="0iH4VP+UsSP/En2G5Y4WD46S2Wg=">AAAEcnicbdNPb9MwFABwby0wyp9tcINLoELiEE1JRwu9oAkOcCyIbpOWqnIcJ/XqOJntdM2ifA2u8LX4HnwA3L5IXjssRXr6+fn5xdILc86U9rw/O7ut9r37D/Yedh49fvJ0/+Dw2anKCknomGQ8k+chVpQzQceaaU7Pc0lxGnJ6Fs4/r/bPFlQqlokfuszpJMWJYDEjWBsKgpxNq0DPqMb19KDrHXnr5dwN/CboomaNpoetURBlpEip0IRjpS58L9eTCkvNCKd1JygUzTGZ44RemFDglKpJtW66dt4YiZw4k+YT2lnr7RMVTpUq09BkpljP1PbeCv+7F6YbN1fLdWkXbtAh3+pLxx8mFRN5oakg0FZccEdnzuq9nIhJSjQvTYCJZObPHDLDEhNtXrUTRDQ2L78uXaVlhOU8kZSKuvr+5VNdea7jHw9dZzCsO5u5eaZMrQVtEvsmye/1Xee4X28mCprgW4n+sOc6pqzXFAwWuKqCMK1wXdeNhCChFQJCrEQgkRUKQq3EILGVBCSxMgOZWWEgzMolyKWVOcjcCgfhVlKQ1IoAEVYykMxKDpJbuQK5siJBpBUFoqxoEG2lACmsLEAWVq5Brq0sQZZWSpDSyg3IjREzg/72xN0NTntH/uBo8O1d9+RjM4176CV6jd4iH71HJ+grGqExIihHP9Ev9Lv1t/2i/ardjO7uTnPmOdpYbfcfLy+LpA==</latexit>⇡✓

Figure 1: Learning from mixed verbal feedback. The instruction x is “Write a Python function
flatten(lst) that returns a flat list of integers”. The reference policy πref may assign low probability to
the ideal response o+, making purely positive response-feedback pairs (o+, c+) rare in the training
data collected from πref and penv. This resembles the setting of text-to-image generation, where the
language prior enables models to combine seen captions (analogous to mixed feedback c1 and c2)
and generate rare images (analogous to purely positive response o+) such as “a banana surfing on the
ocean” (Figure 4). Motivated by this, our model πθ is trained as a feedback-conditional policy (FCP),
and when conditioning on user-defined positive c+, there is πθ(o|x, c+) ∝ πref(o|x) · penv(c

+|x,o).

Scalarization has long been seen as unavoidable, bridging verbal feedback and the numerical signals
required by RL. With the rise of large-scale language pretraining, however, this view is being re-
examined (Yao, 2025). LLMs embody strong commonsense and linguistic priors, suggesting a new
paradigm: treat verbal feedback as a first-class training signal, rather than forcing it into a scalar form.

After all, LLMs already show the ability to implicitly understand verbal feedback. In agentic tasks,
they iteratively adapt by integrating feedback prompts from human users, external critiques, or tool
calls into their context and refining their responses accordingly (Wang et al., 2025b; Novikov et al.,
2025). This indicates that LLMs can process verbal feedback, but only implicitly, through a latent

“mental model” that does not convert understanding into explicit scalar rewards. The key question,
then, is how to distill such feedback into training so that it directly improves model performance,
rather than relying on inefficient multi-turn trial and error at test time.

To this end, we propose to learn a feedback-conditional policy (FCP) πθ(o|x, c) ∝ πref(o|x) ·
penv(c|x,o), where πref(o|x) is a reference policy that generates a response o given an instruction
x, and penv(c|x,o) is the distribution of environment feedback c. Intuitively, the FCP reweighs the
reference policy by how likely each response o would elicit the observed feedback c. Conditioning on
positive feedback c+ gives πθ(o|x, c+) ∝ πref(o|x) · penv(c

+|x,o), which increases the probability
of generating responses that are more likely to receive favorable feedback. In this way, the FCP learns
a posterior distribution that integrates prior knowledge from πref with verbal feedback, allowing it to
handle diverse forms of feedback, including mixed ones, as illustrated in Figure 1.

After training an offline FCP πθ(o|x, c) ∝ πref(o|x) · penv(c|x,o) that conditions on arbitrary feed-
back c, we further improve it through online bootstrapping. Concretely, we conduct online training
by sampling rollouts from the behavior policy πθ(o|x, c+) (goal-conditioned on positive feedback),
and re-annotating them with fresh feedback from penv, thereby iteratively strengthening the policy.

Our pilot experiments show that FCP matches or surpasses strong scalar-based baselines such as
offline RFT (Dong et al., 2023) and online GRPO (Shao et al., 2024), without relying on verifiers,
scalar conversion, or data filtering. This demonstrates a simple and scalable framework that
preserves the richness of verbal feedback while avoiding the scarcity of rule-based verifiers and the
risk of reward hacking. While our current implementation is naive, advanced training techniques
could further improve FCP’s performance.

2 LEARNING DIRECTLY FROM VERBAL FEEDBACK

Traditional RL methods train a policy by up-weighting responses that receive “good” feedback
and down-weighting those that receive “bad” feedback. From a probabilistic view, RL can be
seen as learning a posterior over responses that are expected to receive good feedback (i.e., high
rewards) (Peters & Schaal, 2007; Peng et al., 2019; Rafailov et al., 2023). Distinguishing what counts
as good or bad typically requires carefully designed reward functions or detailed rubrics to produce
scalar signals, leading to the limitations discussed in Section 1.
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Our approach is inspired by language priors in text-to-image generation, where models compose
unseen prompts from mixed captions (Figure 4). Similarly, language priors could enable LLMs to ab-
sorb diverse verbal feedback and yield high-quality responses beyond scalar reinforcement (Figure 1).
Since LLMs already show implicit feedback understanding, we train directly on it: offline to initialize a
feedback-conditional policy (FCP) (Section 2.1), then online to bootstrap performance (Section 2.2).

2.1 OFFLINE TRAINING: INITIALIZING FEEDBACK-CONDITIONAL POLICY

We begin with a reference policy model πref that takes an input instruction x and generates a response
o ∼ πref(·|x). The response o then undergoes a single-turn interaction with the environment, which
provides verbal feedback c ∼ penv(·|x,o). The reference policy πref may represent a base model,
an instruction-tuned model, or a reasoning model, and the response o can include both thinking
processes and the final answer. The environment penv may consist of human users or generative
reward models. In the offline setting, where responses are collected from πref, we define the joint
distribution of response-feedback pairs as Poff(o, c|x) ≜ πref(o|x) · penv(c|x,o), from which we
derive the feedback-conditional posterior distribution:

Poff(o|x, c) =
Poff(o, c|x)
Poff(c|x)

=
πref(o|x) · penv(c|x,o)∑
o πref(o|x) · penv(c|x,o)

. (1)

Informally, let c+ denote purely positive feedback and c− purely negative one. Mixed feedback
can be approximated as c = (c+, c−), while neutral or uncertain feedback may be neither. If we
condition on positive feedback c+, for instance, “The generated code is functionally
correct, efficient, and compact” for a coding instruction x, then Poff(o|x, c+) ∝
πref(o|x) · penv(c

+|x,o), which favors responses o that are more likely to elicit positive feedback.1

While Poff(o|x, c+) ∝ πref(o|x) · penv(c
+|x,o) appears to be the oracle policy we are seeking, it

cannot be directly sampled from, because penv(c
+|x,o) is defined only after the full response o is

generated, and thus cannot guide generation step by step. We therefore aim to learn a policy that ap-
proximates Poff(o|x, c+). Following Rafailov et al. (2023), we show that Poff(o|x, c+) is the optimal
solution to a KL-constrained reward maximization problem with reward function log penv(c

+|x,o):
Poff(o|x, c+) ∈ argmaxπ Eπ(o|x,c+) [log penv(c

+|x,o)]− DKL (π(o|x, c+)||πref(o|x)) . (2)

In the special case where the environment provides verifiable rewards, that is, penv(c
+|x,o+) = 1

for correct responses o+ and penv(c
+|x,o−) = 0 for incorrect responses o−, we can show that

Poff(o|x, c+) reduces to the optimal solution of a 0-1 binary reward maximization problem without
KL regularization: Poff(o|x, c+) ∈ argmaxπ Eπ(o|x,c+) [1(o is o+)] (proof is in Appendix A.1).

Alternative learning objective. In more general scenarios, particularly when feedback comes from
human users, solving Eq. (2) is typically intractable. This is because we can only sample from penv
but cannot compute the exact log-likelihood log penv(c

+|x,o). Note that the objective in Eq. (2) is
equivalent to minimizing the reverse KL divergence between π(o|x, c+) and Poff(o|x, c+):
max
π

Eπ

[
log penv(c

+|x,o)
]
−DKL

(
π(o|x, c+)||πref(o|x)

)
⇔ min

π
DKL

(
π(o|x, c+)||Poff(o|x, c+)

)
,

which is derived in Eq. (7). To avoid intractability of computing log penv(c
+|x,o) in the reverse

KL divergence, we instead turn to minimize the forward KL divergence between π(o|x, c+) and
Poff(o|x, c+). This relaxation is standard in KL-constrained LM training, where forward-KL
objectives have been used for distributional or reward-conditioned generation (Khalifa et al., 2020;
Korbak et al., 2022; Pandey et al., 2024), though our setting differs in conditioning on rich verbal
feedback. In practice, however, we can only obtain feedback from penv(c|x,o), and it is infeasible to
sample exclusively from the constrained subset of positive feedback penv(c

+|x,o) without carefully
designed rubrics or filtering. To address this, we generalize the objective: rather than approximating
only Poff(o|x, c+), we learn to approximate Poff(o|x, c), conditioning directly on any feedback c.

Specifically, we propose to learn a feedback-conditional policy (FCP) πθ(o|x, c) by minimizing
the expected forward KL divergence between πθ(o|x, c) and Poff(o|x, c):
min
πθ

EPoff(c|x) [DKL(Poff(o|x, c)||πθ(o|x, c))]⇔max
πθ

EPoff(c|x)
[
EPoff(o|x,c) [log πθ(o|x, c)]

]
⇔max

πθ

Eπref(o|x)
[
Epenv(c|x,o) [log πθ(o|x, c)]

]
,

(3)

1Conditioning on negative feedback c− would similarly favor poor responses, though this is rarely useful.
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Algorithm 1 Offline training: Initializing feedback-conditional policy (Section 2.1)

Inputs: Reference policy πref(o|x), feedback environment penv(c|x,o), feedback-conditional policy
πθ(o|x, c), instruction corpus X , batch size B, optimizer O

Outputs: The offline-trained parameters θoff

1: Initialize πθ(o|x, c) = πref
(
o
∣∣[<EF>c</EF>,x]) , where <EF> and </EF> are special to-

kens used to wrap the expected feedback c, which is concatenated before the instruction x
2: Collect offline dataset Doff = {(x,o, c)} with x∼X , o∼πref(·|x) then c∼penv(·|x,o)
3: Objective: maxθ E(x,o,c)∼Doff [log πθ(o|x, c)] // Taking expectation over x∼X in Eq. (3)
4: while not converged do
5: Sample {(xi,oi, ci)}Bi=1∼Doff; θ ← O.step

(
θ,∇θ

1
B

∑B
i=1 log πθ(oi|xi, ci)

)
6: return θoff ← θ

where the second equivalence follows from the identities Poff(c|x) · Poff(o|x, c) = Poff(o, c|x) =
πref(o|x) · penv(c|x,o). This objective in Eq. (3) reduces to maximum likelihood training, which is
straightforward to implement and optimize with data collected from πref(o|x) and penv(c|x,o), as
described in Algorithm 1. Its optimal solution is π∗

θ(o|x, c) = Poff(o|x, c) on the support set of
Poff(c|x). Notably, our approach does not require explicitly distinguishing positive c+ from negative
c−; the language prior embedded in LLMs can implicitly interpret and combine information from
diverse forms of feedback, including mixed ones as seen in Figure 1. At test time, users may specify
desired positive feedback c+, and responses can be generated from πθ(o|x, c+).
Remark I: why using Poff(c|x)? In Eq. (3), the expectation on c is taken w.r.t. Poff(c|x). In principle,
any other distribution p(c|x) could be used, and the optimal solution π∗

θ(o|x, c) = Poff(o|x, c)
would remain unchanged on the support supp(p(·|x)). We adopt Poff(c|x) mainly for two reasons:
(i) its support set supp(Poff(·|x)) =

⋃
o∈supp(πref(·|x)) supp(penv(·|x,o)) covers all feedback that

may be encountered when collecting offline data; (ii) it serves as a compensating distribution
that converts the intractable posterior expectation Poff(o|x, c) into the tractable joint expectation
Poff(o, c|x) = πref(o|x) · penv(c|x,o), which is convenient to sample from.

Remark II: FCP as inverse dynamics. We observe that our FCP learning in Eq. (3) aligns with
modeling inverse dynamics (Brandfonbrener et al., 2023), complementing supervised finetuning
(SFT) as behavior cloning, and critique finetuning (CFT) (Wang et al., 2025a) as forward dynamics.
A detailed discussion of this analogy is provided in Appendix A.2.

2.2 ONLINE TRAINING: BOOTSTRAPPING BY CONDITIONING ON POSITIVE FEEDBACK

We denote the model obtained by solving the offline problem in Eq. (3) as πθoff(o|x, c), which is
capable of generating responses conditioned on any user-defined feedback c. Building on this model,
we further perform online training to bootstrap performance by conditioning explicitly on positive
feedback c+. Concretely, we iteratively update parameters θt+1 using rollouts from πθt(o|x, c+) for
t ∈ N, with θ0 = θoff initialized from the offline solution, as described in Algorithm 2.

Formally, we define the joint distribution Pθt(o, c, c
+|x) ≜ puser(c

+|x) ·πθt(o|x, c+) · penv(c|x,o),
where puser(c

+|x) denotes the distribution (fixed or trainable) of user-specified expected positive
feedback. The corresponding feedback-conditional posterior is

Pθt(o|x, c) =
Pθt(o, c|x)
Pθt(c|x)

=

∑
c+ puser(c

+|x) · πθt(o|x, c+) · penv(c|x,o)∑
o

∑
c+ puser(c+|x) · πθt(o|x, c+) · penv(c|x,o)

. (4)

The optimization objective for updating θt+1 based on θt (with gradients stopped through θt) is

min
πθt+1

EPθt (c|x)
[
DKL(Pθt(o|x, c)||πθt+1

(o|x, c))
]

⇔ max
πθt+1

EPθt (c|x)
[
EPθt (o|x,c)

[
log πθt+1(o|x, c)

]]
⇔ max

πθt+1

Epuser(c+|x)
[
Eπθt (o|x,c+)

[
Epenv(c|x,o)

[
log πθt+1

(o|x, c)
]]]

.

(5)

Intuition. In each training round t (distinct from the s-th gradient steps taken within a round), the
current model πθt is conditioned on c+ to sample candidate positive responses. These responses are
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Algorithm 2 Online training: Bootstrapping by conditioning on positive feedback (Section 2.2)

Inputs: Initialize θ0 = θoff from Algorithm 1, user-desired feedback puser(c
+|x), environment

penv(c|x,o), instruct. corpus X , training rounds T , steps per round S, batch size B, optimizer O
Outputs: The online-bootstrapped parameters θT

1: for t = 1 to T do
2: θt ← θt−1

3: for all instructions x ∼ X sampled in this round do
4: Rollout c+ ∼ puser(·|x) , o ∼ πθt−1

(·|x, c+) then obtain fresh critique c ∼ penv(·|x,o)
5: Push (x,o, c) to buffer Bton // c is usually different (at least linguistically) from c+

6: Objective: maxθtE(x,o,c)∼Bt
on
[log πθt(o|x, c)] // Taking expectation over x∼X in Eq. (5)

7: for s = 1 to S do
8: Sample {(xi,oi, ci)}Bi=1 ∼ Bton; θt ← O.step

(
θt,∇θt

1
B

∑B
i=1 log πθt(oi|xi, ci)

)
9: return θT

then re-annotated with fresh feedback c from the environment. Over successive rounds, the model
learns to identify cases where conditioning on c+ does not in fact yield positive critiques, while
reinforcing those that align with the expected feedback. This iterative process bootstraps the model,
progressively strengthening alignment with user-specified positive feedback. Moreover, following
Lanchantin et al. (2025), the number of gradient steps S between rounds can be flexibly adjusted,
allowing the procedure to interpolate between fully online and semi-online training.

Test-time usage. At test time, FCP does not require any environment-generated feedback. If the user
wishes, they may provide a desired feedback condition cuser. When no such condition is given, we
automatically obtain a positive feedback description by prompting an LLM with instructions such
as: “Provide several possible positive feedback descriptions for the
following query.” This produces a suitable c+ for conditioning. The model then generates an
output o using the feedback conditional policy πθ(o|x, c+). This is a single-pass generation process
that does not require any iterative refinement. In practice, inference simply consists of prepending the
selected feedback description to the input prompt.

3 EXPERIMENTS

We evaluate FCP on mathematical and general reasoning tasks, aiming for a direct comparison with
scalar-based methods. We choose reasoning tasks as the testbed because scalarized RL has been
especially successful in this domain (Guo et al., 2025; Ma et al., 2025), making it a strong and
convincing benchmark. Showing that FCP performs comparably under such demanding conditions
provides a rigorous test of its effectiveness. As shown in Section 3.2, FCP indeed matches scalar
pipelines, with more design choices presented in our ablation studies (Section 4).

3.1 SETUP

Datasets and models. For mathematical reasoning, we use Big-Math (Albalak et al., 2025),
a 251k-problem dataset curated for training and evaluation. For general reasoning, we use
WebInstruct (Yue et al., 2024) from GENERAL-REASONER (Ma et al., 2025). Its multi-domain,
free-form answers are unsuitable for rule-based filters, so prior work relies on generative reward
model—making it a natural testbed to contrast verbal conditioning with scalar-reward pipelines. As
pilot experiments, our base model is Qwen2.5-7B-base (Yang et al., 2024).

Feedback environment simulation. Human feedback is costly and difficult to standardize in both
quality and style. We therefore simulate the feedback environment with GPT-5-nano, which
provides feedback for both offline (Algorithm 1) and online (Algorithm 2) training. Our method only
requires feedback to be non-deceptive (following penv), rather than a detailed breakdown, making
lightweight models sufficient. To implement this, we design a unified prompt template (Figure 6) that
first elicits a low-quality, real-world user-style feedback, then a high-quality, professional reviewer-
style feedback covering multiple aspects, and finally a scalar score summarizing overall quality. This
setup ensures that the same feedback source supplies both the verbal conditions for FCP and the
scalar rewards for RL baselines, enabling a fair comparison.
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Table 1: Math (in-domain) and IFEval (out-of-distribution) results. Here Avg. denotes mean
accuracy (%) over five math benchmarks. CFT is critique finetuning (Wang et al., 2025a), see
Section 4.2, and Critique-GRPO is adopted from Zhang et al. (2025).

Offline Algo. Scalar In-Domain OOD
+ Online Algo. Reward AIME24 AIME25 MATH500 Minerva Olympiad Avg. IFEval

Base - 7.5 ±1.7 6.7 ±0.0 63.8 ±63.8 28.3 ±0.8 28.6 ±0.4 27.0 ±0.5 36.8
+ GRPO ✓ 20.0 ±0.0 13.3 ±2.7 75.7 ±1.7 42.3 ±1.3 40.8 ±0.5 38.4 ±0.9 38.5
+ Critique-GRPO ✓ 15.0 ±1.9 9.2 ±1.7 76.8 ±0.3 36.1 ±0.9 40.1 ±0.5 35.4 ±0.6 39.0

RFT ✓ 13.3 ±0.0 3.3 ±0.0 69.2 ±0.6 32.4 ±0.6 33.8 ±0.9 30.4 ±0.0 37.5
+ GRPO ✓ 25.8 ±1.7 9.2 ±1.7 75.1 ±0.7 36.8 ±0.9 38.9 ±0.1 37.1 ±0.5 38.8
+ Critique-GRPO ✓ 16.7 ±4.7 9.2 ±5.0 75.2 ±0.4 35.8 ±0.7 39.6 ±0.5 35.3 ±1.2 38.6

CFT ✗ 1.7 ±3.3 0.0 ±0.0 27.0 ±3.2 9.2 ±6.4 7.7 ±1.4 9.1 ±1.3 -

FCP ✗ 6.7 ±0.0 3.3 ±3.8 68.9 ±1.0 31.2 ±1.1 32.4 ±1.1 28.5 ±1.1 38.6
+ Bootstrap ✗ 25.0 ±3.3 7.5 ±1.7 76.5 ±0.7 45.8 ±0.7 38.8 ±0.6 38.7 ±0.7 39.0

Baselines. We compare against two strong baselines: Rejection Sampling Finetuning (RFT) and
GRPO (Dong et al., 2023; Shao et al., 2024). RFT filters responses by correctness and finetunes
only on the correct ones, which in the offline case reduces to training on a binary scalar score
(correct/incorrect). While simple and effective, it depends on reliable filtering and a stable verifier.
GRPO instead uses group-normalized scalar rewards to estimate advantages and has become one of
the strongest online methods, especially in math reasoning where answers can usually be verified
automatically. Both baselines rely on scalar-based filtering or scoring, making them dependent on
high-quality verifiable data and an auxiliary verifier. Even rubric-based reward shaping (Zhou et al.,
2025b) still loses much of the feedback richness. Our experiments thus offer a stringent comparison
between scalar-reward pipelines (RFT/GRPO) and FCP learning.

Training details for FCP. In the offline stage (Algorithm 1), the base model generates 8 candidate
responses per prompt. We discard prompts where all responses are entirely correct or incorrect, then
sample one correct and one incorrect response for GPT-5-nano to provide feedback. All collected
feedback is used to train FCP, while a pool of positive feedback {c+} is built from the scalar scores
in the feedback. In the online stage (Algorithm 2), for each prompt x we sample a desired condition
c+∼ puser(·|x) by drawing from the pool {c+}. For rollout, the prompt batch size is 2048 with 4
responses per prompt; for training, the mini-batch size is 512, giving 4 gradient updates per rollout
step. Each response receives a fresh professional reviewer-style feedback from GPT-5-nano, which
is concatenated with the prompt and response (using the Algorithm 1 wrapper <EF> and </EF>) for
cross-entropy training. This bootstrapping loop improves response quality under desired conditions
while grounding updates in new feedback. For fair comparison, GRPO is trained with the same scalar
scores from GPT-5-nano under the identical prompt template.

Evaluation. We assess mathematical reasoning on AIME24&25, MATH500 (Hendrycks et al., 2021),
Minerva-Math (Lewkowycz et al., 2022), and OlympiadBench (He et al., 2024), and general reasoning
on GPQA-Diamond (Rein et al., 2024), MMLU-Pro (Wang et al., 2024), and TheoremQA (Chen et al.,
2023). To test instruction-following beyond the training domain, we also include IFEval (Zhou et al.,
2023). All benchmarks use a unified protocol: each dataset is run under four random seeds 2, with
mean accuracy reported. Inference uses vllm (Kwon et al., 2023) with greedy decoding and a max-
imum generation length of 8192 tokens. For FCP, we match the training setup by randomly sampling
one feedback condition from {c+} for each question and prepending it to the prompt template.

3.2 MAIN RESULTS

Offline FCP is comparable to RFT. On Qwen2.5-7B-base, offline FCP attains 28.8% average
accuracy on the math suite, between the base model (27.0%) and RFT (30.4%) (Table 1). General
reasoning shows the same order: 38.7%, 43.5%, and 44.6% for base, FCP, and RFT (Table 2).
This is expected, since FCP directly learns from all response-feedback pairs without filtering and
therefore inevitably absorbs noise, whereas RFT benefits from elaborate correctness filtering. Still,
FCP remains competitive under noisier supervision.

2For MMLU-Pro, the large test set size (∼12k questions) simultaneously leads to a high evaluation cost and
an inherently small variance (typically ≤ 0.3). Consequently, we report results based on a single evaluation run
for this benchmark.
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Figure 2: Training dynamics of FCP and scalar-based baselines. (a) FCP+Bootstrap matches
GRPO and RFT+GRPO accuracy within 30 steps. (b) In contrast, its scalar reward scores lag behind,
consistent with the fact that FCP does not directly optimize against reward model’s preference.

Table 2: General reasoning results. Accuracy (%) across three benchmarks and their average.

Offline Algo. Scalar GPQA-Diamond MMLU-Pro TheoremQA Average+ Online Algo. Reward
Base - 27.9 ±1.0 49.7 38.6 ±0.2 38.7 ±0.4

+ GRPO ✓ 32.5 ±5.3 49.7 49.4 ±1.4 43.9 ±1.7

RFT ✓ 35.2 ±1.3 55.0 43.7 ±0.9 44.6 ±0.2

+ GRPO ✓ 37.2 ±2.5 57.0 48.3 ±0.2 47.5 ±0.8

FCP ✗ 35.0 ±2.9 53.6 42.0 ±1.0 43.5 ±0.6

+ Bootstrap ✗ 39.1 ±2.9 55.3 49.1 ±0.5 47.8 ±0.9

Bootstrapping enables FCP to rival scalarized RL baselines. Online bootstrapping lifts FCP
from 28.8% to 38.7% average accuracy on the math suite (Table 1), slightly surpassing GRPO
(38.4%). A similar trend appears in out-of-distribution case: on IFEval, FCP+Bootstrap reaches
39.0%, comparable to GRPO (38.5%) and RFT+GRPO (38.8%). General reasoning benchmarks
(Table 2) show the same pattern, with FCP+Bootstrap at 47.8%, matching the best scalar-based
baseline (47.5%). These results indicate that bootstrapping gives FCP the effectiveness of scalarized
RL while retaining the advantage of learning directly from richer verbal feedback.

3.3 LEARNING DYNAMICS OF FCP

FCP enables controllable behavior across diverse feedback conditions. A core question is
whether the policy truly learns the conditioning signal c—and, if so, whether this lets us absorb
negative samples into training without hurting best-case performance. We probe this by sampling
representative feedback from the offline pool and evaluating under several conditions.

Table 3 shows a sharp contrast on MATH500: accuracy is 68.5% under fully_positive but only
17.1% under fully_negative, far below the base model’s 63.8% (Table 1). This indicates the
model internalizes the control signal: negative conditions induce poor behavior when requested, yet
positive conditions still yield strong accuracy—showing that including negative samples in training
(using the same cross-entropy loss as positives) does not cap performance under positive ones.

Other conditions also shift behavior as intended. Under neutral, where the condition c asks for
a correct answer and a more verbose solution, accuracy drops slightly but response length grows,
reflecting a trade-off. With has_code, the share of responses containing code rises to 74.3%,
confirming that stylistic attributes in c are also followed. Compared to Qwen2.5-7B-Instruct,
which shows little variation across conditions due to training only on verified positives, FCP learns to
map feedback c to distinct behaviors, enabling broad data use without manual filtering.

FCP achieves strong accuracy without over-optimizing scalar rewards. As seen in Figure 2a, both
FCP and GRPO reach peak accuracy within 30 online steps, with scalar scores from GPT-5-nano
rising sharply at the start. Yet Figure 2b shows FCP’s scores lagging behind GRPO’s later, since it
does not directly optimize against the scalar reward model. Crucially, FCP sustains high accuracy
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Figure 3: Effect of length-related conditions on bootstrapping stability. Both curves are smoothed
with a 10-step moving average. (a) Without filtering, response length decreases over time, while
filtering out length-related conditions leads to steady growth. (b) The corresponding loss curves show
greater instability when length-related conditions are included.

Table 3: Comparison under different feedback conditions. Accuracy (%), code ratio (proportion
of responses containing code), and average response length are all measured on MATH500.3

Example 1 Example 2 Example 3 Example 4

Feedback type fully_positive fully_negative neutral has_code

Content Accurate and clear;
concise and coherent

reasoning; correct
conclusion.

Incoherent and
incomplete. Random

and unfocused. Unclear
and disorganized.

Correct and readable
overall, but the solution
is verbose and could be
streamlined for tighter

logical flow.

Correct and clear,
though slightly verbose
with superfluous code.

Accuracy Instruct 76.2 77.4 77.5 76.6
FCP 68.5 17.1 61.1 53.9

Code Ratio Instruct 0 0 0 0
FCP 22.7 55.6 46.3 74.3

Response Length Instruct 632 650 638 661
FCP 605 1442 722 659

despite lower scores, indicating it avoids the reward-hacking behavior often seen in scalar-based
methods and underscoring verbal feedback as a more robust training signal.

Length-related conditions destabilize FCP bootstrapping. We find that feedback conditions c+
tied to output length, such as conciseness, can destabilize online bootstrapping. As shown in Figure 3,
these conditions cause average response length to shrink over time while the loss becomes unstable.
This likely reflects a feedback loop: concise rollouts receive affirming feedback, and cross-entropy
updates further shorten responses, eventually collapsing output length. Filtering out length-related
conditions instead yields steadily longer responses, mirroring GRPO’s training behavior (Guo et al.,
2025) and supporting the view that reliable math solving benefits from extended reasoning traces.

4 ABLATION STUDIES

Unless otherwise noted, we use the following default configuration: For rollout, the prompt batch size
is 512 with 4 responses generated per prompt. For training, the mini-batch size is 512, corresponding
to a single gradient update per rollout step, which yields a fully online setting. All rollouts of the same
prompt share an identical feedback condition c+. Training uses token-level mean loss aggregation,
with fresh feedback c provided in the professional reviewer-style by GPT-5-nano.

4.1 REAL-WORLD USER VS. PROFESSIONAL REVIEWER STYLE

Real-world user feedback is abundant and inexpensive but often noisy and inconsistent; professional
reviewer feedback is higher quality but costly and less scalable. We therefore ask: how much feedback
quality does FCP actually require? We use a unified prompt that asks GPT-5-nano to produce both
a low-quality real-world user-style feedback and a high-quality professional reviewer-style feedback
in a single response. As shown in Table 4, user-style feedback is typically subjective and colloquial,
whereas reviewer-style feedback is precise and structured.

3For the Instruct model, evaluation prompts are wrapped as “Your answer should be expected
to get the following critique: <feedback_content>\n{question}”.
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Table 4: Examples of feedback in real-world user-style and professional reviewer-style.

Role Critique Type Examples

Real-World
User

fully_positive That looks right to me, concise and easy to follow. I’m satisfied
with the final result.

fully_negative I have no idea what you were trying to say—the response is
nonsense and not helpful at all.

neutral I’m not completely sure about the logic, but the final answer
matches the number I was expecting.

Professional
Reviewer

fully_positive Correct and clear; succinct and logically sound, with concise
and effective reasoning.

fully_negative Incorrectly structured and incoherent. The reasoning is absent
and the content is unusable.

neutral Correct final result but unclear and incomplete reasoning; con-
cise yet insufficiently rigorous.

Table 5: Ablation results on hyperparameter choices, data sources, and feedback settings. Reported
numbers are average accuracy on math benchmarks; ∆ shows change relative to the default setting.

Variant Changed Setting(s) Avg Acc ∆

Default —— 35.3 0.0

w/ user style feedback critique_type=user 32.8 -2.5
w/ partial online prompt_bsz=2048 38.7 +3.4
w/ unbiased loss loss_agg_mode=seq-mean-token-sum 36.0 +0.7
w/ smaller batch size train_bsz=ppo_mini_bsz=256 37.7 +2.4
w/ more diverse c+ use random c+ per rollout 34.1 -1.2
w/ different dataset use MATH-Train split 34.3 -1.0

Table 5 shows that using only user-style feedback (offline and online) lowers math-suite accuracy by
2.5 points relative to reviewer-style feedback, yet still delivers a +5.8 gain over the base model (27%;
Table 1). While reviewer-style feedback is more effective, user-style feedback remains surprisingly
competitive after FCP training. Its lower cost and broad availability make it a practical source for
scaling, with reviewer-style feedback reserved for targeted quality improvements.

4.2 ADDITIONAL TRAINING DESIGN CHOICES AND COMPARISON TO CFT

We further study how different design choices affect FCP training, with results summarized in Table 5.

Online update strategy. Compared to the fully online setup, using a larger prompt batch size of 2048
while keeping the mini-batch size fixed at 512 results in four gradient updates per rollout step, and
yields better accuracy. This suggests that partial online updates can improve optimization efficiency.

Loss aggregation. In Algorithm 2, cross-entropy on self-sampled responses reduces to policy
gradient with unit advantages, which suffers from length bias (Liu et al., 2025a). A debiased scheme
averaging at the sequence level and summing at the token level gives a consistent +0.7% gain.

Other variations. We also experimented with several alternative configurations. Reducing the
training batch size to 256 improves accuracy by about +2.4%. Training the online stage on a dataset
different from that used for offline pretraining slightly underperforms the default baseline, yet remains
+5.5% above the offline-only initialization, indicating that offline and online datasets need not be
strictly aligned for FCP to be effective.

Comparison to Critique Finetuning (CFT). CFT can perform well with high-quality and detailed
critiques (Wang et al., 2025a), but applying it to the same coarse and lightweight feedback used for
FCP leads to severe degradation—worse than the base model (Table 1). This highlights a key strength
of FCP: it effectively leverages coarse, high-level feedback without costly fine-grained annotations.

5 RELATED WORK

SFT and RL methods for reasoning. The ability to perform reasoning has become a defining
strength of LLMs, enabling progress across mathematics, coding, and scientific domains (Jaech
et al., 2024; Comanici et al., 2025). To enhance these skills, two approaches have proven especially
influential: SFT and RL (Uesato et al., 2022; Rafailov et al., 2023; Guha et al., 2025; Hu et al.,

9
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2025; Hochlehnert et al., 2025). Following the success of the DeepSeek-R1 recipe (Shao et al.,
2024; Guo et al., 2025), a number of RL variants have been introduced, including Dr. GRPO (Liu
et al., 2025a), DAPO (Yu et al., 2025), REINFORCE++ (Hu, 2025), and VAPO (Yue et al., 2025).
Beyond algorithmic proposals, researchers have systematically investigated the RL design space
for reasoning (Zeng et al., 2025; Team et al., 2025), examining factors such as staged training
curricula (Wen et al., 2025; Luo et al., 2025) and reward formulation (Gao et al., 2024; Cui et al.,
2025; Qi et al., 2025; Zhou et al., 2025a). While much of the initial progress focused on mathematics,
these methods have more recently been extended to software engineering and code reasoning (Liu &
Zhang, 2025; Xie et al., 2025; Wei et al., 2025; Yang et al., 2025; Chen et al., 2025), as well as to
broader agentic applications (Wang et al., 2025b; Jin et al., 2025; Jiang et al., 2025; Xue et al., 2025).

Learning from verbal feedback. Most existing approaches convert verbal feedback into scalar
rewards for RL training (Kim et al., 2024; Ankner et al., 2024; Lightman et al., 2024; Stephan et al.,
2024; Whitehouse et al., 2025; Liu et al., 2025b). More recent efforts explore learning directly from
feedback or critiques: Lloret et al. (2024) propose conditional SFT based on toxicity categorization in
alignment tasks, CFT (Wang et al., 2025a) trains models to imitate critiques, Critique-GRPO (Zhang
et al., 2025) incorporates critique-guided refinements into online RL, Salemi & Zamani (2025) jointly
optimize a feedback model and a policy model, and Chen et al. (2024) introduce a refinement model
that corrects errors using feedback. These approaches generally assume feedback is high-quality,
informative or categorized, and reliably improves self-refinement. In practice, however, human
feedback is often mixed, free-form, emotional, or uncertain. Moreover, while such feedback is easy to
collect, its distribution is difficult to model with generative reward models that must capture diverse
user interaction styles. In contrast, our FCP framework does not require feedback to be high-quality
or rubric-constrained; by treating feedback as a conditioning signal rather than a prediction target, it
can flexibly exploit the full range of verbal feedback, including noisy or mixed forms, for training.

6 DISCUSSION AND FUTURE DIRECTIONS

Our key insight is that the essence of RL lies in online interaction with the environment, not in
scalar rewards or any specific algorithm. Scalarization was historically necessary for control-centric
RL in robotics or strategy-centric RL in games, but it may not be intrinsic to language-centric
systems like LLMs. This reopens the debate around the reward hypothesis: earlier critics could only
offer counterexamples without an alternative framework (Skalse & Abate, 2022), whereas our FCP
approach leverages language priors to provide a principled way to bypass scalar rewards. Crucially,
during training, feedback c is a dependent variable generated from the environment penv(c|x,o)
and cannot be directly controlled, while at test time the conditioning feedback c+ becomes an
independent variable freely specified by users. This asymmetry enables full use of diverse feedback
during training while allowing precise controllability at inference. By directly mapping feedback
to responses, our FCP bypasses reward imbalance, preserves feedback richness, and improves data
efficiency. Unlike RFT (Dong et al., 2023; Touvron et al., 2023), which discards many useful data
pairs, FCP retains diverse feedback, including mixed and uncertain, and can merge complementary
signals across examples at test time (Figure 1). This establishes verbal feedback as a first-class
training signal and FCP as a natural, scalable alternative to scalarized RL.

Future directions. Several extensions of FCP are promising. One is to combine it with verifiable
rewards, for instance by treating the absence of feedback as a neutral condition (e.g., using the null
feedback token <EF></EF>), so that reliable scalar supervision can complement verbal feedback
when available. Another is to extend FCP to multi-turn interactions, where feedback is incorporated
before the next turn of generation in a teacher-forcing style, enabling closer alignment with iterative
human guidance. A third is test-time adaptation: by conditioning on a few user-provided examples,
the model could rapidly adjust to individual feedback styles, similar to personalization in text-to-
image generation. Finally, the feedback condition c could be made multimodal. Collectively, these
future directions would deepen integration of natural feedback into LLM training, bridging offline
and online stages while adapting to diverse user needs.
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Figure 4: Learning from mixed captions in text-to-image generation. During training, models
learn from realistic image-caption pairs such as “a banana and an apple on the table” or “a man
surfing on an ocean wave”. They can leverage language priors to recombine these captions and
generate novel concepts, such as “a banana surfing on the ocean” (images shown are generated with
Gemini 2.5 Flash Image). By analogy to Figure 1, this illustrates how diverse verbal feedback can be
treated as a conditioning signal, motivating our feedback-conditional learning paradigm.

A ADDITIONAL DERIVATIONS AND DISCUSSIONS

A.1 PROOF OF EQ. (2) AND ITS SPECIAL CASE

Following Rafailov et al. (2023), the optimal solution to a KL-constrained reward maximization
problem Eπ(o|x,c+) [log penv(c

+|x,o)]− DKL (π(o|x, c+)||πref(o|x)) can be written as

π∗(o|x, c+) = πref(o|x) · exp (log penv(c
+|x,o))∑

o πref(o|x) · exp (log penv(c+|x,o))

=
πref(o|x) · penv(c

+|x,o)∑
o πref(o|x) · penv(c+|x,o)

=
Poff(o, c

+|x)
Poff(c+|x)

= Poff(o|x, c+).

(6)

Note that the objective in Eq. (2) is equivalent to minimizing the reverse KL divergence between
π(o|x, c+) and Poff(o|x, c+):

Eπ(o|x,c+)

[
log penv(c

+|x,o)
]
− DKL

(
π(o|x, c+)||πref(o|x)

)
= − DKL

(
π(o|x, c+)||Poff(o|x, c+)

)
+ logPoff(c

+|x).
(7)

In the special case where the environment provides verifiable rewards, that is, penv(c
+|x,o+) = 1

for correct responses o+ and penv(c
+|x,o−) = 0 for incorrect responses o−, we can show that

Poff(o|x, c+) reduces to the optimal solution of a 0-1 reward maximization problem without KL
regularization: Poff(o|x, c+) ∈ argmaxπ Eπ(o|x,c+) [1(o is o+)]. Specially, we have

Poff(o
+|x, c+) = πref(o

+|x) · penv(c
+|x,o+)∑

o πref(o|x) · penv(c+|x,o)
=

πref(o
+|x)∑

o is o+ πref(o|x)
;

Poff(o
−|x, c+) = πref(o

−|x) · penv(c
+|x,o−)∑

o πref(o|x) · penv(c+|x,o)
= 0.

(8)

Thus, taking π(o|x, c+) = Poff(o|x, c+) into the formula of Eπ(o|x,c+) [1(o is o+)], we have

EPoff(o|x,c+)

[
1(o is o+)

]
=

∑
o is o+

πref(o|x) · 1(o is o+)∑
o is o+ πref(o|x)

= 1. (9)

Since there is maxπ Eπ(o|x,c+) [1(o is o+)] = 1, we know that π(o|x, c+) = Poff(o|x, c+) is one
of the optimal solutions (not unique), i.e., Poff(o|x, c+) ∈ argmaxπ Eπ(o|x,c+) [1(o is o+)].
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x c

o

(a) SFT (behavior cloning)

x c

o

(b) CFT (forward dynamics)

x c

o

(c) Our FCP (inverse dynamics)

Figure 5: Graphical models for SFT, CFT, and our FCP. Following Brandfonbrener et al. (2023),
we use blue color to indicate inputs to the algorithm and green color to indicate prediction targets.

A.2 CONNECTION TO INVERSE DYNAMICS MODELING

In traditional RL, objectives for representation learning are often grouped into three classes: behavior
cloning, forward dynamics, and inverse dynamics. Behavior cloning is typically used for imitation
learning (Arora et al., 2020; Zang et al., 2022), forward dynamics is central to world modeling (Ha &
Schmidhuber, 2018; Schwarzer et al., 2021), and inverse dynamics has been explored for both pretrain-
ing (Brandfonbrener et al., 2023) and feature extraction for exploration in RL (Efroni et al., 2021).

Interestingly, analogous structures appear in the LLM literature. The objectives of supervised
finetuning (SFT), critique finetuning (CFT) (Wang et al., 2025a), and our feedback-conditional policy
(FCP) align naturally with behavior cloning, forward dynamics, and inverse dynamics, respectively:

SFT (behavior cloning): max
πθ

Eπref(o|x) [log πθ(o|x)] ;

CFT (forward dynamics): max
πθ

Eπref(o|x)
[
Epenv(c|x,o) [log πθ(c|x,o)]

]
;

Our FCP (inverse dynamics): max
πθ

Eπref(o|x)
[
Epenv(c|x,o) [log πθ(o|x, c)]

]
.

(10)

We further illustrate this categorization with graphical models in Figure 5. This unified perspective
clarifies the conditional structure underlying each finetuning paradigm and highlights how different
forms of supervision drive model learning. In particular, our FCP extends the analogy by treating
verbal feedback as a first-class supervision signal, positioning it as the natural inverse-dynamics
counterpart to existing finetuning objectives.

B DETAILED EXPERIMENTAL SETUP

All implementations are based on llama-factory (Zheng et al., 2024) and verl (Sheng et al.,
2025). Hyperparameter settings for both offline and online stages of FCP are listed in Table 6.

For the two special tokens <EF> and </EF>, embeddings are initialized by sampling from a
multivariate normal distribution with mean and covariance computed over existing token embeddings.
For general reasoning bootstrapping, we adopt a fully online setup with batch size of 256, differing
from the math setting to illustrate that FCP remains effective under both training strategies.

Finally, Figure 6 shows the unified prompt template used to elicit feedback from GPT-5-nano. The
template produces three outputs in one response: a low-quality real-world user-style feedback, a
high-quality professional reviewer-style feedback, and a scalar score summarizing overall quality.

C MORE EXPERIMENT RESULTS

D LLM USAGE

We used an OpenAI LLM (GPT-5) as a writing and formatting assistant. In particular, it helped refine
grammar and phrasing, improve clarity, and suggest edits to figure/table captions and layout (e.g.,
column alignment, caption length, placement). The LLM did not contribute to research ideation, exper-
imental design, implementation, data analysis, or technical content beyond surface-level edits. All out-
puts were reviewed and edited by the authors, who take full responsibility for the final text and visuals.
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Table 6: Hyperparameters for FCP training used in the offline and bootstrapping (online) stages.

Hyperparameter Offline Online

learning rate 5e-6 1e-6
lr scheduler cosine constant
weight decay 0 0.01
warmup ratio 0.1 0
train batch size 512 2048
ppo mini-batch size — 512
temperature — 1.0
top_p — 1.0
rollout_n — 4
epoch 1
max response length 4096
loss type cross-entropy loss
loss aggregation mode token-mean
feedback environment GPT-5-nano

feedback style professional reviewer

Table 7: Performance comparison under verifiable (rule-based) and LLM-generated supervision
across multiple training methods.

Method Source AIME24 AIME25 MATH500 Minerva Olympiad Avg.
Base - 7.5 6.7 63.8 28.3 28.6 27.0
Base + GRPO rule-based verifier 13.3 14.2 76.3 36.6 41.7 36.4
Base + GRPO LLM 20.0 13.3 75.7 42.3 40.8 38.4
RFT + GRPO rule-based verifier 17.5 15.0 77.0 38.4 41.3 37.8
RFT + GRPO LLM 25.8 9.2 75.1 36.8 38.9 37.1
FCP + Bootstrap LLM 25.0 7.5 76.5 45.8 38.8 38.7

Table 8: Evaluation Results Under In-Distribution (ID) and Out-of-Distribution (OOD) Feedback
Conditions

Method Feedback Style ID/OOD AIME24 AIME25 MATH500 Minerva Olympiad Avg.
Base - - 7.5 6.7 63.8 28.3 28.6 27.0
FCP + Bootstrap Reviewer ID 25.0 7.5 76.5 45.8 38.8 38.7
FCP + Bootstrap User OOD 10.8 7.5 75.1 35.2 38.0 33.3
FCP + Bootstrap “Correct” OOD 16.7 7.5 75.3 35.2 37.2 34.4
FCP + Bootstrap No Feedback OOD 15.8 10.0 74.4 35.6 37.6 34.7

Table 9: Effects of training-used feedback quality on FCP performance across reasoning benchmarks.

Method Feedback Style Quality AIME24 AIME25 MATH500 Minerva Olympiad Avg.
Base - - 7.5 ±1.7 6.7 ±0.0 63.8 ±63.8 28.3 ±0.8 28.6 ±0.4 27.0 ±0.5

FCP + Bootstrap Correctness-Only very low 10.0 ±2.7 5.0 ±1.9 73.4 ±0.7 34.3 ±0.6 35.3 ±0.4 31.6 ±0.8

FCP + Bootstrap User low 16.7 ±2.7 0.8 ±1.7 72.2 ±0.4 37.1 ±0.4 37.1 ±0.8 32.8 ±0.8

FCP + Bootstrap Reviewer-Lite medium 14.2 ±4.2 8.3 ±1.9 74.0 ±0.3 37.4 ±1.5 37.3 ±0.7 34.2 ±1.0

FCP + Bootstrap Reviewer high 25.0 ±3.3 7.5 ±1.7 76.5 ±0.7 45.8 ±0.7 38.8 ±0.6 38.7 ±0.7
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Table 10: Comparison of FCP performance using weak critique models.

Method / Model Critique Model Feedback Style AIME24 AIME25 MATH500 Minerva Olympiad Avg.
Qwen2.5-1.5B-Instruct - - 0.0 0.0 55.0 20.5 20.3 19.2
Qwen2.5-7B-Base - - 7.5 6.7 63.8 28.3 28.6 27.0

w/ FCP + Bootstrap Qwen2.5-1.5B-Instruct User 14.2 5.8 72.9 35.5 37.4 33.1
w/ FCP + Bootstrap GPT-5-nano User 16.7 0.8 72.2 37.1 37.1 32.8
w/ FCP + Bootstrap GPT-5-nano Reviewer 25.0 7.5 76.5 45.8 38.8 38.7

You are acting as a real-world human user of an LLM.

Inputs:
Question:
\"\"\" 
{question}
\"\"\"

Model Answer:
\"\"\" 
{model_answer}
\"\"\"

Reference Final Answer (used only for correctness check):
\"\"\" 
{reference_answer}
\"\"\"

Your tasks:

1) Simulate "user feedback" from a normal, real-world user reacting to the Model Answer only.
   - Length: 1-3 sentences, colloquial tone, first person.
   - Content: purely subjective sentiment (e.g., helpfulness, confidence, confusion, satisfaction).
   - STRICT: Do NOT mention or allude to any symbols, formulas, variable names, or specialized concepts from the Question or the Model 
Answer. Do NOT quote text from the inputs.

For example:
"I think you are right, but your solution is really long and complicated."
"You are a genius! You have all my respect."
"I am confused. There seems to be a mistake in your solution."
"What are you talking about? You are not answering my question."
etc.

2) Simulate a professional reviewer evaluating the Model Answer along several dimensions, including but not limited to:
   • correctness — Compare the Model Answer's final result ONLY against the Reference Final Answer (if provided). Judge whether the end 
result matches; do not use the reference for any other purpose.
   • logical_rigor — Assess the soundness and gaplessness of reasoning within the Model Answer itself. Do NOT use the Reference Final 
Answer here.
   • completeness — Judge coverage of required parts and edge cases based on the Question and the Model Answer only. Do NOT use the 
Reference Final Answer here.
   • clarity — Evaluate organization, readability, and ease of following in the Model Answer. Do NOT use the Reference Final Answer here.
   
Then provide a high-level summary (1-3 sentences) with overall judgment and broad observations.
- STRICT for the high-level summary: Only use adjectives and adverbs to describe the Model Answer and reasoning process. DO NOT 
mention where it goes wrong and where it can do better.

For example:
"Your final answer is correct, but the solution is too long and complicated. There are also several logical errors in your solution."
"The answer is partially correct. The reasoning is sound but not complete. Also, you are being too verbose."
"The answer is totally wrong. It lacks soundness and is not complete. However, the solution is concise and clear."

Hard constraints:
- Keep all content in English.
- Do not mention anything like "reference" or "python snippet".

Output format:
### User-style feedback: <your 1-3 sentence feedback>
### Analysis along several dimensions: <your 1-3 sentence analysis>
### High-level summary: <your 1-3 sentence summary>
### Score (0-10): <one overall integer score>

Figure 6: Prompt template used to elicit feedback from GPT-5-nano, including real-world user-
style feedback, professional reviewer-style feedback, and a scalar score.
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