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Abstract

Pretraining a policy on offline data followed by fine-tuning through online interac-
tions, known as Offline-to-Online Reinforcement Learning (O20 RL), has emerged
as a promising paradigm for real-world RL deployment. However, both offline
datasets and online interactions in practical environments are often noisy or even
maliciously corrupted, severely degrading the performance of O20 RL. Existing
works primarily focus on mitigating the conservatism of offline policies via online
exploration, while the robustness of O20 RL under data corruption, including states,
actions, rewards, and dynamics, is still unexplored. In this work, we observe that
data corruption induces heavy-tailed behavior in the policy, thereby substantially
degrading the efficiency of online exploration. To address this issue, we incorporate
Inverse Probability Weighted (IPW) into the online exploration policy to alleviate
heavy-tailedness, and propose a novel, simple yet effective method termed RPEX:
Robust Policy EXpansion. Extensive experimental results on D4RL datasets
demonstrate that RPEX achieves SOTA 020 performance across a wide range of
data corruption scenarios. Code is available at https://github.com/felix-thu/RPEX.

1 Introduction

Deploying reinforcement learning (RL) in real-world environments without relying on simulation has
long been a central goal in the field and is considered one of the most effective ways to realize the
full potential of RL [45]]. However, directly applying online RL [30, 11} |14} 15] in real-world settings
is often expensive and unsafe due to the inherently exploratory nature of RL. To address this issue,
Offline Reinforcement Learning (Offline RL), also known as Batch RL, has been proposed to learn
optimal policies from pre-collected datasets without further interaction with the environment [[12} 28]].
Nonetheless, offline datasets typically lack full coverage of the state-action space, which often leads
to suboptimal learned policies. Recently, inspired by the success of pretraining and fine-tuning
paradigms [5. 19} 37], Offline-to-Online RL (O20 RL), which first trains a policy using offline data
and then fine-tunes it through online interactions, has emerged as a promising paradigm for real-world
learning [56, 136, 53]

Nevertheless, most O20 RL approaches [36 156/ 53] remain constrained to offline datasets derived
from simulators, where data collection is relatively accurate. In contrast, real-world data—collected
by humans or sensors and generated through online interactions—often contain unpredictable noise or
even malicious corruption [50, 48l 151} 154]. For example, during fine-tuning data collection for Vision-
Language-Action (VLA) models, human annotators may unintentionally or deliberately introduce
incorrect trajectories into the dataset. Therefore, robust O20 policy learning that can handle data
corruption in both offline and online phases is critical for the practical deployment of O20 RL.

Most previous studies [43] 49, 4} 144138, |50 |48l 51} 154] on Robust RL have primarily focused on the
theoretical properties and certification of offline reinforcement learning (RL) under data corruption.

39th Conference on Neural Information Processing Systems (NeurIPS 2025).


https://github.com/felix-thu/RPEX

Notably, Yang et al. [50] highlights that existing offline RL algorithms, such as An et al. [2], suffer
significant performance degradation when exposed to corrupted offline data. In contrast, IQL-style
methods [25, 150} [17]] demonstrate greater robustness to such corruption [S0]. Nevertheless, as noted
in RIQL [50]], IQL remains sensitive to dynamics corruption, as data corruption induces a heavy-tailed
distribution in Q targets. To address this, RIQL improves the robustness of IQL by incorporating the
Huber loss [20}21] and quantile-based Q estimators. Despite these advances, prior efforts have largely
focused on robust offline RL. To the best of our knowledge, the challenge of learning robust and
efficient O20 policies under both offline and online data corruption remains largely underexplored.

In this paper, we aim to develop a robust and efficient O20 method capable of handling data
corruption occurring in both offline and online phases. Our key insight is that data corruption not
only amplifies the heavy-tailedness of Q targets, as observed by Yang et al. [S0], but also exacerbates
the heavy-tailedness of the policy, which can severely hinder the efficiency of online exploration.
Motivated by this observation, we propose a simple yet effective O20 approach, termed RPEX
(Robust Policy EXpansion), which integrates Inverse Probability Weighting (IPW)[42] into Policy
Expansion[53]] to alleviate policy heavy-tailedness. Experiments on D4RL tasks demonstrate that
this simple modification yields an approximate 13.6% improvement in O20 performance over the
vanilla PEX implementation.

To summarize, our main contributions are as follows:

* To the best of our knowledge, we are the first to propose a robust O20 reinforcement learning
algorithm, RPEX, which achieves efficient and robust performance improvements under
both offline and online data corruption.

* We demonstrate that data corruption not only amplifies the heavy-tailedness of Q-targets
but also exacerbates the heavy-tailedness of the policy, thereby substantially impairing the
efficiency of online exploration. Our theoretical analysis supports the effectiveness of our
approach, demonstrating that applying IPW mitigates the heavy-tailedness induced by data
corruption and facilitates efficient exploration.

* With a simple modification, extensive experimental results show that RPEX yields an
additional performance improvement of approximately 13.6% over baseline methods.

2 Related Works

Robust Offline RL. Research on robust offline reinforcement learning (RL) can be broadly cate-
gorized into two areas. The first category [43) |49 |4, 44, 38] focuses on test-time robustness and
sample complexity, aiming to learn from clean data while defending against adversarial attacks or
noise during evaluation. The second category [50, 4851, 54]] focuses on training-time robustness,
which seeks to learn a reliable policy even from corrupted datasets, with evaluation conducted under
clean conditions. Yang et al. [S0] theoretically establishes the robustness of IQL [25] under various
data corruption scenarios and introduces RIQL, which enhances IQL’s robustness via Huber loss,
observation normalization, and quantile Q estimators. Xu et al. [48]] propose the Robust Decision
Transformer to improve the robustness of DT under limited and corrupted data by incorporating
embedding dropout, Gaussian-weighted learning, and iterative data correction. In contrast to prior
work, we primarily focus on the Offline-to-Online (O20) setting.

020 RL. 020 reinforcement learning (RL) aims to enhance online sample efficiency while lever-
aging a pretrained offline policy. A central challenge in O20 RL is mitigating the conservative
behavior induced during offline training to enable efficient exploration of high-quality samples.
Naively continuing to train the offline policy with newly collected online data can be suboptimal and
may degrade performance due to residual conservativeness from the offline phase. To address this,
Nakamoto et al. [36] calibrates the offline value function to mitigate the “unlearning” or “forgetting”
phenomenon. Zhou et al. [56] propose WSRL, which eliminates the need to retain offline data during
online training. Zhang et al. [53]] introduces policy expansion (PEX), which keeps the pretrained
offline policy 7z frozen and trains a separate learnable policy 74 with independently initialized
parameters, decoupled from 7. This design retains the integrity of the offline policy while allowing
the online policy to benefit from both prior knowledge and new interactions. Other approaches
leverage Q-ensembles [55], data augmentation [31], or online RL exploration techniques [34]] to
tackle similar issues. Our approach differs in that we explicitly address data corruption and noise
during the O20 phase—an important but underexplored aspect in current O20 research.



The most relevant related works are Yang et al. [S0] and Zhang et al. [53]. However, RIQL [50]]
focuses on robustness against offline data corruption, while PEX [53]] focuses on addressing the
unlearning phenomenon caused by directly transferring an offline policy to the online phase.

In contrast, our objective is to develop a robust O20 algorithm capable of withstanding various data
corruptions in both offline datasets and online transitions.

3 Preliminaries and Problem Statement

Offline RL. Consider a Markov decision process (MDP): M = {S, A, P, R,~v,dy}, with state
space S, action space A, environment dynamics P(s’|s,a) : S x S x A — [0, 1], reward func-
tion R : S x A — R, discount factor v € [0,1), policy w(als) : S x A — [0,1], and ini-
tial state distribution dy. The action-value or Q-value of policy 7 is defined as Q™ (s, a;) =
Eay1,a0is,..~om [Z;io Y r(8t+j,ar4;)|. The value function of policy 7 is defined as V™ (s) =

J4 Q" (s, a)n(a|s)da. The goal of RL is to get a policy to maximize the cumulative discounted
reward J () = [ do(s)V™(s)ds. d(s) = 3_,~7'pr(ss = s) is the state visitation distribution
induced by policy 7 [43,[40], and p,(s; = s) is the likelihood of the policy being in state s after
following 7 for ¢ timesteps.

In an offline setting [[12], environmental interaction is not allowed, and a static dataset Dymine =
{(s¢,as,7, 8} H)}iv:l is used to learn a policy. The key challenge in Offline RL is to avoid out-of-
distribution (OOD) actions that arise when evaluating the learned policy [12} [28]].

020 RL. Given offline-pretrained value functions @4, Vy;, and policy mg, the objective of Offline-

to-Online Reinforcement Learning is to obtain the optimal policy my using the minimal number of

online environment interactions.

Data Corruption. Following Yang et al. [50], Ye et al. [51]], data corruption or attacks inject random

or adversarial noise into the original states s, actions a, rewards r, and next states s’ drawn from
. . . N

either the offline buffer Dygine or the online buffer D = {(st, ay,r, 8, 1) } 1

A - n A A s N . .
buffers Domine and D = {(st, a,t, 8 +1)} 1" For example, in a random dynamics attack, random

resulting in corrupted

L]

noise is injected into the next states, yielding 8 = s’ + A - std(s’), where A ~ Uniform [—¢, ¢]%,
ds denotes the dimensionality of the state space, ¢ is the corruption scale, and std(s’) represents
the ds-dimensional standard deviation of all next states in the dataset. In contrast, adversarial
corruption employs Projected Gradient Descent to optimize a noise e for ming Q($, a) within a
predefined region, using pretrained value functions. Further details on data corruption are provided in
Appendix [C.T} Throughout this paper, we slightly abuse the terms “corrupted” or “attacked” to refer
to datasets or online trajectories that have been subjected to corruption.

Implicit Q-learning (IQL). To avoid OOD actions in offline RL, IQL [26]] uses the state conditional
upper expectile of action-value function (s, a) to estimate the value function V (s), which avoid
directly querying a Q-function with unseen action. For a parameterized critic Q4(s, @), target critic
Q;(s, a), and value network Vy; (s) the value objective is learned by

Ly () = E(s.a) ~p[L3(Q4(s; @) = Vi (s))] "
where L3 (u) = |7 — 1(u < 0)|u?,

where 1 is the indicator function. Then, the Q-function is learned by minimizing the MSE loss

‘CQ(¢) = E(s,a,s’) ND[(T(Sv a) + ’Yvw(s/) - Q¢(3, a))2}' 2)

For policy extraction, IQL uses AWR [41}/40}35], which trains the policy through weighted regression
by minimizing £ ()

E(s,a)~p[— exp(a(Q;(s; a) — Vi(s))) log ms(als)]. ()

Robust IQL (RIQL). To enhance the robustness of IQL, particularly its resistance to dynamic attacks,
RIQL [50] replaces the quadratic loss in Eq. (2)) with the Huber loss l5H(~) and derives the following
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Figure 1: (a) Problem Statement. A schematic illustration of the O20 attack, in which both the offline
pre-training phase and the online fine-tuning phase are targeted. (b) The Kurtosis Values [13}133] of
Policies. CLEAN means IQL is trained without attacks. In contrast, RIQL and IQL are trained on the
attacked datasets.

loss function.
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where § trades off the resilience to outliers from ¢; loss and the rapid convergence of /5 loss.

Policy Expansion. To mitigate performance degradation during the transition from offline to online
learning, PEX [53] utilizes a composite policy set IT = [m1, ..., Tx] and selects actions generated by
the policies in II based on their potential utilities (e.g., critic values) in both exploration and policy
learning. Specifically, for each element A = {a; ~ m;(s)} in the policy set IT, assuming the size of
ITis K, the probability of selecting a; as the final action is

exp(Qy(s; ai) /@)
225 exp(Qa(s, a5) /@)’
where Qg denotes the offline pretrained critic function, and « represents the temperature parameter.

In both PEX and our method, the policy set is defined as IT = [ng, mp| with K = 2, where 73 is the
offline pretrained policy and 7y is the online learnable policy.

Pw[z]: VZE[l,,K], (5)

Problem Statement. In contrast to test-time robust RL 50} 48] [51 [54]], which primarily emphasizes
testing-time robustness—Ilearning from clean data while withstanding attacks during evaluation—our
setting centers on learning from corrupted data and evaluating in a clean environment [50, 48]]. We
assume access to an offline pretrained policy w3 and value functions Q(s, a) and V (s), all trained
on a corrupted offline dataset comprising states, actions, rewards, and dynamics. Our objective is to
obtain an optimal policy based on 74 through a limited number of online interactions. Furthermore,
attacks or perturbations targeting states, actions, rewards, and dynamics are also present during online
interactions. We model these attacks as affecting the online replay buffer, i.e., although the agent’s
interaction with the environment remains clean, data corruption occurs during storage in the buffer,
leading to the use of compromised corrupted data for online policy updates. As we discussed in
the Introduction, such scenarios are common and critical to the application of O20 RL in many
real-world contexts [50 148,147, 51]].

The complete problem statement is illustrated in Figure [[[(a).

4 How does Heavy-tailedness of Policy Affect Performance?

As noted in RIQL [50], IQL exhibits notable robustness to data corruption in states, actions, and
rewards, yet it remains vulnerable to dynamics attacks due to the emergence of heavy-tailed Q
target, i.e., 7(s,a) + YV (s’). To address this, RIQL incorporates the Huber loss into the critic
updates (Eq. (@) to mitigate the heavy-tailedness of the Q target. However, we argue that the policy
itself also becomes heavy-tailed as a result of such attacks.
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Figure 2: We study the impact of policy heavy-tailedness in the grid-world domain. An offline policy
is trained using the dataset shown in Figure [2(a) and is then used to collect trajectories during the
online exploration phase under both corrupted and uncorrupted settings. In Figures 2] (b)—(e), the
opacity of the green arrows indicates the selection probability. Red arrows denote the most probable
trajectory generated by IQL or IQL+IPW under the respective conditions. Specifically, panel (a)
illustrates the dataset transitions; panels (b) and (d) show trajectories selected by IQL under clean and
corrupted value functions, respectively; panels (c) and (e) show trajectories selected by IQL+IPW
under clean and corrupted value functions, respectively.

To illustrate this, we visualize the Kurtosis Valueﬂ of the offline policy 7 (a|s) pretrained by IQL or
RIQL on the hopper-medium-replay task under various types of random attacks. We compute the
Kurtosis value using 5000 samples collected after training IQL or RIQL for 2 x 108 steps. As shown
in Figure[T(b), corruption-induced heavy-tailedness is more pronounced in the policy than in the Q
target, whose heavy-tailedness primarily arises under dynamics attacks. Notably, the Kurtosis value
of the IQL policy without attacks is very low (approximately 0.3), compared to policies trained under
corrupted conditions. Furthermore, as illustrated in Figure |1{(b), RIQL exhibits more severe policy
heavy-tailedness than IQL, suggesting that RIQL alleviates the heavy-tailedness of the Q-function at
the cost of increased heavy-tailedness in the policy.

During the offline phase, the policy is evaluated deterministically by selecting the action with the
highest probability in the evaluation environments, which limits the influence of policy heavy-
tailedness on offline performance. However, in the fine-tuning phase, the offline policy is utilized
for exploration to further refine the pretrained policy. In this context, the heavy-tailedness hinders
efficient exploration. We analyze this issue in detail through a series of simple toy maze experiments
presented below.

Figure ] illustrates the effect of policy heavy-tailedness during the online phase through a toy
experiment, with experimental details provided in Appendix [C.1} As shown in Figure 2{d), IQL
samples poor-quality trajectories (i.e., longer in length) during exploration due to corruption-induced
heavy-tailedness, as evidenced by elevated Kurtosis values.

Key Observation: Attacks on various components induce heavy-tailed behavior in the policy, leading
to inefficient exploration.

Intuitively, the heavy-tailedness resembles common exploration mechanisms in policy learning, such
as entropy maximization or injected exploration noise, as both assign small probabilities to certain
actions. However, in contrast to intentional exploration strategies, the heavy-tailedness arises from
malicious attacks and, more critically, introduces stochasticity that is beyond user control. In a
standard offline-to-online setting, exploration is encouraged by assigning nonzero probabilities to
suboptimal actions, with the degree of exploration regulated by predefined hyperparameters. In the
presence of attacks, however, the heavy-tailedness in the policy assigns nonzero weights to inferior
actions in an uncontrolled manner.

S RPEX: Robust Policy Expansion

This observation motivates the adoption of Inverse Probability Weighting (IPW), a technique com-
monly used to address heavy-tailedness in classification tasks [42} [7, 52]. Specifically, given the
offline pretrained @, V, and a set of candidate policies IT = [y, ..., 7], we incorporate IPW into

'The Kurtosis value Kurt[X] = E [(%)4} quantifies heavy-tailedness relative to a normal distribution.
For a detailed introduction, refer to Appendix E}
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Figure 3: Action distributions generated by the offline pretrained policy under reward attack on the
Halfcheetah-MR task. (a) Action distributions of RIQL under attack. (b) Action distributions of
RIQLA+IPW under attack. (c) Action distributions of IQL without attack. (d) Comparison of RPEX
(with IPW) against RIQL-PEX (without IPW) and RIQL (Vanilla RIQL).

Eq. (3) to derive the following objective:

exp(Qq(s, a;)/a) + ki, .
T v ]-a e 7K ) 6
5, op(Qa(saja) +rugg K] ©

Pyli] =

where v
w™ = CLIP @, MIN, MAX | . (7

pw T (ai | S )
Here, « and k are coefficients, and Py [i] denotes the probability of selecting a;. Throughout this
paper, we clip the value of w{;, and set [MIN| = | —10000| > [MAX] = [100] to primarily penalize

low-quality actions while mitigating the impact of positive outliers.

In what way does Eq. (6) enhance exploration efficiency? Here, we provide an intuitive explanation
of the behavior of Eq. 8 For low-quality actions () — V' < 0), which generally have low selection
probabilities and are widely distributed, the weight in Eq. @ is predominantly determined by wfl;;,.
In such cases, low-quality actions that are rarely chosen offline become even less likely to be selected
during online interaction. Conversely, for high-quality actions (Q — V' > 0), the clipped IPW
values cause the weights in Eq. (6] to be primarily influenced by exp(Q(s, a;)/c). This analysis
indicates that Eq. (6) adaptively allocates weights according to action quality and eliminates the need
for intricate confidence interval design, thereby mitigating the exploration inefficiency induced by
long-tail behavior.

As illustrated in Figure 3] (a)-(c), data corruption can lead to heavy-tailedness in the policy and
degrade 020 performance due to inefficient exploration (Figure 3] (d), Vanilla RIQL). Integrating
IPW as presented in Eq. (€ can significantly enhance robustness against reward attacks (Figure[3]
(d)), as heavy-tailedness is more pronounced in reward attacks, as shown in Figurem(b). Besides, in
Section[6] we present a theoretical justification for the use of IPW.

In practical implementation, following Zhang et al. [S3], we freeze the offline policy and set K = 2.
We also examine the impact of commonly used techniques, such as state normalization [50]] and
the updates-to-data (UTD) ratio [56, 3], which denotes the number of updates performed per online
trajectory, under O20 corruption settings. Notably, we find that state normalization improves the
performance of O20 methods, whereas a high UTD ratio degrades performance under O20 corruption,
except in the case of action corruption. Furthermore, policy extraction methods [[17, 39, [16] play
a critical role under state attack scenarios, extracting policies using AlignIQL [17] (Eq. (8)) yields
superior performance under state attacks.

7 (als) o< p(als) exp { —n (Q(s, @) = V(5))*}. ®)
A detailed ablation study investigating the impact of normalization, UTD, and policy extraction is

provided in Sections [7.2]and Appendix [C.2]

The overall RPEX algorithm is summarized below, with its pseudocode provided in Algorithm [T}
First, RPEX inherits the offline pretrained policy, obtained via IQL or RIQL on the attacked offline
dataset, and initializes a new online policy. It then fixes the offline pretrained policy and employs



Eq. (6) to collect online samples during the attacked online phase. Finally, RPEX trains the new
online policy using a buffer that integrates offline and online data via IQL, RIQL, or other offline or
online learning methods.

Algorithm 1 RPEX: Robust Policy EXpansion

Input: offline RL algorithm IQL or RIQL {Lgﬁmc, Llg o
{Lo(‘_’)rfbline7 LZ).rflline}2 R
Initialize: UTD= M, network parameters ¢, 3, 6, corrupted offline replay buffer Domine
Normalize the states in both the environment and the corrupted offline replay buffer Doftine
while in offline training phase do
% offline policy training using batches from the corrupted offline replay buffer ﬁoﬁqine
¢ ¢ 6 = AQVoLifpine(®). B+ B = AeV5Ligin.(5)
end while
Policy Expansion: 7 = [rg, mg]; transfer Q4
while in online training phase do
for each environment step do
a; ~ 7(a;|s;) according to (Eq. (6)).
St+1 ~ P(8t11]8¢, at),
Attack {(s¢, at, 7, S¢41)}
% Add corrupted transition into online buffer D
D+ DU {(ét, dtv 72, §t+1)}
end for
for each gradient step do
% online training using batches from both Dymjne and D

¢ —AQVLE . (#), 00—\ VgL . (6)for M times

}, online RL algorithm

. online 1 online
% high UTD for action corruption
end for
end while

6 Theoretical Analysis

Proposition 6.1. Given Py (a;|a1,as), where a1 ~ mg,as ~ mg,Eq. (@) maximizes the following
objective (See proof in Appendix|[B.1])

wi(ai|s)

. . -V
E%I;Jf(,’ Z Py (ils, a1, a2) (Qs(s, a;) — alog Py (i]s, a1, a2)) + HlLPW(ZLS, ar,as)

Max Reward & Entropy Reenlo i
egularization

©))

The first term corresponds to the standard objective in maximum entropy RL [14} [15]. For the
regularization term, we provide the following justification.

Justification of Regularization. This regularization term can be interpreted as a rectification
mechanism. As discussed in Section[5} the heavy-tailed distributions induced by attacks increase the
likelihood of assigning nonzero probabilities to “bad” actions, characterized by Q(s,a) — V(s) < 0.
The regularization term penalizes such actions—e.g., a1 when Q — V' < 0—by reducing the
probability of their selection, i.e., decreasing Py (a1]s, a1, a2). The magnitude of this penalization
is modulated by x4 and 7;(a;|s); specifically, the smaller 7;(a;|s) is, the stronger the penalization,
since a low action probability coupled with a poor @) value (QQ — V' < 0) often results from corruption.
Conversely, good actions () — V' > 0) are encouraged, but controlled by our clip term in Eq. (7) to
avoid placing too many weights on suboptimal actions.

219, L™ denote the loss functions of the critic and actor, respectively, in actor-critic-based reinforcement
learning. In our implementation, both the offline and online reinforcement learning algorithms are either IQL or
RIQL.



Table 1: Average normalized Offline-to-Online score under random data corruption on the Medium-
Replay Tasks over 5 random seeds.

Environment | Attack Element | QL | IQL-PEX | IQL-RPEX (ours) | RIQL |  RIQL-PEX | RPEX (ours)
observation 21.4—21.7+58 21.4—21.521 21.4—21.9:238 19.73—21.3+42 | 19.73—20.9+53 19.73—22.5+3.1
Halfcheetah-MR action 42.9—48.4+03 42.9—65.9+14 42.9—69.2+0.9 43.5—49.9:05 43.5—70.248.0 43.5—77.8+45
reward 41.9—44.5:14 41.9—47.0207 41.9—52.7:0.5 43.6—49.722.0 43.6—67.1 263 43.6—73.6:4.0
dynamics 37.1—35.8+1.1 37.1—37.04.9 37.1-36.9+2.2 42.0—45.3+0.8 42.0—44.7 03 42.0—44.4x05
observation 8.7—17.0265 8.7—20.8+45 8.7—23.333 322170222 3225256432 32.2—-30.5 136
Walker2d-MR action 64.7—106.8+09 | 64.7—105.3+0.6 64.7—106.4+0.5 85.9—48.8+209 | 85.9—109.2+156 | 85.9—118.9+10.1
reward 77.2—90.1299 | 77.2—90.1 72 77.2—94.5:6.5 81.8—91.31.6 81.8—91.9+1.1 81.8—100.5+2.9
dynamics 14.9—4.5+18 14.9—6.8+2.5 14.9—4.7+1.2 80.0—87.412.7 80.0—89.5+1.3 80.0—92.2:+1.4
observation 75.8—36.1x119 | 75.8—45.4163 75.8—76.9+59 78.3—29.216.8 78.3—45.9:12.2 78.3—73.129.7
Hopper-MR action 93.4—-95.0244 | 93.4—102.2:6.4 93.4—106.2+5.7 75.9—95.8+32 75.9—93.2x105 75.9—112.6254
reward 55.2—97.8:12 | 55.2—599.8 24 55.2—102.6+2.8 72.9—68.3+2.9 72.9—90.1+2.9 72.9-100.6:2.4
dynamics 0.8—6.0+7.5 0.8—0.7 0.0 0.8—13.4:0.9 44.6—54.2+13.6 44.6—51.0+4.5 44.6—55.2+4.7
Average offline score T 445 44.5 44.5 58.4 584 58.4
Average 020 score 1 50.3 535 59.1 54.9 66.6 75.16
Average improvement percentage 1 13.1% 20.3% 32.7% -6.1% 14.1% 28.7%

Overall, this regularization term supports our explanation in Section[3|regarding how Eq. (6) enhances
exploration efficiency.

7 Experiments

In this section, we empirically assess the Offline-to-Online performance of RPEX under various data
corruption scenarios.

Experimental Setup. Following RIQL [50]], we use the corruption rates ci,co € [0, 1] and the
corruption scale € to control the overall level of data corruption. The offline pre-trained policy is
obtained by injecting random noise into the corrupted elements of a ¢y fraction of the offline dataset.
In the online phase, each trajectory is corrupted with probability ¢y by either random or adversarial
noise. To better reflect real-world conditions, we adopt distinct corruption rates for the offline and
online phases. In the main experiments, the offline corruption rate is set to ¢; = 0.3, the online
corruption rate to co = (0.5, and the corruption scale to € = 1 for both phases. For the Offline-to-
Online score in Table[T} we report the mean results and standard deviation based on the final three
evaluations averaged over five random seeds. Additional experimental details and implementation
details are provided in Appendix [C.1]

Baselines. For the offline pre-trained policy, we train IQL [25] and RIQL [50] with 2e6 gradient steps
under randomly corrupted elements. We adopt IQL and RIQL as offline pre-trained policies because
IQL is one of the most widely used offline RL baselines and has been shown to be robust to various
data corruption scenarios [50]], while RIQL is a robust variant of IQL. For the Offline-to-Online
algorithms, we compare IQL, PEX [53]], IQL+RPEX (ours), RIQL, RIQL+PEX, and RIQL+PREX
(referred to as RPEX, ours). IQL and RIQL denote directly applying the respective algorithms in the
Offline-to-Online setting without modification. Additional details about the baselines are provided in

Appendix

7.1 Main Results

Random Corruption. The main results are obtained on the Medium-Replay tasks [10], which were
collected during the training phase of a SAC agent and more closely resemble real-world conditions.
Table[I] presents the average normalized performance of various algorithms. Overall, RPEX yields
greater performance improvements compared to Vanilla IQL (RIQL) and IQL+PEX (RIQL+PEX),
achieving average score gains of 32.7% over IQL and 28.7% over RIQL. In 11 out of 12 settings
involving RIQL-based methods, RPEX achieves the highest performance, particularly under state,
action, and reward corruption, where it significantly outperforms the baselines.

Additional experiments on mixed attacks, adversarial attacks, and AntMaze tasks are presented in the

Appendix
7.2 Ablation Study

UTD. The updates-to-data (UTD) ratio refers to the number of updates performed per online trajectory.
A high UTD generally accelerates policy learning in uncorrupted Offline-to-Online scenarios [56]].
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the Medium Replay tasks.

Normalized Return

IS
S

81
o7 28
Act

Obs

However, under corruption, a high UTD primarily improves robustness against action corruption
and slightly degrades overall performance. This is likely because the policy update in IQL-style
methods resembles supervised learning—Eq. (3) is akin to a cross-entropy loss with softmax. Such an
update mechanism inherits the robustness properties of supervised learning [50}48]]. Consequently, a
high UTD benefits from more gradient steps and mitigates degradation caused by noise under action
corruption. We also conduct additional experiments in Appendix [C.2] where a high UTD is applied
only to the critic while the actor is kept at the standard setting (UTD=1), to further validate this
phenomenon.

Policy Type & Normalization & hyperparameter ~ As noted in Yang et al. [50], IQL or RIQL
with a deterministic policy and state normalization generally achieves better performance under data
corruption. In this section, we examine the effects of policy type (deterministic or stochastic) and
normalization during the O20 period using Hopper MR under action and dynamics attacks.

As shown in Figure[5] unlike in the offline setting, a deterministic policy can degrade 020 perfor-
mance. This is because exploration in deterministic policies is typically achieved by adding small
noise to actions, which may lead to inefficient exploration. In contrast, applying state normalization
significantly enhances 020 performance. Furthermore, the ablation study on « in Figure 5]indicates
that RPEX is relatively insensitive to x, although fine-tuning this parameter can still yield marginal
improvements. Note that all results in Table[T]are reported using ~ = 0.1 and inverse temperature
a~! = 3. A detailed ablation study on offline buffer retention, clipping range, and the policy
extraction method is presented in Appendix [C.2] In addition, Appendix [C.3|reports the training cost
of our method and the evaluation of RPEX under varying levels of data corruption.
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Figure 5: Ablation study of the main components of RPEX on Hopper MR task. From left to right:
policy type ablation, state normalization ablation, and hyperparameter ~ ablation.
8 Conclusion and Limitations

In this paper, we propose RPEX, a method designed to enable robust online fine-tuning under
020 data corruption by leveraging importance sampling (IPW). This setting is critical for deploying



reinforcement learning in real-world environments, where noise and adversarial attacks are ubiquitous.
RPEX integrates IPW into PEX to mitigate the heavy-tailed behavior of policies induced by corrupted
data. Through empirical evaluations under random, adversarial, and mixed attacks, we demonstrate
the robustness of RPEX against various forms of data corruption during the O20 phase. We hope this
work inspires future research addressing data corruption in more realistic scenarios. A limitation of
our approach is that IPW in RPEX requires access to the exact action probabilities, which may hinder
integration with probability-agnostic models such as diffusion models.
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Border Impact. Offline-to-Online reinforcement learning (O20 RL) aims to learn a policy from
a fixed offline dataset, followed by fine-tuning through online interaction. Our approach focuses
on enhancing the robustness of O20 algorithms under data corruption occurring in both offline and
online phases. Such corruption is ubiquitous due to noise and potential adversarial attacks. By
improving robustness, our method advances the field of O20 RL and facilitates its deployment in
real-world applications such as robotic control, without introducing significant ethical or societal
concerns.

Index of the Appendix

In the following, we briefly recap the contents of the Appendix.
— Appendix A presents further discussion of related work and additional background information.
— Appendix B reports all proofs and derivations.

— Appendix C reports additional experiments and ablation studies about our methods, along with
some implementation details.

— Appendix D reports further discussion on the connection between the heavy-tailedness of the
Q-target distribution and that of the learned policy.

A Related Works

IPW in Heavy-tailedness Classification tasks. Inverse probability weighting (IPW) [42] is a general
methodology in survey sampling and causal inference [23]], and is also widely employed to mitigate
heavy-tailedness in classification tasks [[7, 52]. In addressing heavy-tailed classification problems,
IPW is typically applied as a weighting mechanism for the classification loss. For example, Cui et al.
[7], Dang et al. [8] reweight the loss of a sample inversely proportional to the number of instances
in its class. In this study, we incorporate IPW into the O20 reinforcement learning framework to
address the heavy-tailed nature of policies under various data corruptions, and we demonstrate its
significant effectiveness.

Offline RL. Offline RL algorithms need to avoid OOD actions. Previous methods to mitigate
this issue under the model-free offline RL setting generally fall into three categories: 1) value
function-based approaches, which implement pessimistic value estimation by assigning low values
to out-of-distribution actions [27, [12]], or implicit TD backups [26, 32] to avoid the use of out-
of-distribution actions 2) sequential modeling approaches, which casts offline RL as a sequence
generation task with return guidance [6,122, 29| |1], and 3) constrained policy search (CPS) approaches,
which regularizes the discrepancy between the learned policy and behavior policy [41} 40,35, [19,[18]].

Kurtosis Value. For a random variable X with mean p and std o, metric Kurtosis [13} 33] is
4
calculated by Kurt[X] = E [(XU”) } , which measures the heavy-tailedness compared to a

normal distribution. (Small Kurtosis means less heavy-tailedness) The excess kurtosis is defined as
kurtosis minus 3. High values of Kurt arise in two circumstances: (1) where the probability mass is
concentrated around the mean and the data-generating process produces occasional values far from
the mean, (2) where the probability mass is concentrated in the tails of the distribution. (Note that the
kurtosis reported in this paper is computed using SciPy [46], which, in fact, calculates the excess
kurtosis.)

AlignIQL AlignIQL [17] aims to find the implicit policy in the learned value function of IQL [25]].
To find the implicit policy, He et al. [17]] define such implicit policy finding problem (IPF)

min 4 ﬂ-(a|8))]
i Esvdr(s),a~n(als) {f (u(a|s)

st. w(als) >0, Vs,Va
/ w(als)da =1, Vs
]Ea~7r(a|s) [Q(Sv a)] - V(S) =0, Vs,

(IPF)
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where V' (s),Q(s,a) is the learned value function, which does not have to be the optimal value
function. f(-) is a regularization function which aims to avoid out-of-distribution actions. Further He
et al. [17] consider the relax formulation of Eq. (TPF)

E.-
i B |7 (500

a~7(als)

o) n@sa - Vi)
s.t. m(als) >0, Vs,Va (IPF-Soft)
/ m(als)da = Vs,

and derive the formulation of implicit policy (suppose that f(z) = log x)
7 (als) o p(als) exp { 1 (Q(s. @) — V(5))*}. (10)

B Proofs and Derivations

In this section, we present a detailed derivation and justification of our method, along with the proofs
of the main theoretical results.

B.1 Derivation and Theoretical Justification of RPEX

Following Zhang et al. [53]], let K = 2, the compositional policy 7 can be rewritten as
w(als) = / 7T5(a1|s)779((12|s)ZPw(i|s,al,ag)é(a:ai)daldag7 (11)
ai,az i

where 0 is the Dirac delta function, P, is a discrete policy with action dimension of two. For V-value,
we can have the following derivations (Zhang et al. [S3]], Appendix A.3)

Vis) = /ﬁ(a|s)Q¢(s,a)da (12)

/ [/ mg(ai|s)mg(azls) Z Py (i]s,a1,a2)d(a = ai)daldagl Qo (s, a)da(13)

/ mwg(a1|s)mo(azls) ZP (i]s, a1, a2) {/5 a;)Qy(s a)da] daidao(14)

/ Wg(a1|s)ﬂ'9(ag|5)ZPw(i|s,a1,a2)Q(s,a,;)daldag (15)

a1~TE,a2~TY

ZPw<i|37alaa2)Q¢(Svai)1 ’ (16)

where a; ~ mg,as ~ .

By incorporating an entropy regularization term to promote online exploration, we obtain

a1~Tg,a2~T0 E Py (ils, a1,a2) (Qgs(s,a;) — alog Pw(i|s7a1,a2))] . (17)
By adding a regularization term
Qp—V .
PW b b ) ]8
K1 e (i]s,a1,a2) (18)

where k1 is the coefficient. ;(a;|s) is the probability that action a; is selected by the corresponding
policy ;. 1 denotes the offline policy 7 and 75 denotes the online policy my.
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‘We obtain

-V
Eai~mg, ZPw(i|s7a17a2)(Q¢(s,ai) —along(i|s,a1,a2))+mQ¢ Py (ils, a1, az)
as~Tg -

i(ails)
(19)
Solving P, by setting the gradient of Eq. to O with respect to P, given g, g, we have
-V
Py (ils, a1, a2) o< exp <Q¢(Saai)/a+nl/a%>~ (20)

Finally, let & = k1 /a, we have (for simplicity, we omit the subscripts ¢ and v.)

s We + .Q_.V
PW[Z] _ eXP(Q(S a )/a) Kwi(aé‘j)v , Vi € [1’ . 7K], (21)
Zj exp(Q(s, a;)/a) + K9

which is the Eq. (6).

C Implementation Details and Additional Experiments

In this section, we introduce the implementation details for reproducing our results and some extra
experiments to validate our method.

C.1 Implementation Details

Evaluation. Throughout this paper, we report mean scores and standard deviation averaged over the
last three evaluations across different random seeds. Each evaluation consists of 10 episodes.

To obtain the offline checkpoints for RIQL and IQL, we rerun the official code released by Yang et al.
[S0] with default configuration parameters. The offline policy and value function are trained for 2e6
gradient steps, while the O20 update phase consists of 1e6 steps. For 020 results, we use the official
code from Zhang et al. [53] to implement our RIQL+PREX and IQL+RPEX methods. We adopt the
codebases of Zhang et al. [53]] and Yang et al. [S0] to implement the baseline methods. For RIQL-
based 020 implementations, following Yang et al. [S0]], we employ the Huber loss and Q quantile
estimators. The policy and value networks for both IQL and RIQL are implemented as multilayer
perceptrons (MLPs) with two hidden layers, each comprising 256 units and ReLU activations. For
Q-network in RIQL-based methods, we follow RIQL and adopt the ensemble implementation of
EDAC [2]. For RPEX with a deterministic offline policy, we parameterize the online policy within
the policy set II using a stochastic Gaussian policy and assign the IPW weight of the online policy
to the offline deterministic policy. These neural networks are updated using the Adam [24]]. The
hyperparameters used to reproduce our results in Table|l|are listed in Table

The following section provides details on the baseline implementations.

State Normalization. Following Yang et al. [50]], we normalize each state in the corrupted offline
dataset and environment using u, and o,, which denote the mean and standard deviation of all

states and next states in the corrupted offline replay buffer f)ofﬁine. Based on p, and o,, the states

. o — N
and next-states are normalized as s; = *=te s/ = %t where p, = 5k > ;4 (s; + ;) and
o o -

03 = oy Dic (51— 110)? + (51 — p10)?].

RIQL-direct. For RIQL, we directly use the offline pretrained policy and critic for online learning.
Accordingly, the offline policy and critics continue to be updated during the online phase with
additional samples collected by the offline policy. We adopt the offline parameters reported by Yang
et al. [50] and apply the same settings during online training. For the results shown in Table[T]} we
sweep over UTD values {1, 2,4} and report the best outcome.

RIQL-PEX. For RIQL-PEX, the critic and policy updates follow the same procedure as RIQL,
except that online samples are collected using a composited policy (Eq. (3)). Following PEX [53], we
freeze the offline policy and train a new policy using both offline and online buffers. For evaluation,
consistent with Zhang et al. [53], we greedily select the action with the highest weight according to
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Eq. (§). For the results in Table[1] we sweep over UTD values {1, 2,4} and « € {3, 10,100}, and
report the best performance.

IQL. For IQL, we also directly use the offline pretrained policy and critic for online learning. The
offline policy and critics are further updated during the online phase with samples collected by the
offline policy. As with RIQL, we sweep over UTD values {1, 2,4} and report the best result presented
in Table[Tl

IQL-PEX. For IQL-PEX, the critic and policy updates follow the same scheme as RIQL, with online
samples collected using the composited policy (Eq. (5)). Following PEX [53], we freeze the offline
policy and train a new policy with both offline and online data. For evaluation, we greedily select the
highest-weighted action according to Eq. (3)), consistent with Zhang et al. [53]]. As with RIQL-PEX,
we sweep over UTD values {1, 2,4} and o € {3, 10,100}, and report the best performance.

Data Corruption Details. Following Yang et al. [S0]], we apply both random and adversarial
corruption to the four components: states, actions, rewards, and dynamics (i.e., next states). The
overall corruption level is governed by four parameters: ci, co, €1, and €2, where ¢; denotes the
corruption rate within an offline dataset of size N, cy represents the corruption probability of
online transitions, €; specifies the offline corruption scale per dimension, and €5 specifies the online
corruption scale per dimension. Our experiments primarily focus on the “medium-replay” datasets
introduced by Fu et al. [10], which are collected during the training of a Soft Actor-Critic (SAC)
agent and are thus more representative of real-world scenarios. Unless otherwise specified, we set
c1 = 0.3, co = 0.5, and €; = €2 = 1. Below, we describe four types of random data corruption, as
well as a mixed corruption strategy.

* Random observation attack: For offline attacks, we randomly sample c; - IV transitions
(s,a,r,s') and corrupt the states as 8 = s + \ - std(s), where A ~ Uniform[—e, €]%=.
Here, ds denotes the dimensionality of the state, and std(s) is the ds-dimensional standard
deviation of all states in the offline dataset. The noise is independently added to each
dimension and scaled by the corresponding standard deviation. For online observation
attacks, we randomly corrupt online s with probability c,. If state normalization is enabled,
we set std(s) = 1; otherwise, we use the standard deviation computed from the offline
dataset.

» Random action attack: For offline attacks, we randomly select ¢; - N transitions (s, a, r, s’)
and corrupt the action as @ = a+ \-std(a), where A ~ Uniform|—e, €|%. Here, d,, denotes
the dimensionality of the action, and std(a) is the dq-dimensional standard deviation of
all actions in the offline dataset. For online action attacks, we randomly corrupt a with
probability ¢s, using std(a) computed from the offline dataset.

* Random reward attack: For offline attacks, we randomly sample c¢; - N transitions
(s,a,r,s") from D and corrupt the reward as 7 ~ Uniform[—30 - €,30 - €]. For online
reward attacks, we randomly corrupt r with probability cs using the same corruption method
as in the offline case.

* Random dynamics attack: For offline attacks, we randomly sample c; - IV transitions
(s,a,r,s’) and corrupt the next state as 8’ = s’ + \ - std(s’), where A ~ Uniform[—e, €]=.
Here, d denotes the dimensionality of the state, and std(s’) is the ds-dimensional standard
deviation of all next states in the offline dataset. For online observation attacks, we randomly
corrupt the online next state s’ with probability cs. If state normalization is enabled, we set
std(s’) = 1; otherwise, we use the standard deviation computed from the offline dataset.

* Random mixed attack: The offline dataset is corrupted using random dynamics attacks.
During the online phase, we randomly corrupt 7 and s’ with probability ¢z, applying the
same corruption method as described previously.

In addition, we apply online adversarial dynamics attacks:

* Adversarial dynamics attack: Following Yang et al. [50], we use a pretrained EDAC [2]
agent consisting of a set of @), functions and a policy function 7,. We then randomly corrupt
s’ with probability c; and modify the next state as 8’ = arg ming ¢, (s,¢) @p(8', 7p(8")),
where By(s’,e) = {8 | |8/ — 8’| < e-std(s’)}. The @ function in the objective is defined
as the average over the () functions in EDAC. We implement the optimization using Projected
Gradient Descent, following prior work [50} 54]. Specifically, we initialize a learnable
vector z € [—e, €% and perform two steps of gradient descent with a step size of 0.1 on

§ =8 + z-std(s’). After each update, we clip each dimension of z to the range [—e, €].
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Toy Experiments Details. For the toy maze experiment, we train IQL and IQL+IPW using the offline
dataset shown in Figure[2(a). The reward is defined as the negative Euclidean distance between the
current position and the goal. The action space consists of eight movement directions, and the state is
represented by the current coordinates of the agent. In the corrupted setting, random noise is added to
the dataset states with a corruption range of 1 and a corruption rate of 0.5.

LR (For all networks) 3e-4

Critic Batch Size 256

Actor Batch Size 256

Discount 0.99

Offline Batch Ratio 0.5

7 Expectiles for IQL or RIQL 0.7 (MuJoCo)
Initial Collection Steps 5000

Target Update Speed 5e-3

IPW Weight 0.1 (except mixed attack)
IPW Weight « 0.3 (mixed attack)

1

Inverse Temperature o~
Inverse Temperature o~
UTD for RPEX

Policy Extraction for RPEX

Policy Extraction for RPEX

3 (except mixed attack)
10 (mixed attack)
4 for action corruption 1 for others
Eq. (8) for state attack
Eq. (3) (except state attack)

7 for AlignIQL 3

State Normalization True
Number of Offline Iterations 2e6
Number of Online Iterations le6
Optimizer Adam [24]
C.2 Ablation Study
RIQL RIQL-PEX RPEX

Normalized Return
Normalized Return

80
60
40
20
w/ w/o w/ w/o w/ w/o

0
0

Reward

Observation

Actions Dynamic

Figure 6: Policy Extraction Ablation. Figure 7: Offline buffer Ablation.

High UTD on Critic We conduct experiments in which only the critic is trained with a high
update-to-data (UTD) ratio, while the actor maintains UTD = 1, on the Walker2d-MR tasks under
dynamics and action corruption. All other hyperparameters remain the same as those used in our
main paper (Table[C.I). Table 2] shows the results of RPEX with such UTD implementation. All
results are averaged over 10 random seeds.
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Table 2: Results under High UTD for the Critic.

UTD Dynamics Action
1 80 —92.2 +14 | 859 — 118.9 x10.1
4 80 — 92.6 +100 | 85.9 — 96.7 +21.8

As shown in Table 2] the issue discussed in Section[7.2}—namely, that high UTD primarily improves
robustness against action corruption while slightly degrading overall performance—can be alleviated.
However, we observe that although such UTD implementations can sometimes yield better perfor-
mance, they also increase overall variance. This phenomenon may be attributed to the fact that data
corruption introduces greater Bellman backup errors compared to the non-corrupted setting. While a
high UTD ratio for the critic can accelerate learning, the subsequent Bellman backups may fluctuate
significantly due to corrupted data.

Policy Extraction Methods In this section, we investigate the effect of policy extraction in our
method. Since IQL-style methods follow an actor-critic decoupled paradigm, different policy extrac-
tion methods can significantly affect final performance [17, |39} 16].

As shown in Fig[f] extracting the policy using AlignIQL[17] significantly improves robustness under
state observation corruption, whereas in other scenarios, the vanilla AWR method yields better
performance.

Buffer In this part, we investigate the impact of retaining offline datasets during online fine-tuning.
As noted in Zhou et al. [56], most reinforcement learning fine-tuning methods rely on continued
access to offline data to ensure stability and performance. As shown in Fig.[7} the presence or absence
of offline data during the fine-tuning phase has minimal impact on our method, demonstrating its
robustness.

Range of Clip For range of clip, we conduct ablation study on the Walker2d-MR environment
under dynamics and action corruption. The reason to choose dynamics and action corruption is that
they represent two modular s, a in the MDP. As shown in RIQL, dynamics corruption is known as
difficulty for robust RL. The results of different clip ranges on the Walker2d-MR are shown in the
Table Note that the x = 0.1, a~! = 3, corruption range (1) and rate (0.5) are the same as those in
Table[I} All results are averaged over 5 random seeds.

Table 3: Ablation Study of the Clip Range.
ClipRange | Dynamics | Action

(-10000, 100) 80 —92.2+14 | 859 — 118.9 101
(-100, 100) 80 — 90.8 +300 | 85.9 — 108.4 +1.07
(0, 100) 80 — 62.1 386 | 85.9 — 62.67 +442
(-10000, 10000) | 80 — 96.7 +1.69 | 85.9 — 105.53 +0.09

As shown in Table[3] the performance differences across various clipping ranges are minor, except
for extreme cases such as the range (0, 100). Similar to «, fine-tuning the clipping range may further
improve performance. Throughout our paper, we consistently use the same values for x and the
clipping range (—10000, 100), which further demonstrates the robustness of RPEX.

C.3 Additional Experiments

Training Time We report the average epoch time for the Hopper-MR task as a measure of com-
putational cost in Table[I] All experiments were conducted on an NVIDIA RTX 4090 24GB GPU
with an Intel(R) Xeon(R) Platinum 8358P CPU. As shown in Table[d] RIQL [50] incurs additional
computational overhead compared to IQL due to the Huber loss and quantile Q estimators. PEX [53]]
also requires more computation than IQL as it involves training an additional online policy. RPEX
introduces further overhead relative to PEX owing to the added computation of IPW. Nevertheless,
despite achieving a performance improvement of approximately 13.6% over PEX, RPEX increases
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Figure 8: Results under random mixed and adversarial attacks averaged over 3 random seeds.

training time by only about 8.1%. These results indicate that our method improves performance
without incurring substantial computational costs.

Table 4: Average Training Cost.
IQL | IQL-PEX | IQL-RPEX (ours) | RIQL | RIQL-PEX | RIQL-RPEX (ours)
17.4x005 | 30.9:32 | 31.7+16 | 22.7+13 | 33.1x19 | 37.6+13

Adversarial Corruption & Mixed Corruption Figure [§] presents the performance of RIQL,
RIQL-PEX, and RPEX (ours) under random mixed and adversarial attacks in Hopper-MR tasks.
For random mixed attacks, the offline policy is trained with a random dynamics attack, followed by
online random dynamics and reward attacks. For adversarial attacks, the offline policy is trained with
a random dynamics attack, followed by online adversarial dynamics attacks. For RIQL, we sweep
from UTD€ {1, 4} and report the best results. For RIQL-PEX, we perform a hyperparameter sweep
over UTD € {1,4} and inverse temperature o' € {3, 10,100}, and report the best results. For our
method, we sweep over x € {0.1,0.3} and a~! € {3,10}.

As shown in Figure[8] RPEX outperforms other methods under both mixed and adversarial attack
settings.

AntMaze Tasks We conducted additional experiments on the AntMaze-large and AntMaze-diverse
tasks, which are the most challenging tasks in the AntMaze tasks. We primarily focus on dynamics
and observation corruption, as these represent the most difficult corruption settings.

Why are observation and dynamics corruptions particularly challenging? As shown in Table[]
all algorithms struggle to improve under observation and dynamics attacks. In particular, under
observation attack, RIQL-PEX exhibits a performance drop of approximately 41% on the Hopper-MR
task. Although RPEX significantly outperforms RIQL-PEX, it still struggles to improve performance.
A similar phenomenon is also reported in RIQL [50]].

The primary cause of poor performance under observation attack is its strong disruption to online
exploration. The key objective during the online phase is to collect optimal trajectories and update
both the policy and the value function. When observation attacks occur, they affect action selection,
potentially resulting in poor or even out-of-distribution (OOD) actions. Moreover, observation attacks
can distort the Bellman backup, thereby hindering value function learning. According to Theorem
3 in RIQL, such suboptimal or OOD actions, combined with high Bellman backup error, lead to
a loose upper bound on the difference between value functions learned under clean and corrupted
observations. This explains why improving performance under observation attacks is particularly
difficult.
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Figure 9: Training curves of RIQL-direct, RIQL-PEX (RIQL), and RPEX (ours) under random data
corruption on the “medium-replay” tasks (Table E[)

For dynamics attacks, the limited improvement after the O20 phase primarily stems from Bellman
backup errors induced by the attack. Although RIQL reduces Bellman backup error by mitigating
the heavy-tailedness of the Q-target, attacks on the dynamics during the online phase still distort the
Bellman backup, thereby limiting performance improvement.

Given the difficulty of observation and dynamics corruptions, together with the sparse-reward
challenge in AntMaze tasks, we adopt a corruption range of 0.3 and a corruption rate of 0.2 during
offline pretraining, consistent with RIQL. For online corruption, we apply a corruption range of
0.5 and a corruption rate of 0.3. The offline value function is trained using RIQL with the default
hyperparameters reported in the original RIQL paper. In the AntMaze experiments, we employ the
same hyperparameters as those in the main paper (Table [C.I)) to demonstrate the robustness of RPEX.
All results are averaged over 10 random seeds.

Table 5: Results on AntMaze Large Tasks under Dynamics and Observation Corruption.

Environment RIQL-PEX RPEX
Large-play Dynamics 333 -+ 37.8 42 | 33.3 — 38.9 +18
Large-play Observation 233 = 21.1 271 | 23.3 — 35.3 227
Large-diverse Dynamics 23.3 - 20.0 z5.4 | 23.3 — 25.6 4.7
Large-diverse Observation | 26.7 — 25.6 8.1 | 26.7 — 36.7 +5.3
Average 26.6 — 26.1 26.6 — 34.1

As shown in Table[5} RPEX outperforms RIQL-PEX by a large margin of approximately 30.7%.

Training Curves The complete training curves for RIQL-direct, RIQL-PEX (RIQL), and RPEX
are presented in Fig.
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Varying Levels of Data Corruption We conduct experiments with varying online corruption levels
(including the non-corrupted setting) on the Walker2d-MR tasks under both dynamics and action
corruption. The results are presented in Table[6] We use the same hyperparameters as in the main
paper, i.e., k = 0.1, = = 3, etc. All results are averaged over 5 random seeds. Across varying
corruption levels, RPEX demonstrates strong robustness compared to RIQL-PEX, outperforming it
by an average of approximately 16.8%, further validating the effectiveness of RPEX.

Table 6: Results under varying levels of online corruption.

(e2,c2) | Dynamics (RIQL-PEX) | Action (RIQL-PEX) | Dynamics (RPEX) Action (RPEX)
0,0) 80 — 94.8 137 85.9 — 101.8 0.2 80 — 98.9 :6.9 85.9 — 102.5 246
(2,0.3) 80 — 37.6 +125 85.9 — 69.5 293 80 — 77.8 +17.5 85.9 — 97.0 1053
(1,0.5) 80 — 89.5 +13 85.9 — 109.2 =156 80 — 92.2 114 85.9 — 118.9 101
Average 80 — 74.0 85.9 —93.5 80 — 89.6 85.9 — 106.1

In the non-corrupted setting, (€2, c2) = (0,0), when the value function is inaccurate due to data
corruption or limited coverage, some promising actions may be mistakenly assigned negative advan-
tages, leading RPEX to penalize them. However, although the value functions in RPEX and other
algorithms are trained on corrupted offline datasets, they nonetheless preserve substantial information
that is beneficial for online exploration. If the offline value functions are made more robust, as in
RIQL, the value estimates become more reliable.

Moreover, as illustrated in Figures Ekd)—(e), when the value functions are inaccurate, most penalized
actions correspond to suboptimal actions generated by the heavy-tailed policy. While IPW may
also penalize some promising actions, it improves overall exploration efficiency (Figure[2{e)). The
above analysis demonstrates that the IPW constraint in RPEX does not substantially impair 020
exploration efficiency under uncorrupted settings. This viewpoint is further supported in Table [6}
where RPEX outperforms RIQL-PEX in both the uncorrupted setting and across varying corruption
rates. Moreover, such penalties can be tuned via « or the clipping range. In our experiments, we
fix both « and the clipping range to demonstrate the inherent robustness of RPEX; fine-tuning these
parameters could further improve exploration efficiency and performance.

D Further Discussion

In both RIQL and IQL, the policy is learned via Advantage Weighted Regression (AWR), which
can be interpreted as a form of supervised learning weighted by the value function. In the non-
corrupted setting, a well-estimated value function improves the policy by assigning higher weights
to actions with positive advantages, without increasing the heavy-tailedness of the policy, as shown
in Figure [T[b). However, as also illustrated in Figure [I{b), our experiments demonstrate that
this conclusion does not hold under corrupted settings: heavy-tailed Q-targets increase the heavy-
tailedness of the policy. Furthermore, merely mitigating the heavy-tailedness of the Q-function, as in
RIQL, does not reduce the policy’s heavy-tailedness.

Such heavy-tailed policies have limited impact during evaluation, as the policy is executed determin-
istically by selecting the action with the highest probability in the evaluation environment, which
reduces the effect of policy heavy-tailedness. However, these heavy-tailed policies lead to ineffi-
cient online exploration, which in turn results in the performance degradation of RIQL after online
fine-tuning (Table|T).

In summary, data corruption induces heavy-tailed Q-targets, and this heavy-tailedness is inherited by
the policy through AWR, a supervised-like training paradigm. While the heavy-tailedness has limited
influence during evaluation, it significantly impairs online exploration.
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2. Limitations
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should reflect on how these assumptions might be violated in practice and what the
implications would be.
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to have some path to reproducing or verifying the results.
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Answer: [Yes]
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* The answer NA means that paper does not include experiments requiring code.
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* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
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results?
Answer: [Yes]
Justification: Section Appendix C
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: Section Experiments
Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: Section Experiments
Guidelines:
* The answer NA means that the paper does not include experiments.
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* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]

Justification: Our paper does not involve these issues.

Guidelines:

* The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: Appendix

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

 The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

« If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer:

Justification: Our paper does not involve these issues.

Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.
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* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: Section Experiments

Guidelines:

* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

« If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: See Attachments

Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer:

Justification: Our paper does not involve these issues.

Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects
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Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer:

Justification: Our paper does not involve these issues.

Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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