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Abstract

The remarkable capability of over-parameterised neural networks to generalise
effectively has been explained by invoking a “simplicity bias”: neural networks
prevent overfitting by initially learning simple classifiers before progressing to
more complex, non-linear functions. While simplicity biases have been described
theoretically and experimentally in feed-forward networks for supervised learning,
the extent to which they also explain the remarkable success of transformers trained
with self-supervised techniques remains unclear. In our study, we demonstrate
that transformers, trained on natural language data, also display a simplicity bias.
Specifically, they sequentially learn many-body interactions among input tokens,
reaching a saturation point in the prediction error for low-degree interactions while
continuing to learn high-degree interactions. To conduct this analysis, we develop a
procedure to generate clones of a given natural language data set, which rigorously
capture the interactions between tokens up to a specified order. This approach
opens up the possibilities of studying how interactions of different orders in the
data affect learning, in natural language processing and beyond.

1 Introduction

The success of neural networks has been explained using various “simplicity biases”, which postulate
that neural networks trained using stochastic gradient descent (SGD) learn increasingly complex
functions of their data, going from generalised linear models to more complex, non-linear func-
tions [1–5]. These simplicity biases have been analysed theoretically in linear networks [6–8], in
non-linear shallow neural networks [1, 9] and in the NTK regime [10–12]. The viability of such
a scenario has also been demonstrated experimentally, for example in image classification with
convolutional neural networks [4]. More recently, a complementary distributional simplicity bias
was demonstrated theoretically and experimentally [13, 14]: deep neural networks learn increasingly
complex approximations of the distribution of their training data. A natural question to ask is then:
Does this distributional simplicity bias extend to the realm of natural language processing (NLP),
where transformers are typically pre-trained via Masked Language Modeling (MLM) or Next-Token
Prediction? As a first step in this direction, Belrose et al. [15] recently showed that deep transformers
of the Pythia suite [16] first learn the token unigram and then the bigram distribution. However,
estimating the higher-order interactions is prohibitively expensive on large corpora with many tokens
due to the curse of dimensionality.

In this work, we design a novel framework based on MLM to build principled approximations of
a NLP data set that captures increasingly higher-order interactions between tokens. Using these
approximations or “clones”, we show that deep transformers trained on natural language also exhibit
a simplicity bias: they sequentially learn increasingly higher-order interactions among tokens.
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Figure 1: Transformers learn increasingly higher-order interactions from their data. Left:
We illustrate the idea of a statistical “clone” of a data set, which approximates the underlying data
distribution by keeping only interactions between tokens up to a fixed degree (in this case, three-body
interactions). We introduce a principled approach to create clones by training a transformer with
multiple layers of factored self-attention [17] with x2 activation function between layers. The depth
of the architecture controls the degree of the approximation. Clones can then be sampled from these
models. Right: Test loss of a standard BERT-like transformer encoder [18, 19] with four attention
blocks trained on the WikiText-103 [20] data set and tested on clones of this data set with a truncated
maximum degree of many-body interactions between tokens. We show the average over five training
runs starting from the same initial condition. The shaded area indicates one standard deviation.

The key idea of our framework is shown on the left of fig. 1. Given a data set containing natural
language (we will use WikiText-103 [20] as a running example), we first create a number of clones.
Each clone approximates the underlying data distribution of WikiText-103, but only including
interactions between tokens up to a specified order (in the sketch, up to order three). We build these
clones by using MLM to train a new type of transformer that consists of multiple layers of factored
attention [17] with quadratic activation functions. In section 2, we show analytically that the depth of
this architecture precisely controls the degree of interactions among tokens in each clone. We then
sample the trained models using state-of-the-art Monte Carlo techniques [21] to obtain the cloned
data sets. The clones thus form a hierarchical family of data sets with increasing order of interactions
among tokens that approximate the true distribution of WikiText-103 with increasing fidelity.

Using this set of clones, we investigate the sequential learning of higher-order interactions between
tokens in a standard BERT-like transformer encoder [18, 19] with four attention blocks. On the
right of fig. 1, we show the test loss of this architecture during MLM training on WikiText-103,
but testing on various clones of WikiText-103 with a truncated maximum degree of many-body
interactions between tokens, as well as on a clone sampled directly from the trained BERT model.
The test losses of the transformer on the clones are close in the beginning of training up to ≈ 20
epochs. Beyond this threshold, BERT exhibits a different generalisation behaviour on clones that
capture different orders of interaction: while the test loss on the clones containing only low-degree
interactions among input tokens (blue and green curves) saturates after about 60 SGD epochs, the
test loss evaluated on clones having high-order interactions (red curve) keeps improving during
training. In other words, the accuracy of the transformer in the beginning of training derives from
having learnt lower-order interactions, and only later during training the transformer also exploits
higher-order interactions between tokens. In section 4, we extend our experimental analysis to an
alternative dataset, TinyStories [22], and further include experiments involving GPT models trained
on next-token prediction tasks.

The main contributions of this work are the following:

• We introduce generative models based on transformers with factored attention, and show
that the degree of interactions they capture is rigorously controlled by their depth (section 2);

• We study sequential learning of higher-order interactions both numerically and analytically in
a controlled setting where we regulate the degree of interactions between tokens (section 3);

• We train these generative models on benchmark NLP datasets, such as TinyStories [22],
and sample them using Monte Carlo techniques to demonstrate the sequential learning of
higher-order interactions by transformers in MLM and next-token prediction (section 4).

Our work shows that the many-body interactions between tokens in natural text are key for learning,
and we note that our approach naturally extends to other data modalities.
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Further related work on simplicity biases in transformers Bhattamishra et al. [23] found a
simplicity bias in the ability of transformers to learn sparse boolean functions; here, we focus on
the MLM task on natural language. Abbe et al. [24] showed that the difference between trained and
initial weights progressively increases in rank throughout training, hence increasing in complexity as
the task requires. Vasudeva et al. [25] investigated a simplicity bias in transformers in terms of their
sensitivity to random changes in the input. Other recent experimental work showed that RoBERTa
achieves high performance on most linguistic benchmarks early in pre-training, while more complex
tasks require longer pre-training time [26], and that transformers learn different linguistic phenomena
in a prototypical way [27]. To the best of our knowledge, no prior research has investigated the
progressive increase in complexity of the distribution learned by a transformer from its data over time.
More recently, Cagnetta et al. [28, 29] studied probabilistic context-free grammars and showed that
increasing the training set size allows transformers to learn correlations at increasingly large distances
sequentially, corresponding to their resolving increasingly higher layers of the hierarchical structure
of the tree. While we were preparing the camera-ready version of this paper, Garnier-Brun et al. [30]
demonstrated a similar phenomenon in the training dynamics of transformers.

Reproducibility We share the scripts to train and sample the networks and reproduce our results at
https://doi.org/10.5281/zenodo.13992398.

2 Expressing many-body distributions with factored attention

In this section, we present generative models utilising deep networks composed of multiple attention
layers. We demonstrate analytically that these models, when trained with MLM, are capable of learn-
ing increasingly higher-order interactions among tokens. In the MLM task, transformers are trained
to predict missing tokens in sentences of tokenized text. We model sentences as sequences of random
variables (s1, . . . , sL), where each token si is an element taking values in a discrete vocabulary:
si ∈ {1, . . . , |V|}. When masking the token in position i, the sequence (s1, . . . , si = 0, . . . , sL)
is given as input to the transformer, which embeds the input sequence into a collection of vectors
(x1, . . . , xL), each of them living in a d-dimensional space. Then, this sequence of vectors is pro-
cessed by the self-attention layers and transformed into a sequence of context-dependent vectors
(y1, . . . , yL), where yj ∈ Rd for all j. At the end, the output yi, corresponding to the masked
input token, is mapped into a vector of the same size of the vocabulary: hi ∈ R|V|. The prediction
pmlm(si|s̸=i) = softmax(hi) can be finally interpreted as the probability distribution over all possible
values the masked word can assume within the vocabulary. The transformer is trained to minimise
the MLM cross-entropy loss, L = −∑M

m=1

∑
iα s

(m)
iα log

(
pmlm(s

(m)
iα |s(m)

j ̸=i)
)

, where M denotes the
total number of examples in the dataset, and m indexes individual samples. The index i refers to the
masked token position, while α represents the feature index. During training, the spins are cyclically
masked one by one in each sequence.

The key ingredient to the transformer architecture [31] is the self-attention mechanism, which
recombines input tokens into output tokens by weighing them with an input-dependent attention
matrix. Rende et al. [17] recently considered a simplified attention mechanism, the so-called factored
attention, where the attention weights are input-independent and the input sequence is processed
as: yiα =

∑L
j=1 Aij

∑|V|
β=1 Vαβxjβ , where A ∈ RL×L and V ∈ Rd×d are matrices of trainable

parameters. In this way, the prediction of a single factored attention layer for the masked token is
expressed in terms of the following conditional distribution (assuming the embedding matrix to be
the identity):

pmlm(siα = 1|s̸=i) = softmax

 L∑
j ̸=i

Aij

|V|∑
β=1

Vαβsjβ

 . (1)

It can be shown analytically that, when training a single layer of factored attention via MLM, the
model is capable of exactly inferring the two-body interactions among input tokens [17], when
sampled according to the joint distribution:

p(s) =
1

Z
exp

−
∑
i,j

∑
αβ

JijUαβsiαsjβ

 , (2)
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where Jij describes the interactions among positions along the sequence, Uαβ describes similarities
between tokens and Z normalises the distribution. In the following, we introduce the convention of
using Latin indices to run over the length of the sequences L and the Greek indices to run over the
size of the vocabulary |V|. As can be easily checked, the expression in eq. (1) exactly matches the
conditionals associated with the two-body joint distribution in eq. (2). Remarkably, a single layer of
standard self-attention, where the attention weights depend explicitly on the inputs, struggles to learn
these same conditionals [17]. As a consequence, factored attention has been applied successfully in
various areas of science, like protein structure prediction [32] or the approximation of ground states
of frustrated quantum systems [33–36].

We now demonstrate how we can easily express distributions with many-body interactions by stacking
layers of factored self-attention. In particular, we introduce an architecture that can learn interactions
of a specified order by tuning the number of layers. To this end, we start considering the simplest case
where we stack just two layers of factored attention, with f(x) = x2 as non-linearity between them
and skip connections, see fig. 2a) for a sketch of this architecture. By writing down the conditional
distribution corresponding to this two-layer model:

p(siα = 1|sj ̸=i) = softmax

(∑
jβ

A
(2)
ij V

(2)
αβ sjβ+

∑
jβ

A
(2)
ij V

(2)
αβ

∑
kγ

A
(1)
jk V

(1)
βγ skγ

∑
lµ

A
(1)
jl V

(1)
βµ slµ

)
,

(3)
we notice that the second layer expresses a three-body interaction, parameterised by a specific
combination of the attention weights of the first and second layer through the tensor J̃ikl =∑

j A
(2)
ij A

(1)
jk A

(1)
jl (Ũ is similarly expressed in terms of V ). In particular, the first element of the sum

in eq. (3) accounts for the contribution of the skip connections, while the second one matches the
functional form of the exact conditionals of a three-body joint distribution:

p(siα = 1|sj ̸=i) = softmax

3
∑
jk

∑
βγ

JijkUαβγsjβskγ

 . (4)

Generalising these observations to a generic number of factored attention layers, we conclude that
by stacking n layers of factored attention with x2 activation function we can infer interactions up
to order 2n−1 + 1. In this perspective, if the activation function is quadratic, the number of layers
precisely controls the degree of interactions which can be inferred by a deep factored transformer.

3 Learning many-body interactions with factored attention

In this section we show how, in a controlled setup, the multi-layer factored attention model introduced
in section 2 sequentially learns increasingly higher-order interactions among tokens during training.
To this end, we perform a numerical experiment where we sample the input sequences from a joint
distribution with tokens interacting only up to the 4th-order, that is:

p (s) =
1

Z
exp

−
∑
ijkl

∑
αβγµ

JijklUαβγµsiαsjβskγslµ

 . (5)

Here, we ensure the couplings to be symmetric tensors by considering a set of vectors {jp}Pp=1 and

setting Jijkl =
∑P

p=1 j
p
i j

p
j j

p
kj

p
l . We choose P = 200 and we sample jpi

iid∼ Bernoulli(0.8). The
same holds for U . The exact conditionals corresponding to this joint distribution can be computed
analytically, precisely as in the three-body case exemplified in eq. 4. From the practical point of view,
we use these conditionals to sample a set of M sequences {sµ}Mµ=1 via Gibbs sampling, which will
constitute the training set. We then train via MLM an increasing number of factored self-attention
layers (from one to three) on these data, monitoring the test loss as a function of the number of
epochs. The outcome of this experiment is shown in fig. 2b). The dashed orange line corresponds
to the lowest possible value of the test loss that a learning model would achieve in case it would be
able to perfectly reconstruct the four-body tensors J and U of the generative model. The dashed
blue and green lines correspond instead to the lowest test loss achievable by the best two and three
body approximations of the input distribution, respectively. These last two bounds can be obtained
by training via MLM a model whose predictions correspond to the exact conditional of a two and

4



50 100 150 200 250

Epoch

1.85

1.90

1.95

2.00

2.05

2.10

2.15

2.20

2.25

2.30

T
es

t
lo

ss

1 layer

2 layers

3 layers

0 25 50 75 100 125 150 175 200

Epoch

0.00

0.05

0.10

0.15

0.20

0.25

M
S
D

layer 1

layer 2

layer 3

Figure 2: a) Multi-layer factored self-attention architecture with x2 activation function. b) Test loss
learning curves of one, two and three factored self-attention layers with x2 activation function. The
models were trained on a synthetic data set generated from a four-body Hamiltonian. The dashed
horizontal lines correspond to the convergence value of the loss for two, three and four bodies energy
based models trained on the same data set. c) Mean Square Displacement of the weights across
different layers in a three-layers factored attention architecture. In these experiments, the size of
the vocabulary was set to |V| = 10 and the sequence length to L = 20. We used a training set of
M = 25600 samples, training the models with SGD, choosing a mini-batch size of 256. The initial
learning rate is chosen to be 0.1.

three-body distribution, where the learnable parameters are the tensors in eq. (1) and eq. (4). As
shown by the red curve in fig. 2b), if we train a single layer of factored attention on the four-body
interacting sequences, the best we can do is to exactly recover the best two-body approximation [17].
By adding one extra layer of factored attention with x2 non-linearity, we can reconstruct the best
three-body approximation (violet curve). Then, the reconstruction of the full four-body interactions
can be achieved by adding one further layer of factored attention (grey curve). This is consistent with
the observation that by stacking n layers of factored attention with x2 activation function we can
infer interactions up to order 2n−1 + 1.

Figure 2b) also reveals that, in this controlled setup, the learning of higher-order interactions is
preceded by distinct plateaus in the test loss. For example, in the three layers case, an initial plateau
aligns with the best two-body approximation, followed by a subsequent plateau corresponding to
the best three-body approximation. Interestingly, this sequential learning behaviour further implies
that the layers are activated sequentially in time. This is illustrated in Figure 2c), where we display
the Mean Square Displacement (MSD) of the weights for three layers of factored attention across
training epochs, that is:

MSDl(t) =
1

L2
||A(l)(t)−A(l)(0)||2 + 1

|V|2 ||V
(l)(t)− V (l)(0)||2 (6)

with A(l)(t) and V (l)(t) being the attention and the value matrix of the l-th layer at time t. As we can
see, despite the simultaneous update of all network parameters during training, a distinctive sequential
learning pattern emerges. In the early epochs, only the last layer (orange curve) activates concurrently
to the appearance of the first plateau, thus suggesting that the last layer is the one responsible for
learning the best two-body fit of the training data. Subsequently, the weights of the second layer
come into play (green curve), and combined with the weights of the last layer can reconstruct the
best three-body approximation of the underlying four-body data distribution. Close to the end of
the training, also the weights of the first layer start changing and, combined with the other layers,
effectively infer the ground-truth four-body interaction among tokens in the training data. A hint
of the reason why the weights of the last layer find the best two-body interaction is that, due to the
presence of skip connections, they appear linearly combined with the input tokens in the output
prediction. In the next section we provide a more formal analysis of this phenomenon.

3.1 Analysing the gradient flow for two-layer factored attention

To gain theoretical insights on the sequential learning behaviour observed in the previous numerical
experiments, we analyse the gradient flow of two-layers of factored attention with x2 activation
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function when trained via MLM. For the sake of simplicity, we restrict to the case d = 1, that is when
the tokens in the sequence (x0, x1, . . . , xL) are real numbers rather than vectors. We consider the
learning framework where the model is trained to always predict the first element of each sequence,
using the square loss L = 1

2 (x0 − y0)
2. Here, y0 represents the transformer prediction about the

masked token which, in this setting, acquires the following functional form:

y0 =
∑
j

A
(2)
0j xj +

∑
j

∑
k

∑
l

A
(2)
0j A

(1)
jk A

(1)
jl xkxl . (7)

The gradient flow equations can then be written explicitly for the attention weights of both factored
attention layers as:

Ȧ
(2)
0j =

x0 −
∑
j

A
(2)
0j xj −

∑
j

A
(2)
0j λ

2
j

(xj + λ2
j

)
(8)

Ȧ
(1)
kl = 2

x0 −
∑
j

A
(2)
0j xj −

∑
j

A
(2)
0j λ

2
j

(A(2)
0k xlλk

)
, (9)

where λk =
∑

l A
(1)
kl xl. From these equations, we can immediately see that, if we initialise the

network with zero weights A(1) = A(2) = 0, the first layer attention weights do not change in time,
Ȧ

(1)
kl = 0, while the second-layer weights do, Ȧ(2)

0j ̸= 0, consistently with what we observe in fig. 2c).

We can gain some further intuition into which degree of interactions each layer learns by simplifying
the data model further. In particular, we can restrict to a Gaussian design where tokens are now drawn
from a zero-centered Gaussian distribution. By taking the expectation over the data, the correlations
of an odd number of random variables vanish and the gradient flow equations can be written as:

Ȧ
(2)
0j = hj −

(
CA

(2)
0

)
j
−
∑
k

A
(2)
0k E

[
λ2
jλ

2
k

]
(10)

Ȧ
(1)
kl = −2A

(2)
0k

∑
j

A
(2)
0j E

[
λ2
jxlλk

]
, (11)

where we have defined hj = E[x0xj ] for j > 0 and Cij = E[xixj ] for i, j > 0. In appendix B we
further show that, if data are Gaussian distributed, the expectation value of the loss is bounded from
below by the value it takes for A(1) = 0. Therefore, if one adds an ℓ2 regularisation of arbitrarily
small strength, A(1) = 0 is the only stable fixed point of the gradient flow equations. This is consistent
with the numerical experiments, which show that for two-body distributed data the weights of the
first layer vanish during the optimisation. In this case, only the second layer weights contribute to the
learning dynamics:

Ȧ
(2)
0j = hj −

(
CA

(2)
0

)
j
, (12)

whose solution describes an exponential convergence in time to A
(2)
0j (t → ∞) = (C−1h)j . This

stationary point reproduces the exact conditional distribution of a Gaussian entry given all the others.
Indeed, considering a multivariate Gaussian distribution with zero mean, indicating the first row of
the covariance matrix (except the 0, 0 element) by h and the block obtained with i, j > 0 by C we
have: p(x0|x>0) = N (xT

>0C
−1h,Σ). This means that the second layer is learning the covariance

matrix, and thus the interactions up to the second order.

If data contains higher-order interactions among tokens, we need also the first layer to unveil the
underlying data distributions. Once again, we can see this from the gradient flow equations. In the
general case of higher-order interactions (thus for non-Gaussian data distributions), the stationary
point A(t) = 0 is generally unstable. For example, considering the case of a diagonal perturbation
A

(1)
kh = ϵδkh around A(1) = 0, eq. (9) becomes (neglecting terms of order ϵ2):

ϵ̇δkl = ϵA
(2)
0k

Γ0lk −
∑
j

A
(2)
0j Γjlk

 , (13)

where we have taken the expectation with respect to a generic data distribution and defined Γijk =

E [xixjxk]. In this case A(1)(t) = 0 is a stable solution with respect to a diagonal perturbation only
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Figure 3: Three steps for cloning a data set using factored-attention based generative models.
a) Train factored-attention models on TinyStories. Test loss curves of different factored-attention
based architectures trained on TinyStories and tested on TinyStories. Specifically, we consider
architectures with two, four and six factored self-attention layers with x2 activation function. For
comparison, also the test loss of a four-layers BERT is shown. b) Sample factored models. Mean
score of a batch of sentences taken from the test set of the TinyStories data set and evolved with the
Metropolis-Hasting sampling scheme described in appendix A.3. c) Check generated clones. Test
loss curves of a standard four layers transformer encoder, trained on TinyStories and tested on clones
generated after 20 and 70 Metropolis-Hasting sweeps. The clones were generated from a four layers
standard BERT and from an architecture with four layers of factored self-attention and x2 activation
function (associated with a nine bodies approximation of TinyStories).

if the matrix Glk = A
(2)
0k

(
Γ0lk −∑j A

(2)
0j Γjlk

)
is negative definite (implying that the perturbation

decays to zero as t goes to infinity). Therefore, the structure of the three-body correlations Γijk

determines the stability of the stationary point A(1) = 0. Indeed, if, for example, one takes Γjlk =

γδijδjk, we have Glk = γδlkA
(2)
0k

(
δ0k −A

(2)
0k

)
, which is not negative definite for a generic choice

of A(2)
0 . This analysis allows concluding that there are conditions for which the solution A(1) = 0 is

unstable when data contains interactions of order higher than second, which is precisely in line with
what we observe in fig. 2b).

4 Sequential learning in NLP

In this section we use the tools introduced in the previous sections to investigate which features
of the input data influence the training dynamics of transformers pretrained on real NLP datasets.
Specifically, we analyze the TinyStories dataset [22], training a standard BERT encoder [18] using the
masked language modeling objective, as well as a standard GPT model for the next-token prediction
task. Our focus lies on understanding whether a sequential learning of many-body interactions
among input tokens, akin to the observed phenomenon in the synthetic scenario, is also prevalent
in a real-world context. Since we do not know the underlying joint distribution over words, our
approach will be to first train the attention-based models of section 2 with varying number of layers on
TinyStories, that can be sampled to generate “clones” of the original data with a truncated maximum
degree of interaction. We now discuss our experimental methods and analyse the results of our
experiments; for full details on the methods, see appendix A.

The clones We exploit the generative models described in section 2 to generate clones of the
original TinyStories data set (see appendix A.1 for details on how we prepare the data set). The
clones are meant to approximate the underlying TinyStories distribution with increasing fidelity. We
use n = 2, 4 and 6 layers of factored attention to generate clones that include effective interactions
up to degree 3, 9, and 33, respectively. Since we use a vocabulary of size |V| = 10000, we perform a
finite-rank approximation of the value matrix with rank 400 (see appendix A.2 for more details). In
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Original text
Once upon a time there lived a cat named Max.

He was a restless cat, never staying in one place for too long.
One day, Max demanded something funny. He wanted a friend.

Factored 2 layers
Once upon a time there was a boy named Timmy.

He was very hungry lion the with not could play the ball to get wet.
One day, Lily saw something else. He shook his head.

Factored 4 layers
Once upon a time there was a boy named Tom.

He saw a small cat, could not play in the park with flowers pretty.
One day, Lily smelled and nice. They wanted the ball.

BERT
Once upon a time there was a puppy named Max.

Max was a small puppy who was buzzing in a basket for very long.
One day, Max saw something amazing. He wanted a puppy.

Table 1: Sampling the clones. In the first row, we show part of a sentence taken from the test set
of TinyStories. The second, third and fourth rows show how the original text is modified after 20
sweeps of Monte Carlo sampling associated to two and four layers factored architectures and BERT
architectures, respectively.

fig. 3a), we show the test loss curves when training models with two, four and six layers of factored
attention featuring the x2 activation function on TinyStories. Notably, the final value of the test
loss decreases systematically with the order of the interaction modelled by the architecture; for
comparison, the test loss curve associated to the training of a standard BERT architecture [18] is also
shown.

Sampling procedure The bidirectional architectures we consider here are more expressive, yet
also more challenging to sample than auto-regressive models such as GPT [37], as we discuss with an
example in appendix A.3. Here, we adopt the sampling approach of Goyal et al. [21] which is based
on the Metropolis-Hastings (MH) algorithm. We first select 620 examples of the test set at random.
For each input sequence (s1, . . . , sL), we define its score in terms of the masked conditionals used for
training the masked language models, E(s1, . . . , sL) = −∑L

i=1 hi · si, with hi being the logits as
defined in section 2. Then, a MH sampler is run on the joint distribution defined as p(s1, . . . , sL) ∝
exp [−E(s1, . . . , sL)]. Starting from an initial sequence (st=0

1 , . . . , st=0
L ), at each step a local move

is proposed, in which the i-th token is masked and replaced with st+1
i ∼ pmlm(si|st̸=i). The move is

then accepted according to the standard MH criterion. In this framework, the conditional distributions
obtained after training the transformer with MLM are used as the transition kernel of the MH
algorithm. In fig. 3b), we show the evolution of the mean score after each sweep of the sampling
procedure, in the case of the standard BERT transformer and the four layers factored architecture. In
table 1, we finally show how one randomly selected part of a story from the test set of TinyStories
is modified after 20 sweeps of Monte Carlo sampling associated to two and four layers of factored
attention, and four layers BERT architecture.

Validating the clones As a sanity check of the statistical consistency of the clones, we trained a
standard four-layer transformer encoder on TinyStories, but tested it on the clones generated after 20
and 70 MH sweeps, see panel c) of fig. 3. For both the clones generated from a four-layer factored
architecture and from a standard four-layer transformer encoder, we can check that the test loss after
20 and 70 sweeps is really similar, thus we decided to consider the samples obtained after 20 sweeps
reliable clones of the original data set.

Sequential learning of many-body interactions by BERT As already anticipated, we use these
clones to investigate how a standard transformer encoder trained on MLM learns the different degrees
of interactions among input words. Our results in fig. 1 already suggested a sequential learning of
the various degrees of interaction among words over time for the WikiText-103 dataset. In fig. 4, we
show an additional experiment where we trained the same transformer (for more details about the
architecture see appendix A.4) on a different data set, Tinystories [22], finding the same sequential
learning dynamics. We show this effect in the left panel of fig. 4, where we plot the test loss of the
four-layer BERT model of fig. 1 trained on TinyStories, while tested on clones with a fixed maximum
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Figure 4: BERT models trained on masked-language modelling learn increasingly higher-order
interactions during training. Left panel: In an experiment analogous to the one shown in fig. 1, we
show the test loss of a standard BERT-like transformer encoder trained trained on the TinyStories
data set [22] and tested on clones of this data set with a truncated maximum degree of many-body
interactions between tokens. The inset shows the corresponding test accuracy. We show the average
over five different training runs, all starting from the same initial condition. The shaded area indicates
one standard deviation. Right panel: An alternative way to visualise the data from the left panel
is to plot the test loss at steps 104, 3 × 104, and 105 (blue, green and orange points respectively).
This visualisation highlights the sequential learning of higher-order interactions, showing that for the
clones derived from two- and four-layer factored architectures the loss saturates after 3× 104 training
steps, while on the clones derived from a six-layer architecture, as well as for the clone sampled from
a BERT model, the test loss continues to decrease, as indicated by the black arrows.

degree of interactions that we generated. After the initial plateau, which finishes at ∼ 5000 training
steps, the loss curves on the various clones continue to overlap up to ∼ 6000 steps, despite the quick
improvement in test error. This behaviour suggests that in the early stages of training, the model
primarily learns low-order interactions without yet capturing high-order ones. Furthermore, in the
final phase of training, the test error on the three-body clone, derived from a two-layer factored
architecture, shows little change after 3× 104 steps (blue curve). A similar behaviour happens for
the clone obtained from a four-layer architecture (green curve). Instead, on the clone obtained from a
six-layer factored architecture and from a BERT architecture, the loss continues to decrease (orange
and red curves respectively) until the end of the training process, highlighting the sequential learning
of the higher-order interactions by BERT. In the right panel of fig. 4, we present an alternative
visualization of the same test loss values on the clones at steps 104, 3× 104, and 105 (blue, green
and orange points respectively). This visualization highlights that, for the clone derived from a
two-layer factored architecture, training beyond 104 steps does not change the test error significantly.
In contrast, for the clone based on a four-layer factored architecture, the test loss shows significant
improvement between 104 and 3× 104 steps, but effectively saturates after 3× 104 steps. Notably,
for the clone derived from a six-layer architecture, as well as for the clone sampled from a BERT
model, the test loss continues to decrease throughout the entire training process, as indicated by the
black arrows.

Sequential learning of many-body interactions by GPT Finally, we extend the analysis to the
learning dynamics of an autoregressive transformer model trained for the next-token prediction
task. Specifically, we examine a two-layer GPT-Neo model, as also investigated in the TinyStories
paper [22], training it on the original dataset and evaluating its performance on the different clones
(see appendix A.4 for full experimental details). While the loss curve shows a single decay of the loss,
the sequential learning is again clearly apparent, as shown in the left panel of fig. 5. An alternative
visualization of the same data presented in the left panel of the same figure reveals that the test loss
on clones with low-order interactions saturates within the first 500 training steps, while the test loss
on clones describing higher-order interactions continues to decrease throughout the entire training
period. Crucially, these findings demonstrate the applicability of our framework also to autoregressive
models, which are the foundation of state-of-the-art large language models.
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Figure 5: GPT models trained on next token prediction tasks learn increasingly higher-order
interactions during training. Left panel: Test loss of a two-layer GPT-Neo model from [22]
trained on TinyStories set and tested on clones of this data set with a truncated maximum degree
of many-body interactions between tokens. Right panel: We repeat the analysis of fig. 4 for the
GPT-Neo model trained using next-token prediction, showing again clear signatures of sequential
learning. The results are consistent with respect to different random seeds.

5 Limitations

The biggest limitation of our methodology is associated to the sampling procedure we used to generate
clones. Although we used state-of-the-art methods to sample bidirectional models [21], the presence
of residual correlations cannot be excluded, even if we carefully tested the convergence of the results
shown in the figures. Improving current sampling methods is an important objective for future
work, but it is beyond the goals of this paper. On the theoretical side, the analytical computations of
section 3 assume the embedding dimension to be d = 1, which is a simplification, and they do not
give a quantitative estimate of the timescales over which the interactions of different orders are learnt
in the numerical experiments of fig. 2, or the number of samples (“sample complexities”) required to
learn them. Estimating such sample complexities is an active research topic even in the case of vanilla
single- and two-layer neural networks [38–43, 14]; adapting these techniques to attention-based
neural networks is an intriguing challenge for future work.

6 Concluding perspectives

We have shown that transformer architectures trained on masked language modeling and next-token
prediction tasks are able to learn the many-body interactions that govern natural text in a sequential
way, going from lower to higher orders as training progresses. We showed this using a new approach
to assess simplicity biases by first generating clones of a NLP data set, where the maximum level
of interaction among tokens is limited to a specific order. Testing a transformer on these clones
while training it on the original data set provides insights into the sequential learning patterns of the
transformer. We conducted numerical simulations to show that, when training a transformer on the
WikiText-103 and TinyStories data sets, the test loss curves for clones with low-degree interactions
(e.g., three-body) exhibit plateaus after a fraction of the total training steps. In contrast, higher-order
interactions exhibit continuous test loss reduction throughout the entire training procedure. The key
element for generating the clones is the use of architectures combining factored attention layers [17]
with the square activation function; the depth of these architectures controls the degree of the many-
body interactions captured. In the future, it will be intriguing to extend our approach for constructing
clones and for analysing the learning dynamics of transformers to different data modalities, like
protein sequences [44, 32, 45]. On the theoretical side, developing a quantitative treatment of the
sequential learning dynamics of (deep) transformers looms as an intriguing challenge.
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in the context of the National Recovery and Resilience Plan, Investment PE1 – Project FAIR “Future
Artificial Intelligence Research”, and in the framework of the PRIN Project SELFMADE (code
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A Experimental details

A.1 The data sets

TinyStories is a synthetic data set available on Huggingface [46] and generated by GPT−3.5 and
GPT−4, which contains a collection of stories that typical 3 to 4-year-olds usually understand [22].
This data set was recently introduced to facilitate the development, analysis and research of LLMs.
In particular, it can be used to train and evaluate LLMs much smaller than state-of-the-art models,
yet still being able to produce fluent stories with consistent meaning, thus demonstrating reasoning
capabilities. This has been shown even for models with one layer and below 10 million total
parameters [22]. In the same spirit of Ref. [19], we use the full-sentences training scheme for MLM
settings. Therefore, we first concatenate all the stories of the data set, tokenising the resulting text
with the ByteLevelBPETokenizer (as implemented in Huggingface) and setting the vocabulary size
to |V| = 10000. We then extract sequences of tokens of length L = 128 [47]; notice that, in the
full-sentences scheme, the sequences may contain sentences that are unfinished or that cross the
boundaries of different stories. In the training phase, we adopt a strategy wherein, for each sequence,
we randomly mask 15% of the tokens individually, as opposed to a simultaneous masking approach.

WikiText We also used the WikiText-103 data set [20], which is another standard NLP data set.
Similar to tinystories, we tokenized using the ByteLevelBPETokenizer, setting the vocabulary size to
|V| = 500 and considering sequences of length L = 64 tokens.

A.2 Obtaining the clones

We exploit the generative model described in section 2 to generate clones of the original TinyStories
data set (see appendix A.1 for details on how we prepare the data set). The clones are meant to
approximate the underlying TinyStories distribution with increasing fidelity. In particular, as already
discussed, by stacking n layers of factored attention, we can generate copies of TinyStories whose
maximum degree of interaction is n+ 1. To enhance training stability, we normalise the activations
through Layer Normalisation. Each layer of factored attention involves two matrices of parameters,
A ∈ RL×L and V ∈ R|V|×|V|. In our setup, the size of the vocabulary is |V| = 10000, thus the
matrix V would involve 100 millions of parameters. To reduce this number, we perform a finite-rank
approximation of the value matrix, writing V = AB, with A ∈ R|V|×r and B ∈ Rr×|V|. In practice,
we choose r = 400. In this setting, we train two, four and six layers of factored attention via MLM.
These models can then be sampled to generate three distinct clones of the original TinyStories data
set, with a different degree of interaction among tokens.

A.3 Sampling procedure

Auto-regressive architectures [37] are trained to learn the set of distributions {p(si|s<i)}Li=1 and
can be efficiently sampled. These models are associated to a joint over the tokens through the chain
rule. On the other hand, bidirectional architectures model are trained to learn the set of conditionals
{p(si|s̸=i)}Li=1. One may be tempted to sample these models with a Gibbs sampler, however this
can result in an inconsistent sampler, where the conditionals may not be associated to any valid joint
distribution. To understand why this could be the case, consider two discrete random variables X and
Y , taking respectively m and n different possible values. The conditional distributions are defined
in terms of two matrices Aij = P (X = xi|Y = yj) and Bij = P (Y = yj |X = xi), subject to
the constraints

∑
i Aij = 1 for every j and

∑
j Bij = 1 for every i. The conditionals A and B are

compatible if and only if two vectors τi = P (X = xi) and ηj = P (Y = yj), defining the marginals,
exist such that τiBij = ηjAij for every i and j. The latter is a linear system, which does not always
have a solution (see Ref. [48] for more details and for the generalisation of the problem to more
than two random variables). A possible solution is proposed in Ref. [21], where the authors develop
a sampling scheme based on the Metropolis Hastings (MH) algorithm, starting from the evidence
that BERT can be used to reliably score a set of sequences [49]. In this approach, for each given
input sequence (s1, . . . , sL), its score is defined as E(s1, . . . , sL) = −∑L

i=1 hi · si, with hi being
the logits as defined in section 2. Then, the MH sampler is run on the joint distribution defined
as p(s1, . . . , sL) ∝ exp (−E(s1, . . . , sL)). Starting from an initial sequence (st=0

1 , . . . , st=0
L ), at

each step a local move is proposed, in which the i-th token is masked and replaced with st+1
i ∼
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pmlm(si|st̸=i). The move is then accepted according to the standard MH criterion. Hence, in this
framework, the conditional distributions obtained after training the transformer with MLM are used
as the transition kernel of the MH algorithm. In order to generate the clones of TinyStories, we
choose randomly 620 examples of the test set and evolve them for 20 MH sweeps (2560 steps).

A.4 Architecture and the training procedure

BERT We use a standard BERT-like transformer encoder [18, 19] with input-dependent attention
weights (thus using queries and keys) and MLP after each self-attention layer. We use skip connec-
tions and put LayerNorm inside each residual block, thus adopting the successful Pre-LN scheme
introduced in Ref. [50]. We choose the number of layers equal to 4, number of heads equal to 16,
embedding dimension equal to 768 and size of the hidden layer of the MLPs equal to 1536. Similar
hyper-parameters are also used for the models trained in Ref. [22]. We choose SGD for the optimiser,
setting the batch size to 1024. We start with a learning rate of 0.03, annealing it with a cosine decay
scheduler. We trained the model for 10 hours on eight A100 GPUs.

GPT For our experiments with next-token prediction, we trained a two-layer GPT-Neo model, as
also investigated in the TinyStories paper [22]. We set the hyperparameters of the network to be:
number of layers equal to 2, number of heads equal to 16 and embedding dimension equal to 768.
We used the AdamW optimiser, with the same hyperparameters used in Ref. [22], namely learning
rate equal to 5e − 4, exponential decay β1 = 0.9 and β2 = 0.95. The weight decay was set to 0.1
and we used a batch size equal to 128.

B Analytical details

Solving for A(2) in the case A(1)(t) = 0

We aim to solve the dynamical equations presented in Eqs. 9 of the main text, specifically in the
scenario where the first layer is skipped, which corresponds to setting A(1)(t) = 0. Under this
condition, the dynamics of the second layer are described by:

Ȧ
(2)
0j = hj −

(
CA

(2)
0

)
j
.

To solve this differential equation, we first write C = UTDU with D a diagonal matrix with diagonal
elements Dj and UUT = I since the covariance matrix is symmetric. Thus we have

˙̃A
(2)
0j +DjÃ

(2)
0j = h̃j ,

where we have defined Ã
(2)
0j = UA

(2)
0j and h̃j = Uhj . In this new basis, the equations are decoupled.

With the initial conditions Ã(2)
0j (t = 0) = Ã

(2)
0j (0), the solution is:

Ã
(2)
0j (t) =

h̃j

Dj
+

(
Ã

(2)
0j (0)−

h̃j

Dj

)
e−Djt .

It is easy to verify that, in the original basis, the stationary solution is A(2)
0j (t → ∞) = (C−1h)j as

discussed in the main text.

Loss lower bound

Consider the analytical setup presented in section 3 of the main text. The mean square error loss
associated with the model in Eq. 7 is:

L(A(1), A
(2)
0 ) =

x0 −
∑
j

A
(2)
0j xj −

∑
jkl

A
(2)
0j A

(1)
jk A

(1)
jl xkxl

2
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where bi = B0i. We want to show that, in the case of Gaussian distributed data, for any values of the
parameters bi it is bounded from below by the value it has in A(1) = 0. Taking the expectation, we
get:

L(A(1) | A(2)
0 ) = f(A

(2)
0 ) +

∑
jkl

∑
j′k′l′

A
(2)
0j A

(1)
jk A

(1)
jl bj′A

(1)
j′k′A

(1)
j′l′E [xk′xl′xkxl]

= f(A
(2)
0 ) +

∑
jj′

bj′A
(2)
0j

∑
klk′l′

A
(1)
jk A

(1)
jl A

(1)
j′k′A

(1)
j′l′ (CklCk′l′ + Ckk′Cll′ + Ckl′Ck′l)

= f(A
(2)
0 ) +

∑
jj′

bj′A
(2)
0j

(
ΓjjΓj′j′ + 2Γ2

jj′
)
= f(A

(2)
0 ) +

∑
j

A
(2)
0j Γjj

2

+ 2
∑
jj′

bj′A
(2)
0j Γ

2
jj′ ,

where f(A
(2)
0 ) is a function of A(2)

0 alone, and we defined Γ = A(1)CA(1). For any possible choice
of the vector A(2)

0 , we have:

L(A(1) | A(2)
0 ) ≥ L(A(1) = 0 | A(2)

0 ) = f(A
(2)
0 ) .

Indeed,
(∑

j A
(2)
0j Γjj

)2
≥ 0 for all choices of A(1). Moreover,

∑
jj′ bj′A

(2)
0j Γ

2
jj′ ≥ 0, since all the

matrix Γ2
jj′ are non-negative, therefore all its eigenvalues are non-negative.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: The abstract and the introduction describe precisely what we present in the
results (section 3 and 4)
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: See Limitations section.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [Yes]
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Justification: See section 3.1 and supplemental material.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: See appendix and captions of the Figures.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]

Justification: The code has been shared on zenodo.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We provide technical information to reproduce the results in the caption of the
figures and in the appendix.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment Statistical Significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: See captions of the figures.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).

19

https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy
https://nips.cc/public/guides/CodeSubmissionPolicy


• It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments Compute Resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: Yes, see appendix A.4.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader Impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: We don’t see any possible societal impact.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: We don’t develop any model which have risk for misuse.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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