
Learning Augmentation Network via Influence Functions

Donghoon Lee Hyunsin Park Trung Pham Chang D. Yoo

Korea Advanced Institute of Science and Technology (KAIST)

{iamdh, hs.park, trungpx, cd yoo}@kaist.ac.kr

Abstract

Data augmentation can impact the generalization per-

formance of an image classification model in a significant

way. However, it is currently conducted on the basis of

trial and error, and its impact on the generalization per-

formance cannot be predicted during training. This paper

considers an influence function that predicts how general-

ization performance, in terms of validation loss, is affected

by a particular augmented training sample. The influence

function provides an approximation of the change in val-

idation loss without actually comparing the performances

that include and exclude the sample in the training pro-

cess. Based on this function, a differentiable augmentation

network is learned to augment an input training sample to

reduce validation loss. The augmented sample is fed into

the classification network, and its influence is approximated

as a function of the parameters of the last fully-connected

layer of the classification network. By backpropagating the

influence to the augmentation network, the augmentation

network parameters are learned. Experimental results on

CIFAR-10, CIFAR-100, and ImageNet show that the pro-

posed method provides better generalization performance

than conventional data augmentation methods do.

1. Introduction

In supervised learning, deep neural networks generally

require large amounts of labeled data for training. An insuf-

ficient number of labeled data will lead to poor generaliza-

tion performance due to overfitting. One simple method to

reduce overfitting and improve generalization performance

is to perform data augmentation, whereby each training

sample is transformed with a label-preserving transforma-

tion to create additional labeled data. Different augmenta-

tions can result in significant differences in generalization

performances depending on the task [7, 11, 14, 49]; how-

ever, this has not yet been extensively explored. Even in a

well-studied image classification task [15, 34, 46], training

data is often augmented in a manner similar to that per-

formed in training AlexNet [21]. The composition of pre-

defined transformations, such as rotation, translation, crop-

ping, scaling, and color perturbation, is a popular choice;

however, choosing the transformations and determining the

strength of each transformation, e.g. rotation angle, that re-

sult in the best performance is often conducted empirically

through observations of validation loss [3, 33].

Most recently, strategies for composing the transforma-

tions through learning [6, 22, 28, 29, 35] rather than tuning

by trial and error have been studied. To learn such a strategy,

various learning criteria have been considered. Without con-

sidering a classification model, Ratner et al. [29] and Sixt et

al. [35] adopted a strategy for augmenting realistic samples.

Given a classification model, [22] and [28] consider an-

tithetical strategies for augmenting samples that minimize

and maximize training loss, respectively. It is not yet fully

understood why these antithetical studies, which relate data

augmentation to training loss, are effective in improving

performance on test samples. Cubuk et al. [6] considered

small child models to compute validation loss for augment-

ing samples to improve generalization performance. Here,

learning requires a reinforcement learning framework with

the validation loss as a reward. This necessitates the classi-

fication model to be learned from scratch for every update

of the augmentation model parameters, requiring thousands

of GPU hours for learning.

This paper proposes a data augmentation method that

links the impact of augmentation to the validation loss. To

predict impact, an influence function [5, 20] is incorporated

to compute the effect of a particular augmented training

sample on the validation loss. Without a leave-one-out re-

training process, the influence function approximates the

change in validation loss due to the inclusion or exclusion of

the augmented training sample. A differentiable augmenta-

tion network is proposed to augment the sample based on its

predicted impact on the validation loss. The transformation

space of the proposed network encompasses compositions

of predefined transformations. The influence function and

the differentiable augmentation model enable the gradient

of validation loss to flow to the augmentation model.

The remainder of this paper is organized as follows. Sec-

tion 2 briefly reviews some of the most relevant literature
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related to the proposed method, while Sections 3 and 4

describe the details of the proposed method. Experimental

and comparative results are reported in Section 5. Section 6

summarizes and concludes the paper.

2. Related work

2.1. Data augmentation methods

This sub-section provides a brief overview of data aug-

mentation methods in the following three categories: (i) un-

supervised methods that do not involve labels during learn-

ing1, (ii) adversarial methods that maximize classification

loss, and (iii) supervised methods that minimize classifica-

tion loss.

Unsupervised methods Unsupervised methods include

conventional data augmentation methods, which use a com-

position of predefined transformations, such as rotating,

translating, cropping, scaling and color perturbation [15, 21,

34, 46]. The transformations are manually chosen through

trial and error by empirically observing validation loss

[3, 33]. Ratner et al. [29] considers a generator that gen-

erates a sequence of predefined transformations. Given the

sequence, the training sample is augmented by consecu-

tively applying predefined transformations. The generator is

learned in the generative adversarial network (GAN) frame-

work [13]. The generated sequence produces a realistic aug-

mented sample; however, the classifier is not involved dur-

ing the learning process and the effect of data augmentation

can only be observed through trial and error.

Adversarial methods Adversarial methods include hard

sample mining that collects or augments samples that are

misclassified by the current classification model. They have

been used in training support vector machines (SVM) [8],

boosted decision trees [11], shallow neural networks [30],

and deep neural networks [31]. Wang et al. [42] and Peng

et al. [28] selected hard samples by adversarially updating

the ranges of predefined transformations, such as occluding

[28, 42], scaling, and rotating [28].

Adversarial examples are slightly perturbed or trans-

formed samples that result in a classification model pre-

dicting an incorrect answer with high confidence [38]. For

these methods, flexible and complex transformation mod-

els [2, 45] cannot be used to generate adversarial examples

[28]. Training the classification model with adversarial ex-

amples will improve robustness to those adversarial exam-

ples but may degrade performance on clean test samples

[40, 41]. Recent studies have shown that adversarial updates

1Unsupervised methods by chance can lead to validation loss; however,

augmentation is conducted without any supervision to optimize an objec-

tive.

in convolution-based transformations [2] and spatial trans-

formations [45] can potentially generate adversarial exam-

ples.

Supervised methods Lemley et al. [22] designed an aug-

mentation model that learns to augment samples that reduce

training classification loss, but the performance on test sam-

ples can only be empirically evaluated and not be predicted.

Cubuk et al. [6] considered small child classification models

for computing validation loss to evaluate several augmen-

tation policies over predefined transformations. However,

learning requires a reinforcement learning framework as

predefined transformations are non-differentiable and can-

not be backpropagated. The child model must be learned

from scratch for every update of the augmentation model

parameters and thus requires thousands of GPU hours. Fur-

thermore, the validation loss of the small child model may

not be a good predictor of the validation loss of the final

classification model.

2.2. Generative adversarial networks for data aug-
mentation

Goodfellow et al. [13] proposed a framework for training

a deep generative network in an adversarial manner referred

to as the generative adversarial network (GAN). The frame-

work simultaneously trains two networks: a generator that

generates a sample from random noise and a discriminator

that estimates the probability that a sample came from the

training data rather than from the generator. An adversarial

process is formed by a two-player minimax game in which

a discriminator tries to distinguish the source of a sample

while a generator tries to generate an indistinguishable sam-

ple.

Several studies have demonstrated the potential of us-

ing the GAN framework in data augmentation by either im-

proving the realism of synthetic samples [32, 35, 43] or by

generating class-conditional images [24, 26, 25]. However,

generative models are generally known to require more data

to train than a classification model, and for training, addi-

tional synthetic [32, 35, 43] and/or unlabeled [24, 26, 25]

samples are required.

2.3. Influence functions

The influence function is a function from robust statis-

tics [5] to estimate how model parameters change due to

up-weighting a particular training sample. Cook and Weis-

berg [5] developed influence function of removing training

data in learning a linear model, and in [4, 39, 44], influence

functions concerning a wider variety of perturbations were

studied. Koh and Liang [20] considered influence function

to non-convex and highly-complex models, including deep

neural networks, by using efficient approximations based on

Hessian-vector products (HVPs) [27], conjugate gradients
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Figure 1: A generic data augmentation framework for a classification task. An input training sample x is transformed to x̃

by a transformation model, which is parameterized by τ . The conventional method usually defines G as a composition of

predefined transformations based on randomly sampled range τ (solid line path). In this paper, G is a differentiable network.

A learnable network E estimates τ given x to obtain the transformed sample x̃, where x̃ maximizes the generalization

performance of the classification model (dashed line path).

[23], and stochastic estimation [1]. They also considered

the influence of up-weighting a particular training sample

on validation loss. In [20], the influence functions are used

for various purposes: debugging models, detecting dataset

errors, and creating training-set attacks.

3. Augmented data evaluation

Figure 1 depicts a general framework for tuning or learn-

ing an augmentation model that may involve evaluating an

augmented sample. Given a classification model, the evalu-

ation is often performed by computing the training loss of

the sample; however, the effect on test samples cannot be

predicted and can only be empirically evaluated. To eval-

uate the impact of an augmented sample using validation

loss requires learning two classifiers: one that includes and

the other that excludes the sample during the learning pro-

cess for comparing their performances. Learning both clas-

sifiers is computationally expensive as the models need to

be fully trained from scratch and evaluated over all vali-

dation samples. Rather than repeating this prohibitive pro-

cess, a method is proposed to approximate the validation

loss difference due to a particular augmented sample, thus

eliminating the retraining process.

3.1. Problem set up

In a classification task, given an input space X , an output

space Y , and a parameter space Θ, a learner aims to learn

a classification model F that maps X �→ Y and is param-

eterized by θ. Define l(z, θ) to be the loss evaluated on the

sample z = (x, y) ∈ X × Y and model parameters θ ∈ Θ.

Given training data z
tr = {zi}

N
i=1, an empirical risk mini-

mizer is given as:

θ̂(ztr) = argmin
θ∈Θ

L(ztr, θ), (1)

where the empirical risk is given as

L(ztr, θ) =
1

N

∑

i:zi∈z
tr

l(zi, θ̂). (2)

To measure the generalization performance of the classifi-

cation model F , validation data z
val = {zj}

(N+M)
j=N+1 is often

considered. Generalization performance is approximated as

the average loss over validation data z
val with parameter

θ̂(ztr) as

L(zval, θ̂(ztr)) =
1

M

∑

j:zj∈z
val

l(zj , θ̂(z
tr)). (3)

Consider a label preserving transformation G that maps

X �→ X such as the one shown in Figure 1. Let τ be the

control parameters, x̃ = G(x, τ) be an augmented input,

z̃ = (x̃, y) be an augmented sample, and z̃
tr = {z̃i}

N
i=1 be

an augmented training dataset. In addition, consider a learn-

able network E parameterized by φ. It estimates τ given x.

Thus, x̃ = G(x,E(x, φ)).

Given the transformation model G, the goal is to find the

optimal τ for each input x; otherwise, find optimal param-

eters φ of E that minimizes the validation loss when the

classification model is learned using z̃
tr. This is mathemati-

cally represented as follows

φ = argmin
φ∈Φ

L(zval, θ̂(z̃tr)), (4)

where

θ̂(z̃tr) = argmin
θ∈Θ

L(z̃tr, θ). (5)

Solving Equations 4–5 requires a bilevel optimization

where one problem is embedded (nested) within another.

3.2. Influence by upweighting a training sample

Consider a change in model parameters θ due to the ex-

clusion of a particular training sample zi. Formally, this

change is given as θ̂(ztr\zi) − θ̂(ztr). Influence functions

[5, 20] provide an efficient approximation without a retrain-

ing process to obtain θ̂(ztr\zi). Let us consider the change
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in model parameters due to upweighting zi by an amount of

ǫl(zi, θ) in the loss function:

θ̂(ztr ∪ ǫzi) = argmin
θ∈Θ

L(ztr, θ) + ǫl(zi, θ). (6)

Then, from [5], the following approximation can be derived:

−
1

N
Iup, params(zi) ≃ θ̂(ztr\zi)− θ̂(ztr), (7)

where

Iup, params(zi) �
dθ̂(ztr ∪ ǫzi)

dǫ

∣

∣

∣

ǫ=0
(8)

= −H(θ̂(ztr))−1∇θl(zi, θ̂(z
tr)). (9)

Here, H(θ) � 1
N

∑N

i=1 ∇
2
θl(zi, θ) is the Hessian evaluated

at θ.

Using Equation 9 and applying the chain rule, the in-

fluence of up-weighting zi ∈ z
tr on the validation loss at

zj ∈ z
val can be approximated [20] as shown below:

−
1

N
Iup, loss(zi, zj) ≃ l(zj , θ̂(z

tr\zi))− l(zj , θ̂(z
tr)), (10)

where

Iup, loss(zi, zj) �
dl(zj , θ̂(z

tr ∪ ǫzi))

dǫ

∣

∣

∣

ǫ=0
(11)

= ∇θl(zj , θ̂(z
tr))⊤

dθ̂(ztr ∪ ǫzi)

dǫ

∣

∣

∣

ǫ=0
(12)

= −∇θl(zj , θ̂(z
tr))⊤H(θ̂(ztr))−1∇θl(zi, θ̂(z

tr)). (13)

For the validation dataset zval, Equation 12 can be ex-

panded given by:

Iup, loss(zi, z
val)

= −∇θL(z
val, θ̂(ztr))⊤H(θ̂(ztr))−1∇θl(zi, θ̂(z

tr)). (14)

Equation 11 describes a gradient of l(zj , θ̂(z
tr ∪ ǫzi)) with

respect to ǫ at nearby ǫ = 0. The influence of excluding zi
can be approximated by Equation 10.

3.3. Influence by augmentation

With a training sample zi and the corresponding aug-

mented training sample z̃i, let θ̂(ztr ∪ ǫz̃i\ǫzi) be the es-

timate of θ by downweighting zi and upweighting z̃i by ǫ.

Let θ̂(ztr ∪ z̃i\zi) be the estimate of θ by replacing zi with

z̃i. An analogous approximation of Equations 10–13 yields:

−
1

N
Iaug, loss(zi, z̃i, z

val)

≃ L(zval, θ̂(ztr))− L(zval, θ̂(ztr ∪ z̃i\zi)), (15)

where the influence function Iaug, loss(zi, z̃i, z
val) is:

Iaug, loss(zi, z̃i, z
val)

�
dL(zval, θ̂(ztr ∪ ǫz̃i\ǫzi))

dǫ

∣

∣

∣

ǫ=0
(16)

= ∇θL(z
val, θ̂(ztr))⊤

d̂̂θ(ztr ∪ ǫz̃i\ǫzi)

dǫ

∣

∣

∣

ǫ=0
(17)

= −∇θL(z
val, θ̂(ztr))⊤H(θ̂(ztr))−1

(

∇θl(z̃i, θ̂(z
tr))−∇θl(zi, θ̂(z

tr))
)

(18)

= Iup, loss(z̃i, z
val)− Iup, loss(zi, z

val). (19)

The influence function Iaug, loss(zi, z̃i, z
val) predicts the dif-

ferences between the influences of the augmented sample

and the original sample. In addition, the influence function

can be used to evaluate the effectiveness of the augmented

sample z̃i compared to that of the original sample.

3.4. Reformulation of influence functions

To compute the influence functions efficiently,

techniques such as conjugate gradients and stochas-

tic estimation are adopted, as used in [20].

Given F , inverse Hessian-vector products (iHVPs)

sval = H(θ̂(ztr))−1∇θL(z
val, θ̂(ztr)) are precomputed and

cumulated for validation samples using conjugate gradients

and stochastic estimation techniques. The iHVPs are fixed

during learning G and E and are used to compute influence

functions of augmented samples. The influence function

is further approximated through considerations of only

the top fully connected layer of F . Thus the remaining

∇θl(zi, θ̂(z
tr)) can be represented by a simple closed form.

This makes it possible to represent sval∇θl(zi, θ̂(z
tr)) in a

closed form by regarding sval as a fixed vector. The gradient

from this flows through fixed F and is then used to update

G and E by the chain rule.

4. Transformation models

Transformations for augmenting images can be catego-

rized as either spatial transformations or appearance trans-

formations. In this section, the proposed transformation

models that generalize both transformations are described.

As the models are differentiable, the gradient from the influ-

ence function can be propagated to G and E during learn-

ing.

4.1. Spatial transformation model

Spatial transformations include random flip, crop, scal-

ing, rotation, shearing, translation, and affine transforma-

tions. These transformations can be defined by the coordi-

nate change in pixel locations. The proposed transformation

model for spatial transformation is illustrated in Figure 2-

(a). Spatial transformation is defined—in a way similar to
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Figure 2: The proposed transformation models for spatial and appearance transformations. (a) The proposed transformation

models for spatial transformation. Spatial transformation model Gs takes an input τs and then generates sw and sb. Flow

field s denotes the coordinates to be transformed and is obtained by operations like the point-wise affine transform by sw and

sb. The warp operation transforms x to x̃ by interpolating x based on the coordinates in s. (b) The proposed transformation

models for appearance transformation. Appearance transformation model Ga takes an input τa and then generates cw and cb.

x̃ is obtained by filtering x by a filter with weights cw and bias cb.

[17, 45]—by

[

s(i, j, 1)
s(i, j, 2)

]

=

[

sw(i, j, 1) sw(i, j, 2)
sw(i, j, 3) sw(i, j, 4)

] [

i

j

]

+

[

sb(i, j, 1)
sb(i, j, 2)

]

+

[

i

j

]

. (20)

Here, i, j denotes the source coordinate, and sw(i, j) and

sb(i, j) denote the multiplication factor and bias, respec-

tively. Note that when global average pooling is performed

on sw and sb, the transformation is reduced to the affine

transformation. In this formulation, the spatial transforma-

tion is fully defined by sw and sb that are obtained by feed-

ing τs into Gs.

Spatial transformation model Gg takes an input τs and

then generates sw and sb. Flow field s denotes the coordi-

nates to be transformed and is obtained by performing op-

erations such as the point-wise affine transform by sw and

sb. The warp operation in Figure 2-(a) transforms x to x̃

based on the bilinear interpolation indexed by s. The model

is designed by a stacked transposed convolutional network

with 4 + 2 channels in its final layer. Once s is obtained,

4× 4 average pooling is applied to smoothing s. The image

is then warped by bilinear interpolation, which is differen-

tiable operation [17]. All computations in this formulation

can be implemented by a feed-forward neural network.

4.2. Appearance transformation model

Transformations in appearance include alterations of

contrast, brightness, color, and hue. These transformations

can be formed by 1 × 1 spatial dimension filters. Thus, to

formulate the appearance transformation model, generating

1 × 1 spatial filters is of primary concern. The proposed

transformation model for the appearance transformation is

illustrated in Figure 2-(b). The appearance transformation

model Ga takes an input τa and then generates cw and cb,

which are average pooled in the same way as the spatial

transformation model. The transformed image x̃ is obtained

by x + δx, where δx is obtained by filtering x with filter

weights cw and bias cb. The model is designed by a trans-

posed convolutional network with 3 × 3 + 3 channels for

RGB images in its final layer. For grey images, the appear-

ance transformation model is not considered.

4.3. Learning transformation models

During learning, G is trained based on the GAN frame-

work. Then E and G are trained to predict τ which is used to

augment inputs, which maximize the influence function for

each x and x̃ = G(x,E(x)) pair. In practice, the spatial and

appearance transformation models are combined by con-

catenating (τs, τa) and (sw, sb, cw, cb). By sharing conv (E)

and convtr (G) blocks for the spatial and appearance trans-

formations, the combined transformation model has single

τ (implicitly include τs and τa) and outputs sw, sb, cw, cb.

Thus, the spatial and appearance transformation models are

learned together during entire learning process. The rela-

tivistic average GAN (RaGAN) [18] is used for training G

with modification. To avoid trivial solutions (identity trans-

formation), a simple trick (with standard loss function) to

match distributions of transformed image and baseline aug-

mented image (instead of original image) is used. Using this

method, G was pretrained to mimic the baseline augmenta-
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Dataset % Model None Heur. Ratner Ratner Proposed

MF [29] LSTM [29]

MNIST 1 4 layer CNN 9.8 4.1 3.5 3.3 3.1

10 4 layer CNN 2.7 1.0 0.8 0.9 0.8

CIFAR-10 10 ResNet-56 [15] 34.0 22.5 20.2 18.5 17.7

CIFAR-10 100 ResNet-56 [15] 12.2 7.7 5.6 6.0 5.2

CIFAR-100 100 ResNet-56 [15] 36.3 31.6 - - 29.6

Table 1: Test set error rates (%) of classification models trained on subsamples of the labeled training data. The experiments

are conducted under the same setting as [29].

Dataset Model Baseline Cutout [10] AutoAug. [6] Proposed

CIFAR-10 Wide-ResNet-28-10 [48] 3.9 3.1 2.6 2.8

Shake-Shake (26 2x96d) [12] 2.9 2.6 2.0 2.1

PyramidNet+ShakeDrop [47] 2.7 2.3 1.5 1.7

CIFAR-100 Wide-ResNet-28-10 [48] 18.8 18.4 17.1 17.3

Shake-Shake (26 2x96d) [12] 17.1 16.0 14.3 14.6

PyramidNet+ShakeDrop [47] 14.0 12.2 10.7 11.9

Table 2: Test set error rates (%) on CIFAR-10 and CIFAR-100 datasets. The experiments are conducted under the same

setting as [6].

Figure 3: Diverse transforms can be obtained from the same

input image of CIFAR-10 dataset using dropout τ .

tion method. Two discriminators over the image space and

feature space—feature map in the last fully-connected layer

of F—are considered. The discriminator over the feature

space is defined by single fully-connected layer. Given F ,

the learning steps for training E and G are arranged as fol-

lows: (1) pretrain G in the GAN framework, (2) compute

iHVPS, and (3) train E and G to maximize the influence.

Omitting the pretrain stage does not affect accuracy. In-

cluding this stage provides better initialization for G which

leads to a more stable learning and faster convergence dur-

ing stages (2) and (3). Classification model F is retrained

using augmented samples from learned E and G thereafter.

During learning E and G, dropout [36] with probability 0.5
is applied to τ . Dropout is retained during retraining F to

obtain diverse augmented samples as shown in Figure 3.

5. Experiments

5.1. MNIST dataset

Experiments were performed on the MNIST using only

a subset of class labels to train the classification mod-

els and treating the rest as unlabeled data. A 4-layer all-

convolutional neural network was used for classification.

Experiments were conducted under the same settings as

[29]. In Table 1, classification errors on test set are listed for

various data augmentation methods from [29]. None indi-

cates that no augmentation is applied, and Heur is the stan-

dard heuristic approach of applying random compositions

of the given set of transformation operations. Ratner de-

notes the results from [29]. A 128 dimensional τ and 4-layer

convolutional neural network was used. For G, a 4-layer

transposed convolutional neural network was used. For the

proposed method, the random cropping technique is used

as did in [29]. The proposed method shows lower test error

than those of [29]. Architectures and hyper-parameters in

the optimization are shown in Supplementary-B.

5.2. CIFAR-10 and CIFAR-100 datasets

Performance comparison is made among the proposed

method, heuristic, [29], and [6] under the exact equal set-

tings. For fair performance comparison, benchmark script

made available by the authors of [29] and [6] was used

to obtain exact identical baseline performance. A 128 di-

mensional τ and 5-layer convolutional neural network were

used. For G, a 5-layer transposed convolutional neural net-

work was used. All of the reported results are averaged over

5 runs. The detailed settings of the hyper-parameters are de-

scribed in Supplementary-B.

For comparison with [29], a subset of the class labels

was used to train the classification models and the rest was

treated as unlabeled data. A ResNet-56 [15] was used. For

the proposed method, random cropping and horizontal flip
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Figure 4: Images are transformed by applying ten linearly interpolated τ ’s to the same training sample in the CIFAR-10

dataset. Each row represents: (i) the training image, (ii) spatial transformation model outputs, (iii) spatially transformed

images, (iv) appearance transformation model outputs, and (v) final transformed images.

Figure 5: Some corrected test samples of CIFAR-10 dataset.

were used as was used in [29]. For the comparison with

[6], the experiments were conducted with the same set-

ting as [6]. Wide-ResNet-28-10 [48], Shake-Shake [12], and

Shake-Drop [47] were used as classification models. The

baseline augmentation follows the convention for state-of-

the-art CIFAR-10 models: standardizing the data and using

horizontal flips with 50% probability, random crops, and fi-

nally Cutout [10] with 16x16 pixels. The proposed augmen-

tation was applied in addition to the baseline as used in [6].

In Table 1 and Table 2, test errors are listed to compare

the proposed method with [29] and [6], respectively. For

CIFAR-10, detailed in Table 1, the proposed method shows

performance improvement over [29]2. In Table 2, the pro-

posed method achieved comparable performances to [6] but

approximately 600 times faster than [6] in terms of GPU

2Note that the performance gap due to the presence of label supervi-

sion during the learning of an augmentation module is smaller than that

during the learning of a classification module. Supervision of the augmen-

tation module may not show significant performance gain because the per-

formance is measured by the end classifier, which already includes label

supervision.

hours (Table 4).

In Figure 4, transformed images from the same input

image by traversing in the τ -space are shown. Images are

transformed by applying ten linearly interpolated τ ’s to the

same training sample in the CIFAR-10 dataset. Each row

represents: (i) the training image, (ii) spatial transformation

model outputs, (iii) spatially transformed images, (iv) ap-

pearance transformation model outputs, and (v) final trans-

formed images. Given an input, we note that learned spa-

tial transformations are (relatively) specific while learned

appearance transformations allow a wider range of transfor-

mations (Figure 3). Corrected test samples by using learned

augmentation model (Figure 5) show some similarities: (1)

object is only partially shown or the size is small and (2) the

color of the object is rare (e.g. white horse).

To analyze the effect of appearance and spatial trans-

form, We conducted experiments on CIFAR-10 using Res-

56 and the following results (error rates) are obtained: (1)

Heur. (7.7%, Table 1), (2) pretrained G (6.4%), (3) spa-

tial transform only (6.1%), (4) appearance transform only

(5.8%), (5) combined transform (in serial) (5.4%), and (6)

combined transform (in parallel) (5.2%, Table 1).

For the dimensions of τ , the results are as follows: (1) 32

dim (5.8%), (2) 64 dim (5.4%), (3) 128 dim (5.2%, Table

1), and (4) 256 dim (5.2%).
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Model Baseline [6] Baseline (ours) AutoAug. [6] Proposed

ResNet-50 [15] 76.3 / 93.1 76.1 / 93.0 77.6 / 93.8 77.1 / 93.4

ResNet-200 [15] 78.5 / 94.2 78.1 / 94.0 80.0 / 95.0 79.0 / 94.6

Table 3: Validation set Top-1 / Top-5 accuracy (%) on ImageNet dataset.

The experiments are conducted under the same setting as [6]. All results

are obtained using 1-crop testing.

Dataset AutoAug. [6] Proposed

CIFAR-10 5,000 8

ImageNet 15,000 40

Table 4: GPU hours comparison of Au-

toAugment and the proposed method.

Ours are estimated with Titan-X Pascal.

5.3. ImageNet dataset

The experiments on the ImageNet dataset [9] were con-

ducted focusing on the comparisons between baseline, Au-

toAugment [6], and the proposed method. To train the

augmentation model, 50,000 samples were split from the

original training set to create a hyper-validation set, and

the remaining was used as the training set. The hyper-

validation set was used to compute the influence function.

The ResNet-50 and ResNet-200 [15] were used as back-

bone architectures. During pretraining the transformation

models, the progressive learning technique proposed in [19]

was adopted to stabilize the GAN training process. In train-

ing F , a batch size of 4096 and a learning rate of 1.6 were

used. The learning rate was decayed by 10-fold at epochs

90, 180, and 240 as used in [6]. Due to the unavailability of

ImageNet performance reproduction script of [6], our sys-

tem had to run with in-house script resulting in a slightly

lower benchmark performance than that reported in [6].

For baseline augmentation, the standard Inception-style pre-

processing was used, which involves scaling pixel values to

[-1,1], horizontal flips with 50% probability, scaling, crop-

ping, aspect ratio change, and random distortions of colors

[16, 37].

The trained ResNet-50 and ResNet-200 [15] were then

used to compute the influence function. A 128 dimensional

τ and 8-layer convolutional neural network and 8-layer

transposed convolutional neural network were used for E

and G, respectively. Refer to Supplementary-B for the de-

tails. For the proposed method, inputs were preprocessed

by the baseline augmentation method as did in [6]. In Ta-

ble 3, classification accuracies are listed for the comparison

with AutoAugment [6]. The proposed method achieved the

comparable performance to [6], and the training time was

reduced from 15,000 GPU hours to 40 GPU hours as shown

in Table 4 (375 times faster).

6. Conclusion

To improve data augmentation, the influence function

that predicts the effects of a particular augmented train-

ing sample on generalization performance is proposed. The

differentiable augmentation network is learned to generate

augmented samples that maximize the influence function,

thereby minimizing the validation loss. The influence func-

tion provides an approximation of the change in valida-

tion loss without comparing the performances that include

and exclude the augmented training sample in the train-

ing process. The differentiable augmentation network and

the reformulation of the influence function allow augmen-

tation network parameters to be updated by backpropaga-

tion. Also, the proposed augmentation network can gener-

alize the conventional composition of predefined transfor-

mations. The experimental results confirmed that the pro-

posed method provides better generalization than conven-

tional data augmentation methods do on various datasets

including CIFAR-10, CIFAR-100, and ImageNet.
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