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Abstract

Autoregressive (AR) language models generate text one token at a time, which
limits their inference speed. Diffusion-based language models offer a promising
alternative, as they can decode multiple tokens in parallel. However, we identify
a key bottleneck in current diffusion LMs: the long decoding-window problem,
where tokens generated far from the input context often become irrelevant or repet-
itive. Previous solutions like semi-autoregressive address this issue by splitting
windows into blocks (sacrificing bidirectionality), but we find that this also leads
to time-interval expansion problem, sacrificing the speed. Therefore, semi-AR
eliminates the main advantages of diffusion models. To overcome this, we propose
Convolutional decoding (Conv), a normalization-based method that narrows the
decoding window without hard segmentation, leading to better fluency and flex-
ibility. Additionally, we introduce Rejecting Rule-based Fine-Tuning (R2FT), a
post-hoc training scheme that better aligns tokens at positions far from context.
Our methods achieve state-of-the-art results on open-ended generation benchmarks
(e.g., AlpacaEval) among diffusion LM baselines, with significantly lower step size
than previous works, demonstrating both speed and quality improvements. The
code is available online (https://github.com/ybseo—ac/Conv).

1 Introduction

Autoregressive (AR) language models (LMs) have shown remarkable performance in recent years
[31, 32, 6, 1]. Diffusion-based LMs are gaining attention [3, 36, 29, 2] as they offer potential solutions
to two fundamental limitations of ARLM: (1) ARLMs must generate text one token at a time, which
imposes an inherent limit on speedup. In contrast, diffusion models can be further accelerated
by reducing decoding steps while maintaining the same output length. (2) ARLMs are inherently
unidirectional, relying only on past context, whereas diffusion LMs can leverage bidirectional context
[49]. Since human language understanding involve both past and future context, bidirectionality
offers a more flexible and human-like approach.

However, we find a critical inherent drawback of diffusion LLMs, called long decoding-window
(LDW for simplicity) problem, which is a key bottleneck in fluent text generation. While AR models
focus on predicting a single token that is directly attached to the previous context, diffusion LMs treat
all positions as potential targets for decoding. Here, the problem occurs: tokens suggested at positions
far from the previous context tend to be less aligned and more random. As a result, naive categorical
sampling during decoding often yields outputs that are poorly grounded in the given context.

Several approaches have been proposed to address this issue, including semi-AR (e.g., LLADA [29],
Block-diffusion [2]). Semi-AR divides the generation window into multiple blocks and decodes them
sequentially, therefore shortening the decoding area. This suppresses decoding of positions far from
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previous context, directly mitigating the LDW problem. It is also reported to improve performance in
downstream tasks [29].

However, we analyze that semi-AR still has significant inherent limitations. (1) Most notably, it
sacrifices decoding speed. Reducing the step size in semi-AR is challenging, as dividing the total
steps across multiple blocks leads to a rapid degradation in overall text generation quality, due to
an issue we term the time-interval expansion problem. (2) Also, semi-AR inevitably sacrifices
bidirectionality. As semi-AR lacks both the speed advantage and bidirectionality, it removes most of

the motivation to choose diffusion LMs over AR models.

Therefore, we propose two approaches that both address the LDW prob-
lem while retaining speed and flexibility. (1) Convolutional decoding
(Convy): This narrows the decoding window similarly to semi-AR, but uses
normalization instead of strictly splitting it into blocks, bypassing quality
degradation. (2) Rejecting Rule-based negative Fine-Tuning (R2FT): A
post-hoc training scheme that aligns distant tokens with previous context,
removing the need for narrowing the window. We empirically demon-
strate that combining these methods leads to more fluent and coherent
open-ended responses.

For the experiments, we focus on testing an instruction-guided open-
ended answer generation ability. Previous studies primarily evaluated
diffusion LMs using natural language understanding (NLU) benchmarks
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that are measured with multiple-choice metrics or string matching metrics

[29]. However, this makes it difficult to assess the biggest challenge of diffusion LMs: fluent
open-ended text generation. We observe that previous diffusion LMs [29] which showed remarkable
scores on NLU tasks (e.g., MMLU [16]) perform poorly on benchmarks to evaluate open-ended
answer generation such as AlpacaEval [44], often generating broken sentences. Therefore, we use
benchmarks like AlpacaEval and the metric of G-Eval [26], which is known as most aligning with
human evaluation, showing that our method achieves state-of-the-art performance among diffusion-
LM baselines, with even around one-third the step size of previous work Figure 1. For bidirectional
generation, we provide a proof of concept through sampling patterns (Figure 7). Since most LM tasks
assume a unidirectional scenario, benchmark experiments are deferred to future work.

Our novel contributions are summarized as follows:

* We define the long decoding-window problem, one of the core challenges in diffusion LMs.

* We identify and analyze the inherent speed limitation of semi-AR (i.e., block diffusion),
termed the time-interval expansion problem, which was unrecognized in prior studies.

* We propose two alternative methods to address the long decoding-window problem without
sacrificing speed or bidirectionality, Conv and R2FT.

* We demonstrate that models equipped with our methods achieve state-of-the-art performance
among diffusion LM baselines, on open-ended answer generation tasks.

2 Preliminaries and motivation

2.1 Diffusion LM

In the image generation domain, a diffusion model refers to a model trained through a forward process
that adds gaussian noise for 7" steps to the original data (x(), and a reverse process that learns to
remove the noise, gradually denoising from pure noise (x7) through intermediate steps (x¢, ..., X1, Xq)

[17, 40, 42, 10, 41]. The forward process is formulated as q(x;|xg) = N (x¢; vV@xo, (1 — @;)I)
where @; = H;l a; ,a; € [1,0]. The reverse process is training to minimize Negative ELBO
(NELBO):

T
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As the forward process is designed for continuous data (e.g., image), applying this framework to
discrete data (e.g., text) has been a major bottleneck in the study of diffusion LMs. However, the



remarkable work of D3PM by Austin et al. [3] opened the door by defining the forward process as
follows:

q(x¢ | x0) = Cat(xs; Qux0) , Qp = Qr...Q2Qu ()

Where Cat(x;p) is a categorical distribution over the one-hot row vector x (dimension of vocab
size) with probabilities given by the row vector p, and Q; is a transition matrix at timestep t¢. This
formulation laid the foundation for many subsequent studies to follow [19, 15, 7, 27, 34, 43, 22, 48,
38]. Furthermore, Sahoo et al. [36] proves that the NELBO objective of D3PM can be extremely
simplified to Equation 3 by following certain assumptions:

t=1

Qp — Qip—dt

Liso = Eq/ log(xg(x¢,t),%x0)dt, t€[0,1], oy € [1,0] 3)
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This objective function is the same as masked language model (MLM) such as BERT [9], while
the only difference is the forward process with a more complex masking pattern. The assumptions
are as follows: (1) The time space is continuous, which indicates T' — oo, dt — 0. (2) The fully
noised state z7 means all tokens are masked, and the reverse process is unmasking them. Therefore,
diffusion LM is trained to predict tokens at masked positions, and during decoding, it unmask each
position of a fixed-size decoding window over S steps (S ~ T).

This formulation demonstrates the most stable convergence of the validation loss compared to earlier
approaches (e.g., SEDD and D3PM) [36]. Several concurrent works (LLADA, Block-diffusion,
MD4 [38]) reach the same formulation by intuition and empirical study, establishing it as the current
consensus in the field. In this work, following Sahoo et al. [36], we refer to diffusion LMs trained
with this objective as MDLM (masked diffusion language models). (See §F for a more detailed
review of related works.)

Notation of ™ and p In this work, two kinds of conditional probability are defined. The conditional
probability defined with the 7 term, 7(x;|z_;), is the probability of a token at position 7, conditioning
on the tokens provided at positions —:. On the other hand, the conditional probability defined with
the p or ¢ term, p(z¢|x:—1), refers to the probability of a token at a given position (e.g., %, usually not
stated) and the timestep ¢, conditioned on the token of the same position at timestep ¢ — 1.

2.2 Bottleneck of MDLM: long decoding-window problem

We analyze that the main bottleneck of MDLMs in open-ended text generation lies in the overly
broad decoding candidate space, called long decoding-window (LDW) problem. Unlike AR models,
which decode one token at a time, MDLMs predefine a decoding window with a fixed window size
(denoted as L, fixed to 1024 in our work) and treat all L positions as candidates for decoding at every
step. However, if the position is farther from the previous context (equal to the prompt if the first step),
the model tends to predict more context-irrelevant tokens. In our analysis, the pattern of irrelevance
can be summarized as a combination of “high-prior tokens” and “repetition of the previous context”.
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Figure 2: Candidate zone of the first inference step given the previous context “Q: Who is Abraham
Lincoln? A:”. The left box shows positions close to the context (0 to 4), and the right box shows
positions relatively far from the context (25 to 29). Darker red indicates higher confidence of the
model. Informative token for given question (e.g., “president”, “United States” ) are outlined.
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An example of a candidate zone is presented as a table in Figure 2 (with the x-axis indicating the
unmasked position which is distance from the previous context, and the y-axis showing the top-k
ranks for each position). MDLM infers this table at every step, and samples tokens from: it.

We observe that the candidate zone is typically composed of four types of tokens clustered like a
layer (repetition, high-prior, meaning, noise), often appearing sequentially from the top rank, as
illustrated in Figure 2 and Figure 11. (1) Repetition: A zone where the model repeats tokens from the
previous context. In Figure 2, we observe excessive repetition of tokens from the previous context
(e.g., “Question”, “Answer”, “:””), which is not helpful in the current step. This phenomenon likely
stems from the inherent tendency of LLMs to repeat previous context, which has also been reported in
AR models when generating longer responses [18, 46]. (2) High-prior: A zone composed of tokens
with high term-frequency, which are often functional words (e.g., “.”, “the”, “is”). This zone tends
to appear thicker when farther from the previous context. We analyze that, from the Bayes-form
decomposition m(x;|zx;) o< w(xx|a;)m(z;), if the likelihood term (indicating the relevance with
context) weakens, the prior (proxy for term-frequency) dominates. (3) Meaning: Tokens containing
meaningful information aligned with the previous context (e.g., “president”, “United States™). This
zone becomes more prominent when it is closer to the previous context. (4) Noise: Tokens that are

unrelated to the previous context, filling up the rest of the lower rank.

The key property is that, as the distance from the previ- s High prior Repetition

ous context gets farther, the meaning zone tends to fall , 038

below the repetition and high-prior zones. This trendis | 036

also consistent with statistical observation (Figure 3). We 0.34

measure the sum of probabilities of high-prior (top-100) 032

and repetition (tokens overlapping the prompt) tokens at ~ ** 030

varying distances from the instruction prompt. For both, &% — %% % PRV —

the probabilities are lowest at distance 0, indicating weak L )
dominance. However, they peak after around 5-10 posi- Figure 3: X-axis is distance from instruc-
tions. The high-prior continues to occupy around 50% ton prompt, Y-axis is sunn.n.ed probabil-
throughout the window. ity of high-prior and repetition.

This property leads to the following problems. If sampling is performed over the entire decoding
window, deterministic decoding becomes difficult. In other words, if tokens are sampled from
top-ranked candidates, there is a high chance of selecting only repetition or high-prior tokens in
positions far from the previous context, leading to generating repetitive and dull text (Figure 11).

The tendency to generate repetitive and dull text under highly deterministic decoding (e.g., greedy
decoding) is also observed in ARLMs [18]. However, AR has the advantage of sampling from a very
short decoding window (size of 1) that is closest to the previous context, where meaning tokens gain
more preference. As a result, this issue can often be effectively addressed simply by using slightly
more probabilistic yet deterministic decoding strategies, such as nucleus or top-k sampling [46].

Formulation We provide a theoretical explanation of the LDW problem. Consider a scenario
in which the model decodes z; at the first sampling step, where x; denotes a mask token that is in
the i-th position from the given context. AR decoding employs a fixed value ¢ = 1, whereas in a
diffusion LM with LDW, we may assume ¢ = 20 or higher values. The probability of candidate c for
xo91 is w(c|T) = E [w(7|c)m(c)], where 7 € T is all possible combination of {z1, x2, ..., 220}. The
cardinality of T'is [V |?* (V is vocab size), infinity. Therefore, posterior 7(c | 7) converges to 7(c).

m(c) represents the probability of a candidate that can be easily predicted without any contextual
information. Typical examples include high-prior tokens (e.g., function words) or simple repetition
of given context. This applies regardless of whether : = 20, 21, or 22. Consequently, as illustrated
in the upper part of Figure 11, top candidates often include patterns such as “Question: Question:
Question:” (repetition of given context) or “the the the” (high-prior tokens).

3 Existing solutions for LDW problem and their limitations

3.1 Categorical sampling

Sahoo et al. [36], who introduced MDLM, addressed this problem using categorical sampling. This
method randomly samples from the full vocabulary instead of focusing on the top-ranked tokens. It is
expressed as Equation 4, where a; is a noise schedule, and s = ¢ — d¢. Both m and x¢(-) are V 4 1
dimensional probability distributions, where m assigns probability 1 to the mask index (V' 4 1), and



xp(+) is a softmax distribution inferred by the model based on the state x;.

Cat(xs; X¢t),
Cat (Xs, m +

xt7$m,

Xe(Xt)) X = m,

C)

po(Xs|xe) = q(xs|xe, x = X (x¢)) = {
1 at
This setup allows both high- and low-ranked tokens to remain as candidates, reducing the chance of
sampling from repetition or high-prior tokens that dominate the top ranks. In turn, it also increases
the likelihood of bypassing the meaning zone, jumping directly to the noise zone. For this reason, text
generated by categorical sampling often appears grammatically fluent but less aligned (Figure 15).

3.2 Semi-AR: time-interval expansion problem

Recent studies (LLADA [29] and Block diffusion [2]) systemized semi-AR decoding to successfully
address the LDW problem. Although it was not explicitly mentioned, we analyze that the performance
improvements of those methods were the result of addressing this problem.

This approach divides the decoding window into smaller blocks and decodes them sequentially, which
restricts sampling from positions far from the context. As a result, it directly bypasses the LDW
problem. Nie et al. [29] reports that applying semi-AR decoding raises downstream task performance
to a level comparable with AR models, while the performance is poor without it.

However, semi-AR has two critical drawbacks that undermine the motivation for using diffusion LMs.
It sacrifices decoding speed and directionality.

Semi-AR sacrifices decoding speed We found that though the total step size is maintained, splitting
the decoding window and step size into multiple blocks makes text quality drop. Therefore, when
using semi-AR, the total step size must be kept high to maintain the quality of the overall output,
which removes the speed advantage.

This observation contradicts intuition, as it is more natural to expect that if the sample size per step re-
mains, the text quality should also be maintained. For example, decoding a window of size 1024 in 128
steps, or splitting it into two 512-token blocks and decoding each in 64 steps, both result in an average
of 8 tokens sampled per step. Thus, one might expect the sampling quality to be similar in both cases.
However, in practice, the quality drastically degrades (Figure 4). We term this phenomenon time-

interval expansion problem.

The rationale behind is as follows. Let the decoding win- s
dow size L, the total step size .S, and the number of blocks
b. Then, the window size and step size per block are de-
noted as L, = L/band S, = S/b, respectively. If standard &
decoding of diffusion LMs is a single reverse process with

time span ¢ € [1, 0], then semi-AR performs b multiple re- f
verse processes, each also with time span ¢ € [1,0]. When T e
the infinitesimal time interval is d¢t = 1/, the time in-
terval within each block becomes dt, = 1/.Sp, which is b
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Figure 4: Perplexity (y-axis) of the text

times larger than d¢. As b approaches S, dt;, approaches
1, which is no longer infinitesimal.

This leads to a violation of the continuous-time assumption
in the objective of MDLM (§2). The training objective of

samples from pretrained MDLM, apply-
ing semi-AR decoding with different
block sizes (x-axis) on fixed L = 1024.
Each line corresponds to a fixed S.

MDLM is simplified thanks to assuming a continuously

divisible time span (d¢t — 0). However, df;, is b times larger than d¢, leading to a mismatch between
training and inference. For this reason, text quality depends more on dt; than on L/S, as observed
in Figure 4. To state it more intuitively, when L; and S, get smaller, the model has less freedom to
choose an unmasked position, which seems to cause the drop in performance. (We provide another
version of theoretical explanation based on the hazard function in §G.1)

Then, how did the previous works address this? LLADA [29] and Block diffusion [2] also share the
same training objective and assumption as MDLM and are likely to face the same problem. However,
they avoid facing the problem by just setting very high S as default (S as 512-1024 and L as 1024).

It may seem natural to assume that decoding with a window size 1024 with a total step size 1024 results
in a “1 token per step” manner, giving a speed comparable to AR. However, this is a misconception.
In practice, the actual content in the decoding output typically consists of only around 200-300



tokens on average, with the rest being padded by EOS (i.e., end of segment) tokens. Therefore, in
reality, diffusion LMs with S = 1024 and L = 1024 actually generate 300 tokens with 1024 steps,
which is over three times slower than AR. This implies that, to claim a speed advantage, diffusion
LMs must reduce the total number of steps S to a substantially smaller fraction (e.g., one-third) of
the decoding window size L. However, such a reduction causes a severe degradation in generation
quality for semi-AR as discussed. Consequently, it is inherently difficult for semi-AR approaches to
claim a speed advantage.

Semi-AR sacrifices bidirectionality Since semi-AR assigns blocks sequentially from the left,
regardless of whether the input context is on the left or right, it loses its bidirectional decoding ability.
We provide a detailed explanation for this in §H.1, and note that bidirectional generation tasks are not
included in this paper.

In §1, we highlighted the key advantages of diffusion LMs as speed and bidirectionality. However,
semi-AR sacrifices both, making it a poor alternative for AR in practice.

4 Proposed methods !
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Figure 6: Pipeline of convolutional decoding, from (1) to (5). Gray boxes are mask tokens.

We introduce convolutional decoding (Conv), a method that narrows the decoding window as in
semi-AR, but achieves this via a normalization mechanism instead of hard segmentation. This helps
mitigate the time-interval expansion problem. Conv is an alternative to semi-AR with the following
advantages: (1) It allows a more flexible adjustment of the decoding window than semi-AR, leading
to improved performance. (2) It is simpler to implement. (3) It preserves bidirectionality. We provide
more clarification about bidirectionality in §H.1.

(a) Conv (uni-direction) (b) Conv (bi-direction) (c) Semi-AR (d) Categorical

Figure 7: Unmask positions (Y-axis) over decoding steps (X-axis) for different decoding strategies.
L = 1024, S = 128, with a kernel size and block size of 128. All strategies begin with a BOS
(begin-of-sentence) token at the first position. In (b), a BOS token is also placed at the last position.

The proposed method is as follows. Let p(z;;) denote the probability of a token at top-j rank of
i-th position within the decoding window inferred by the model. The probability after applying
the convolutional transformation is p©°™"(z;;) = p(xij) * $i * Snorm» Where the transformation
function for each position is s; = g(u;). As illustrated in Figure 6, u; is the number of unmasked
positions within a fixed distance (i.e., kernel size) around position ¢, computed using a 1D convolution



filter. g(u;) is a function of u;, and we find that t anh performs best. The normalizing constant is
s _ XY p(@y)

rorm T ST o p(@ig)-si
As illustrated in Figure 5, the convolutional transformation restricts the unmask probability at
positions far from the previous context, functioning similarly to semi-AR. However, unlike semi-AR
which rigidly decodes in blocks as shown in Figure 7(c), the Conv allows the decoding area to
move more gradually and smoothly across positions. It can handle any directionality under the same
setup (Figure 7(b)). Additionally, the implementation is very simple, as it only requires adding a
normalization step.

, which ensures that 3 _ pCo™(x;;) = 1 holds for any function g(-).

Total step size

While semi-AR decoding divides the decoding window ™ Ta
and step size by %, resulting in an increase of time interval =~ ™ 1 e
dty, Conv retains the original step size and instead narrows 5"
the context window using a normalization. This seems to &
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help bypass the time-interval expansion problem (§3.2),
avoiding drastic degradation when narrowing the window.
The Figure 8 shows that Conv maintains generation quality
even at small kernel sizes (e.g., 32), unlike semi-AR decod- Kernel size
ing, which rapidly degrades with only slight reductions in
block size (Figure 4). We provide a theoretical guarantee
for enhanced structural coherence of Conv, in §G.1
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4.2 Rejecting rule-based negative fine-tuning line corresponds to a fixed .

An additional method to address the LDW problem is to directly mitigate the model’s preference
for repetition and high-prior tokens, thereby removing the need to narrow the decoding window to
only nearby positions. To achieve this, we consider a short additional training stage after standard
fine-tuning (SFT), aimed at rejecting such patterns. We refer to this as rejecting rule-based negative
fine-tuning (R2FT), which is training to reject rule-based synthesized negative behaviors. Following
DPO [33] and SimPO [28], we formulate the training objective:

Crarr(ma) =~ 108 a(0ulo) ~Eyn [mga (|f log o (o) — f| log m(yna:)ﬂ 5)

LNELBO LReject

mo(y | =) denotes the probability of predicting the remaining sequence y (y,, > y;) conditioned
on the previous context z = (21, ..., ;, ...« ). In other words, it corresponds to the model outputs
xg’) (x;) at all positions 3. v, 8 are weighting hyperparameters (we set v = 0.1, 5 = 1), and o is
a sigmoid function. In general setups of DPO and SimPO, the model-generated texts are divided
into negative (y;) and positive samples (y,,) based on human feedback. However, this approach has
drawbacks to fit our goal: it is overly costly for just correcting specific unpreferred patterns, and it is
difficult to directly target the patterns we aim to mitigate. In contrast, R2FT allows a more targeted
approach. We use a standard fine-tuning dataset for y,,, and we generate a corrupted version y;
by applying rule-based repeating patterns to a portion of the same data of y,,. More details on the
corruption rule in §A.

We formulate the motivation of R2FT as follows. As formulated in §2.2, the LDW problem occurs
when 7(7(") | ¢) is marginalized out in 7(c|7(™)) for large n, causing 7(c) to dominate. 7(™) is the
positions between the initial prompt and the target position, containing n mask tokens. R2FT directly
reduces 7(c), thereby amplifying 7(7(™) | ¢) and restoring the model’s consideration of context.

Why rule-based corruption is safer and more effective than other options A more general
option would be to use model-generated answers as rejective samples. However, we argue that
utilizing model-generated negative samples has drawbacks, because of the possibility of “false
negative”. While the model tends to show preference for repeating or high-prior tokens, it also assigns
meaningful tokens with high preference, depending on the context. Therefore, false negatives can
easily occur.

In contrast, the main risk of our rule-based repetitive patterns is the presence of “unlikable negatives”
(errors the model is unlikely to make). Importantly, in R2FT, unlikable negatives tend to be ignored



during training, while false negatives can lead to serious artifacts, making them far more harmful.
This can be supported by analyzing the gradients of Lrcject of Equation 5: Vg Lgejeci(79) =
—BE(2,y.,4)~D [Se . (ﬁvo log 7 (Yu|7) —

— WVQ log 7o (v \x))} . Penalty term s is as follows:

Sg=0 (|Z log 7o (y|x) — Iyil log 7Tg(yw|$)) 6)

Here, the case of “unlikable negatives” result in 7y(y; | ) — 0, which leads to sy — 0, therefore
the model remains unaffected. However, for self-generated negative samples, 7y (y; | x) is relatively
high as it is the most probable sample of the model, resulting in high sy. Therefore, if y; is a “false
negative”, the model is forced to strongly unlearn a positive sample, leading to degradation.

R2FT mitigates preference for both repetition and high-prior tokens By closely analyzing
Equation 6, we can also see that R2FT mitigates not only preference for repetition but also for
high-prior tokens. The mechanism for mitigating each is as follows:

(1) repetition: In the Bayes-form decomposition 7y (y; | ) o< mg(x | yi) mg(y:1), the likelihood term
mo(x | y;) captures the relationship between the bad sample y; and the given context x, reflecting the
repetition pattern. Therefore, when 7o (y; | ) > 7o (yw | ), s increases, and the model is updated
to lower mg(y; | «), which leads to mitigating the repetition pattern. (2) high-prior: Since y; is
randomly generated from x using rule-based repetition, it may include repetition patterns of high-prior
tokens by chance. In such cases, 74 (y;) represents such high prior, resulting in 74 (y;) > 7o (yw ). As
a result, the model is updated to lower 7y (y;), leading to mitigating preference for high-prior tokens.

We observe that, after R2FT, both the high-prior and repetition in the candidate zone are significantly
mitigated, which results in the meaning tokens shifting to higher ranks. Models already converged
after 34 epochs of SFT showed improvements through 300 steps of R2FT (§A.2).

Top-k sampling Once R2FT aligns the model’s candidate zone more closely with the context,
decoding can be performed using only the top-k candidates, enabling more deterministic generation.
As shown in the upper and lower boxes of Figure 11, top-k sampling before R2FT results in noisy
outputs filled with repetition and high-prior tokens, whereas after R2FT, the model generates well-
structured and coherent text. We explain the normalization method in §A.3.

Inference time intervention A simple option is to directly mitigate the probability of repetition
and high-prior in the model’s output during inference. This approach would behave similarly to what
model learn from log 7y (y;|z) part in Equation 5. However, this simplicity may come at the cost of
limited optimization capability. Empirically, R2FT achieves higher performance.

EOF-fill We additionally introduce a EOS-fill, which substantially improves decoding speed. When
an EOS token is sampled in the middle of the decoding window, all positions to the right are filled
with EOS. Using with caching [36], EOS-fill significantly reduces required steps. More details in §B

5 Experiments

Baseline setup Since diffusion LMs trained with the MDLM objective represent the current state-
of-the-art, we use the MDLM backbone as the basis for comparing different methods. All baselines
are trained using standard finetuning (SFT) on the Alpaca instruction dataset [44]. Subsequently, we
apply R2FT to a subset of models, as proposed in §4.2. Then, various decoding strategies are applied:
In Table 1, categorical refers to categorical sampling, the default decoding strategy implemented in
[36]. LLADA represents the ideal decoding setup including semi-AR with stride 512 as described in
the paper of [29]. Top-k + Glob corresponds to top-k decoding with global normalization (k = 20 in
our paper) proposed in §A.3, and Conv refers to convolution decoding (§4.1). Since speed is one of
the key advantages of diffusion LLMs, all models follow the default setting proposed in the [36]: a
decoding window size L = 1024 and total steps S = 128, a highly compressed generation process.
‘We mainly test on the checkpoint (180M) from [36], and to assess consistency in larger models, we
also report experiments on the LLaDA~-8B-Base checkpoint from Nie et al. [29]. For fine-tuning
LLaDA, we use LoRA adapter with the optimal hyperparameters provided in the original paper [20].

Benchmark setup  Since our focus is on instruction-based open-ended text generation, one of the
most challenging and vailed abilities for diffusion LMs, we center our evaluation around AlpacaEval



[44] with G-eval, which is known as most aligning with human evaluation. Under G-eval, we also
evaluate the methods on other benchmarks, MT-Bench [51] and Wiki. The Wiki dataset consists
of 500 entities randomly sampled from Wikipedia (in the test set of Mintaka [37]), each prompted
with an instruction of the form: “Please give me an explanation on [Entity]”). For larger models,
we additionally test on the Arena-Hard-Auto [23] benchmark. All evaluations are conducted using
baselines fine-tuned on the Alpaca instruction dataset, and we assess the response with the same
metric as AlpacaEval. Details on evaluation setup are in §D.1.

Additional experiments with CoT Table 1: AlpacaEval score of small baselines across different
setting In §E, we conduct addi- decoding strategies. LC is length-controlled [44]. Block and
tional experiments under a setting de- kernel size 256. We highlight first and second best.

signed to better reflect our scenario:

| Backbone SFT__R2FT Decoding EOSfll___L S LCWinrate _ Winratc

LMs generate long-form text WlthOllt vicgalle/gpt2-alpaca - - nucleus - S - 4108(0.11) 4074 (1.47)
Vi d li T SEDD voox categorical X 1024 128 604(0.04) 7.34(0.72)

- MDLM vooox categorical X 1024 128 3216(0.02) 31.79(1.40)

relying on random samphng. 10 re MDLM voox penalty X 1024 128 2892(0.01) 28.66(1.35)
1 1 1 MDLM v x LLADA x 1024128 14.54(0.09) 10.65 (1.05)

flect this Settlng» we instruct models MDLM Voo LLADA X 1024 128 3747(0.09) 34.25(1.43)
. P MDLM oo categorical X 1024 128 2331(0.06) 2148(1.22)

to generate responses m a Chall’l-Of— MDLM v v top-k + Glob x 1024 128 40.72(0.04) 4024 (1.47)
. MDLM oo top-k + Glob V1024 128 4117(004) 4098 (1.46)

Thought (CoT) format to pr()v1de de- woim v/ oph+Glob+SemiAR v 1024 128 4231(0.07) 41.91(147)
MDLM /X top-k+Glob+Comv V1024 128 4632(002) 42.19(149)

v/ /  top-k+Glob+Comv V1024 128 4692(0.04) 4592(149)

tailed reasoning, and we apply top-5 v
for more deterministic decoding. As average response length increased, we set S=128, which still
guarantees reasonably fast (around 3x) sample rate. As a longer response is more challenging for
models, this setting highlights the advantages of our method more clearly. Moreover, we report
experiments and analysis on decoding methods with revocability (e.g., ReMDM [45]). Alongside
Win rate, which measures alignment, we also report metrics for structural coherence (e.g., inlier rate).

Results From the main results (Table 1), we observe Table 2: Comparison between small
the following key result: (1) Combination of our methods NDL.Ms across MT-Bench and Wiki.
(R2FT, Conv) achieves the highest performance, even com- 1 _4 024, S=128.

parable to AR models of the same scale. It significantly

outperforms categorical decoding and LLADA decoding. MT Bench Wiki

R2FT Decoding LCWinrale  Winrate  LC Win rate Win rate

(2) Even with just R2FT or CO}'lV, the model achieves a X categorical 31.26(143) 30.55(429) 2890 (0.11) 2848 (1.44)

L. X v categorical 13.20(0.93) 1881 (3.16) 23.85(0.17) 2344 (1.31)

significant performance gap over other baselines. (3) The 7 [ ppon baes puoe wenn
: . : op-h + Glo 27(1.37) 4587 (486) 3575(0.15) 3454 (1.

performance of R2FT drops with categorical decoding. ¥ i Guws con ST 3646459 Dosiry swssasn

V  toph+Glob+ Comv 4529(138) 4047(451) 44.42(0.09) 44.00 (159)

This suggests the two components (R2FT and top-k) are
synergetic, as top-k decoding helps focus on the top-ranked candidates from the R2FT model. (4)
Eos-fill contributes to performance gain, though it is designed to improve speed. This is likely because
it removes distracting content beyond the EOS token. (4) These trends were consistent across other
datasets (Table 2).

Table 3: Comparison between large (8B) MDLMs. L=1024, S=128, block and kernel size 512.

Alpaca eval MT Bench Wiki Arena hard auto
Backbone R2FT Decoding LC Winrate  Win rate LC Win rate Win rate LC Win rate Win rate  LC Win rate ‘Win rate
_LLADA-8B-Instruct - __ LLADA 3563 (021) 3652(1.59) 2431 (0.12)_2535(033) 1586(0.09) 2551 (159) 25.71(025) 2541(175)
PT (8B) + LoRA SFT (80M) X categorical 31.71(0.11)  31.92(1.54) 40.06 (1.44) 36.93(5.11) 16.06(0.12) 19.22(1.59) 19.57 (0.16)  19.17 (1.60)
X LLADA 16.07 (0.19) 1572 (1.10) 27.48(1.42) 31.89 (4.54) 23.03(0.06) 22.17(1.25) 13.02(0.15) 15.50(1.38)
v LLADA 17.04 (0.24)  16.02(1.15) 21.41(1.30)  23.86 (4.36) 17.27(0.11) 17.67 (1.12) 11.15(0.15) 12.43 (1.25)
v categorical 45.04(0.22) 44.83(1.65) 45.80(1.23) 48.60(5.31) 20.87(0.08) 25.52(1.63) 26.72(1.81) 27.38(0.17)
X Top-k + Glob + Conv  43.79 (0.08)  43.64 (1.65) 45.04 (1.43) 44.30(5.32) 22.35(0.14) 26.55(1.66) 27.81(0.22) 27.56(1.85)
4 Top-k + Glob 54.39 (0.21) 54.03 (1.64) 50.14(0.97) 51.02(4.35) 30.33 (1.70) 27.41(0.16) 35.98 (0.22) 35.43 (2.00)
v Top-k + Glob + Conv 55.96 (0.20)  55.65 (1.65) 46.32(1.09)  50.07 (5.24)  30.53 (1.69) 28.17 (0.06) 33.54 (0.15) 33.20 (1.95)

(5) LLADA decoding shows poor performance, mostly Table 4: GSMB8K test accuracy for large
generating broken sentences (§I). We analyze this as MDLMs. L=512, S=64, block and ker-
mainly due to the small S (128) compared to the L (1024), nel size 128.

which aligns with the report of [29], where performance

degrades seriously under small S. However, when the E:L(];t); s @) RZXFT :z::llz; AL;;?W

model is trained with R2FT, even LLADA decoding yields g cuegorical 749

better performance. (6) Experiments using a large pre- v/ LLADA 1811

trained model as the backbone show a similar trend (Ta- s Comy B

ble 3). Notably, the combination of R2FT and Conv  riapa-sz-nstruct ”"fﬁfig/xblﬂégfgih
- ony .

with small LoRA outperforms the fully fine-tuned model
(LLaDA-8B-Instruct) by [29].



Reasoning tasks We also conducted experiments on one of the reasoning benchmarks that requires
long text generation, GSM8K [8]. We evaluated only the large (LLADA-8B) model, following
the optimal settings in Nie et al. [29]: decoding window size L = 512, kernel size of 128, and
deterministic (top-1) decoding. However, to accelerate the speed, we set S = 64. In Table 4, Conv
exhibits significant performance gains.

Additionally, we use LLADA-8B-Instruct without any additional fine-tuning, to compare only
the decoding strategies of Conv and the original LLADA. Even in this setting, Conv achieves
substantially higher performance.

Ablation on Conv and semi-AR We conduct an ablation study

to assess whether the Conv can serve as an effective replacement

for semi-AR. Keeping L = 1024 and S = 128 fixed, we varied the £ / :
stride (block size) for semi-AR and the kernel size for Conv, and £3s8

evaluated on AlpacaEval. The comparable lower bound is the best- 36 —
performing among full-window decoding methods (R2FT + top-k,  * Semi-AR

red dashed line in Figure 9). £2 --- Default

32 64 128 256 512
As shown in the Figure 9, semi-AR rarely outperforms the lower stride / Kernel size
bound and exhibits sharp performance degradation as the stride Figure 9: AlpacaEval win
decreases. In contrast, the Conv achieves significantly better peak e (Y-axis) of semi-AR and
performance than the lower bound and remains stable as the kernel ..., with different block size
size is reduced, with only minor degradation. This is consistent with (stride) and kernel size. The

analysis in §3.2 red line is the best of top-k.

Sampling speed To evaluate sampling speed, we fix the decoding
window size at L = 1024 and evaluate across various total step sizes

S on AlpacaEval (Figure 10). We compare the baseline Semi-AR 55
with our method, a combination of Conv and R2FT. As a result, w0 //\,
our method with S = 128 achieves comparable or slightly better =5 .

performance than Semi-AR with S = 1024, significantly more soo
efficient in terms of decoding speed. Additionally, our method can =475

further improve generation quality as the total step size increases. 450 &= Comv s aFT
42,5 emi-

Furthermore, even with the same total step size, our method achieves 40,0 - Cov v RaFTGSL2)
an additional 1.5x-3x speedup through EOS-fill (Figure 1), resulting 128 B sten o 1024
in about 3x faster decoding speed (tokens per step, excluding EOS)
compared to AR. We show this evaluation in §B. Figure 10: AlpacaEval win

rate of semi-AR and combina-
6 Conclusion and limitation tion of Conv and R2FT. Red

line is score from Conv +
In this work, we defined the long decoding-window problem as a R2FT with S = 128.
key bottleneck of diffusion LMs, and analyzed the limitations of the
semi-AR as sacrificing speed and bidirectionality. Furthermore, we demonstrated that our proposed
methods Conv and R2FT achieve enhanced performance in generation tasks even at very small steps.

However, while Conv enables bidirectional text generation unlike semi-AR, we do not evaluate its
effectiveness on bidirectional downstream tasks in detail. This is primarily because most generation
tasks are tailored AR LMs. However, bidirectional generation holds significant potential, as it enables
goal-aware behavior that is not achievable with AR. An example is goal-oriented dialogue [50, 5],
which benefits from goal-aware (i.e., bidirectional) generation. We leave this investigation for future
work. We provide more clarification about bidirectionality in §H.1.
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A Details on R2FT

In this section, we discuss two points: (1) training details of R2FT including the corruption pattern
design, and (2) whether R2FT effectively mitigates the preference of the model for repetition and
high-prior tokens.

A.1 Training details

A.1.1 Corruption pattern design

To construct undesired samples ¥;, we design corruption patterns based on the following observation:
Unmasked tokens typically form clusters (e.g., instruction text), and the boundary regions where
these clusters meet masked areas are most often the source of repetition.

We provide a corruption algorithm (Algorithm 1) tailored for an instruction-based text generation
dataset (e.g., Alpaca instruction [44]). This algorithm can be easily adapted for bidirectional scenarios
by extending its principles.

R2FT is a case of HFRL This form of corruption can be seen as a different way of incorporating
human preference compared to standard HFRL (human feedback reinforcement learning). Traditional
HFRL injects human preference into the model by using datasets labeled with desired outputs based
on human annotation. In contrast, R2FT incorporates human preference by generating datasets
composed of undesired samples. Importantly, unlike desired patterns, undesired patterns can often be
easily reproduced through simple algorithms. This allows R2FT to inject preference without relying
on expensive human annotation, using only the existing fine-tuning dataset. In implementation, the
undesired samples y; are not pre-generated; instead, they are created randomly at each training step.

Algorithm 1: Corruption for Instruction Tuning Data

Require: z(: Original data with question + answer with padding to the total length L
Require: Lg: Length of the question

Require: L ,4: Length of the answer

Require: g¢,,,x: Hyperparameter for maximum length of repetition unit

Require: z,in, Zmax: Hyperparameter for minimum and maximum lengths for repetition
Ensure: z;: Corrupted version of x

c~U{Lg,Lg+ La}, wherece N > Sample a length of unmasked content of z;
g ~U{1, gmax }> where g € N > Sample a length of repetition unit
2 ~ U{Zmin, Zmax }» Where z € N

e c+z > End position of repetition
T xolc—g: (] > Repetition unit
Initialize x as 2, = 20[0: ] || [PAD]Z ¢ > xp, 18 g prefix with padding to length L
zplee)« [ror, ... ]1_z > Repeat r to fill length 2
return z; , where x, = {y;, 2:} > Model evaluates g (y;|x;)

A.1.2 Training setup

For SFT, we use a global batch size of 512, the learning rate of 3e-5, 2500 warm-up steps, and
AdamW optimizer across 8§ GPUs ([NVIDIA RTX A5000). For the small model, the loss value
converged around 33 epochs. The large model converged faster and was trained for 3 epochs,
following the optimal setting of [29]. We use the same hyperparameters for R2FT as SFT, but it is
trained only for 200-300 steps, resulting in a peak learning rate of around 5Se-6. The small model
(182M) was fully fine-tuned from the pretrained checkpoint of [36], while the large model is trained
on LLADA-8B-base with a 80M LoRA adapter for both SFT and R2FT. Throughout our work,
decoding window size L is set to 1024, and step size .S to 128, following [36].

Training the model to predict the EOS token. In response generation, the model must be trained
to predict the end of an answer using the EOS token. Following the setup in [29], we build the SFT
dataset where all positions after the question and answer are filled with EOS tokens. For SFT-only
models, we allocate an attention mask to these EOS-filled positions (also following [29]). This setup
encourages the model to predict an EOS token at a position where the answer is likely to end.
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In contrast, for SFT before R2FT, we assign attention only up to the EOS token that immediately
follows the answer during SFT. During R2FT, for ¥,,, the attention mask is constructed in the same
way as in SFT. For y;, we insert an EOS token at a random position within the answer. This setup
is intended to teach the model to place the EOS token at the end of the response, rather than in the
middle. As a result, the length of generated responses remained similar to that of SFT-only models.

A.2 Effect of R2FT
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Figure 11: Candidate zone of first 25 positions from instruction “Q: Who is Abraham Lincoln? A:”.
X-axis is distance from instruction, Y-axis is top-k rank. Green stands for informative tokens for
instruction (e.g., “president” “United States”), while blue stands for those with high-prior (“.”, “the”)

[T LINT3

or repetition of instruction. (“:”, “Question”).

Mitigating preference for repetitive pattern As the R2FT objective (Equation 5) consists of two
losses, L., = —log o(mg(yw|z)) and £; = —log o (mg(yw|x)) where y,, = y;. L; represents the
negative log-probability of the repetitive pattern, while £,, corresponds to the standard SFT loss. We
can track £; during validation steps to observe how R2FT affects the preference of the model.

As shown in the Figure 12a, the validation £, remains nearly constant throughout training, since the
model was already converged from SFT. In contrast, £; steadily increases, indicating that the model
is assigning lower probabilities to repetitive samples, demonstrating the intended unlearning effect of
R2FT. Taken together, this suggests that R2FT successfully mitigates the preference of the model for
repetitive patterns without harming its original language understanding or generation capabilities.

Mitigating preference for high-prior tokens To examine whether R2FT mitigates the preference
of model for high-prior tokens, we measure the mean log prior % ZvL log Tprior(23)|j=1 of each
token in text samples generated during validation using a top-k decoding strategy. The prior of each
token is computed based on its term-frequency [11] in the MDLM pretraining corpus C, which is
OpenWebText [13] in [36].

According to the Figure 12b, the mean log prior starts at a relatively high level but quickly converges
to a much lower value within just 300 steps. This indicates that R2FT effectively mitigates the
model’s preference for high-prior tokens, especially during generation using top-%k decoding.

To assess whether R2FT too much suppresses the preference for high-prior tokens, we compare the
mean log prior of generated tokens against the median value of the reference corpus C (-8.01, red dash
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Figure 12: Validation values during R2FT training, plotted against global steps (with a global batch
size of 512). In (a), the Y-axis represents the loss value of £, and £;. In (b), the Y-axis shows the
mean log prior of tokens in sampled text data (length 512) from MDLM. The red line indicates the
median log prior mean of texts from the OpenWebText corpus.

line in Figure 12b). As shown, the log prior mean of samples from the model converge to a degree
close to this reference within 300 to 1000 global steps. This suggests that the token distribution in
the generated text is similar to that of the reference data, indicating a high likelihood that the model
produces a well-structured sentences similar to the references.

A.2.1 Why does R2FT help?

We provide an explanation of why a preference for high prior and repetition can be problematic, and
what R2FT aims to achieve by mitigating this preference.

High prior Repetition

The preference pattern is partially learned from the *° 08
training data. We observe that the model’s preference  °¢ 0s
for high-prior tokens and repetition is learned from the o3 04
training data. To analyze this, we examine the frequency o
of high-prior tokens (top 100) and repetitive tokens in
the training data, following the same procedure as in Fig-
ure 3. The frequency pattern in the training data (Figure 13)

closely resembles the probability distribution assigned by Figure 13: X-axis is distance from
the model (Figure 3), except that the peak for repetition  jctruction prompt, Y-axis is summed

03

0.2

0.0

0 10 20 30 0 10 20 30

occurs earlier. probability of high-prior and repetition.

Why is this problematic? If the model is simply mimicking the data distribution and therefore fa-
voring high-prior or repeating tokens, why is this problematic? We suggest the following explanation.

LLM is a probabilistic model that, when faced with high complexity, it often learns shortcuts to
minimize loss. From the training data, the model learns that simply choosing easy tokens can always
guarantee a least worth loss, even without contextual understanding.

We can formulate this problem as follows. A key characteristic of diffusion LMs is decoding
tokens that are far from the immediate context (LDW problem). It can be exemplified as decoding
To1, Tog, Tog at the first step, where x; denotes a mask token that is i-th position from the given context.
The probability of candidate ¢ for x91 is E.[w(7|c)w(c)] , where 7 € T is all possible combination
of {z1,22,...,220}. The cardinality of T is [V/|? (V is vocab size), the infinity. Therefore, the
posterior 7(c | T) converges to 7(c), where easy tokens dominate. This holds for xos, z23 as well,
which explains why patterns in candidate zone, such as “lincoln lincoln lincoln” emerge in Figure 11.

A similar malfunction case can be seen in candidates such as “Question” and “Answer” shown in the
Figure 11. The model selects these candidates only because they are repetitions, even though they
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have no contextual meaning. The model arbitrarily applies the pattern seen from the training data
(e.g., repetition), without contextual understanding.

Why R2FT is introduced? The motivation of R2FT is: if guessing is inevitable, let it be at least
more aligned. Formally, this is reducing 7(c) in E[r(7|c)7(c)]. By doing so, the posterior shifts
toward tokens with higher average likelihood within T. In other words, we choose the candidate
patterns like "president president president", which at least contain more contextual information?.

A.3 Top-k decoding with global normalization

Once R2FT aligns the model’s candidate zone more closely with the context, as illustrated in Figure 11,
decoding can be performed using only the top-k candidates, enabling more deterministic generation.
However, two issues remain, which call for a normalization strategy to address them. (1) As shown in

Equation 4, the unmask probability for each position ¢ at timestep ¢ is 5 where a = lftat ZY z()
(4)

(V' is vocab size, z; is top-jt" element in Xy (x¢)). However, when we sample from only the

top-k candidates, the unmask probability (11/@, sa' =g fflt Ef x;, k <V)is reduced, leading to
skipping of sampling during decoding steps. (2) In Equation 4, the unmask probability is solely a
function of ¢, without consideration of position 7. As a result, unmasking positions are selected from

random positions.

To address this, we apply a global normalization term to the predicted probability at each position.
When p(z;;) is the probability predicted by the model for the top-; candidate token at position ¢ within
% i 2 pl@ig)
Y p(wig)
The normalization term of p®N(z; ;) enhance two properties: (1) the unmask probability of a step
> pl=;)

remains. (2) Compared to position-wise normalization p(z;) X SF () global normalization reflect
j J

a decoding window of length L, global normalized probability is p&™ (z;;) = p(zi;)

confidence in top-ranked candidates assigned by the model.

A.4 Justification Against the Bitter Lesson

R2FT’s rule-based annotation could be criticized as going against the “Sutton’s Bitter Lesson,” which
argues that approaches relying on manually designed rules tend to be short-lived. We can provide the
following justification for this point.

(1) In R2FT, the rule-based component is only used for data construction, while the learning lies with
the model itself. So R2FT is closer to SFT modeling than a rule-based system. Also, we provide the
theoretical justification for why this rule-based annotation is safer than other, more natural-looking
options in §4.2.

(2) R2FT can be viewed as a low-cost approach to human data annotation. Creating datasets for
desired model behavior has been a guaranteed approach in LLM development. Research fields are
further mining new datasets to broaden model coverage. Likewise, we can annotate ‘“‘undesired”
data to prevent unwanted behaviors. However, as ‘“deconstruction is always much simpler than
construction”, unwanted behaviors can often be easily reproduced through simple rules, which is
R2FT.

B Details on the sampling speed

B.1 The Illusion of sampling speed

The sampling speed of diffusion LMs reported in previous work is often overestimated, due to
overseeing the following point: the gap between default decoding window size (L) and the number of
content tokens without EOS tokens (we denote this as L*).

For example, previous work [29, 2] set the decoding window size to 1024 and the total steps also to
1024, generating one token per step on average. This is regarded as the same speed of AR in those

2To avoid those three tokens decoded simultaneously (resulting in structural breakdown), possible strategies
include 1) reducing T (e.g., semi-AR, Conv), 2) lowering the sampling rate, or 3) introducing revocability.
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works. However, in practice, this assumption does not hold. The token for actual content (L*) is
about 200-400 tokens on average, and the rest are filled with EOS tokens. While AR would need
only 200 steps from generating 200 tokens, diffusion LM needs 1024 steps to generate 200 tokens,
making it about 5 times slower than AR. Considering the difficulty of implementing KV-cache in
diffusion LMs, the actual computation speed is likely even slower than this.

Therefore, to fairly claim a speed advantage over AR models, the default inference step count should
be set much lower than L. So we adopt 128 as the default step size in our work, even though most
diffusion LMs have reported significant performance degradation at this small step size [29].

B.2 Solution for further acceleration

We have shown that, with R2FT and top-k decoding, diffusion LMs can achieve text generation
quality comparable to AR models even with a very small step size of S = 128. However, the
following methods offer additional speed advantages beyond this baseline.

Caching We adopt the caching method proposed by [36]. As shown in the Equation 4, decoding in
diffusion LMs is inherently a random sampling process, with the multiplier of unmask probability
13:4,5 increasing over time (¢). Therefore, when the total number of time steps (.5) is large, by chance
some steps may result in no unmasking. In such cases, caching reuses the model output from the
previous step instead of performing a new inference, effectively reducing computation. Importantly,
this strategy does not degrade generation quality, as the model is not trained to perceive time variable

t in the continuous time-step assumption. However, when S is small, caching rarely occurs.

EOS-fill 'We introduce EOS-fill, a method designed for unidirectional generation scenarios that is
synergetic with caching. During response generation, when the model outputs an end-of-sequence
(EOS) token, EOS-fill fills all subsequent positions to the right with EOS tokens. This significantly
reduces the number of masked tokens, increasing the number of cacheable steps and thereby reducing
the total count of model inference. This method not only further reduces the number of inference steps
even with a small S (e.g., 128), but also leads to improvements in generation quality, by removing
the distracting tokens on the right side of EOS token (§5). However, this method is not applicable to
bidirectional generation settings.

B.3 Detail of experiment on the sampling speed

We evaluate the speed advantage of ap-

plying cache and EOS-fill in §5. The Table 5: Sampling speed of small and large baselines during

comparison includes four baselines: generating responses for the AlpacaEval benchmark.
MDLM with cache, MDLM with EOS-

fill, MDLM with both, and standard (a) Small
AR decoding. AH MDLM Va.rm.nts Backbone cache EOS-ill L S L* L*(epth) Liw S Lion /S
use top-k decoding; however, similar  ag X X . 11 a1 14 1140 1
: MDLM X X 1024 128 1084 402 114 1280 | 089
.results are observed with 0they decod- oy v X 1024 128 1153 423 14 1279 | 089
ing methods such as categoncal and MDLM v v 1024 128 119.1 431 114 454 2.51
LLADA decoding. (b) Large
In Table 4, L denotes the decoding  _Backbone cache EOS-fill L S L* L*(p¥) Lipy S°  Liyy/S'
: : AR x X - 401 1246 341 341 1
window size, and S represents the  Up X X 1024 128 3412 1109 341 1280 | 266
total number of diffusion steps. L* MDLM v X 1024 128 3303 973 341 1279 2.56
MDLM v v 1024 128 3525 1169 341 1091 | 3.3

refers to the content length, numbers
of sampled tokens excluding EOS tokens, while S* indicates the actual number of model inference
steps without caching. L;,,, shows the content size as measured by GPT-4, to reflect the actual answer
length.

To prevent from the variance in L* overly affecting the measurement of sampling speed, we use a
normalized content length L} ., which is defined as the average of the three L* values from MDLM
baselines. Finally, the sampling speed is defined as tokens per step L ..,/S*, the normalized content
size divided by the actual number of inference steps. This normalization is intended to avoid the
statistical illusion discussed in §B.1. To maintain the assumption that AR generates one token per
step, we set S* of AR equal to L}

norm-*
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Results We observe the following trends in the experiment of Table 5: (1) If EOS-fill is not
applied, there is little difference in speed between MDLM without caching and with caching, mainly
because the total step size .S is too small for caching to take effect. (2) In contrast, applying EOS-fill
significantly improves the sampling speed. Especially for the small model, the actual number of
inference steps S™* drops under half of the S. This is likely because small models tend to generate
shorter answers than larger models. (3) Large models produce longer content on average (about
341 tokens), which naturally results in higher sampling speed. Nevertheless, EOS-fill still brought
additional speed improvements.

C Details on baselines

C.1 LLADA decoding

In this section, we describe LLADA decoding as proposed by [29], and explain how it differs from
categorical decoding and top-k decoding. According to [29], LLADA decoding can be summarized
as the following steps. Given total decoding-window size L and the step size .S, (1) first computes
the number of tokens to be sampled at each step as s = L%J ,s € N. (2) At each step, unmask
s positions, selecting them in descending order of confidence scores. Additionally, the semi-AR
strategy is applied by default.

The key difference from categorical (also top-k) decoding from [36] lies in how the number of tokens
unmasked per step (i.e., s) is determined. In categorical sampling, the number of unmasked tokens
per step is flexibly determined based on the model’s inferred probabilities. In contrast, LLADA
decoding fixes this number (s) uniformly for every step, making the unmasking process more rigid
and less adaptive.

LLADA decoding performs well when s = 1 or s = 2, where its rigidity is not a significant issue
([29] sets S = 512, L = 1024, resulting in s = 2). However, when s becomes larger (i.e., when S is
small), its performance degrades substantially, likely as a consequence of this rigidity. Therefore,
when speed-up is required, top-k may be a more suitable choice, which flexibly determines s for each
step.

D Details on experiment setup

D.1 Evaluation setup

We primarily use AlpacaEval [44] for benchmark evaluation, which measures the win rate of a
model’s response compared to that of a reference model. The reference model is an ARLM of
similar size, fine-tuned with the same epoch on Alpaca instruction dataset and the same setting of
LoRA adapter. For small size (180M) models, we use the 180M AR checkpoint provided by Sahoo
et al. [36], further fine-tuned. For experiments based on LLaDA-8B-Base, the reference model is
LLaMA-3-8B-Base, further fine-tuned with LoRA. All AR models were decoded using nucleus
sampling with p = 0.95. In addition, we report G-eval results using gpt—4-turbo as the evaluator.

D.2 Compute resource detail

For small models we mainly conducted experiments on, we used NVIDIA A5000 (24GB) GPUs.
The per-GPU batch size was 4. SFT required approximately 190 x 8 GPU-minutes for 35 epochs,
with an average GPU memory allocation of 60R2FT required 20 x 8 GPU-minutes for 300 steps, also
with 60% memory usage.

For large models, we used NVIDIA A6000 (48GB) GPUs. The per-GPU batch size was 1. SFT took
approximately 220 x 8 GPU-minutes for 800 steps, with 80% average memory allocation. R2FT
required 90 x 8 GPU-minutes for 200 steps, with 100% memory allocation.

For SFT only version and SFT + R2FT version, total training steps were set to be equal.
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E Experiment with CoT setting

We conduct additional experiments under a setting designed to better reflect our scenario: LMs
generate long-form text without relying on random sampling.

Experiment settings We instruct models to generate all responses in a Chain-of-Thought (CoT)
format to provide detailed reasoning, and we apply top-5 for more deterministic decoding. As
average response length increased, we set S=128, which still guarantees reasonably fast (around
3x) sample rate. Since the small model did not understand the CoT instruction well, we conducted
experiments only on the large model. We do not report the length-controlled win rate (LC win rate),
since it penalizes long responses, whereas our setup explicitly encourages generating the longest
possible responses. We report experiments and analysis on decoding methods with revocability (e.g.,
ReMDM [45]). The block size and kernel size (L) are fixed at 128, unless otherwise specified.
Although AlpacaEval showed particularly high scores at L;, = 256, overall benchmark performance
and stability in answer length were best with L; = 128.

Metrics Alongside AlpacaEval, which measures alignment, we also report metrics for structural
coherence (e.g., inlier rate). Structural coherence is typically assessed using generative perplexity
(gen PPL). However, gen PPL is known to overestimate texts containing repeated patterns [18], which
makes it easy to be gamed. Accordingly, we computed the mean () and stds (o) of gen PPL from the
training dataset, and then measured the proportion of model-generated texts whose PPL falls within
the interval ;1 + 20. Additionally, we report the portion of outputs that have non-zero length before
the EOS token (“len > 0" in tables), since the absence of such content indicates another incoherence
pattern. Responses with zero length are automatically regarded as outliers.

Table 6: Comparison between large (8B) MDLMs on AlpacaEval. L = 512, S = 128. L; = 128 for
LLADA, semi-AR, and Conv, if without comments.

RFT Decoding Winrate Avglength len>0 inlier (95%)
X semi-AR 21.50 265.5 0.97 0.35
X categorical 37.98 360.1 1.00 1.00
X ReMDM + top-k 41.64 358.1 0.97 0.95
X ReMDM + Conv + top-k 42.12 470.5 1.00 1.00
X LLADA 39.18 405.1 1.00 0.75
X topk-k + repetition 36.14 340.5 0.96 0.95
X top-k 42.48 354.5 0.97 0.95
X Conv + top-k 46.99 354.8 0.99 0.99
v semi-AR 26.97 452.5 1.00 0.80
v LLADA 47.37 394.8 1.00 0.82
v categorical 50.22 403.5 1.00 1.00
v ReMDM + top-k 51.68 472.3 1.00 1.00
v ReMDM + Conv + top-k 50.41 439.9 1.00 1.00
v top-k 55.38 459.8 1.00 1.00
v Conv + top-k 57.38 454.2 1.00 1.00
v Conv (Lj, = 256) + top-k 67.73 320.1 1.00 1.00

Table 7: Comparison between large (8B) MDLMs on AlpacaEval. L=512, S=128. The inlier criterion
is set to the central 95%

MT Bench Wiki Arena hard auto
R2FT Decoding Win rate  Inlier Win rate  Inlier Win rate  Inlier
X categorical 26.19(4.42) 1.00 44.66(1.75) 097 2741(1.79) 098
X LLADA 17.16 (3.80)  0.76  39.03 (1.71)  0.62 28.75(1.85) 0.76
v LLADA 36.91(5.07) 091 45.66(1.73) 0.73 3534(1.93) 0.87
v categorical 24.64 (4.35) 1.00 56.44 (1.77) 1.00 34.77 (1.91) 1.00
X Top-k + Glob 26.13(4.64) 097 4742(1.80) 097 30.11(0.95) 0.95
X Top-k + Glob + Conv  32.80 (4.87)  1.00 50.27 (1.79) 097 33.32(1.91) 0.99
v Top-k + Glob 34.11 (493) 1.00 63.77(1.76) 0.99 40.25(2.02) 0.99
v Top-k + Glob + Conv  36.59 (5.18)  1.00 64.74(1.72) 099 42.47(1.99) 0.99
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Table 8: Comparison between LLADA-8B-Instruct on MMLU. L = 512, § = 128.
Decoding Ly=32 Ly,=64 L,=128 L, =256 L, =512

LLADA 40.89 42.54 34.61 20.24 17.85
LLADA +Conv ~ 45.94 46.31 41.13 27.94 22.33
top-k + Conv 54.13 54.16 54.65 54.02 53.21

Table 9: Comparison between LLADA-8B—-Instruct on GSM8k. L = 512, S = 128.
Decoding Ly, =32 L,=64 L, =128 L,=256 L;=>512

LLADA 48.82 50.72 47.38 26.16 21.30
LLADA +Conv ~ 51.18 51.48 50.72 44.88 26.76
top-k + Conv 51.71 48.75 44.73 43.37 40.03

E.1 Results

The experiments under the CoT setting are consistent with our previous results in §5. And it further
support our hypothesis: The categorical baseline achieves very high structural coherence (as measured
by inlier rate) but suffers in alignment (as measured by win rate). Top-k sampling improves alignment
but degrades coherence. In contrast, both R2FT and Conv improve both alignment and coherence.

Effect of repetition To clarify the advantage of R2FT, which mitigates the sampling of repetitive
tokens, we deliberately inserted a meaningless repetitive phrase (e.g., “Response:”) at the right end
of the window. This setup was designed to simulate a worst-case scenario in which a meaningless
repetitive phrase is sampled at an early step. As a result, we observed a notable degradation in
alignment and structural coherence across the generated outputs ("top-k + repetition” in Table 6).

Reasoning tasks The consistent superiority of Conv was observed for reasoning tasks as well.
When Conv was applied, it achieved relatively strong and stable performance regardless of the kernel
size. At .S = 64, Conv maintained its performance, whereas LLADA performance dropped sharply.
This demonstrates Conv’s robustness with respect to segment size.

E.1.1  Analysis on other baselines Table 10: The effective sample rate (*)

(1) ReMDM: ReMDM [45] introduces revocability into W*lth_ resy ect to step ilze (5).  Here,
: L . r* = L*/S, where L* denotes the to-

MDLM, and in theory, it is expected to yield better perfor- tal number of unmasked tokens

mance. However, the results show that ReMDM does not ’

lead to additional performance gains and, in some cases, L S 1% of ReMDM 7+ of MDLM

even results in degraded performance.

512 65 12.9 8.0
As discussed in $F.2, we attribute this to the fact that 312 gg 22 ‘2‘-8

revocation incurs additional cost (i.e., larger sample rate).
In general, a larger sample rate implies a higher risk of harming structural coherence (§G.1). And
revocability has a similar effect of raising the sample rate, since it re-assigns tokens to be unmasked
again. To investigate this, we compared the average unmasking per step (denote ) of both revocable
MDLM (i.e., ReMDM) and irrevocable MDLM. Table 10 shows r* of the revocable model is 2 3
times larger than that of MDLM, equivalent to operating with a step size 2-3 times smaller in
MDLM. As sample quality is a decreasing function of 7, this is the direct cause of the performance
degradation of ReMDM over MDLM in Table 6.

(2) sliding annealing: As the sliding annealing approach of [12] appears similar to Conv, we also
experimented on this method, implemented in an irrevocable MDLM manner. However, we found
that its performance severely degraded under the L = 512, S = 128 setting. Structural coherence
was significantly broken, so AlpacaEval winrate is near zero.

We suggest the following rationale for this observation: The work [12] appears to mainly assume the
case of r = 1 (where r = L/S), under which slide annealing can behave like AR. However, when r
gets larger, the behavior shifts to resemble autoregressive decoding with a stride of r, particularly
during early steps when the decoding window is empty. In more intensive settings like ours (r=4 or
8), this leads to very rigid sampling, forcing the unmasking of 4-8 continual tokens at once. This
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is prone to cause structural incoherence (due to independency), and once such case occurs in early
steps, it propagates through later steps, resulting in the breakdown of the entire output.

To state it more in detail, the implementation of sliding annealing divides the “active” window into
two distinct regions (the size of window is denoted as w in Figure 3(b) of [12], but we refer to it
as Lp). This property arises from the fact that the active window must shift by exactly r = L/S
positions to the right at each decoding step.

(a) The former 1 to r positions: No masks are allowed to remain in this region after one decoding
step. Otherwise, those masked tokens may never be resolved in later steps.

(b) The latter  + 1 to Ly, positions: They may contain masked tokens after one decoding step.

In our theoretical analysis on performance guarantees (§G.1), we assumed that the property of
structural coherence degrades as the density d = ;> increases. From this perspective, part (b) satisfies
the guarantee because it operates at a sufficiently low d, similar to Conv. In contrast, (a) operates at a
much higher d, which violates the theoretical guarantee, especially when r gets larger. In particular,
during early decoding steps (when few tokens have been unmasked), d reaches its maximum value
of 1. This is where the key difference from Conv arises, and where the breakdown of structural

coherence is most likely to occur.

F Related works

We first provide an overview of the general domain related to our work. We then discuss in detail the
two lines of diffusion LMs: the absorbing type and the uniform type.

F.1 Overview

Diffusion language modeling The foundational work of D3PM by Austin et al. [3] formulated
diffusion processes for discrete data by defining the forward noising process as a sequence of transition
matrices over categorical distributions (Equation 2). This formulation enabled the adaptation of
denoising diffusion probabilistic models (DDPMs) [17, 41, 10] from continuous domains (e.g.,
images) to discrete domains such as text. This breakthrough inspired a wide range of follow-up
studies [19, 15, 27, 34, 43, 22, 48, 52, 14, 25, 12, 45, 4], which proposed various designs for the
denoising model and decoding strategies.

More recently, Sahoo et al. [36] provided a theoretical simplification of the D3PM objective under
continuous-time and full-masking assumptions, arriving at a loss function (Equation 3) equivalent
to the masked language modeling (MLM) objective used in BERT [9], but with a diffusion-based
forward process. This formulation has become the de facto standard for diffusion LMs, adopted by
several concurrent works including LLADA [29], Block-Diffusion [2], and MD4 [38]. Throughout
this paper, we refer to this family of models as MDLM (Masked Diffusion Language Models).

Decoding in diffusion LMs Diffusion LMs generate texts by iteratively sampling from model-
inferred probability distributions of vocabularies, following the reverse diffusion process. In MDLMs,
this process is simplified via SUBS-parameterization [36], which interprets the fully noised state as a
masked decoding window and denoising procedure as unmasking it. This formulation, now standard
in recent works [2, 38], enables efficient training and stable convergence. LLADA [29] adopts a
similar but slightly different procedure, where the number of tokens decoded per step is fixed to a
predefined constant.

Recent works [29, 2, 36] suggest an additional decoding method, semi-autoregressive (semi-AR)
decoding. This involves partitioning the decoding window into blocks and sequentially sampling
each block.

Repetition in language models Repetition has also been an issue in AR LMs. Holtzman et al. [18]
identified that AR LMs tend to generate repetitive or generic outputs in deterministic decoding. To
mitigate this, various strategies have been proposed, including more stochastic sampling methods (e.g.,
nucleus sampling [18]), repetition penalties [21], and unlikelihood training [47]. While unlikelihood
training is similar in mitigating repetition, the objective lacks penalty terms sy as in Equation 6, which
enable automatic handling of unlikable negatives and suppression of high-prior tokens. Reinforcement
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learning with human feedback (RLHF) [30] is also another approach that aims to mitigate such
unwanted generation patterns by aligning model outputs with human preferences.

F.2 Absorbing vs Uniform

As framed in previous works [3, 25], discrete diffusion LMs can be broadly divided into two types
according to their unmasking strategy: absorbing and uniform. (1) Absorbing: The denoising process
is defined as unmasking masks into tokens. Once a mask is unmasked to tokens, it is not revised to
other tokens. This family is referred to as MDLM, or mask diffusion. (2) Uniform: A token that has
already been unmasked can still be redefined as noise, and thus remains revocable. Revocability also
leads to more contextual dependency between decoded tokens.

In this work, we concentrate on solving the problem of unrevocable MDLM first. This is because
we anticipate that the absorbing family will remain the dominant paradigm within the ongoing
line of diffusion LM research, and that revocability and dependency may be incorporated in a way
compatible with the absorbing paradigm. The rationale for this expectation is as follows.

Rationale for why absorbing family seems to remain dominant

(1) Performance is already proven. First, the absorbing-based approach has already proved its
downstream task performance comparable to AR LMs [29]. Regardless of its issues, a method that
already works this well is unlikely to be entirely abandoned. In contrast, uniform methods have been
mainly evaluated on auxiliary metrics such as gen PPL [24, 25, 12, 45]. We believe this stems from
the following theoretical limitations.

(2) Revocation introduces an additional cost. As the sample quality of diffusion LM is a function
of sample rate r = L/S, revocability increases the number of masks to decode, similar to raising r,
leading to degradation of downstream task performance. We demonstrate this in §E.1.1.

(3) Irrevocability may not be a critical property. As noted in [25], people often consider re-
vocability as an inherent and necessary property of diffusion models (DM), thinking of the image
generation, transforming an existing image into an entirely different one (e.g., a person eating bread
— a lion eating bread).

Visual prompt Output

revocable

Severely
noised
at Oth step

Not so much revocable during the denoising

Figure 14: In the process of image editing with latent diffusion [35], the transformation from the
visual prompt to the output is quite substantial, giving the impression that diffusion method generally
has a high degree of revocability. However, after severe noising at the initial step, the subsequent
denoising steps are largely anchored to the previous steps. Once points, lines, or silhouettes are
established, they tend not to change.

However, a closer look at the process reveals that this is not as flexible as the entire output seems
(Figure 14). To replace a person with a lion, the DM first degrades the original image into an almost
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unrecognizable noisy state. Then, during the denoising phase, the model gradually reconstructs.
Importantly, once strong edges or dots emerge at a certain location in the early steps, these elements
tend to remain stable, functioning like anchors. Then, surrounding blurred regions progressively
refine around these anchors, determining how to interpret the anchors (e.g., as an eye or a nose). Thus,
while the overall process is revocable after the initial destruction, subsequent steps exhibit limited
revocability. This may be related to the fact that the reverse process, following DDIM [39], is more
deterministic than explorative.

Likewise, existing successful generation models (e.g., AR) are not revocable. It may be that well-
calibrated sampling can provide an enough solution.

(4) If revocability is still needed, a compatible way is promising. [25] provide theoretical
justification for this compatibility. In [25], the diffusion posterior p(z|x;) can be decomposed as
p(z|ze) = p(N|z)p(x|ze, N), where N is noise. The “uniform” approach models the entire , which
is theoretically complete but practically beyond the model’s capacity. In contrast, the “absorbing”
focuses only on modeling p(x|z:, N), which is theoretically incomplete but highly practical.

As an alternative, [25] proposes operating p(/N|z;) independently, allowing better control over
the denoising trajectory while preserving the practicality of the absorbing paradigm. Remasking
(ReMDM [45]) also lies in this context. As long as absorbing models can operate independently,
Conv and R2FT remain fully compatible, as also empirically shown in Table 6.

G Theoretical guarantee

We provide theoretical explanations for why our methods (Conv, R2FT) gain performance.

G.1 Conv

We provide two theoretical explanations for why Conv may outperform semi-AR. The following
discussion assumes a mask (i.e., absorbing) diffusion type [25, 3].

G.1.1 Violation of the training assumption

This point is discussed in detail in §4.1. Semi-AR splits a given timestep S into b segments,
explicitly raising td to b times larger, moving far from the infinitesimal assumption of the training
object (Equation 3). In contrast, Conv preserves the entire S while narrowing the window through
standardization. Of course, Conv does not perfectly match the condition from training either; as a
result, performance degrades when the kernel size is excessively small (Figure 8). Nevertheless, it is
far more robust compared to semi-AR

G.1.2 Explanation with the hazard function

A more intuitive explanation is that Conv is more flexible than semi-AR, granting the model greater
freedom. This can be theoretically justified using the hazard function, which measures the probability
of corruption.

Let us follow the notation §3.2: L as window size, S as step size, b as the number of blocks, L; as
the block size or kernel size, and Sy, as the number of steps assigned for each block in semi-AR.

We newly define the sample rate r = L/S, and W as the number of mask tokens that the model
have to sample from at current step. For example for default diffusion LM, W = L holds at the first
decoding step, and W ~ L — r at the second step, since the model might have unmasked r masks at
previous step, on average. For semi-AR, itis Ly to L, — 7.

We further define the hazard function P, representing the probability (or degree) that the final decoded
text becomes structurally (grammatically, syntactically) harmed. Conversely, 1 — P representes the
probability of being unharmed (i.e., structurally coherent). We define @@ = log(1 — P). And let small
p¢ denote the probability that the final output becomes harmed due to the decoding at intermediate

timestep ¢. Here, the hazard function is commonly defined as P =1 — Hle (1 — p¢), which in turn
Q= Zle log(1 — p¢). We assume that p; depends on both r and W, thus we denote p; = p,.(W).
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Assumptions about the factor in the quality of a text

We assume that the quality of generated text is related to density of decoding (denoted as d = r /W)
in two opposing ways (though there can be more other factors). Raising d can be benefit and harm
the quality at the same time.

(1) Alignment: When the positions to be decoded are far from the given context, the model tends
to suggest less aligned candidates—a phenomenon referred to as the LDW problem. This situation
is often associated with low d (though not always), which indicates lots of masked positions are
between the given context and the targeted position (e.g., often in early timestep). A common strategy
to mitigate this issue is to increase d by reducing W (e.g., semi-AR, Conv).

(2) Structural coherence: Conversely, when d = 17 becomes too high, it can reduce the dependency
among decoded tokens and lead to structural degradation. This effect stems from a key property of
mask diffusion: multiple tokens generated simultaneously cannot attend to one another at the output
layer, resulting in low inter-token dependency. Consequently, when many tokens are generated within
a narrow span, the likelihood of syntactic conflicts increases.

However, when the distance between two generated tokens x; and x; is large “enough”, even if their
immediate dependency is weak, the number of possible connecting sequences between them grows
exponentially as [V'|U~% (V: vocab size). This implies that later decoding steps have the opportunity
to restore structural connectivity. This is why p; depends on r and W. If large r and small W mean
too packed generation, thus low p;.

We formalize this property as follows:

if 1 =7y and Wy > Wy, then p,. (W1) < p,, (Wa) @)

Equality approximately holds when r is sufficiently small or when both W7y, W5 are sufficiently large
over some threshold. The precise threshold for “sufficiently” and the shape of the curve p,.(W) as a
function of W may vary across models.

Comparison across decoding types

From the two factors discussed earlier, we now focus on (2) structural robustness and model it
using the hazard function across different decoding strategies, leaving (1) aside for simplicity.

(a) Default mask modeling: For a standard mask diffusion model without a narrowed decoding
window, the hazard function () is as follows.

Pal—T (1 =p (L= (t=1)-7) =1 =T (1= p(t-r)) ®)
S
Qo= alt-r), g=logl—p) , Wy=t-r<L ©)

t

q-(W) represents the log probability that decoding at a step does **not** introduce corruption. W
decreases gradually by r per step.

(b) semi-AR: For semi-AR, when L is divided into 4 blocks (i.e., L, = 128):
Sh
Qua=b) a:(t-r), We=t-r<L, (10)
t

To compare, since S > S, the value of g, (W;) for semi-AR at any given step is strictly smaller than
that of the default setting (because W; < Ly < L for semi-AR).

Therefore: Qs < Qo

Equality occurs when the block size L; approaches L, or when S is large enough so that the argument
of p,. (W) exceeds its threshold for most steps. This theoretical behavior aligns with the empirical
observation in Figure 4, where the evaluated structural quality increases as Ly, or S are raised.
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(c) Conv: For Conv, assume the kernel size L, = 128. In this case, at every step we have W > 128.
Although the actual variation of W is more complex, for simplicity, we assume W = 128.
128/r
Qe = (L —128) % ¢, (128) + Z q(t-r) (11)
t
Here, the second term is shared with semi-AR and the default. but the first term is always larger than
that of semi-AR, except at the start point of each block.

Therefore, Qsq > Qp
As before, equality approximately holds when S is sufficiently large.

Compared to the default mask diffusion, the first term is always smaller than the default, so we have:

Qc < QO~

Equality holds when the fixed kernel size is “sufficiently” large, so that the effective W go over the
threshold. This behavior is consistent with the empirical observation shown in Figure 7, where kernel
size over some threshold yields structural stability.

To wrap up, In terms of structural robustness, we generally observe the ordering:

semi-AR < conv < default 12)
However, from the perspective of alignment, the relationship reverses:
semi-AR, conv > default (13)

Consequently, adopting Conv offers a favorable trade-off, as it provides substantial gains in alignment
while maintaining significantly better structural robustness compared to semi-AR.

G.2 R2FT

We divide the explanation into two steps: the decoding step and the training step.

G.2.1 Decoding step

(This part is a variation of §A.2.1 with minor modifications.) First, let us describe the scenario
where the issue arises. A key characteristic of diffusion LMs is decoding tokens that are far from
the immediate context (LDW problem). To formalize this, consider a scenario in which the model
decodes w21, T22, x23 at the first sampling step, where x; denote a mask token that is ¢-th position
from given context. The probability of candidate ¢ for z21 is 7(c|7) = E;[w(7|c)n(c)], where 7 € T
is all possible combination of {z1, 22, ..., 220}. The cardinality of T is |V'|?° (V is vocab size), the
infinity. Therefore, the posterior 7(c | 7) converges to m(c).

p(c) represents the probability of a candidate that can be easily predicted without any contextual
information. Typical examples include high-prior tokens (e.g., function words) or simple repetition
of given context. The same applies to x92 and x23. Consequently, as illustrated in the upper part of
Figure 11, top candidates often include patterns such as “Question Question Question” (repetition) or
“the the the” (high-prior tokens).

The motivation of R2FT is: if guessing is inevitable, let it be at least more aligned. Formally, this is
training the model to reduce 7(c) in E[r(7|c)m(c)]. By doing so, the probability mass shifts toward
tokens with higher average likelihood within 7". In other words, we choose the candidate patterns like
"president president president”, which at least contains more contextual information than "Question
Question Question". This is consistent with our empirical observation on AlpacaEval that R2FT
achieves better alignment with the query.

G.2.2 Training step
How the model reduces 7(c) during the training step is described in §4.2.
H Additional explanations

H.1 Bidirectionality

We provide more explanation on the bidirectionality of diffusion LM.
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(1) Diffusion LM has bidirectional attention. To provide a clearer explanation, we distinguish
between “bidirectional attention” and “bidirectional generation”. AR models inherently employ
unidirectional attention in their architecture, whereas diffusion-based LM architectures leverage
bidirectional attention, which applies to both Conv and semi-AR. Therefore, even when diffusion
LMs perform unidirectional generation, they continue to maintain locally bidirectional attention. This
applies to both semi-AR and Conv variants.

For example, consider the prompt:

“Who is the president:

If, in the next step, a token happens to be sampled in the middle, resulting in:

“Who is the president: is ”,

then the masked positions between “president:” and “is” will attend to context on both sides (e.g.,

RINRTIIEL)

“president:”, “is”). Thus, bidirectional attention occurs in a local level.

This behavior can be observed in Figure 7(a), where sampling does not proceed strictly sequentially
as in AR but occurs in a scattered manner. The mask tokens between scattered tokens are applied
with bidirectional attention. This bidirectionality is a difference from AR models.

However, this situation (activating bidirectional attention) is largely a byproduct of the model sampling
multiple positions in a scattered manner, which might provide little benefit in most of the existing
LLM tasks. This is because, in most LLM tasks (e.g., QA), useful information is mainly provided on
the left side of the window. In fact, this property can even introduce the LDW problem, where tokens
sampled far from the given context become misaligned, forcing harmful bidirectional attention.

(2) Conv is capable of bidirectional generation. “Bidirectional generation” refers to the overall
direction in which generation is globally grounded. Semi-AR enforces a strict rule to proceed from
left to right, whereas Conv, when context is provided on both sides, automatically grounds generation
multi-directionally. This distinction is illustrated in Figure 7.

Tasks that provide context on both sides are goal-oriented, as explained in §6. For example, negotiation
requires aligning with both previous utterances and desired responses. And even in QA tasks, desired
responses or scores can be framed as explicit goals. This naturally offers a way to reinforce LLMs
toward alignment with annotated preferences. This is also the scenario where the bidirectional
attention of diffusion LMs provides a clear benefit. We believe that solving such tasks represents one
of the key motivations behind the growing interest in diffusion LMs.

However, as noted in §6, such bi-context tasks are currently rare—likely because most LLM tasks
have historically been designed for AR-based models. If diffusion LMs gain broader adoption, we
anticipate that more of these tasks will emerge.
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I Samples

[Context] “Q: Who is Abraham Lincoln? A: *

MDLM + categorical decoding

MDLM + Top-k decoding

MDLM + SFT + Top-k decoding

"The American people struck and set upon an
otherwise unknown game of history," Lincoln once
said in a monograph to Carl, age18. (Left to right)
Lincoln waits, above, to listen to a speech by his...

Answer: Lincoln. question: Is Abraham Lincoln?
Answer: Yes. Question: What questions can you
answer to Obama? Answer: You are Abraham
Lincoln? Answer: Lincoln; question: Barack Obama..

He was President of the United States of America
for 30 years until his death in 1895. In those years
Lincoln oversaw participated the American Civil War
and presided over the American Progressive Era...

Figure 15: Response samples for the same query from different decoding strategies.

L1 Samples of ours

L1.1 MDLM (small), SFT + R2FT, L=1024, S=128, Top-k (k=20), Conv (kernel size= 256),
EOS-fill

Benchmark : Alpaca Eval

[Instruction] Who is Larry Page?

[Response] Larry Page is an American-born long-time technology en-—
trepreneur who has been on the boards of several prominent high-
profile technology companies. Page is known for improving the
discoverability of websites by providing a greater breadth of in-
formation. Page is also known for his expertise in optimization
technologies, such as search engine optimization and optimization.
He is also known for his technical expertise in Linux operating
systems and AI-powered applications.

Benchmark : Alpaca Eval
[Instruction] List the concepts that should be learned before
approaching the given complex concept.

Deep Learning

[Response] Deep Learning should first learn various concepts, such
as model regularization, linear overfitting, rule-based minimiza-
tion, detailed analysis of its outputs, and even the potential
values of the parameters. Then, we should first train the model,
identify the features of the data, and analyze the data. Finally,
we should then test the model by examining additional inputs and
outputs, detecting new features, and perform further exploration.

Benchmark : Wiki
[Instruction] Please give me an explanation about
Coachman in 1948”

“Alice

[Response] Alice Lee Coachman in 1948 was a middle-aged daughter
of a prosperous Jewish family. She was a loving grandmother who
worked to raise children and was a strong advocate for civil rights.
She entered the White House in 1948 for the first time in history.
She had once been separated from her family and was looking for a
job but was making enough to fund her education. She soon learned
that her education was far from perfect, and needed a steady Jjob

to support her progress. She also worked hard through adolescence
and developed a positive relationship with her friends and family.
Eventually, she managed to support herself financially, earning her
fair share of success in the business and government. She eventu-
ally connected with the Jewish community and gained recognition in
the media. She remains an icon of Jewish history and continues her
work in politics.
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Benchmark : Wiki
[Instruction] Please give me an explanation about “Super
Mario Sunshine.”

[Response] Super Mario Sunshine is a platform game that use plat-
forming to travel around the world. Players must jump, climb and
attack obstacles to explore the environment. Players must use plat-—
forms and platforms to move obstacles, to fight various kinds of
enemies, and to change the direction of the game. The player may
also collect coins or upgrades to help them progress through differ-
ent levels. As they progress through certain levels, bosses will
help them collect coins, and use other platforms to access them,

or may collect bonuses to boost their speed. As they progress in
each level, they must solve puzzles, as well break down enemies

and clean up the environment. Lastly, players can unlock more con-—
tent, by collecting or trading coins and enemies to unlock them.
Players will also have to gain numerous other items, such as their
health, throughout the game. The experience can also be gained

by the player furthering the different stages, increasing stamina

or speed, or increasing difficulty. Players can also gradually
progress through a new set of enemies, allowing them to defeat them
using a single move.

I.1.2 MDLM (Large), SFT + R2FT , L=1024, S=128, Top-k (k=20), Conv (kernel size= 256),

EOS-fill

Benchmark : Alpaca Eval
[Instruction] How do I wrap a present neatly?

[Response] To wrap a present neatly, it is important to make sure
you have a good paper roll and ribbon. Start by choosing the right
type of paper for the present and wrapping, ensure that the finished
size of the paper is slightly larger than the present.

Begin by folding the paper along the length of the present and fold-
ing the paper to the inside of the box. When reaching the top of
the present, use tape to secure the paper in place.

Roll the paper inwards, making sure to push the layers down to en-—
sure a secure wrap. Fold the paper twice, with each fold inside the
previous one. This will prevent the paper from rolling unevenly,
and make the present more secure to open.

Now you can trim off any excess paper and adjust the fit to the
box’s size. Trim the paper so that it is flush to the top surface
of the present.

Staple the edges in place to give the present a neatly presentable
appearance. With a little practice, you will soon wrap a present
neatly and the gift will look as special as it should be a special
box for a special gift.

Benchmark : Alpaca Eval

[Instruction] I like to host guests at my home from time

to time, and I am gathering recipes of different dishes and
drinks to keep things interesting. I am interested in trying
some Somali dishes. Can you give me a recipe for Canjeero?

29




[Response] Sure! Here is a recipe for Canjeero, a popular Somali
dish.

Ingredients:

- 50g of flour

- 300g of chicken or lamb

- 200g of potatoes

- 5 tbsp of canjeero or tomato paste
- 1 small onion, chopped

- 1 tbsp of olive oil

- Salt and pepper to taste

Instructions:
1. Preheat the oven to 185°C (375°F) and add in the flour and set
it aside.

2. Using a non-stick pan, heat up the olive o0il until hot. Brown
the chicken or lamb, cooking until browned and crispy. Add in the

chopped onion and garlic, and cook for an additional 5 minutes.

3. Remove the pan from heat and add in the tomato paste and pota-

toes. Sprinkle the flour over the top and season it with salt and
pepper.
4. Let the dish cook for 40 minutes in the oven, stirring occa-

sionally to ensure the dish from sticking together.

5. Remove the oven and let the dish cool for five minutes. Slice
into small bite-sized pieces and enjoy with white rice.

Can also be served with herbs and spices from the region or side
dishes. Enjoy!

Benchmark : Alpaca Eval
[Instruction] Do you know why turkeys became the official
food of thanksgiving?

[Response] Yes, it is believed that turkey become the symbol of
Thanksgiving festival due to an important event in the history of
the US and its surrounding region.

The first Thanksgiving festival, also known as First Thanksgiving,
which took place in 1621 in Massachusetts consisted of Pilgrims
inviting Native American tribes for a three-day meal to share the
first harvest. The Indians brought a turkey as an expression of
gratitude to the pilgrims’ help in preparing for the harvest. Since
then, turkey has been the symbol of Thanksgiving in America.

Additionally, the origin of turkey as Thanksgiving food can be
traced back to Ottoman Empire, where the domesticturkeys originated.
These types of turkeys were introduced to Europe in the early 16th
century, and were brought to North America during the colonization
of the continent.

As the Thanksgiving festival spread all over the United States,
turkey became a symbol of the festival, and eventually, the es-
sential food of Thanksgiving meal. Today, turkey is still widely
celebrated as a dish on the Thanksgiving holiday, which was created
in 1774 during the American Revolutionary War.

In conclusion, turkeys became a symbol of Thanksgiving after it was
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part of a three-day feast when the Pilgrims invited Native American
tribes to northeastern United States. It then became associated
with the Thanksgiving festival as that tradition spread throughout
the United States.

Benchmark : Arena-Hard-Auto
[Instruction] Tell me how to implement a SCIM server in PHP
using slim as a router

[Response]

Below is an example implementation of a Flask server
that provides HTTP basic authentication with a user
database for authentication:

AN

from flask import Flask, request, flash, redirect,
render_template
from flask_babel import identity, auth

app = Flask (__name__)

@auth
def identity () :
if request.authorization:
return identity () .user ()
return None

def authenticate () :
if request.headers.has_key (' Authorization'’) :
username = request.get_header ('username ')
return username and request.get_header (' password
")

return None

@app.route (’'/")
def main () :
if request.headers.has_key (' Authorization'’) :
user = authenticate ()
if user:
session[’authent’'] = True
return redirect (' /home’)
else:
return render_template (’login.html ')
@Qapp.route (' /about ')
def about () :
return render_template (' about.html ')
if _ _name__ == "_ _main__ ":
app.run ()

How it works:

This server provides basic HTTP authentication. The user
s username and password are in the request’s
Authorization' header. If the request includes the
Authorization ' header, the user’s identity 1is
authenticated using the ‘authenticate ' helper
function provided. This function parses the request'’'s

‘Authorization' header to retrieve the user'’s
username and password. If the user is authenticated,
authentication is added to the ‘user ' session to
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prevent further unauthenticated requests and
redirects to the home page. If authentication is not
successful, the main function will render the ‘login.
html ' template. The main function has a route named
‘/' that redirects to the home page, and the ‘/about®
route to render the ‘about.html' template. This way,
the home page is authenticated securely and the user
can change it’s password by editing the user'’s
password.

1.1.3 MDLM(Large), SFT, L=1024, S=128, LLADA decoding (stride=512)

Benchmark : Alpaca Eval
[Instruction] How did US states get their names?”

[Response] The answer is: The names of their states states were
from either the and, and, and, and,, and, and,,,, and,, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and

1.2 Failure cases

We present the failure cases of other baselines. However, we also note that similar failures occasionally
occur even when our method is applied. The main cases include the repeated appearance of high-prior
or repetitive tokens, or responses that terminate prematurely. Nonetheless, applying our method
reduces the likelihood of such failures (§E). It seems that diffusion LMs still struggle to fully control
these failures due to their stochastic nature and the LDW problem.

I.2.1 MDLM(Large), SFT, L=1024, S=128, LLADA decoding (stride=512)

Benchmark : Alpaca Eval
[Instruction] How did US states get their names?”

[Response] The answer is: The names of their states states were
from either the and, and, and, and,, and, and,,,, and,, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and, and, and, and, and, and, and, and, and,
and, and, and, and, and

1.2.2 LLADA-8B-Instruct (stride=512), L=1024, S=128

Benchmark : Alpaca Eval

[Instruction] I like to host guests at my home from time to time,
and I am gathering recipes of different dishes and drinks to keep
things interesting. I am interested in trying some Georgian dishes.
Can you give me a recipe for Kubdari?”
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Kubdari is a traditional Georgian dish made

[Response] Certainly!
with with herbs and spices. Here’s a simple

from beef, Kub, and,
recipe for a delicious recipe:—— Kubi Kub Kubdari

Ingredients:

-1 1b
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NeurlIPS Paper Checklist

1.

Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The paper identifies the long decoding-window (LDW) problem in diffusion-
based LMs and proposes two methods (Conv decoding and R2FT) to solve it. These claims
are clearly supported by empirical results and analysis throughout the paper.

. Limitations

Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: The limitation section contains a discussion of our method’s limitations.

Guidelines:

. Theory Assumptions and Proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]

Justification: The paper does not include theoretical results.

. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The paper provides details on decoding settings (e.g., L, S, kernel size, block
size), evaluation metrics (G-eval), and training protocols (SFT, LoRA). Anonymized code
and implementation details are provided in the supplementary material.

. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We provide a URL for the anonymized code.

. Experimental Setting/Details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: The paper specifies decoding window size, step count, kernel/block sizes,
model sizes, finetuning protocols, and dataset splits in both main text and appendix.

. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: For AlpacaEval, we report error bars using standard deviations provided by the
official AlpacaEval evaluation interface. This enables appropriate estimation of variability
in win rates across different decoding methods.

. Experiments Compute Resources
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10.

11.

12.

13.

14.

15.

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: The paper reports model sizes, GPU types, batch sizes, and total training steps.

. Code Of Ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: No sensitive or private data is used. All datasets are publicly available, and no
high-risk models are released.

Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: This work focuses on improving decoding algorithms for diffusion-based
language models, and is primarily technical in nature. While broader impacts are not the
main focus

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: The paper does not introduce new pre-trained models or datasets that pose a
misuse risk.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The paper clearly references and builds upon public models and datasets (e.g.,
AlpacaEval, LLADA), and proper citations and licenses are included.

New Assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]

Justification: The proposed decoding algorithms and R2FT implementation are included as
anonymized code with documentation and README.

Crowdsourcing and Research with Human Subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]

Justification: No human subjects or crowdsourcing were involved in this research.

Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

35


https://neurips.cc/public/EthicsGuidelines

16.

Answer: [NA]
Justification: No human subjects were involved in this research.
Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: the core method development in this research does not involve LLMs as
components.
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