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Abstract

Like masked language modeling (MLM) in NLP, masked image modeling (MIM) extracts
insights from image patches to enhance feature extraction in deep neural networks (DNNs).
Unlike supervised learning, MIM pretraining requires substantial computational resources
to handle large batch sizes (e.g., 4096), limiting its scalability. To address this, we propose
Block-Wise Masked Image Modeling (BIM), which decomposes MIM tasks into sub-tasks with
independent computations, enabling block-wise backpropagation instead of the traditional end-
to-end approach. BIM achieves comparable performance to MIM while significantly reducing
peak memory usage. For evaluation, we provide an anonymized GitHub repository here.
Additionally, BIM facilitates concurrent training of multiple DNN backbones with varying
depths, optimizing them for different hardware platforms while reducing computational costs
compared to training each backbone separately.

1 Introduction

To enhance DNN performance, many current methodologies still rely heavily on supervised training paradigms,
which demand a substantial amount of manual annotations. Recent advancements in self-supervised learning
(SSL) offer an alternative solution with superior training accuracy and data efficiency. SSL leverages the
inherent structures and patterns present in images, enabling the application of learned representations to
specific target tasks using techniques like fine-tuning or linear classification. Among the diverse range of SSL
strategies posited to date, Masked Image Modeling (MIM)-based approach [He et al.| (2022); [Xie et al.| (2022)
has stood out due to its superior accuracy performance over the conventional supervised frameworks. MIM
supervises the network by reconstructing occluded image patches by utilizing the visual representations from
their visible counterparts. This paradigm intrinsically drives the encoders of Vision Transformer (ViT) to
capture important features and patterns while discarding irrelevant or noisy information within an image.

However, MIM approaches have their downsides, as they necessitate substantial computational resources for
processing large training data batches (e.g., 4096) with long training iterations (e.g., 800 epochs) He et al.
(2022). This results in significantly higher memory usage and computational cost compared to conventional
supervised learning, making the research and development in MIM prohibitively expensive in many scenarios.
One way to attain efficient MIM training with reduced memory usage and computational requirements is to
decompose the large DNN into smaller ones and train them separately in parallel. It has been shown in the
previous literature that the biological brain is highly modular |(Caporale & Dan| (2008)), learning predominantly
based on local information instead of a global objective that is optimized by backpropagating error signals|Crick
(1989)); Marblestone et al|(2016). In light of those observations, an intuitive approach to alleviate memory
usage of MIM entails dividing the model into multiple blocks, each trained independently. This approach,
known as block-wise local learning, has the potential to substantially decrease memory requirements during
training since memory space can be freed up as soon as training is completed for one block.

However, many existing local block-wise learning methods—specifically designed for another prominent
self-supervised learning (SSL) approach, contrastive learning (CL) [Lillicrap et al.| (2014])); [Lowe et al.| (2020);
Xiong et al.| (2020)); [Belilovsky et al.| (2018)—have not been as successful in achieving performance comparable
to end-to-end training. Unlike MIM-based approaches, contrastive learning methods (Chen et al.| (2020)); |Chen
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Figure 1: Memory usage during forward and backward passes of DNN training.

& Hel (2020); |Grill et al.| (2020)); [He et al.| (2020)) leverage information from different views of each image to
train the encoder, aiming to obtain high-quality representations for downstream tasks. Hence, the limitation
of existing local block-wise learning methods is likely attributed to the fact that the learning objectives of
supervised classification and contrastive learning rely heavily on global information. In contrast, MIM might
only need local information to complete occluded patches at various masking ratios, which could lead to
strong performance in blockwise learning on MIM.

Towards this end, we introduce Block-Wise Masked Image Modeling (BIM), which decomposes the global
MIM task into several sub-tasks with independent compute patterns by implementing block-wise, rather than
end-to-end, back-propagation operations. Within the BIM framework, each DNN block handles intermediate
features derived from the preceding block, extracting features necessary for image reconstruction and block
updates. The features that are extracted are subsequently employed to reconstruct the missing patches using
a local decoder. Simultaneously, these extracted features are passed on to the next encoder block to continue
their learning process.

Moreover, to further reduce the compute workload during the training process, we introduce an incremental
masking strategy to spatially increase the masking ratio without compromising learning efficacy. Experiment
results indicate that our proposed method can effectively reduce peak memory while maintaining model
performance without extra computation overhead.

Aside from the memory efficiency advantages offered by BIM, it seamlessly incorporates the “Once-for-all”
training paradigm |Cai et al.| (2019) through the simultaneous training of multiple ViT encoder backbones
with increasing depths. This results in the generation of multiple trained DNN backbones of varying depth,
each of which can adapt to different hardware platforms with unique computing capabilities. Consequently,
this approach substantially diminishes computational expenses when compared to the individual training of
each DNN backbone. Overall, our contributions are summarized as follows:

e We proposed BIM framework for memory and compute efficient SSL. BIM achieves a significant
reduction in memory usage while delivering performance on par with traditional end-to-end training
across a range of downstream tasks. Under the same batch size, BIM achieves approximately an
average of 40% savings in peak memory and 80% in compute.

e BIM naturally enables multiple backbone DNNs with different depth to be trained jointly, yielding
a set of pre-trained backbone DNNs that can be employed independently for subsequent tasks.
Compared to training each backbone DNN separately, BIM offers added computational workload
savings.

o To further reduce the computational cost, we introduce a novel MIM masking strategy that progres-
sively increases the proportion of masked components over the input during BIM training, resulting
in additional reductions in computational costs without losing in accuracy.

2 Background and Related Work

2.1 Memory Pattern during DNN Training

To provide a clearer insight into our approach, we will briefly outline the memory usage pattern during the
training process of the DNNs. Figure[l| (a) illustrates the forward pass for a two-layer DNN. Throughout
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the forward pass, intermediate activations are produced once the execution of each layer is completed. The
intermediate activations need be stored in memory for gradient computation during the backward pass. The
same process will repeat until the DNN output is produced. The storage of intermediate activations from all
layers in memory is necessary for subsequent gradient calculations, leading to an increase in memory footprint
until it reaches its peak value (Step 2 in Figure|l| (a)), and this peak memory usage increases in proportional
with DNN depth.

Next, the DNN output generated during the forward pass is compared to the ground-truth value in the
training dataset. Subsequently, the gradient is calculated and stored in memory for use in the forthcoming
backward pass, which is depicted in Figure [1| (b). In the backward pass, the input activations of the last
layer are initially retrieved from memory and used to compute the weight gradient by multiplication with
the gradient. Additionally, the gradient is multiplied with the layer weights to generate the gradient for
the preceding layers. Subsequently, the input activations and gradient can be removed, freeing up the
corresponding memory space. This iterative process persists until gradients are computed for all the layer
weights.

2.2 Self-supervised Learning

Masked Image Modeling. Inspired by the great success of MLM [Ben Zaken et al| (2022); Bao et al.
(2020)); [Sinha et al.| (2021) in NLP, researchers have explored a similar masking methodology for computer
vision tasks. The primary goal of MIM is to extract information from unmasked image patches in order to
reconstruct the masked patches, performing MIM can significantly enhance the feature extraction capability
of backbone DNN [Xie et al. (2022]). Existing research in the field has shown a preference for using large batch
sizes (e.g., 4096), to train the backbone DNN with large number of epochs (e.g., 800), and has empirically
observed improvements in MIM performance as a result. However, this places significant demands on memory
capacity and compute capability. While some previous research has introduced advanced masking strategies
to reduce the computation workload Kakogeorgiou et al.| (2022); |Li et al.| (2022a)); Liu et al.| (2022)); Kong
& Zhang| (2023)); Wang et al.| (2023, hardly any of these approaches have addressed the reduction of peak
memory size. In this study, we employ the masked autoencoder (MAE) He et al.| (2022), a pioneering
framework for masked image modeling, as a benchmark to demonstrate how our method effectively reduces
peak memory consumption and computational cost.

Local Learning Paradigms. Compared to end-to-end supervised learning approaches |Dosovitskiy et al.
(2021); He et al.| (2016)); LeCun & Bengio| (1998]), SSL methods Xie et al.| (2022); [He et al| (2022)) require a
considerably higher memory requirement due to larger batch size. Local learning has emerged as a practical
strategy for addressing the issue of high memory demand. As a pioneering method for gradient-isolated
block-wise training, the Greedy InfoMax algorithm [Belilovsky et al.| (2018) shows impressive performance on
small datasets, using only 40% of the memory compared to what traditional supervised learning methods
typically demand. However, the performance of InfoMax will degrade seriously on large-scale datasets, such
as ImageNet. LoCo [Xiong et al.| (2020)) is a local learning algorithm for unsupervised contrastive learning.
By leveraging implicit gradient feedback between the gradient-isolation blocks, LoCo can achieve results
comparable to those of the conventional contrastive learning framework. Nevertheless, LoCo comes with
a significantly higher computational cost compared to the end-to-end training approach. In comparison,
BIM enables a MIM-based SSL pretraining with substantial reductions in peak memory consumption and
computational workload.

Efficient DNN Training. Previous research has explored various techniques to expedite DNN training
through leveraging sparsity in weights and activations Mahmoud et al.| (2020); Zhang et al.| (2019)); [Yang et al.
(2020); |Choi et al.| (2020); |Qin et al.| (2020)); Zhang et al. (2022). For instance, Procrustes [Yang et al.| (2020])
and Eager Pruning |Zhang et al.| (2019) improve training efficiency by aligning algorithms with hardware
capabilities, eliminating unimportant DNN weights, and enhancing hardware efficiency. Another approach
involves reducing DNN operand precision [Judd et al. (2016)); |Lee et al.| (2019) or dynamically adjusting
precision during DNN training, as proposed in FAST |Zhang et al|(2022). These techniques are orthogonal
to our BIM framework and can provide additional training efficiency. There are also works focused on
reducing memory consumption during DNN training by modifying the DNN architecture |Gomez et al.| (2017));
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Figure 2: (a) Training flow for conventional MIM. (b) Training flow for BIM. (c¢) Overview of incremental
masking strategy. (d) The computation pattern of BIM over two consecutive encoder blocks. The block dot
denotes the intermediate activation during the forward pass.

Zhang et al.| (2023)). In comparison, BIM represents a versatile training framework applicable to all DNN
architectures.

3 Method

In this section, we first introduce our memory-efficient BIM paradigm. We then provide a detailed explanation
of the "Once-for-all" training approach for joint training across multiple backbone DNNs. Next, we discuss
the incremental masking strategy to minimize computational overhead. Finally, we explain the memory
scheduling technique that reduces memory consumption.

3.1 DNN Pre-training with BIM

The conventional MIM training process is illustrated in Figure 2| (a), where an end-to-end training algorithm
is applied to all encoder and decoder blocks of ViT. This necessitates the allocation of extensive memory
to store the entire set of model weights and gradients, resulting in a substantial demand for memory. To
mitigate this, we proposed a block-wise local learning approach. An illustrative representation of our novel
framework is presented in Figure [2[ (b) and the pseudo-code of BIM is also provided in Algorithm |1} Before
training, the stack of ViT encoders are initially divided into several blocks of uniform size, each associated
with a decoder of the corresponding size. Subsequently, each ViT encoder-decoder pair undergoes separate
training with the same objective loss function.

Specifically, the computational flow during the forward pass in BIM closely resembles that of MIM. In this
process, each ViT encoder block receives intermediate results from the preceding blocks, conducts forward
computations, and generates an output. This output is then duplicated: one copy is forwarded to the next
encoder block for further processing, while the other copy is sent to the corresponding decoder block. The
decoder’s role is to produce predictions for masked patches using the features extracted by the current encoder
block. This procedure continues until all the decoders have generated their predictions. The reconstructed
patches from each decoder are subsequently compared to the original unmasked image patches, resulting in
the generation of gradients for the backward pass operations.

With the gradients generated from the loss function at each decoder, the backward pass operations are carried
out independently within each ViT encoder-decoder block. To be specific, the computation of gradients is
terminated when it reaches the beginning of the current ViT encoder block, as shown by green arrows in
Figure 2| (b). This ensures that there is no overlap in gradients across different blocks, and the gradient from
one ViT encoder block does not influence the earlier ViT encoders. As a result of this gradient isolation
strategy, in conjunction with our memory scheduling algorithm, BIM results in a significant reduction in
peak memory usage than the conventional MIM.
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3.2 Once-for-all Pre-training with BIM

In addition to the memory efficiency benefits provided by BIM, it also naturally implements the “Once-for-all”
training paradigm |Cai et al.| (2019)) by joint training of multiple ViT encoder backbones with growing depths.
To illustrate this, if a ViT encoder is divided into four blocks, BIM allows the training of four distinct backbone
DNNSs with increasing depths by truncating at the output of each encoder block. This “Once-for-all” paradigm
offered by BIM empowers the resultant pre-trained model to adapt to different computational constraints
and diverse tasks, optimizing resource utilization and versatility. Compared to the conventional approach
of separately training each backbone DNN with different depths, BIM results in substantial computational
savings.

3.3 Incremental Masking Ratio Growth with BIM

We also introduce an incremental masking strategy that progressively increases the proportion of masked
patches, aiming to achieve additional computational savings. Specifically, we enhance the level of difficulty in
BIM by progressively decreasing the proportion of unmasked patches used for image reconstruction. As shown
in Figure (c), we introduce a new layer at the end of each encoder block, which randomly discards additional
patches during the forward computation. The percentage of these additional drops is predefined and increases
with the layer depth. This approach results in a reduction in the input size for each encoder block, effectively
reducing the computational workload while obtaining a comparable (even better) performance as described
in the experiment section.

3.4 BIM Computation Pattern

We describe an efficient computation pattern for both forward and backward passes of BIM training. The
proposed computation pattern can achieve optimal peak memory consumption. We illustrate this scheduling
algorithm with an example that show the computation pattern within the two consecutive encoder blocks

(Figure [2| (d)).

Initially, the input patches x;_1 are fed into the encoder block i to generate output z;. All the intermediate
activations, including x;, are buffered in the memory for later use. (Step 1 in Figure|2|(d)). z; is subsequently
input into decoder block i, resulting in the generation of predicted outputs and the initiation of the loss
gradient. The backward pass starts as indicated in Step 2, results in additional weight updates in both
decoder i and encoder i. This backward pass concludes when it reaches the initial layer of encoder 7. Once
the parameter updates in encoder block i and decoder block i are finished, all intermediate features stored in
the buffer, except for x;, can be cleared from memory, preserving them for future use. x; is subsequently
forwarded to encoder block i4+1, and the identical process repeats, as illustrated in Steps 3 and 4 in Figure

(d).
4 Experiments

In this section, we conduct experiments to validate the BIM performance. We describe the implementation
details and present the main results. The ablation studies are shown after the main results.

4.1 Implementation

Pretrain model on ImageNet-1K We evaluate BIM by comparing its performance against MAE He et al.
(2022)), and report its performance in terms of accuracy and peak memory consumption. We compare BIM
with MAE over different versions of ViT, including ViT-base, ViT-large, and ViT-huge. The models are
pretrained for either 400 or 800 epochs on the ImageNet-1k dataset Deng et al| (2009). We divide their
encoder backbone into four blocks and train ViT-base, ViT-large and ViT-huge with a batch size of 4096 or
8192.

All the pretraining computations are executed on a GPU cluster consisting of 4 nodes, each node equipped
with 8 NVIDIA V100 GPUs. We adopt a fixed masking ratio with a ratio of 75%, and we will test the
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Backb Patch | Pretrain | Pretrain | Pretrain | Num of Peak Memory Fine-tuning Linear Eval
ACKDONE | gize Epoch | Batch Size | Method | Blocks | Consumption (GB) | Top-1 acc (%) | Top-1 acc (%)
4096 MAE - 1218.57 (1x) 83.01 63.03
400 BIM 4 929.09 ( ) 82.98 62.87
. 8192 BIM 4 1857.99 (1.52x) 83.567 0.55 65.467 2.43
-~ 2
ViT-base | 16 1096 MAE - 121857 (1x) 33.27 66.25
800 BIM 4 929.09 ( ) 83.20 66.08
8192 BIM 4 1857.99 (1.52x) 83.891 0.62 69.247 2.99
4096 MAE - 1865.58 (1x) 84.79 70.20
400 BIM 4 1093.51 ( ) 84.58 68.60
. . 8192 BIM 4 2186.64 (1.17x) 85.377 0.58 74.071 3.87
_laro 2
ViT-large |16 1006 MAE - 1865.58 (1x) 35.15 73.93
800 BIM 4 1093.51 ( ) 84.99 73.10
8192 BIM 4 2186.64 (1.17x) 85.671 0.52 76.517 2.58
4096 MAE - 3303.81 (1x) 86.18 73.69
400 BIM 4 1802.40 ( ) 86.10 72.70
. 8192 BIM 4 3608.02 (1.09x) 86.251 0.27 74.811 1.13
_ 2
ViT-huge | 14 1096 MAE - 3303.81 (Ix) 36.39 76.81
800 BIM 4 1802.40 ( ) 86.24 76.27
8192 BIM 4 3608.02 (1.09x) 86.597 0.20 77.601 0.89

Table 1: Accuracy comparison for ViT backbones pretrained with BIM and MAE over Image classification
task. BIM achieves a comparable accuracy performance as MAE while greatly saves the peak memory.

incremental masking ratio in the ablation study. We follow the original MAE work [He et al.| (2022) for the
rest of the training settings. Pretrained ViT encoder backbones are evaluated over two downstream tasks,
which are elaborated upon as follows.

Image Classification. We utilize pretrained ViT encoder backbones as the initializations. Subsequently,
we append a linear layer to the pretrained encoder backbone and perform either end-to-end fine-tuning or
linear probing on the ImageNet-1K dataset. In the case of end-to-end fine-tuning, the entire model undergoes
fine-tuning, whereas for linear probing, only the weights of the linear layer are modified.

COCO Detection and Instance Segmentation. Additionally, we assess the performance of the pretrained
backbone with tasks of object detection and instance segmentation. More precisely, we take Mask R-CNN [He
et al.| (2017)) as the objective detector and perform end-to-end finetuning on the COCO dataset |Lin et al.
(2015)), among which the ViT backbone is adapted for use with FPN |Lin et al.| (2017)), following ViTDet
framework [Li et al.| (2022b). We apply this approach to all entries in Table

4.2 Main Results

Masked Image Reconstruction. To evaluate the masked image reconstruction performance, we visualize
some sample images that are taken from the validation set of ImageNet. The reconstruction visualization
demonstrates that the ViT backbones trained with BIM can achieve a strong image reconstruction capability.
The detailed reconstruction result comparison can be found in the appendix.

End-to-End Fine-tuning. For the end-to-end fine-tuning approach, we initiate the ViT by utilizing
the pretrained encoder backbone and subsequently fine-tune the entire network. Specifically, we fine-tune
ViT-base for 100 epochs and ViT-large and ViT-huge for 50 epochs, adhering to the procedures detailed
in He et al|(2022). We assess the performance of our BIM with MAE in terms of accuracy and peak GPU
memory consumption across multiple ViT backbones. The results are presented in Table [I} revealing some
noteworthy findings. Firstly, under identical settings for training epochs and batch size, BIM consistently
achieves comparable accuracies, with an average difference of less than 0.1%, in the end-to-end fine-tuning
task across different backbone architectures. Secondly, when pretrained with a batch size of 8192, BIM attains
an average fine-tuning accuracy that is 0.47 higher than the MAE that is pretrained with a batch size of
4096, across various DNN backbones.
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Pretrain | Pretrain ViT-base ViT-large
Method | Dataset | AP [ Apmask | Apbow [ Apmask
MAE ImageNet 51.2 45.5 54.6 48.6
BIM 51.2 45.3 54.3 48.2

Table 2: Transfer learning results on COCO object detection and segmentation.

(a) Impact on memory consumption (b) Impact on block number
Top-1
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Figure 3: (a) Peak memory usage comparison with varying ViT backbones and batch sizes. (b) Memory and
performance comparison with varying numbers of ViT blocks.

Linear Probing. In addition to the end-to-end fine-tuning, we also assess the linear probing scheme, where
only the linear layer undergoes fine-tuning. As shown in Table [T} our proposed BIM demonstrates superior
performance, exhibiting only an average accuracy drop of 0.52% when compared to the traditional MAE.

Transfer Learning on COCO. To assess the transferability of features derived from our proposed
framework, we conduct end-to-end fine-tuning of Mask R-CNN for ViT on the COCO dataset using pretrained
backbone weights from ViT-base and ViT-large, each pretrained for 800 epochs. Following the ViTDet
implementation |Li et al| (2022b)), the ViT backbone is integrated with the FPN, applied uniformly across all
pre-trained entities. The results, as shown in Table [2| demonstrate that ViT backbones pretrained with BIM
can effectively transfer to object detection and instance segmentation tasks, yielding performance comparable
to MAE.

Transfer Learning on ADE20K. To assess BIM’s effectiveness in other common transfer learning tasks,
we followed the experimental setup from the MAE paper and conducted experiments on ADE20KZhou
et al.| (2018) using UperNet. We fine-tuned the model end-to-end for 100 epochs with a batch size of 16,
employing ViT-B and ViT-L pretrained on ImageNet-1K. Both ViT-B and ViT-L were divided into four
blocks using BIM. MAE achieves mIoU scores of 47.7% and 53.3% on ViT-B and ViT-L, respectively, while
BIM achieves 47.5% and 53.0%. The minimal performance difference on the ADE20K dataset indicates
that BIM effectively preserves generalization ability without significant degradation.

Saving on Peak Memory. One of the key advantages offered by BIM is the substantial reduction in peak
GPU memory usage. To visualize this, Figure 3| (a) provide a peak memory consumption comparison between
MAE and BIM across various batch size, under the settings that all the ViT backbones are divided into four
blocks for BIM training. We notice that BIM achieves an average of 25%, 42% and 48% peak memory savings
than MAE on ViT-base, ViT-large and ViT-huge, respectively. Specifically, the peak memory savings increase
as the ViT encoder backbone size increases. This is due to the diminishing impact of the ViT decoder on
memory usage as the encoder size grows. Ignoring the impact of other components such as decoders and
embedding layers, BIM training of a ViT backbone with four blocks using BIM can result in up to a 4x
reduction in peak memory usage. BIM offers a promising solution for researchers facing constraints in GPU
resources. Specifically, BIM enables a ViT backbone to be trained with a larger batch size, and therefore
leading to better accuracies over the downstream tasks.

Performance under the Same Peak Memory. In this section, we evaluate the performance of BIM
and MAE while maintaining a fixed peak memory consumption. To achieve this, we adjust the batch size
during BIM training on ViT-large so that its peak memory usage matches that of MAE with a batch size of
4096. This results in a batch size of 6784 for both ViT-large. We then train ViT-large with BIM for 400
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Pretrain Backbone Acc with Num of Blocks (%) Training
Method 1 2 3 4 Cost Saving (%)
1T 70.59 | 79.04 | 81.48 | 83.01 -
MD ViT-base | 65.88 | 75.02 | 79.46 | 83.01 61.12
BIM 70.59 | 79.06 | 81.39 | 82.98 68.00
1T 77.78 | 82.49 | 84.22 | 84.79 -
MD ViT-large | 73.70 | 79.41 | 82.78 | 84.79 78.23
BIM 7778 | 82.3 | 84.14 | 84.58 85.18
1T 80.75 | 84.88 | 85.53 | 86.12 -
MD ViT-huge | 75.78 | 80.34 | 83.48 | 86.12 80.85
BIM 80.75 | 84.52 | 85.50 | 86.03 87.84

Table 3: Fine-tuning performance comparison among IT, MD, and BIM. BIM performs much better than
MD, while achieving a comparable performance as IT. Compared with I'T, BIM significantly reduces training
cost by up to 87.84%.

Method Mask Ratio (%) Fine-tune Top-1

Block 1 | Block 2 | Block 3 | Block 4 | On Average Acce (%)

60 81.79

. 70 83.80
E:‘:f 75 8458

80 84.28

90 82.67

Incremental 75 ‘ 80 ‘ 85 ‘ 90 ‘ 82.5 84.44
Masking Ratio 65 ‘ 70 ‘ 80 ‘ 85 ‘ 75 84.75

Table 4: Comparison between fixed masking ratio and incremental masking ratio.

epochs using a batch size of 6784 and finetune it over the ImageNet dataset with 50 epochs. This leads to an
accuracy of 85.02%, which is better than that obtained with the MAE backbone (84.79%).

Once-for-all Training of BIM. As discussed in the method section, BIM offers a natural advantage by
allowing the simultaneous training of multiple ViT-encoder backbones with varying depths, all sharing their
weights in a nested manner. Our evaluation of ViT encoders’ performance is conducted on the ImageNet
dataset. Specifically, we compare our approach with two alternative baseline methods. The first baseline,
referred to as independent training (IT), involves training each ViT encoder backbone with varying depth
separately. Note that this approach incurs significantly higher training costs since each ViT encoder is trained
independently. Here we compute the overall parameters to be trained for generating four models as the
training cost. The second baseline, denoted as MAFE directly (MD), entails truncating the pretrained MAE at
the end of each ViT encoder block and fine-tuning it for downstream tasks. All ViT backbones are pretrained
for 400 epochs, then fine-tuned with 100 epochs for ViT-base and 50 epochs for ViT-large and ViT-huge.

As indicated in Table [3] we note that BIM outperforms MD by a significant margin and closely matches the
performance of IT. In particular, for ViT with a single encoder block, BIM and IT exhibit identical training
schemes, resulting in the same accuracy. Notably, BIM achieves an average of 77% reduction in training cost
compared to IT.

4.3 Ablation Study

Impact of Masking Ratio. We evaluate the performance of BIM over different masking ratios. Specifically,
we want to investigate two problems. Firstly, we examine how BIM accuracy is influenced by different masking
ratios, assuming all the blocks have the identical masking ratio. Secondly, we investigate how accuracy varies
when adjusting the masking ratio across different ViT encoder blocks.

We trained with the ViT-large encoder backbone using various masking ratios for 400 epochs and subsequently
fine-tuned on the ImageNet dataset for 50 epochs. As shown in Table[d] we observe that under the assumption
that all the blocks have the same masking ratio, a masking ratio of 75% yields the best overall performance,
which aligns with findings from the MAE approach He et al.| (2022). Furthermore, it is worth noting that
incremental masking ratios in general outperforms constant masking ratios under the same average masking
ratio. In particular, we find that masking ratios of 65%, 70%, 80%, 85%, with an average masking ratio of
75%, yield superior performance compared to a fixed masking ratio of 75% across all blocks. In comparison,
employing a combination of masking ratios such as 75%, 80%, 85%, and 90% with an average masking ratio
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Method | PN | poak Memory | Fine-tuning
Size Accuracy
SimMIM 4096 880.91GB 83.07%
BIM+SimMIM | 4096 231.46GB 83.02%
BIM+SimMIM | 8192 462.56GB 83.58%

Table 5: Performance of BIM with SimMIM Pretraining on ViT-L with 400 epochs.

Method Ba.tCh Peak Memory Fine-tuning
Size Accuracy
BIM 4096 1093.51GB 84.58%
MAE (8-bit) 4096 590.06GB 62.59%
MAE (16-bit) | 4096 945.42GB 78.73%
MAE (20-bit) | 4096 1165.87GB 82.29%

Table 6: BIM and quantization training on ViT-L.

of 82.5% results in an accuracy of 84.51%. This performance is comparable to that achieved with an average
masking ratio of 75%, while greatly reducing computational workload.

Impact of Block Numbers. In this section, we explore how the number of ViT blocks affects the accuracy
of BIM. We investigate how varying the number of blocks impacts BIM’s performance. To achieve this,
we pretrained the ViT-large backbone with 400 epochs using 2 blocks, 4 blocks, and 6 blocks, followed by
fine-tuning the entire ViT-large model on ImageNet with 50 epochs.

The findings presented in Figure [3[ (b) reveal that a larger number of blocks indeed results in lower peak
memory usage for BIM. However, this reduction in memory consumption comes at the cost of decreased
model performance. For example, when transitioning from 4 to 6 blocks, BIM achieves only a marginal
4% reduction in memory consumption while incurring a notable 0.7% drop in accuracy, which may not be
justified.

Impact on Decoder Architecture. In BIM, we follow the original decoder design specified in the MAE
work by setting the decoder depth to 8. Additionally, BIM is compatible with other decoder architectures.
For instance, BIM can also integrate with SimMIM Xie et al.|(2022), which employs a simple multilayer
perceptron (MLP) as its decoder. We evaluate the performance of BIM over the SimMIM framework and
the results are depicted in Table[5} BIM, when combined with SimMIM, not only significantly lowers peak
memory usage but does so without a notable compromise in accuracy. Moreover, it is worth highlighting
that BIM leads to an improvement in SimMIM’s performance, a 0.51% increase in accuracy, by doubling the
batch size from 4096 to 8192, while still achieving a much smaller peak memory than the original SimMIM.

Impact on Training time As a trade-off, BIM inevitably incurs additional computation costs due to
the added decoder blocks after each encoder branch. For instance, pretraining ViT-L with MAE for 400
epochs takes approximately 35 hours using 32 V100 GPUs. In contrast, BIM pretraining, due to the added
decoder blocks in each encoder block, takes 39 hours. However, with the incremental masking technique,
BIM’s pretraining time reduces to 37 hours. This reduction occurs because incremental masking decreases
the input size for each encoder block, effectively reducing the computational workload. Additionally, for
other types of masked pretraining schemes with a light decoder architecture, such as SimMIM, the increase
in training time is minimal, the results are shown in Table [7] for different batch size. For example, pretraining
ViT-L with SimMIM for 400 epochs takes approximately 27 hours with BIM and 26 hours without BIM,
both using 32 V100 GPUs. Finally, we would like to highlight that BIM is designed to mitigate the memory
constraints present in MAE-based pretraining, making MAE feasible on memory-limited devices.

Comparison between BIM and Quantized Pretraining. Before BIM, efficient DNN training methods
like parameter quantization were used to reduce memory consumption but had notable drawbacks. For
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Pretrain Method | ViT-base | ViT-large | ViT-huge
SimMIM 17h 26h 59h
BIM + SimMIM 17h 27h 60h

Table 7: Training time of BIM on SimMIM with 400 epochs using a batch size of 4096.

Batch Size 1024 2048 4096

ViT-base 82.11/82.18 82.50/82.57 82.98/83.01
ViT-large  83.85/83.90 84.16/84.30 84.58/84.79
ViT-huge  85.32/85.34 85.71/85.79 86.10/86.18

Table 8: Performance comparison of BIM (bold) and MAE (regular) across different batch sizes.

example, quantization often led to significant performance drops. Table [6] compares the fine-tuning accuracies
of BIM and quantized MAE pretraining. We quantized all gradients, activations, and weights using a
linear scheme during MAE pretraining and fine-tuned the model on ImageNet. Pretraining MAE with
20-bit quantization resulted in higher peak memory (1165.87 GB) but lower accuracy (82.29%), while 8-bit
quantization reduced memory but severely degraded accuracy (62.59%) compared to BIM (84.58%). As
discussed in the methods section, BIM can be integrated with these techniques to further reduce memory
usage while maintaining superior accuracy.

Impact on large batch size We evaluate the performance of BIM across different batch sizes. The
accuracy results for models of varying sizes and batch sizes are presented in the table below, where bold
numbers indicate BIM’s results, and regular-weight numbers represent MAE’s results. As shown in the
table [8] BIM achieves performance comparable to MAE across diverse batch sizes.

Impact on different MIM method To evaluate BIM on other MIM methods, we applied it to MaskFeat
with HOG features [Dalal & Triggs| (2005)), using ViT-Base and ViT-Large to assess BIM’s effectiveness. The
results show that MaskFeat achieves an accuracy of 83.80% on ViT-B and 85.83% on ViT-L. With BIM
applied, the accuracy remains high at 83.72% on ViT-B and 85.64% on ViT-L, further demonstrating
BIM’s strong potential when integrated with MaskFeat.

Impact on Training Iteration. Finally, we investigate the effect of training iterations on accuracy during
the fine-tuning phase for downstream tasks. We train ViT-large using BIM and MAE for varying numbers
of epochs: 400, 800, 1200, and 1600, then fine-tune on the ImageNet for 50 epochs. The accuracy results,
as shown in Table [9] indicate a general trend of increasing accuracy with training iteration for both BIM
and MAE. Nevertheless, it is worth noting that the incremental gain in accuracy is relatively modest when
extending training from 800 epochs to 1600 epochs.

5 Conclusion

MIM pretraining typically demands significant computational resources and memory requirements, especially
when handling large training data batches. In this work, we introduce BIM as an alternative solution,
achieving comparable performance to MIM while significantly reducing peak memory consumption. This
opens up interesting future avenues in a promising direction of research. Future works can be conducted
on integrating BIM with other self-supervised learning frameworks such as iBOT |Zhou et al.| (2021) or
PECO [Dong et al.| (2023)), etc.
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Appendix

A Implementation Details

In this section, we will provide an in-depth overview of the specific configurations utilized for both the
pretraining and finetuning phases of BIM.

A.1 BIM pseudo code for one iteration

The pesudo code of BIM for one iteration is provided below.

Algorithm 1 BIM pseudo code for one iteration

# N: Number of encoder-decoder blocks fn: n-th encoder block
# hyn: n-th decoder block L,: Loss of block n M: Loss function
for im, mask in Dataloader do
o = patchify(im) # patchify image into patches
for n in range(N) do
ZTnt+1 = fn(xn, mask) # send the masked input x to f, and obtain xn41.
1Mint1 = hn(Tnt1, mask) # reconstruct im
Ly, = M(im, imn41, mask)
L, .backward() # backprop across f, and h,
update(fn, hn) # update weights in f,,, h,
Keep z,4+1 and free the memory of gradient and activations in f, and hy.
end for
Release all the memory.
end for

A.2 BIM architecture

Following the original MAE, we implemented the standard ViT architecture as the backbone architecture. In
MAE, it sets the encoder and decoder to have different widths and adopts a linear projection layer to match
them. Besides, its encoder also ends with a LayerNorm. Hence, to match this setting, for all blocks in BIM,
we assigned the same LayerNorm and linear layer to match them with their identical decoder. Except for this
difference, all other architecture settings are the same with raw MAE.
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A.3 Pretraining Settings

Before pretraining, following official ViT implementation, we used xavier_uniform in Pytorch to initialize all
Transformer blocks. Besides, we used a conventional linear learning rate (Ir) scaling rule: Ir = base_Ir x
batch__size/256. Notably, the batch size is selected from 2048, 4096, and 8192, according to the experiment
requirement. Each ViT backbone is pretrained with either 400 epochs or 800 epochs. Other general pretraining
configurations are listed in Table

General Configuration | Detail

Optimizer AdamW [Loshchilov & Hutter|(2019)
Base Learning Rate 1.5e-4

Weight Decay 0.05

Optimizer Momentum B1, B2 = 0.9,0.95

Learning Rate Schedule cosine decay |Loshchilov & Hutter|(2017)
Warmup Epochs Goyal et al.|(2018) | 40

Data Augmentation RandomResizedCrop

Table 10: General configuration for the pretraining process.

A.4 End-to-end Fine-tuning Settings

The pretrained ViT encoder backbone with BIM are fully-finetuned over ImageNet dataset. The end-to-end
fine-tuning training epochs is set to 100 for ViT-base, and 50 for ViT-large and ViT-huge. Besides, the value
of the drop path is set to be 0.1, 0.2 and 0.3 for ViT-base, ViT-large and ViT-huge, respectively. Base learning
rate is set to He-4 for ViT-base and le-3 for ViT-large and ViT-huge. The other general configurations we
used are listed in Table [T}

General Configuration Detail

Optimizer AdamW

Weight Decay 0.05

Optimizer Momentum b1, B2 = 0.9,0.999
Layer-wise Ir Decay Clark et al. (2020) | 0.75

Batch Size 1024

Learning Rate Schedule cosine decay
Augmentation RandAug (9, 0.5)
Label Smoothing Szegedy et al.|(2015) | 0.1

Mixup [Zhang et al.| (2018) 0.8

Cutmix [Yun et al.|(2019) 1.0

Table 11: General configuration for the end-to-end fine-tuning process.
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A.5 Linear Probing Settings

Following the linear probing implementation in the original MAE, we disabled many common regularization
strategies and set the weight decay to 0. The other general configurations are listed in the Table

General Configuration | Detail

Optimizer LARS [You et al. (2017)
Base learning rate 0.1

Optimizer momentum | 0.9

Batch size 16384

Learning rate schedule | Cosine decay

Warmup epochs 10

Training epochs 90

Augmentation RandomResizedCrop

Table 12: General configuration for the linear probing process.

A.6 Settings for Once-for-all BIM Training

For Independent training (IT), we employ a procedure where we selectively truncate the ViT encoder backbone
to different depths. Subsequently, we conduct MAFE pretraining for each of these truncated subnetworks.
Following the pretraining phase, we proceed with end-to-end finetuning for each of these pretrained ViT
backbones. All ViT backbones are pretrained for 400 epochs, then fine-tuned with 100 epochs for ViT-base
and 50 epochs for ViT-large and ViT-huge. The rest settings align with those elaborated in setting sections.
Following this, we proceed to perform end-to-end fine-tuning for each truncated ViT backbone. Specifically,
we employ 100 epochs for ViT-base and 50 epochs for both ViT-large and ViT-huge during the fine-tuning
process.

A.7 Object Detection and Segmentation in COCO

As we introduced in following ViTDet framework |Li et al.| (2022b)), we adapt the vanilla ViT for the
use of an FPN |Lin et al.| (2017)) backbone in MaskR-CNN [He et al.| (2017). The size of the input image is
1024 x 1024, augmented with large-scale jittering |Ghiasi et al.| (2021) during training. We fine-tune both the
ViT-base and ViT-large backbone 100 epochs with the AdamW optimizer. Notably, the feature map scale for
both backbone architectures is set to 1/16, , stride=16, since the patch size is 16. We report box AP for
object detection and mask AP for instance segmentation. The value of the drop path is 0.1 for ViT-base and
0.4 for ViT-large. Other general configurations are listed in Table

A.8 Peak Memory Measurement

We used a Python library torch-summary to obtain the peak GPU memory consumption of MAE and BIM
with batch sizes of 2048, 4096, and 8192, separately. Torch-summary is a Python library that provides a
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General Configuration | Detail

Optimizer AdamW
Optimizer Momentum | 51, 82 = 0.9, 0.999
Warmup Iterations 250

Batch size 64

Base learning rate 0.1
Augmentation Large-scale Jitter
Scale Range 0.1,2.0]

Input Size 1024 x 1024
Learning Rate le-4

Weight Decay 0.1

Epochs 100

Table 13: General configuration for the transfer learning in COCO.
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Ground-Truth Masked Ground-Truth Masked

Figure 4: Results on image reconstruction. For each set of four images, we display them in the following
order from left to right: ground-truth, masked image, MAE reconstruction, and our BIM reconstruction. The
backbone DNN is extracted from ViT-large model pretrained with either BIM or MAE with 800 epochs. The
weights for the MAE backbone is downloaded from the official website .

convenient way to quickly collect the information about a PyTorch neural network model. It allows you to
quickly see the peak memory usage during the training process of the model.

B Masked Image Reconstruction

As Figure [4] shows, for each quadruple, from left to right, we present the ground-truth images, the images
with 75% masking, the MAE reconstruction results, and BIM reconstruction results, respectively. The
reconstruction visualization demonstrates that the ViT backbones trained with BIM can achieve a strong
image reconstruction capability.
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