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Abstract

Large language models (LLMs) are powerful but static; they lack mechanisms to
adapt their weights in response to new tasks, knowledge, or examples. We introduce
Self-Adapting LLMs (SEAL), a framework that enables LLMs to self-adapt by
generating their own finetuning data and update directives. Given a new input,
the model produces a self-edit—a generation that may restructure the information
in different ways, specify optimization hyperparameters, or invoke tools for data
augmentation and gradient-based updates. Through supervised finetuning (SFT),
these self-edits result in persistent weight updates, enabling lasting adaptation. To
train the model to produce effective self-edits, we use a reinforcement learning
loop, using the downstream performance of the updated model as the reward signal.
Unlike prior approaches that rely on separate adaptation modules or auxiliary
networks, SEAL directly uses the model’s generation to parameterize and control
its own adaptation process. Experiments on knowledge incorporation and few-
shot generalization show that SEAL is a promising step toward language models
capable of self-directed adaptation in response to new data. Our website and code
is available at https://jyopari.github.io/posts/seal.

1 Introduction

Large language models (LLMs) pretrained on vast text corpora exhibit remarkable abilities in language
understanding and generation [1, 2, 3, 4, 5]. However, adapting these powerful models for specific
tasks [6], integrating new information [7], or mastering novel reasoning skills [8] remains challenging
due to the limited availability of task-specific data. In this paper, we explore an intriguing hypothesis:
can an LLM self-adapt by transforming or generating its own training data and learning procedure?

As an analogy, consider a human student preparing for the final exam of a machine learning class.
Many students rely on their notes to prepare for the exam. These notes are often derived from the
lecture content, textbooks, or information available on the internet. Instead of relying on the raw
content, assimilating and rewriting the information in the form of notes often improves the ability of
students to understand the content and answer exam questions. This phenomenon of reinterpreting
and augmenting external knowledge in a way that is easier to understand is not limited to just taking
exams, but seems to be universally true of human learning across tasks. Furthermore, different
humans assimilate information in different ways—some might condense the information into a visual
diagram, some into text, or some might rely more on concrete mathematical descriptions.

Such assimilation, restructuring, or rewriting of data as part of the learning process is in contrast
with how large language models (LLMs) are typically trained and deployed. Given a new task,
current LLMs consume and learn from the task data “as-is” via finetuning or in-context learning
[9, 10, 11, 12]. However, such data may not be in an optimal format (or volume) for learning, and
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Figure 1: Overview of SEAL. In each RL outer loop iteration, the model generates candidate
self-edits (SE)—directives on how to update the weights—applies updates, evaluates performance on
a downstream task, and uses the resulting rewards to improve the self-edit generation policy.

current approaches do not enable models to develop bespoke strategies for how to best transform and
learn from their training data.

As a step towards better language model adaptation, we propose equipping LLMs with the ability to
generate their own training data and finetuning directives in response to new inputs. In particular,
we introduce a reinforcement learning algorithm that trains LLMs to generate “self-edits”—natural-
language instructions that specify the data and, optionally, optimization hyperparameters for updating
the model’s weights (see Figure 1). We refer to such models as Self-Adapting LLMs (SEAL).

We evaluate SEAL on two applications. We first consider the task of integrating new factual
knowledge into an LLM. Rather than finetuning directly on the passage text, we finetune on synthetic
data generated by the SEAL model. Our results show that, following reinforcement learning (RL)
training, finetuning on self-generated synthetic data improves question-answering performance on
the no-passage-in-context variant of SQuAD [13] from 33.5% to 47.0%. Notably, self-generated data
from SEAL outperforms synthetic data generated by GPT-4.1.

We further evaluate SEAL on few-shot learning on a simplified subset of the ARC-AGI bench-
mark [14], where the model leverages a set of tools to autonomously select both synthetic data
augmentations and optimization hyperparameters (e.g., learning rate, training epochs, selective loss
computation over token types). Our experiments demonstrate that automatic selection and configura-
tion of these tools using SEAL enhances performance compared to both standard in-context learning
(ICL) and self-editing without RL training to use the tools effectively. These results collectively show
that SEAL is a versatile framework for enabling language models to self-adapt.

2 Related Work

Synthetic Data Generation. The creation of synthetic data for LLM training is increasingly
common, from large-scale pretraining datasets [15, 16, 17, 18, 19] to task-specific data augmentation
[20, 21, 22] and instruction-tuning sets [23, 24]. For incorporation of a smaller corpus, Yang et al.
[25] use synthetic data generation via graph-based prompting. SEAL builds on this line of work by
using reinforcement learning to train a generative policy that directly maximizes the downstream
utility of synthetic data when applied for gradient-based self-updates, rather than relying on static or
heuristic generation strategies that are manually tuned.

Knowledge Updating. Several recent works aim to modify or inject factual knowledge into
language models via weight updates. Some methods attempt to directly locate specific parameters
that correspond to individual facts [26, 27, 28]. Others propose generating additional finetuning
data using the information in context [29, 30, 25, 31, 32]. We adopt the latter strategy, following
Akyürek et al. [30], who propose generating logical implications of a fact and finetuning on them,
and Lampinen et al. [31], who show that implication-based finetuning can even outperform in-context
learning. We build on these approaches by training models through RL to generate more optimal
finetuning data. Park et al. [32] show that prompting language models to generate question–answer
(QA) pairs directly can outperform implication-style prompting. Because the SEAL framework is
agnostic to the prompt and format of the self-edit data, it can also be trained to generate QA pairs or
other output formats, as explored in §B.11.
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Test-Time Training. Test-Time Training (TTT) temporarily adapts model weights based on the
input the model receives [33, 34, 35, 36]. Akyürek et al. [36] show that combining TTT with ICL
enables gradient-updates to outperform standard ICL in the few-shot setting. SEAL can be viewed
as incorporating a round of TTT in its inner-loop optimization, leveraging TTT’s efficiency relative
to full-scale training to perform multiple updates and reward the generated data that yields the
greatest performance gain. Although our method is trained using single-example TTT episodes, we
demonstrate in the knowledge incorporation setting that it generalizes to the continued pretraining
(CPT) regime—where placing data directly in context is no longer feasible.

Reinforcement Learning for LLMs. Reinforcement learning has played a central role in improving
LLM behavior, originally through RLHF [37, 38]. More recently, RL with verifiable rewards has been
applied to boost reasoning performance by optimizing the model directly for task success [39, 40, 41].
SEAL applies RL not to optimize final answers or trace revisions, but to optimize the generation of
self-edit data that is then used for weight updates.

Meta-Learning and Self-Modifying Systems. SEAL embodies meta-learning principles [42, 43,
44] by learning an adaptation strategy—how to generate effective self-edits—via its outer optimization
loop. The goal is to learn how to learn efficiently from task contexts. In reinforcement learning,
meta-learning has been used to train agents that learn new tasks quickly [45, 46, 47, 48]. Sun
et al. [49] similarly apply RL to learn task-specific weight modulations, offering an alternative
to LoRA finetuning that is orthogonal to our approach. A natural extension of meta-learning is
self-referential networks, where models modify their own parameters [50, 51]. In the domain
of large language models, recent work has applied meta-learning to improve LLM adaptation
[52, 53, 54, 55, 49]. Notably, Hu et al. [53] train a smaller model to output token-specific weights
during finetuning, addressing a knowledge incorporation task similar to ours, while Chen et al. [54]
propose a hypernetwork that generates LoRA adapters conditioned on the input, enabling dynamic
and task-specific parameterization. However, SEAL offers greater generality by leveraging the
model’s existing generative capabilities to parametrize updates.

Self-Improvement. Several recent works fall under the umbrella of self-improvement or self-
training. Methods such as RLAIF [56, 57] and self-rewarding language models [58, 59] use the
model itself to provide reward signals, leveraging the observation that judging outputs is often easier
than generating them [60]. Other recent works improve performance on mathematical tasks by
using majority-vote or model confidence as reinforcement learning rewards, enabling performance
improvement without access to ground-truth labels [61, 62, 63, 64, 65]. However, all of these methods
are fundamentally limited by the model’s current evaluation abilities and self-consistency. In contrast,
we view self-improvement through interaction with external data as a more powerful and scalable
path. SEAL learns how to best utilize this external data for self-improvement.

3 Methods

We propose Self-Adapting LLMs (SEAL), a framework that enables language models to improve
themselves by generating their own synthetic data and optimization parameters (“self-edits”) in re-
sponse to new data. The model is trained to produce these self-edits directly through token generation
with the data provided in the model’s context. Self-edit generation is learned via reinforcement
learning (RL) where the model is rewarded for generating self-edits (SE) that, when applied, improve
the model’s performance at the target task. SEAL can therefore be interpreted as an algorithm with
two nested loops: an outer RL loop, which optimizes the self-edit generation, and an inner update
loop, which uses the generated self-edit to update the model via gradient descent. Our method can be
seen as an instance of meta-learning where we meta-learn how to generate effective self-edits.

3.1 General Framework

Let θ denote the parameters of the language model LMθ. SEAL operates on individual task instances
(C, τ) where C is a context containing information relevant to the task, and τ defines the downstream
evaluation used to assess the model’s adaptation. For example, in knowledge incorporation, C is the
passage intended to be integrated into the model’s internal knowledge, and τ is a set of questions and
associated answers about the passage. In few-shot learning, C includes few-shot demonstrations of a
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novel task, and τ is the query input and ground-truth output. Given C, the model generates a self-edit
SE—the form of which varies by domain (see §3.2)—and updates its parameters via supervised
finetuning: θ′ ← SFT(θ, SE).

We optimize the self-edit generation process using reinforcement learning: the model takes an action
(generating SE), receives a reward r based on LMθ′’s performance on τ , and updates its policy to
maximize expected reward:

LRL(θt) := −E(C,τ)∼D

[
ESE∼LMθt (·|C) [r(SE, τ, θt)]

]
. (1)

Algorithm 1 Self-Adapting LLMs (SEAL):
Self-Edit Reinforcement Learning Loop
1: Input: LMθ , dataset D = {(C, τ)}
2: for outer iteration t = 1, 2, . . . do
3: Sample (C, τ) ∼ D
4: Generate self-edit SE ∼ LMθ(· | C)
5: Inner Loop Update: θ′t ← SFT(θt, SE)
6: Evaluate: Ans ∼ LMθ′t

(· | τ)
7: Compute reward: r ← r(Ans, τ)
8: Update: θt+1 ← RL_Update(θt, r, SE)
9: end for

Unlike in standard RL setups, the reward assigned to
a given action in our setting depends on the model
parameters θ at the time the action is taken (since θ
is updated to θ′, which is then evaluated). As a re-
sult, the underlying RL state must include the policy’s
parameters and is given by (C, θ), even though the
policy’s observation is limited to C (placing θ directly
in context is infeasible). The implication of this is that
(state, action, reward) triples collected with a previous
version of the model, θold, may become stale and mis-
aligned for the current model θcurrent. For this reason,
we adopt an on-policy approach, in which self-edits
are sampled from—and, crucially, rewards are computed using—the current model.

We experimented with various on-policy methods such as Group Relative Policy Optimization
(GRPO) [66] and Proximal Policy Optimization (PPO) [67], but found the training to be unstable.
Instead, we adopt ReSTEM [40], a simpler approach based on filtered behavior cloning—also known
as “rejection sampling + SFT” [68, 69, 38, 39, 70].

ReSTEM can be viewed as an expectation-maximization (EM) procedure: the E-step samples candi-
date outputs from the current model policy, and the M-step reinforces only those samples that receive
positive reward through supervised finetuning. This approach optimizes an approximation of our
objective (1) under the binary reward:

r(SE, τ, θt) =
{
1 If on τ , adaptation using SE improves LMθt ’s performance2

0 Otherwise
(2)

More precisely, in optimizing (1), we must compute the gradient ∇θtLRL. However, as we noted,
the reward term r(SE, τ, θt) depends on θt in our setup but is not differentiable. We address this by
treating the reward as fixed with respect to θt. With this approximation, the Monte-Carlo estimator
for a minibatch of N contexts and M sampled self-edits per context becomes

∇θtLRL ≈ −
1

NM

N∑
i=1

M∑
j=1

rij ∇θt log pθt(SEij | Ci) (3)

= − 1

NM

N∑
i=1

M∑
j=1

rij

T∑
s=1

∇θt log pθt(y
(i,j)
s | y(i,j)<s , Ci), (4)

where pθt denotes the model’s autoregressive distribution and y
(i,j)
s is the sth token of self-edit SEij ,

the jth sample for context Ci. Since sequences with r = 0 can be ignored in (4), we have shown that
ReSTEM , with simple “SFT on good self-edits,” indeed optimizes (1) under the binary reward (2)
(with a stop-gradient applied to the reward term). The SEAL training loop is summarized in Alg. 1.

Finally, we note that while the implementation in this work uses a single model for both generating
self-edits and learning from these self-edits, it is also possible to decouple these roles. In such a
“teacher-student” formulation [71], a student model would be updated using edits proposed by a
separate teacher model. The teacher would then be trained via RL to generate edits that maximize
student improvement.

2The reward may also be assigned to the single self-edit that yields the greatest improvement among sampled
candidates, which we do in knowledge incorporation, rather than to all edits that yield a positive improvement.
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3.2 Domain Instantiations

We instantiate the SEAL framework in two distinct domains: knowledge incorporation and few-shot
learning. These domains were chosen to highlight two complementary forms of model adaptation:
(1) the ability to integrate new information into a model’s weights so that it can be recalled without
relying on context (evaluated using a no-context variant of SQuAD) and (2) the ability to generalize
to novel tasks after seeing only a small number of examples (evaluated using ARC).

Knowledge Incorporation. Our goal is to efficiently incorporate the information provided in a
passage into the model’s weights. A promising recent approach involves using a language model
to generate content derived from the passage, followed by finetuning on both the original passage
and the generated content [29, 30, 25, 31, 32]. While the form of generated content may vary, we
adopt what we consider the canonical format: implications derived from the passage. This approach,
introduced in deductive closure training [30], converts a given context C into a set of implications
SE = {s1, s2, . . . , sn} by prompting the model to “List several implications derived from the content.”
The output may include inferences, logical consequences, or restatements of the original passage. In
§B.11, we also explore alternative prompts such as “rewrite the passage in different ways” or “rewrite
in a question-answer format” and show that our method improves performance by similar or greater
margins regardless of the base prompt.

✓
SFT

Knowledge Incorporation Setup
Passage
title: Apollo program 
context: But even after 
NASA reached internal 
agreement, it was far from 
smooth sailing...

Self-Edit Evaluation

LM LM

1. The Apollo program 
faced opposition from 
Kennedy's science advisor, 
Jerome Wiesner, who had...

Who was Kennedy's 
science adviser that 
opposed manned 
spacecraft flights? Jerome Wiesner

Figure 2: Knowledge Incorporation Setup. Given a new passage, the model generates synthetic
data (the self-edit) in the form of “implications” of the passage. We then finetune on these outputs
using LoRA. The updated model is evaluated on questions about the passage without access to the
original text, and the resulting accuracy serves as the reward signal for reinforcement learning.

These self-generated statements form the training data for a supervised finetuning (SFT) update: we
compute the standard causal language-modeling loss over each sequence si and update the model
parameters, yielding θ′. Since the amount of data per update is small and the number of updates we
do in total is large, we use low-rank adapters (LoRA [72]) for efficient, lightweight tuning. Finally,
the adapted model LMθ′ is evaluated on the task τ . This process is shown in Figure 2.

During RL training, the adapted model’s accuracy on τ defines the reward r that drives the outer
RL optimization. This trains the model to restructure the passage in a way that is most effective for
assimilation via finetuning.

Few-Shot

Examples

Self-Edit (SE) Evaluation

LM

SFT
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LM

 basic_augmentations: true

 size_augmentations: false

 chain_augmentations: false

 repeat_augmentations: false


strategy: loss on all tokens

learning rate: 1e-05
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Few-Shot Setup

Figure 3: Few-Shot Learning with SEAL. Left: example ARC demonstrations. Center: the model
generates a self-edit specifying augmentations and training hyperparameters. Right: the adapted
model is evaluated on a held-out test input.
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Few-Shot Learning. The Abstraction and Reasoning Corpus (ARC) [8] is a benchmark designed
to test abstract reasoning and generalization from very limited examples. Each task includes a small
set of input-output demonstrations and a held-out test input whose correct output must be predicted.

We adopt the test-time training (TTT) protocol of Akyürek et al. [36], where augmentations of the
few-shot examples are used to perform gradient-based adaptation. Rather than relying on manually
tuned heuristics for selecting augmentations and optimization settings, we train SEAL to learn these
decisions. This setting tests whether SEAL can autonomously configure the adaptation pipeline—
determining which augmentations to apply and what optimization parameters to use.

To implement this, we define a set of tools, each of which is a pre-defined function from Akyürek
et al. [36] that transforms data or specifies training parameters. These include:

• Data augmentations: rotations, flips, reflections, transpositions, resizing operations (e.g., changing
grid resolution), and chained or repeated transformations.

• Optimization parameters: learning rate, number of training epochs, and whether the loss is
computed over all tokens or only output tokens.

The model is prompted with a task’s few-shot demonstrations to generate a self-edit, which in this
case is a specification of which tools to invoke and how to configure them, as shown in Figure 3. The
self-edit is then applied to adapt the model via LoRA finetuning. The adapted model is evaluated on
the held-out test input, and the result determines the reward for the self-edit generation.

4 Results

In this section we empirically evaluate SEAL across our two adaptation domains: few-shot learning
and knowledge incorporation. Full training, hyperparameter, and evaluation details are provided in
§A and §B.

4.1 Few-Shot Learning

We conduct our experiments using Llama-3.2-1B-Instruct, a small open-source model with
no ARC-specific pretraining. Since most ARC tasks are challenging for models that have not
been pretrained on ARC, we curate a subset of 11 tasks from the ARC training set and 8 from the
evaluation set, filtered to ensure that they are solvable under optimal TTT configurations for a base
Llama-3.2-1B-Instruct. While this is a small number of examples, note that Akyürek et al. [36]
used the same TTT configuration for all tasks, and thus we do not need a large training set for learning
a fixed self-edit. More details are included in §A.

The model is trained using ReSTEM by sampling 15 self-edits per training task. Each self-edit is
applied individually to generate 15 updated models, which are then evaluated on the corresponding
held-out test example. We reinforce only those self-edits that lead to correctly adapted models, i.e.,
models that produce the correct output for the test input after adaptation.

After training, we evaluate the model by generating 5 self-edits per held-out evaluation task and
apply each one independently. We then report the percentage of self-edits that lead to correct outputs,
yielding a success rate that reflects the quality of the learned self-edit generation policy.

We compare against the following baselines:

1. ICL (In-Context Learning): Llama-3.2-1B-Instruct is prompted with the given few-shot
examples using Akyürek et al. [36]’s protocol, and directly queried on the test input.

2. TTT + Self-Edit (w/o prior RL): Llama-3.2-1B-Instruct performs test-time training (TTT)
using few-shot examples and synthetic augmentations, but without any prior RL to optimize which
augmentations or training configurations to use.

3. Oracle TTT: The model performs test-time training (TTT) using the optimal human-crafted
configuration from Akyürek et al. [36]. This provides an upper bound of our method.

We record results in Table 4.1. SEAL substantially improves adaptation success rate compared to
baselines: 72.5% vs. 20% (with self-edits from the base model without RL training) and 0% (no adap-
tation), though performance remains below Oracle TTT, suggesting room for further improvement.
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Method Success Rate (%)
ICL 0
TTT + Self-Edit (w/o prior RL) 20
SEAL 72.5
Oracle TTT 100

Table 1: Few-shot Abstract Reasoning

4.2 Knowledge Incorporation

We experiment with Qwen2.5-7B on incorporating novel factual content from SQuAD passages
[13]. We use the relatively simple SQuAD dataset because its passages can be fully “understood”
by the base model in-context, yet the model cannot reliably answer questions about them without
that context. We do 2 rounds of ReSTEM with a batch of 50 contexts (see §B for further details). We
compare SEAL on knowledge incorporation against the following baseline approaches:

1. Base Model: The pretrained model is evaluated on downstream QA tasks without any adaptation
or access to the passage.

2. Train on Passage Only: The model is finetuned directly on the passage using the standard
language modeling loss, without any synthetic data.

3. Train on Passage + Synthetic Data: The model is trained on the passage along with self-generated
implications. This is the same setup as SEAL but without any prior RL training.

4. Train on Passage + GPT-4.1 Synthetic Data: The model is trained on the passage along with
model-generated implications collected from GPT-4.1 via the OpenAI API.
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Figure 4: Accuracy over RL itera-
tions. Each iteration consists of a mini-
batch of 50 contexts, each with 5 sam-
pled self-edits. SEAL surpasses GPT-
4.1 synthetic data after two iterations of
ReSTEM on the no-context SQuAD set.

Table 4.2 reports mean no-context SQuAD accuracy under
two regimes: single-passage updating (with LoRA), and
small-scale continued pretraining (with full finetuning).
We run continued pretraining (CPT) experiments with
n = 200 documents, as well as the full SQuAD validation
set of n = 2067 documents. In the single-passage setting,
finetuning directly on the passage yields a negligible gain
over the frozen base model (33.5% vs. 32.7%), confirming
that using the raw data alone is insufficient. Augmenting
with synthetic implications generated by GPT-4.1 boosts
accuracy to 46.3%, an improvement of 12.8 percentage
points over the passage-only baseline. Using synthetic
data produced by the base Qwen-2.5-7B model yields
39.7%, a 6.2-point increase. After reinforcement learn-
ing, SEAL further improves accuracy to 47.0%, notably
outperforming using synthetic data from GPT-4.1, despite
being a much smaller model.

In the CPT setting, the model assimilates information from
many passages in a single continued pretraining run. It
is then evaluated on the union of all corresponding ques-
tions. In this setting, we sample 5 self-edit generations
for each passage and take the aggregate synthetic dataset
for continued pretraining. As shown in Table 4.2, we observe a similar ranking of methods as in
the single-passage case, but with synthetic data from GPT-4.1 slightly outperforming SEAL. In the
n = 200 setting, SEAL achieves an accuracy of 58.2%, exceeding its single-passage performance. We
attribute this gain to the aggregation of multiple self-edit generations. Overall, the strong continued
pretraining results of SEAL suggest that the self-editing policy generalizes beyond the original RL
setup of creating synthetic data in a single generation for a single passage.

Figure 4 tracks accuracy after each outer RL iteration. Two iterations suffice for SEAL to overtake
GPT-4.1 data; subsequent iterations yield diminishing returns, suggesting that the policy quickly
converges to an edit style that distills the passage into easily learnable atomic facts (see qualitative
examples in Figure 5). All results use tuned hyperparameters (see §B).
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Method Single Passage
(n = 1; LoRA)

Continued Pretrain-
ing (n = 200; full-FT)

Continued Pretraining
(n = 2067; full-FT)

Base model 32.7 32.7 29.0
Train on Passage 33.5 36.0 31.2
Train on Passage + Synthetic 39.7 50.6 43.4
Train on Passage + GPT-4.1 Synthetic 46.3 59.4 49.2
SEAL 47.0 58.2 46.4

Table 2: Knowledge Incorporation Performance Across Passage Settings.
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Figure 5: Example Knowledge Incorporation Self-Edits Across RL Iterations. In this example,
we see how RL leads to the generation of more detailed self-edits, which in turn results in better
performance. While the progression is clear in this case, the differences across iterations are
sometimes more subtle in other examples. We show in §B.11 that prompting for longer self-edits is
effective, and that RL training further improves performance by a similar margin.

5 Limitations

Passage Index
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Catastrophic Forgetting

Figure 6: Catastrophic forgetting from
continual self-edits. We sequentially
update the model on new passages and
track degradation on prior tasks. Entry-
wise standard errors are reported in §B.6.

Catastrophic forgetting. One key motivation we had for
enabling language models to self-edit is to move towards
the ultimate goal of continual learning—allowing models
to incorporate new information over time, whether through
agentically interacting with an environment or through
standard training. While our earlier experiments assess
how well SEAL adapts to individual edits in isolation,
a more ambitious goal is to support sequences of edits:
can the model adapt to new information repeatedly while
preserving prior knowledge?

This question relates directly to the challenge of catas-
trophic forgetting [73, 74], where new updates interfere
destructively with past learning. We do not explicitly op-
timize for retention in our current training setup, but we
aim to establish a baseline for how well SEAL handles
sequential self-edits without dedicated mechanisms for
handling catastrophic forgetting. To test this, we simulate
a continual learning setting in the knowledge incorpora-
tion domain. The model receives a stream of test passages,
each triggering a new self-edit. After each update, we
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re-evaluate the model on all previously seen tasks to measure retention. This setup tests the model’s
ability to integrate new edits without forgetting earlier ones.

As shown in Figure 6, performance on earlier tasks gradually declines as the number of edits increases,
suggesting that SEAL is still susceptible to catastrophic forgetting. Still, it can perform multiple
updates without complete collapse, indicating possibility for improvement. Future work could
enhance this ability through reward shaping [75, 76, 77] to penalize regressions on earlier tasks, or by
integrating continual learning strategies such as null-space constrained edits [78] or representational
superposition [79]. In addition, since RL has been shown to forget less than SFT, SEAL’s inner loop
could also employ RL instead of SFT [80].

Computational overhead. The TTT reward loop is significantly more computationally expensive
than other reinforcement learning loops used with LLMs. For instance, reward signals based on
human preferences typically involve a single model forward pass, and those using verified solutions
may rely on simple pattern matching (e.g., regex). In contrast, our approach requires finetuning and
evaluating an entire model to compute the reward—each self-edit evaluation takes approximately
30–45 seconds, introducing substantial overhead (see §B.5).

Context-dependent evaluation. Our current instantiations assume that every context is paired with
an explicit downstream task: few-shot demonstrations arrive with a held-out query pair, and each
passage comes bundled with reference QA. This coupling simplifies reward computation but prevents
RL training of SEAL from scaling to unlabeled corpora. A potential solution is to let the model
generate not only self-edits but also its own evaluation questions—e.g., draft QA items or synthetic
test cases for each passage—while the original content is still in context. These model-written
queries could provide the immediate supervision required for reinforcement learning, broadening
applicability to general training domains where external question-and-answer sets are unavailable.

6 Discussion and Conclusion

Villalobos et al. [81] project that frontier LLMs will be trained on all publicly available human-
generated text by 2028. We argue that this impending “data wall” will necessitate the adoption
of synthetic data augmentation. Once web-scale corpora are exhausted, progress will hinge on a
model’s capacity to generate its own high-utility training signal. A natural next step is to meta-train a
dedicated SEAL synthetic-data generator model that produces fresh pretraining corpora, allowing
future models to scale and achieve greater data efficiency without relying on additional human text.

We can imagine a future in which LLMs can ingest new data, such as academic papers, and generate
large quantities of explanations and implications for themselves using their existing knowledge and
reasoning with the in-context data. This iterative loop of self-expression and self-refinement could
allow models to keep improving on rare or underrepresented topics even in the absence of additional
external supervision.

In addition, while modern reasoning models are often trained with RL to generate chain-of-thought
(CoT) traces, SEAL could offer a complementary mechanism, allowing the model to learn when and
how to update its own weights. These two approaches could synergize: the model may choose to
perform weight updates mid-reasoning to guide its current trajectory, or after completing reasoning
to distill key insights into its parameters—improving future inference through internalized learning.

This continual refinement loop is also promising for building agentic systems—models that operate
over extended interactions and adapt dynamically to evolving goals. Agentic models must incremen-
tally acquire and retain knowledge as they act. Our approach supports such behavior by enabling
structured self-modification: after an interaction, the agent could synthesize a self-edit which triggers
a weight update. This could allow the agent to develop over time, aligning its behavior with prior
experience and reducing reliance on repeated supervision.

SEAL demonstrates that large language models need not remain static after pretraining: by learning
to generate their own synthetic self-edit data and to apply it through lightweight weight updates, they
can autonomously incorporate new knowledge and adapt to novel tasks. Looking ahead, we envision
extending the SEAL framework to pretraining, continual learning, and agentic models, ultimately
enabling language models to self-learn and scale in a data-constrained world.
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A Experimental Details: Few-shot Learning

A.1 Model and Setup

For the few-shot learning experiments, we use Llama-3.2-1B-Instruct [3] as the base language
model. Since this model has no specialized training on ARC, its ability to solve ARC tasks is limited.
To enable controlled evaluation, we curated a small set of ARC problems from the training and
evaluation splits that are solvable with optimal TTT hyperparameters.

Training Set: We selected 11 ARC tasks from the training set as the environment for RL optimization.
Evaluation Set: We selected 8 distinct ARC problems from the evaluation set for measuring
generalization performance. These 8 were explicitly filtered for being amenable to TTT out of the
full evaluation set.

These sets were chosen to isolate the effect of self-edit learning rather than general ARC ability.

A.2 Training Procedure

We trained SEAL using a single outer loop of reinforcement learning on the 11 training problems.
For each problem, the model generated 15 self-edit configurations consisting of:

• Data augmentation strategy: Controls whether to include variations such as basic exam-
ples, size-based augmentations, chained reasoning, and repeated inputs: include_basic,
include_size, include_chain, include_repeat.

• Optimization configuration: Specifies hyperparameters such as learning rate, number of
epochs, and loss function type (e.g., whether to compute loss over all tokens or only the
final output tokens).

Each configuration was evaluated via test-time training (TTT), and assigned a binary reward: 1 if
the adapted model produced the correct solution, 0 otherwise using Akyürek et al. [36]’s evaluation
protocol. To encourage efficient adaptation, we discarded configurations requiring more than 375
training steps, retained only configurations with reward 1 and acceptable cost for LoRA-based SFT.

SFT for TTT was done with the following hyperparameters:

Parameter Value
LoRA rank 128
LoRA alpha 16
Learning rate N/A (model chooses it)
num_train_epochs N/A (model chooses it)

LoRA adapters were inserted into the following modules: q_proj, v_proj, gate_proj, down_proj,
up_proj

For the RL SFT we used the following hyperparameters:

Parameter Value
lora_rank 16
lora_alpha 16
num_train_epochs 8
per_device_train_batch_size 5
learning_rate 5e-5

When generating the self-edits, we add the following prompt as a suffix to the few-shot examples.
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You are configuring a model training pipeline by selecting from predefined tools.
You must make two decisions:
1. Data Generation Tools — For each of the following, choose true or false:

- use_basic_augmentations
- use_size_augmentations
- use_chain_augmentations
- use_repeat_augmentations

2. Training Configuration — Choose one of:
- "train_using_all_tokens"
- "train_using_output_tokens"

Also specify:
- learning_rate (float)
- num_train_epochs (integer)

Output Format

Respond with a valid JSON object. Do not include any explanation, markdown, or extra text.
Use lowercase true/false for booleans and ensure correct JSON syntax.
Example output:
{

"data_generation": {
"use_basic_augmentations": ...,
"use_size_augmentations": ...,
"use_chain_augmentations": ...,
"use_repeat_augmentations": ...

},
"training": {

"strategy": ...,
"learning_rate": ...,
"num_train_epochs": ...

}
}

A.3 Evaluation Details

For each of the 8 held-out evaluation tasks, the model generated 5 self-edit configurations, yielding
a total of 40 configurations. Success was measured as the percentage of configurations that led to
correct outputs after adaptation. We followed the evaluation protocol from Akyürek et al. [36].

For the Oracle TTT we used the following configs:

Parameter Value
lora_rank 128
lora_alpha 16
num_train_epochs 2
batch_size 2
learning_rate 1e-4

A.4 Compute Resources

We performed all training runs on a single A100, H100, or H200. Each TTT per problem requires
between half a minute to a few minutes, which is also why we limited the number of samples for
ReSTEM and additionally limited the number of gradient steps allowed per self-edit TTT. Overall
ReSTEM took around 2-3 hours.
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B Experimental Details: Knowledge Incorporation

B.1 Model and Setup

We use the Qwen-2.5-7B base model [5] in the knowledge incorporation experiments. We repurpose
the SQuAD dataset v1.1 [13] for the task of answering questions without the passage in-context.
We use the training set for RL training and a 200-article subset of the evaluation set for evaluation.
Within the training set and evaluation set, there are some overlapping topics of passages, but there
is no overlap between these sets, so we can be sure that there is no data contamination of the test
passages due to RL training.

B.2 RL Training Procedure

We run 2 rounds of ReSTEM training [40]. On each round, we take a batch of 50 context-questions-
answers triples from the SQuAD training set. For each context, we sample 5 self-edit generations at
temperature 1. We evaluate each self-edit over 3 random seeds, training on the sequences and then
evaluating the updated model on the corresponding questions. We average each generation’s results
over 3 seeds and then keep the single best generation for each of the 50 contexts. Finally, to finish the
round of ReSTEM , we perform supervised finetuning on the 50 resulting prompt-completion pairs.

Supervised finetuning here is done with batch size of 10, for 2 epochs, with learning rate 3e-4, using
LoRA [72] with rank 64 and alpha 128, applied to all MLP and attention projection layers.

B.3 Synthetic Data Generation and Finetuning Details

In all models, we generate synthetic data by prompting to generate implications of the passage:

Let’s read the following passage and produce a list of implications derived directly or
indirectly from the content.

Passage:
{passage}

Implications:

We then take the resulting generated sequence. In the single-passage case, we split it by newlines
into a set of training documents. In the multi-passage case, we use the full generated sequence as a
single training document. In the case of synthetic data from GPT-4.1 (gpt-4.1-2025-04-14), an
instruct-model, we additionally have the following rule: If the second line begins with a “1.” then we
omit the first line from the training set. This is because we found that the first line often contained
filler text (e.g. “Sure, here is the list of implications:”).

We then use the following training hyperparameters:

Table 3: Single-Passage Knowledge Incorporation Hyperparameters

Parameter Search Space

LoRA Rank (r) [32, 64]
LoRA Alpha (α) [32, 64]
Learning Rate [1e-4, 3e-4, 5e-4, 1e-3, 2e-3]
Epochs [1, 5, 10, 15, 20]
Batch Size [1, 4]

In the multi-passage n = 200 case, we sample 5 self-edit completions for each passage and take the
aggregate dataset of all self-edits across all passages to train on.

To answer the corresponding questions, we use the following prompt:
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Table 4: Multi-Passage Knowledge Incorporation Hyperparameters

Parameter Search Space

LoRA Rank (R) [32, 64]
LoRA Alpha (α) [32, 64]
Learning Rate [1e-4, 3e-4, 5e-4, 1e-3, 2e-3]
Epochs [1, 3, 5]
Batch Size [1, 4, 8, 16]

Let’s answer a question directly and concisely.
Question: {question}
Answer:

B.4 Evaluation Details

We evaluate on a 200-passage subset of the SQuAD evaluation set, consisting of a combined 974
evaluation questions (roughly 5 corresponding to each passage). The pipeline of generating synthetic
data and finetuning on it is the same as above. For automated grading, we use gpt-4.1-2025-04-14
[82] via the OpenAI API with greedy decoding.

The grading prompt is as follows:

You are a grading assistant. Your job is to determine whether a student’s answer correctly
answers the question based solely on the provided gold answer. Do not use any outside
knowledge. The student answer can include additional information, but it must at least fully
convey the gold answer and must not contradict it. Ignore style, phrasing, or extra details that
do not affect correctness. Respond ONLY with ‘yes’ or ‘no’.

Question: {question}
Gold answer: {gold}
Student answer: {pred}
Is the student answer correct based solely on the gold answer? Respond ‘yes’ or ‘no’.

B.5 Compute Resources

All experiments are performed on 2×H100 or 2×H200. We use DeepSpeed ZeRO-3 [83] for SFT in
ReSTEM training. We use vLLM [84] for efficient inference. The most compute-intensive portion of
our training and evaluation is the E-step of ReSTEM training, where the model generates completions
and is graded through the inner-loop process of finetuning and running inference. Doing a single
round requires a batch of 50 passages over 5 completions and 3 runs per completion, meaning 750
inner loop iterations. This takes about 6 hours on 2×H100s.

B.6 Standard Error of the Mean in Catastrophic Forgetting Experiment

The standard errors of the mean (SEM) for each entry in Figure 6 is shown below in Table B.6.

B.7 Scaling Model Size

We further experimented with the 3B-parameter Qwen variant, with the same single-passage setup as
in Figure 4. The results are given in Table 6.

To compare the benefit of SEAL over using self-edits generated by the base model, we compute the
ratio of SEAL’s improvement over the base model to the improvement from base model self-edits.
This ratio is 1.75× for the 3B model and 2.04× for the 7B model. The relative improvement is greater
for the 7B model, which provides some evidence that not only are stronger base models more effective
at leveraging synthetic data for self-adaptation, but reinforcement learning may have compounding

21



Table 5: Entrywise standard errors of the mean (SEM) across continual self-edits experiment.

1 2 3 4 5 6 7 8

0 0.0306 0.0315 0.0263 0.0318 0.0297 0.0370 0.0310 0.0284
1 0.0273 0.0000 0.0000 0.0000 0.0000 0.0000 0.0000 0.0000
2 0.0305 0.0277 0.0000 0.0000 0.0000 0.0000 0.0000 0.0000
3 0.0277 0.0358 0.0406 0.0000 0.0000 0.0000 0.0000 0.0000
4 0.0272 0.0303 0.0337 0.0320 0.0000 0.0000 0.0000 0.0000
5 0.0296 0.0342 0.0290 0.0298 0.0319 0.0000 0.0000 0.0000
6 0.0289 0.0334 0.0271 0.0258 0.0320 0.0337 0.0000 0.0000
7 0.0255 0.0313 0.0264 0.0253 0.0309 0.0331 0.0363 0.0000
8 0.0237 0.0307 0.0211 0.0267 0.0273 0.0271 0.0358 0.0263

Table 6: Model Size Scaling Performance (%).

Model Base Model (No Training) Base Model Self-Edit SEAL

Qwen2.5-3B 25.1 31.9 37.0
Qwen2.5-7B 32.7 39.7 47.0

benefits as model capacity increases. We acknowledge that it is hard to draw conclusions though
without actually scaling up further.

B.8 Comparison to Generative Adapter

We additionally compared with Generative Adapter [54], a hypernetwork approach that generates
LoRA weights from context, using our evaluation setup. Table 7 reports results for both single-
passage (n=1) and continued pretraining (n = 200). We use the Mistral-7B-based model [85] for
Generative Adapter, since that was the closest model for comparison. All values are on the same
evaluation set, but CPT batches updates over all documents while single-passage trains and evaluates
an adapter separately for each document. Generative Adapter achieves strong performance in the
n=1 case, but underperforms SEAL in the CPT setting. SEAL’s parameterization of weight updates
through synthetic data generation allows reuse of generated data for CPT, application to arbitrary
base models, and flexibility to learn updates from diverse interaction types beyond LoRA finetuning.

Table 7: SEAL vs. Generative Adapter Performance (%).

Model Base Single-passage (n=1) CPT (n = 200)

SEAL 32.0 47.0 58.2
Generative Adapter 24.4 66.8 28.0

We note that parameterizing weight updates via synthetic data generation rather than directly predict-
ing LoRA weights has several advantages: (1) generated data can be reused for CPT or applied to
arbitrary base models, (2) models can leverage reasoning and restructuring as document scale and
complexity grow, and (3) the framework is not restricted to LoRA finetuning, allowing for many
different update types, including those arising from environment or user interactions. By contrast,
it is unclear how hypernetwork-based approaches would scale to such settings, while next-token
prediction on generated data naturally exploits a model’s in-context learning capabilities.

B.9 Comparison to Entigraph

We additionally compare SEAL to Entigraph [25] in the Synthetic Continued Pretraining (SCPT)
setting on SQuAD. Results for both 200 and 2067 passages are shown in Table 8. SEAL uses
the same 5 synthetic data generations per document. For Entigraph, we sample 5 synthetic data
generations involving pairs and 5 triplets of entities per document. Entigraph with all 10 synthetic
data generations sampling is competitive with SEAL, especially at the larger scale. These results
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suggest that RL-trained self-edits and structured heuristic methods are both strong approaches for
synthetic data generation.

Table 8: Synthetic Continued Pretraining (SCPT) on SQuAD (no passage in context). Best in each
column is bolded.

Method Continued Pretraining (n=200) Continued Pretraining (n=2067)

SEAL 58.2 46.4
Entigraph (pairs) 46.2 38.6
Entigraph (pairs+triples) 56.0 48.6

B.10 Proxy Reward

We experiment with replacing the inner loop with a proxy reward based on a human-crafted rubric
with 4 categories: length, diversity, quality, and correctness. A GPT-4.1 grader scores each category
on a 1-5 scale, and the sum of these scores is used as the RL reward. Table 9 reports final results and
RL training times.

Table 9: Full Reward vs. Proxy Reward Performance (%).

Model Base Post-RL Time

SEAL 32.0 47.0 ≈6 hr
SEAL w/ Proxy-Reward 32.0 45.6 ≈5 min

While further tuning of the rubric or metric design could strengthen the reward signal, the advantage
of the full SEAL loop is that no such manual specification is required—the model directly learns
which edits improve its own performance. Both approaches appear promising for scaling to larger
model sizes and compute budgets: proxy metrics offer dramatically lower cost, and with refinement,
they may even surpass the “true” reward of directly optimizing for post-finetuning performance.

B.11 Prompting

Recent works have shown that reinforcement learning baselines and outcomes can be highly sensitive
to prompting. We experiment with 6 additional self-edit prompts in the knowledge-incorporation
setting. The seven prompts—implications, implications-long, implications-very-long,
implications-chain-of-thought, rewrite, self-qa, and no-prompt—are shown below. All
results in the main content of the paper used the implications prompt, which we consider to be the
most prototypical [30, 31]. However, prior work has found prompts involving rewriting or generating
question-answer pairs can be more effective, as discussed in §2.

Furthermore, as we see qualitatively in Figure 5, RL appears to have dramatically increased the length
of the response of the example. We therefore experiment with prompting for longer generations
with implications-long and implications-very-long to test if we can achieve similar gains
through prompting alone.

The results are shown in Table 10. Notably, the baselines for implications-long and rewrite
the RL-trained version of implications. However, using these prompts as the base of RL training
yields even greater improvements. In all cases, ReSTEM enhanced performance by roughly 6 to 11
percentage points.

Here, “Chain-of-thought-eval” refers to having the model reason before answering the questions
(letting the model “pull out” information from its weights), rather than chain-of-thought before
generating synthetic data, which is done with the base implications prompt. However, we did
not notice a substantial difference in our setting when chain-of-thought was applied, whether before
answering and before writing synthetic data.

Letting the model “determine its own” self-edit format, with no-prompt, was not able to achieve
the same results as predefined prompting formats in our experiments, achieving only 18.9% after 2
rounds of training.
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Method Original Round 1 Round 2 gpt-4.1 synthetic
No self-edit 33.5 – – –
Implications 39.7 43.7 47.0 46.3
Implications-long 49.3 52.4 54.4 54.1
Implications-very-long 45.0 51.5 52.1 40.9
Rewrite 49.4 55.3 55.6 54.4
Self-QA 37.3 42.8 48.7 39.2
No-Prompt 13.8 12.7 18.9 28.6
Implications-chain-of-thought 38.7 – – –
Chain-of-thought-eval 37.8 – – –

Table 10: Performance across 2 rounds of ReSTEM RL training on various prompts in the single-
document knowledge incorporation setting. The gpt-4.1 column reports performance using synthetic
data generated by gpt-4.1 with the corresponding prompt format.

The five prompts are shown below.

implications

Let’s read the following passage and produce a list of implications derived directly or
indirectly from the content.

Passage:
{passage}

Implications:

implications-long

Let’s read the following passage and produce a long list of implications derived directly or
indirectly from the content.

Passage:
{passage}

Implications:

implications-very-long

Let’s read the following passage and produce a very long list of implications derived directly
or indirectly from the content.

Passage:
{passage}

Implications:

implications-chain-of-thought

Let’s read the following passage, think step by step, and then produce a list of implications
derived directly or indirectly from the content. We should first generate a "Thought Process"
and then "Implications"

Passage:
{passage}

Thought Process:
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no-prompt

{passage}

rewrite

Let’s read the following passage and rewrite it in a few different ways, each one separated by
a newline.

Passage:
{passage}

Rewritten passages:

self-qa

Let’s read the following passage and rewrite it in a question-answer format.

Passage:
{passage}

Question 1:

Note: For self-qa, we apply additional formatting so that training documents consist of ques-
tion–answer pairs, rather than using our standard approach of splitting by newline characters. Specifi-
cally, we split the output using occurrences of “Question n:” instead of newlines.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?
Answer: [Yes]
Justification: Abstract & §1 clearly list contributions and scope; results sections match them.
Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: §5 “Limitations” enumerates strong assumptions, compute cost, and
catastrophic-forgetting issues.
Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
Answer: [NA]
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Justification: The paper contains no formal theorems—only algorithmic descriptions (§3).
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: All training/evaluation pipelines, hyperparameters, and prompts detailed in
Appx. A–B.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [No]

Justification: Code and data will be released upon publication.

Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: Datasets, splits, model sizes, LoRA ranks, LR grids, etc. specified in Appx.
A–B.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.

7. Experiment statistical significance
Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [No]

Justification: Discrete success-rate metrics reported without error bars.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
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• It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: Information on compute resources is given in Appx. A–B.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: Authors reviewed NeurIPS Code of Ethics and verify compliance. We do not
foresee any potential harms.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
Justification: We do not foresee immediate societal impacts, as this is foundational research
focused on self-adaptive model training. The method is not deployed or tied to sensitive
applications.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: We do not anticipate any risks for misuse. Our models have a similar risk of
misuse as the base Qwen and Llama models used.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: All external assets (Qwen-2.5, Llama-3, SQuAD, ARC) cited, with licenses
properly respected.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.
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• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [NA]
Justification: The paper does not release new assets.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: Study uses only public text corpora; no human-subject experiments.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: No human-subject research performed, hence no IRB needed.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: LLMs were not used as important, original, or non-standard components in the
development of the research methods.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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