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Abstract
Spiking Neural Networks (SNNs) offer a more
energy-efficient alternative to Artificial Neural
Networks (ANNs) by mimicking biological neu-
ral principles, establishing them as a promising ap-
proach to mitigate the increasing energy demands
of large-scale neural models. However, fully har-
nessing the capabilities of SNNs remains chal-
lenging due to their discrete signal processing and
temporal dynamics. ANN-SNN conversion has
emerged as a practical approach, enabling SNNs
to achieve competitive performance on complex
machine learning tasks. In this work, we identify a
phenomenon in the ANN-SNN conversion frame-
work, termed temporal misalignment, in which
random spike rearrangement across SNN layers
leads to performance improvements. Based on
this observation, we introduce biologically plau-
sible two-phase probabilistic (TPP) spiking neu-
rons, further enhancing the conversion process.
We demonstrate the advantages of our proposed
method both theoretically and empirically through
comprehensive experiments on CIFAR-10/100,
CIFAR10-DVS, and ImageNet across a variety
of architectures, achieving state-of-the-art results.
Codes are available at https://github.
com/shizukanaskytree/TPP-SNN.

1. Introduction
Spiking neural networks (SNNs), often referred to as the
third generation of neural networks (Maass, 1997), closely
mimic biological neuronal communication through dis-
crete spikes (McCulloch & Pitts, 1943; Hodgkin & Hux-
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Figure 1. The initial experiment: After ANN-SNN conversion, we
compared the accuracy of the baseline model QCFS (Bu et al.,
2022c) with its “permuted” version and our proposed TPP neurons
(setting is VGG-16 - ImageNet, ANN acc. 74.29%).

ley, 1952; Izhikevich, 2003). While biological energy ef-
ficiency has historically influenced neural network design,
SNNs uniquely achieve this through event-driven process-
ing: weighted inputs integrate into membrane potentials,
emitting binary spikes only upon crossing activation thresh-
olds. This differs significantly from artificial neural net-
works (ANNs) (Braspenning et al., 1995), which are based
on continuous floating-point operations that require energy-
intensive and computationally costly multiplication opera-
tions (Roy et al., 2019). The spike-driven paradigm inher-
ently circumvents these costly computations, suggesting that
SNNs may offer a promising approach for energy-efficient
AI. Recent developments in neuromorphic hardware (Pei
et al., 2019; DeBole et al., 2019; loi; Ma et al., 2023) have
enabled efficient SNN deployment. These specialized chips
are inherently designed for spike-based computation, driv-
ing breakthroughs across domains: object detection (Kim
et al., 2020b; Cheng et al., 2020), tracking (Yang et al.,
2019), event-based vision (Zhu et al., 2022; Ren et al., 2024),
speech recognition (Wang et al., 2023a), and generative AI
through models like SpikingBERT (Bal & Sengupta, 2024)
and SpikeGPT (Zhu et al., 2023; Wang et al., 2023b). These
advancements underscore the potential of SNNs as a viable
alternative to conventional ANNs.

Training SNNs is inherently challenging due to the same
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Figure 2. Spike train permutation: spikes at different time steps
are shuffled to alter their temporal order.

characteristics that confer their advantages: their discrete
processing of information. Unsupervised direct training,
inspired by biological learning mechanisms, leverages local
learning rules and spike timing to update weights (Diehl &
Cook, 2015). While these methods are computationally effi-
cient and can be executed on specialized hardware, SNNs
trained in this manner often underperform compared to mod-
els trained with alternative approaches. Further research is
needed to better understand and improve this method. In
contrast, supervised training can be categorized into direct
training via spatio-temporal backpropagation (e.g., surro-
gate gradient methods (Neftci et al., 2019)) and ANN-SNN
conversion methods (Diehl et al., 2015; Cao et al., 2015).
The present work focuses on the latter approach.

The core idea of ANN-SNN conversion is to leverage pre-
trained ANN models to train SNNs. This process begins by
transferring the weights from the ANN to the SNN, which
shares the same architecture, and initializing the spiking
neuron parameters (e.g., thresholds, time constants) so that
the spike rates approximate the activation values of the
corresponding ANN layers. This method is advantageous
because it typically requires no additional computation for
training the SNN, thereby eliminating the need for gradient
computation or limiting it to fine-tuning the SNN.

The initial experiment: Temporal information in SNNs
after ANN-SNN conversion. We begin by identifying a
counter-intuitive phenomenon that, to the best of our knowl-
edge, has not been previously documented. Specifically,
we investigate the extent to which individual spike timing
affects the overall performance of the SNN model during
ANN-SNN conversion. We explore this question in the con-
text of various types of conversion-related issues described
in the literature, such as phase lag (Li et al., 2022) and un-
evenness of the spike input (Bu et al., 2022c), where prior
work has indicated that the timing of spike trains in SNNs
obtained through ANN-SNN conversion may not be optimal
and can lead to performance degradation under low-latency
conditions.

In our initial experiment, we began by examining several
widely-used ANN-SNN conversion methods and analyzing

Figure 3. Two-Phase Probabilistic (TPP) spiking neuron mecha-
nism operates in two phases: accumulation of inputs and proba-
bilistic spiking based on membrane potential. The model uses a
Bernoulli process for spike generation, with membrane potential
updates over time steps.

the spike outputs of spiking layers in the corresponding
SNN models. To evaluate the importance of spike timing
relative to firing rates, we randomly permuted the spike
trains after each spiking layer. Specifically, when process-
ing samples through the baseline model, we rearranged the
temporal order of spikes within each spike train after each
spiking layer (see Figure 2). The permuted spike trains were
then passed to the subsequent layer, and this process was
repeated for each layer until the output layer. The results of
one of these initial experiments, comparing the performance
of the “permuted” model with the baseline, are presented
in Figure 1. For each latency, we conducted multiple trials
with different permutations, and the “permuted” model con-
sistently outperformed the baseline, achieving the original
ANN accuracy at lower latencies. The impact of permuta-
tions on performance was particularly pronounced at lower
latencies.

We refer to this phenomenon as “temporal misalignment”
in ANN-SNN conversion and further investigate it by pro-
viding a conceptual interpretation in the form of bursting
probabilistic spiking neurons, which are designed to mimic
the effects of permutations in SNNs. The proposed neurons
operate in two phases, as illustrated in Figure 3. In the first
phase, they accumulate input, often surpassing the threshold,
while in the second phase, they emit spikes probabilistically
with varying temporal probabilities. Our proposed spiking
neurons are characterized by two key properties: (1) the
accumulation of membrane potential beyond the threshold,
resulting in a firing phase, commonly referred to as bursting,
and (2) probabilistic firing. Both properties exhibit biolog-
ical plausibility and have been extensively studied in the
neuroscience literature (see Section 3.3).

The main contributions of this paper are summarized as:

•We recognize and study the “temporal misalignment” phe-
nomenon in ANN-SNN conversion, and we propose a frame-
work for its exploitation in ANN-SNN conversion utilizing
two-phase probabilistic spiking neurons. We provide the-
oretical insights into their functioning and superior perfor-
mance, as well as support for their biological grounding.
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• We present a comprehensive experimental validation
demonstrating that our proposed method outperforms state-
of-the-art conversion as well as the other training methods
in terms of accuracy on CIFAR-10/100, CIFAR10-DVS, and
ImageNet datasets.

2. Background and Related Work
The base model employed in this work is Integrate-and-
Fire (IF) spiking neuron, whose internal dynamics, after
discretization, are given by the equations

v(l)[t] = v(l)[t− 1] +W(l)θ(l−1) · s(l−1)[t]− θ(l) · s[t− 1],

s(l)[t] = H(v(l)[t]− θ(l)).
(1)

Here, θ(l) is the threshold, H(·) is the Heaviside function,
while the superscript l denotes the layer in the SNN. Later,
we will modify these equations and use more advanced neu-
ron models. By expanding the equations over t = 1, . . . , T ,
and rearranging the terms, we obtain

θ(l)
∑T

t=1 s
(l)[t]

T
= W(l)V

(l−1)
th

∑T
t=1 s

(l−1)[t]

T
(2)

+
v(l)[T ]− v(l)[0]

T
. (3)

On the ANN side, the transformation between layers is given
by

a(l) = A(l)(W(l)a(l−1)), (4)

where A(l) is the activation function. The ANN-SNN con-
version process begins by transferring the weights (and bi-
ases) of a pre-trained ANN to an SNN with the same archi-
tecture. By comparing the equations for the ANN outputs
(4) and the average output of the SNN (2) (Rueckauer et al.,
2017a), the goal is to achieve a relation of the form

a
(l)
i ≈ V

(l)
th

∑T
t=1 s

(l)
i [t]

T
. (5)

The most commonly used activation function A is ReLU ,
due to its simplicity and non-negative output, which aligns
well with the properties of IF neurons. It is important to note
the importance of the three components in the conversion:
1) the threshold value θ, 2) the initialization v[0], 3) the
ANN activation function A.

2.1. Related work

ANN-SNN Conversion. This methodology aligns ANNs
and SNNs through activation-firing rate correspondence, as
initially demonstrated in (Rueckauer et al., 2017a; Cao et al.,
2015). Subsequent research has systematically improved
conversion fidelity through four principal approaches: (i)
weight normalization (Diehl et al., 2015), (ii) soft-reset
mechanisms (Rueckauer et al., 2017b; Han et al., 2020), (iii)

adaptive threshold configurations (Stöckl & Maass, 2021;
Ho & Chang, 2021; Wu et al., 2023), and (iv) spike cod-
ing optimization (Kim et al., 2020a; Sengupta et al., 2018).
Recent innovations focus on ANN activation function adap-
tations, including thresholded ReLU (Ding et al., 2021) and
quantization strategies (Bu et al., 2022c; Liu et al., 2022; Hu
et al., 2023; Shen et al., 2024). However, these approaches
introduce inherent accuracy-compression tradeoffs. Parallel
efforts modify integrate-and-fire neuron dynamics (Li &
Zeng, 2022; Wang et al., 2022a; Liu et al., 2022), with (Liu
et al., 2022) proposing a dual-phase mechanism resembling
our approach.

Crucial for achieving high conversion efficacy, threshold
initialization methodologies employ layer-wise activation
maxima or percentile statistics (Rueckauer et al., 2017a;
Deng & Gu, 2021; Li et al., 2021a; Wu et al., 2024), aug-
mented with post-conversion weight calibration (Li et al.,
2021a; Bojković et al., 2024). Contemporary strategies can
be categorized into two paradigms: (1) ANN activation
quantization for temporal efficiency at the cost of accu-
racy, and (2) SNN neuron modification preserving ANN
expressiveness with extended temporal requirements. Our
methodology adheres to the second paradigm.

Direct Training. This approach leverages spatio-temporal
spike patterns through backpropagation-through-time with
differentiable gradient approximations (O’Connor et al.,
2018; Zenke & Ganguli, 2018; Wu et al., 2018; Bellec et al.,
2018; Fang et al., 2021a;b; Zenke & Vogels, 2021; Mukhoty
et al., 2024). Advancements encompass joint optimization
of synaptic weights and neuronal parameters (threshold dy-
namics (Wei et al., 2023), leakage factors (Rathi & Roy,
2023)), novel loss formulations for spike distribution regu-
larization (Zhu et al., 2024; Guo et al., 2022), and hybrid
conversion-training pipelines (Wang et al., 2022b). State-of-
the-art developments introduce ternary spike representations
for enhanced information density (Guo et al., 2024) and re-
versible architectures for memory-efficient training (Zhang
& Zhang, 2024).

3. Methodology
3.1. Motivation

In ANN-SNN conversion methodologies, constant and rate
coding are commonly utilized in the resulting spiking neural
network models, based on the principle that the expected
input at each time step matches the original input to the ANN
model. Notably, the encoding lacks temporal information,
as spike timing does not convey additional information. In
constant encoding, this is evident, while in rate encoding, for
a fixed input channel, the spike probability remains constant
across all time steps, with the channel value assumed to lie
between 0 and 1.

3



Temporal Misalignment and Probabilistic Neurons

The resulting SNN model is initialized to approximate the
outputs of the original ANN model based on the principle
that, for each spiking neuron, the expected number of spikes
it generates should closely match the output of the corre-
sponding ANN neuron. In particular, it is assumed that no
temporal information is present throughout the SNN model;
that is, the spike train outputs of each SNN layer should
convey no additional temporal information beyond spike
firing rates.

Previous studies examining conversion errors and their clas-
sifications (Li et al., 2022; Bu et al., 2022c; Ding et al.,
2021; Bojković et al., 2024) suggest that SNNs obtained
through ANN-SNN conversion may generate spikes that
are suboptimally positioned in the temporal domain, lead-
ing to a degradation in model performance, particularly at
low latencies. Our initial experiments (see Introduction
and Figure 1) further validate this observation while also
revealing a novel insight: random temporal displacements
of spike trains after spiking layers significantly enhance
model performance. This phenomenon, which we refer
to as temporal misalignment – wherein the original spike
trains exhibit temporal misalignment, thereby impairing
model performance – serves as the foundation and motiva-
tion for our proposed method, which is elaborated upon in
the next section. Additional experiments on permutations in
the ANN-SNN context, along with an explanation of their
impact on model performance, are provided in Appendix G.

3.2. From permutations to Bursting Probabilistic
Spiking Neurons

This work aims to address the following question: How to
incorporate the action of permutation of the output spike
trains into the dynamics of the spiking neurons? We ap-
proach this problem in two steps.

Consider the scenario where spike trains from layer ℓ are
to be permuted. A general approach involves introducing a
“permutator” – a subsequent layer tasked with collecting all
incoming spikes and re-emitting them in a permuted manner,
as illustrated in Figure 2. This inherently implies the two-
phase nature of the “permutator”: specifically, during the
first phase, incoming spikes are accumulated, and firing is
deferred until the onset of the second phase, where spikes
are emitted.

The second step focuses on the output mechanism of the
“permutator”. Specifically, it is desirable to design a spiking
neuron mechanism that retains the stochastic component of
the permutations. This consideration motivates the adoption
of probabilistic firing in spiking neurons.

The final question we explore is whether a more compact ap-
proach can be achieved by employing probabilistic spiking
neurons that aggregate weighted inputs from the previous

layer, rather than directly processing spikes from a spiking
layer.

TPP neurons: To address the aforementioned questions, we
propose two-phase probabilistic spiking neurons (TPP)
(see Figure 3). Specifically, in the first phase, the neurons
will only accumulate the (weighted) input coming from
the previous layer, while in the second phase, the neurons
will spike. More precisely, suppose that at a particular
layer ℓ the spiking neurons accumulate the whole output
of the previous layer, without emitting spikes. Denote the
accumulated membrane potential by v(l)[0]. The subsequent
spiking phase is governed by the following equations:

s(l)[t] = B

(
1

θ(l) · (T − t+ 1)
· v(l)[t− 1]

)
,

v(l)[t] = v(l)[t− 1]− θ(l) · s(l)[t],
(6)

where t = 1, . . . , T . Here, B(x) is a Bernoulli random
variable with bias x, extended for x ∈ R in a natural way
(B(x) = B(max(min(x, 1), 0))). If the weights of the
SNN network are not normalized, the produced spikes will
be scaled with the thresholds θ(l) · s(l)[t], before being sent
to the next layer.

We observe that the presence of T − t + 1 in the denom-
inator of the bias in B demonstrates that the probability
of spiking depends not only on the current membrane po-
tential, but also on the temporal step: in the absence of
spiking, for the same membrane potential, the probability of
spiking increases through time. Figure 3 provides a visual
representation of the functioning of TPP neurons.

The following theorem provides a comprehensive character-
ization of the functioning of TPP neurons and their applica-
tions in ANN-SNN conversion when approximating ANN
outputs (here ReLUθ(x) = min(ReLU(x), θ)).

Theorem 1. Let X(l) be the input of the ANN layer with
ReLU activation and suppose that, during the accumulation
phase, the corresponding SNN layer of TPP neurons accu-
mulated T ·X(l) quantity of voltage.
(a) Suppose that for some t = 1, . . . , T , the TPP layer pro-
duced s(l)[1], . . . , s(l)[t− 1] vector spike trains for the first
t− 1 steps, and the residue voltage for neuron i is higher
than zero. Then,

(T − t+ 1) · θ(l)

T
· E
[
s
(l)
i [t]

]
+

θ(l)

T
·
t−1∑
i=1

s
(l)
i [i]

= ReLUθ(l)(X
(l)
i ).

(7)

(b) If s(l)[1], . . . , s(l)[T ] are the output vectors of spike
trains of the TPP neurons during T time steps, then

θ(l)

T
·

T∑
i=1

s
(l)
j [i] = ReLUθ(l)(X

(l)
j ), (8)
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if ReLUθ(l)(X
(l)
j ) is a multiple of θ(l)

T , or

θ(l)

T
·

T∑
i=1

s
(l)
j [i] =

θ(l)

T
· ⌊ T

θ(l)
ReLUθ(l)(X

(l)
j )⌋ (9)

or
θ(l)

T
· ⌊ T

θ(l)
ReLUθ(l)(X

(l)
j )⌋+ θ(l)

T
,

(10)

if ReLUθ(l)(X
(l)
j ) is not a multiple of θ(l)

T .

(c) Suppose that maxX(l) ≤ θ and that the same weights
W (l+1) act on the outputs of layer (l) of ANN and SNN as
above, and let X(l+1) (resp. T · X̃(l+1)) be the inputs to the
(l + 1)th ANN layer (resp. the accumulated voltage for the
(l + 1)th SNN layer of TPP neurons), Then

||X(l+1) − X̃(l+1)||∞ ≤ ||W (l+1)||∞ ·
θ(l)

T
. (11)

• We contrast the statement (a) with Theorem 2 of (Bu
et al., 2022c). Specifically, the authors demonstrate that if
the membrane potential is initialized at half of the thresh-
old, the expectation of the conversion error (layerwise) is 0.
However, this result in (Bu et al., 2022c) relies on the un-
derlying assumption that the layerwise distribution of ANN
activation values is uniform, which does not generally hold
in practice (see, for example, (Bojković et al., 2024)). Our
result (a) above shows that after every t ≤ T time steps,
our expected spiking rate aligns well with the clipping of
the ReLU activation by the threshold, as it should, without
imposing any prior assumptions on the distribution of the
ANN activation values.

Moreoveor, our result demonstrates that the activity of a
TPP neuron adapts to the output it already produced. In
particular, as long as the neuron is still active and contains
residual membrane potential, the expectation of its output at
the next time step takes into account the previously produced
spikes and will yield the ANN counterpart.

• The results (b) and (c) show that during the accumulation
phase, the TPP neuron closely approximate ANN neurons
with ReLU activation. In particular, the only remaining
source of errors in layerwise approximation is the clipping
error due to the threshold θ, and the quantization error due
to the discrete outputs of the spiking neurons. We also note
in equations (9) and (10) two possibilities for the output,
which come from the probabilistic nature of spiking.

When it comes to the initial permutation effect on perfor-
mance of the model, we connect with the uniformization of
the output, as the next result suggests.

Theorem 2. Suppose we have N spiking neurons that
produced spike trains si[1], si[2], . . . , si[T ], i = 1, . . . , N .

Furthermore, suppose that these spike trains are modulated
with weights w1, . . . , wN , respectively. For a given permu-
tation π = (π1, . . . , πN ), let πsi denote the permutation of
the spike train si. Then, for every t1, t2 ∈ {1, 2, . . . , T},

Eπ[
∑

wiπsi[t1]] = Eπ[
∑

wiπsi[t2]].

Remarks: Theorem 1 is proved in the Appendix B while
Theorem 2 is proved in the Appendix G.

3.3. Bio-plausibility and hardware implementation of
TPP neurons

Our proposed neurons have two distinct properties: The
two-phase regime and probabilistic spike firing. Both prop-
erties are biologically plausible and extensively studied in
the neuroscience literature. For example, the two phase
regime is related to firing after a delay of biological spik-
ing neurons, where a neuron collects the input beyond the
threshold value and fires after delay or after some condition
is met. It could also be related to the bursting, when a bio-
logical neuron starts emitting bursts of spikes, after a certain
condition is met, effectively dumping their accumulated po-
tential (Izhikevich, 2007; Connors & Gutnick, 1990; Llinás
& Jahnsen, 1982; Krahe & Gabbiani, 2004).

On the other side, stochastic firing of biological neurons
has been well studied as well, and different aspects of noise
introduction into firing have been proposed. We refer to
(Shadlen & Newsome, 1994; Faisal et al., 2008; Softky &
Koch, 1993; Maass & Natschläger, 1997; Pagliarini et al.,
2019; Stein et al., 2005) for some examples.

Regarding the implementation of TPP neurons on neuro-
morphic hardware, two phase regime can be easily achieved
on various modern neuromorphic chips that support pro-
grammable spiking neurons. Stochastic firing can be
achieved through random sampling which, for example,
is supported by IBM TrueNorth (Merolla et al., 2014), In-
tel Loihi (Davies et al., 2018), BrainScaleS-2 (Pehle et al.,
2022), SpiNNaker (Furber et al., 2014) neuromorphic chips.
For example, TrueNorth incorporates stochastic neuron mod-
els using on-chip pseudo-random number generators, en-
abling probabilistic firing patterns that mirror our approach.
Similarly, Loihi (Gonzalez et al., 2024) supports stochastic
operations by adding uniformly distributed pseudorandom
noise to neuronal variables, facilitating the implementation
of probabilistic spiking neurons.

To reduce the overall latency for processing inputs with our
models, which yields linear dependence on the number of
layers (implied by the two phase regime), we note that as
soon as a particular layer has finished the firing phase, it
can start receiving the input from the previous one: The
process of classifying a dataset can be serialized. This has
already been observed, for example in (Liu et al., 2022).
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Neuromophic hardware implementation of this serialization
has been proposed as well, see for example (Das, 2023;
Song et al., 2021; Varshika et al., 2022).

4. Experiments
In this section, we verify the effectiveness and efficiency of
our proposed methods. We compare it with state-of-the-art
methods for image classification via converting ResNet-20,
ResNet-34 (He et al., 2016), VGG-16 (Simonyan & Zisser-
man, 2015), RegNet (Radosavovic et al., 2020) on CIFAR-
10 (LeCun et al., 1998; Krizhevsky et al., 2010), CIFAR-
100 (Krizhevsky & Hinton, 2009), CIFAR10-DVS (Li et al.,
2017) and ImageNet (Deng et al., 2009). Our experiments
use PyTorch (Paszke et al., 2019), PyTorch vision mod-
els (maintainers & contributors, 2016), and the PyTorch
Image Models (Timm) library (Wightman, 2019).

To demonstrate the wide applicability of the TPP neurons
and the framework we propose, we combine them with three
representative methods of ANN-SNN conversion from re-
cent literature, each of which has their own particularities.
These methods are: QCFS (Bu et al., 2022b), RTS (Deng &
Gu, 2021), and SNNC (Li et al., 2021a). The particularity of
QCFS method is that it uses step function instead of ReLU in
ANN models during their training, in order to obtain higher
accuracy in lower latency after the conversion. RTS method
uses thresholded ReLU activation in ANN models during
their training, so that the outliers are eliminated among the
activation values, which helps to reduce the conversion error.
Finally, SNNC uses standard ANN models with ReLU acti-
vation, and performs grid search on the activation values to
find optimal initialization of the thresholds in the converted
SNNs.

We initialize our SNNs following the standard ANN-SNN
conversion process described in Section 3 (and detailed in
A), starting with a pre-trained model given by the baseline,
or with training an ANN model using default settings in
QCFS (Bu et al., 2022b), RTS (Deng & Gu, 2021), and
SNNC (Li et al., 2021a). ANN ReLU activations were
replaced with layers of TPP neurons initialized properly.
All experiments were conducted using NVIDIA RTX 4090
and Tesla A100 GPUs. For comprehensive details on all
setups and configurations, see Appendix C.2.

4.1. Comparison with the State-of-the-art ANN-SNN
Conversion methods

We evaluate our approach against previous state-of-the-
art ANN-SNN conversion methods, including ReLU-
Threshold-Shift (RTS) (Deng & Gu, 2021), SNN Calibration
(SNNC-AP) (Li et al., 2021a), Quantization Clip-Floor-Shift
activation function (QCFS) (Bu et al., 2022b), SNM (Wang
et al., 2022a), Burst (Li & Zeng, 2022), OPI (Bu et al.,

2022a), SRP (Hao et al., 2023a), DDI (Bojković et al., 2024)
and FTBC (Wu et al., 2024).

ImageNet dataset: Table 1 compares the performance of
our proposed methods with state-of-the-art ANN-SNN con-
version methods on ImageNet. Our method outperforms the
baselines across all simulation time steps for VGG-16, and
RegNetX-4GF. For instance, on VGG-16 at T = 32, our
method achieves 74.72% accuracy, surpassing other base-
lines even at T = 128. Moreover, at T = 128, our method
nearly matches the original ANN performance with only a
0.12% drop in VGG-16 and a 0.14% drop in ResNet-34.

We see similar patterns in combining our methods with RTS
and QCFS baselines, which use modified ReLU activations
to reduce conversion errors. Table 1 shows these results. For
instance, applying TPP with QCFS on ResNet-34 at T = 16
improves performance from 59.35% to 72.03%, a 12.68%
increase. Similarly, for VGG-16 at T = 16, combining TPP
with QCFS boosts performance from 50.97% to 73.98%, a
23.01% increase. Using TPP with RTS also shows signifi-
cant improvements, such as a 12.82% increase for VGG-16
at T = 16. These results demonstrate the benefits of inte-
grating TPP with other optimization approaches, solidifying
its role as a comprehensive solution for ANN-SNN conver-
sion challenges.

CIFAR dataset: We further evaluate the performance of our
methods on CIFAR-100 dataset and present the results in
Table 1. We observe similar patterns as with the ImageNet.
When comparing our method with ANN-SNN conversion
methods which use non-ReLU activations, e.g. QCFS and
RTS, our method constantly outperforms RTS on ResNet-20
and VGG16. QCFS baseline suffers from necessity to train
ANN models from scratch with custom activations, while
our method is applicable to any ANN model with ReLU
-like activation. Furthermore, custom activation functions
sometimes sacrifice the ANN performance as can be seen
from the corresponding ANN accuracies.

CIFAR10-DVS dataset: We evaluate our method on the
event-based CIFAR10-DVS (Li et al., 2017) dataset, com-
paring it with state-of-the-art direct training and ANN-SNN
conversion methods (Table 2). Our approach demonstrates
superior performance, achieving 82.40% accuracy at just 8
timesteps and further improving to 83.20% at 64 timesteps.
Notably, our method outperforms the direct training method
Spikformer (Zhou et al., 2022) (80.90%) and the ANN-SNN
conversion method AdaFire (Wang et al., 2025) (81.25%).

4.2. Comparison with other types of SNN training
methods and models

We compare our approach with several state-of-the-art di-
rect training and hybrid training methods as presented in
Table 2. The comparison is founded on performance metrics
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Table 1. Comparison between our method and the other ANN-SNN conversion methods on ImageNet and CIFAR-100. We provide the
average accuracy and the associated standard deviation across 5 experiments.

Dataset Arch. Method ANN T=4 T=8 T=16 T=32 T=64 T=128

ImageNet

ResNet-34

RTS (Deng & Gu, 2021)ICLR 75.66 – – – 33.01 59.52 67.54
SNNC-AP*(Li et al., 2021a)ICML 75.66 – – – 64.54 71.12 73.45

QCFS (Bu et al., 2022b)ICLR 74.32 – – 59.35 69.37 72.35 73.15
SRP (Hao et al., 2023a)AAAI 74.32 66.71 67.62 68.02 68.40 68.61 –

FTBC(+QCFS) (Wu et al., 2024)ECCV 74.32 49.94 65.28 71.66 73.57 74.07 74.23

Ours (TPP) + QCFS 74.32 37.23 (0.07) 67.32 (0.06) 72.03 (0.02) 72.97 (0.03) 73.24 (0.02) 73.30 (0.02)

Ours (TPP)*+ SNNC w/o Cali. 75.65 2.69 (0.03) 49.24 (0.23) 69.97 (0.10) 74.07 (0.06) 75.23 (0.03) 75.51 (0.05)

VGG-16

SNNC-AP*(Li et al., 2021a)ICML 75.36 – – – 63.64 70.69 73.32
SNM*(Wang et al., 2022a)IJCAI 73.18 – – – 64.78 71.50 72.86
RTS (Deng & Gu, 2021)ICLR 72.16 – – 55.80 67.73 70.97 71.89
QCFS (Bu et al., 2022b)ICLR 74.29 – – 50.97 68.47 72.85 73.97
Burst (Li & Zeng, 2022)IJCAI 74.27 – – – 70.61 73.32 73.00
OPI*(Bu et al., 2022a)AAAI 74.85 – 6.25 36.02 64.70 72.47 74.24

SRP (Hao et al., 2023a)AAAI 74.29 66.47 68.37 69.13 69.35 69.43 –
FTBC(+QCFS) (Wu et al., 2024)ECCV 73.91 58.83 69.31 72.98 74.05 74.16 74.21

Ours (TPP) + RTS 72.16 30.50 (1.19) 56.69(0.67) 67.34 (0.25) 70.63 (0.11) 71.75 (0.05) 72.05 (0.03)

Ours (TPP) + QCFS 74.22 68.39 (0.08) 72.99 (0.05) 73.98 (0.07) 74.23 (0.03) 74.29 (0.00) 74.33 (0.01)

Ours (TPP)*+ SNNC w/o Cali. 75.37 54.14 (0.59) 69.75 (0.27) 73.44 (0.02) 74.72 (0.06) 75.14 (0.02) 75.25 (0.03)

RegNetX-4GF
RTS (Deng & Gu, 2021)ICLR 80.02 – – – 0.218 3.542 48.60

SNNC-AP*(Li et al., 2021a)ICML 80.02 – – – 55.70 70.96 75.78

Ours (TPP)*+ SNNC w/o Cali. 78.45 – – 22.71 (2.98) 66.51 (0.44) 75.54 (0.07) 77.83 (0.04)

CIFAR-100

ResNet-20

TSC*(Han & Roy, 2020)ECCV 68.72 – – – – – 58.42
RMP*(Han et al., 2020)CVPR 68.72 – – – 27.64 46.91 57.69

SNNC-AP*(Li et al., 2021a)ICML 77.16 – – 76.32 77.29 77.73 77.63
RTS (Deng & Gu, 2021)ICLR 67.08 – – 63.73 68.40 69.27 69.49
OPI*(Bu et al., 2022a)AAAI 70.43 – 23.09 52.34 67.18 69.96 70.51

QCFS+(Bu et al., 2022b)ICLR 67.09 27.87 49.53 63.61 67.04 67.87 67.86
Burst*(Li & Zeng, 2022)IJCAI 80.69 – – – 76.39 79.83 80.52

Ours (TPP) + QCFS 67.10 46.88 (0.40) 64.77 (0.20) 67.25 (0.12) 67.74 (0.06) 67.77 (0.05) 67.79 (0.04)

Ours (TPP)*+ SNNC w/o Cali. 81.89 39.67 (0.99) 71.05 (0.68) 78.97 (0.24) 81.06 (0.05) 81.61 (0.08) 81.62 (0.05)

VGG-16

TSC*(Han & Roy, 2020)ECCV 71.22 – – – – – 69.86
SNM*(Wang et al., 2022a)ICLR 74.13 – – – 71.80 73.69 73.95

SNNC-AP*(Li et al., 2021a)ICML 77.89 – – – 73.55 77.10 77.86
RTS◦(Deng & Gu, 2021)ICLR 76.13 23.76 43.81 56.23 67.61 73.45 75.23
OPI*(Bu et al., 2022a)AAAI 76.31 – 60.49 70.72 74.82 75.97 76.25

QCFS+(Bu et al., 2022b)ICLR 76.21 69.29 73.89 75.98 76.53 76.54 76.60
DDI (Bojković et al., 2024)AISTATS 70.44 51.21 53.65 57.12 61.61 70.44 73.82

FTBC(+QCFS) (Wu et al., 2024)ECCV 76.21 71.47 75.12 76.22 76.48 76.48 76.48

Ours (TPP) + RTS 76.13 37.88 (0.35) 65.81 (0.27) 73.05 (0.12) 75.17 (0.17) 75.64 (0.12) 75.9 (0.08)

Ours (TPP) + QCFS 76.21 73.93 (0.22) 76.03 (0.23) 76.43 (0.07) 76.55 (0.03) 76.55 (0.07) 76.52 (0.04)

Ours (TPP)*+ SNNC w/o Cali. 77.87 59.23 (0.65) 73.16 (0.17) 76.05 (0.26) 77.16 (0.09) 77.56 (0.13) 77.64 (0.04)

*: Without modification to ReLU of ANNs. +: Using authors’ provided models and code. ◦: Self implemented.

like accuracy and the number of timesteps utilized during
inference on the CIFAR-100 and ImageNet datasets. We
benchmark our method against prominent approaches such
as LM-H (Hao et al., 2023b), SEENN (Li et al., 2023),
Dual-Phase (Wang et al., 2022b), TTS (Guo et al., 2024),
RMP-Loss (Guo et al., 2023), RecDis-SNN (Guo et al.,
2022), SpikeConv (Liu et al., 2022), and GAC-SNN (Qiu
et al., 2024). We showcase the best accuracy comparable
to state-of-the-art methods achieved by our approach with
minimal timesteps. We prioritize accuracy, but direct train-
ing and hybrid training opt for a lower number of timesteps
and sacrifice accuracy. We outperform LM-H (Hao et al.,
2023b) and Dual-Phase (Wang et al., 2022b) for VGG-16 on
CIFAR-100. For ResNet-20 on CIFAR-100, we have higher
accuracy but longer timesteps. Additionally, for ResNet-
34 on the ImageNet dataset, the accuracy of our method

with QCFS with 16 timesteps is higher than that of Spike-
Conv (Liu et al., 2022) with the same number of timesteps.
We also achieve higher accuracy with longer timesteps as
expected. Overall, our approach demonstrates promising
performance and competitiveness in comparison with the
existing SNN training methods.

4.3. Spiking activity

The event driven nature of various neuromorphic chips im-
plies that the energy consumption is directly proportional
to the spiking activity, i.e., the number of spikes produced
throughout the network: the energy is consumed in the pres-
ence of spikes. To this end, we tested our proposed method
(TPP) for the spike activity and compared with the base-
lines. For a given model, we counted the average number
of spikes produced after each layer, per sample, for both
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Figure 4. The membrane potential distributions of the first channel (randomly selected) across three modes (baseline, shuffle, and
probabilistic) in VGG-16 on CIFAR-100. For comparative analysis, the first two timesteps (t = 1, t = 2) from a total of eight timesteps
(T = 8) are selected for each mode. The baseline mode (blue) attains an accuracy of 24.22%, while the shuffle mode (light green)
enhances accuracy to 70.54%, and the probabilistic mode (dark orange) further improves accuracy to 73.42%. The distributions are
presented prior to neuronal firing, with the red dashed line indicating the threshold voltage (Vth) for the respective layer (see Appendix F).

Table 2. Comparison of direct and hybrid training methods for
SNNs on CIFAR-100, ImageNet and CIFAR10-DVS. Baseline
results include the highest reported accuracy and corresponding
latency.

Method Category Timesteps Accuracy

VGG-16 [CIFAR-100]

LM-H (Hao et al., 2023b)ICLR Hybrid Training 4 73.11
SEENN-II *(Li et al., 2023)NeurIPS Direct Training 1.15* 72.76
Dual-Phase (Wang et al., 2022b) Hybrid Training 4 / 8 70.08 / 75.06

Ours (TPP) + QCFS ANN-SNN 4 / 8 73.93 / 76.03

ResNet-20 [CIFAR-100]

LM-H (Hao et al., 2023b)ICLR Hybrid Training 4 57.12
TTS (Guo et al., 2024)AAAI Direct Training 4 74.02

Ours (TPP) + SNNC w/o Cali. ANN-SNN 16 78.97

ResNet-34 [ImageNet]

SEENN-I (Li et al., 2023)NeurIPS Direct Training 3.38 * 64.66
RMP-Loss (Guo et al., 2023)ICCV Direct Training 4 65.17

RecDis-SNN (Guo et al., 2022)CVPR Direct Training 6 67.33
SpikeConv (Liu et al., 2022)AAAI Hybrid Training 16 70.57
GAC-SNN (Qiu et al., 2024)AAAI Direct Training 6 70.42

TTS (Guo et al., 2024)AAAI Direct Training 4 70.74
SEENN-I (Li et al., 2023)NeurIPS ANN-SNN 29.53 * 71.84

Ours (TPP) + QCFS ANN-SNN 16 72.03
Ours (TPP)+ SNNC w/o Cali. ANN-SNN 32 74.07

ResNet-18 [CIFAR10-DVS]

TA-SNN (Yao et al., 2021)ICCV Direct Training 10 72.00
PLIF (Fang et al., 2021c)ICCV Direct Training 20 74.80
Dspkie (Li et al., 2021b)NeurIPS Direct Training 10 75.40
DSR (Meng et al., 2022)CVPR Direct Training 10 77.30

Spikformer (Zhou et al., 2022)ICLR Direct Training 10 80.90
AdaFire (Wang et al., 2025)AAAI ANN-SNN 8 81.25

Ours (TPP) + SNNC w/o Cali. ANN-SNN

4
8

16
32
64

77.90
82.40
82.80
83.00
83.20

* The average number of timesteps during inference on the test dataset.

the baseline and our method. Figure 5 shows the example
of RTS and RTS + TPP. Both the baseline and our method
exhibit similar spike counts. In particular, our method con-
stantly outperforms the baselines, and possibly in doing so
it needs longer average latency per sample (T ). However,

the energy consumed is approximately the same as that for
the baseline in time T . The complete tables are present in
Appendix E.4, where we provide more detailed picture of
spike activities.
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Figure 5. Spike counts of VGG-16 on CIFAR-100 of RTS baseline
compared with RTS+TPP. Note: The bar height from bottom
indicates the spike counts after each timestep T, and the color of
longer Ts is overlaid by shorter Ts (see Appendix E.4)

4.4. Membrane potential distribution in early time steps

In Figure 4 we compare the membrane potential distribu-
tions for baseline models and two methods that we studied
in the paper, the permutations applied on spike trains and
TPP method. Once again, it can be seen another reason for
performance degradation of baseline models in low latency,
as the membrane potential is not variable enough to produce
spike informative spike trains, which is particularly visible
in deeper layers. On the other side “permuted” and TPP
models show sufficient variability throughout the layers.

By increasing the latency, the baseline models can recover
some of the variability and spike production, as can be seen
in Figure 5. But, due to the misplacement of spike trains
through temporal dimension, they are still not able to pick
up on the ANN performance.

8



Temporal Misalignment and Probabilistic Neurons

(0,
 1,

 2,
 3)

(0,
 1,

 3,
 2)

(0,
 2,

 1,
 3)

(0,
 3,

 1,
 2)

(0,
 2,

 3,
 1)

(0,
 3,

 2,
 1)

(1,
 0,

 2,
 3)

(1,
 0,

 3,
 2)

(1,
 2,

 0,
 3)

(2,
 1,

 3,
 0)

(2,
 3,

 0,
 1)

(3,
 1,

 0,
 2)

(2,
 1,

 0,
 3)

(2,
 0,

 1,
 3)

(2,
 0,

 3,
 1)

(3,
 1,

 2,
 0)

(1,
 3,

 2,
 0)

(2,
 3,

 1,
 0)

(3,
 2,

 1,
 0)

(1,
 3,

 0,
 2)

(1,
 2,

 3,
 0)

(3,
 0,

 2,
 1)

(3,
 2,

 0,
 1)

(3,
 0,

 1,
 2)

Permutation Order

70

72

74

A
cc

ur
ac

y 
(%

) Accuracy
Baseline (0,1,2,3)

Figure 6. Accuracy comparison for all T ! permutations of input order over T = 4 time steps using QCFS with VGG-16 on CIFAR-100.
Results of permuted orders outperform the original, non-permuted order (0, 1, 2, 3). Baseline accuracy is 69.31%, The ANN accuracy is
76.21%.

4.5. Energy Efficiency

Following prior work such as (Rathi & Roy, 2023; Yao
et al., 2023), we computed the energy cost for both ANNs
and SNNs using 45nm CMOS technology. The energy
consumption of a 32-bit MAC operation in ANNs (4.6 pJ) is
approximately 5.1× higher than that of an addition operation
in SNNs (0.9 pJ) (Horowitz, 2014). The results are reported
in Table 3. We refer to Appendix E.5 for details.

Table 3. Energy consumption and Top-1 accuracy evaluated on
ImageNet with a default input resolution of 3x224x224. The
baseline model is used for comparison, and the results for the
proposed method (TPP) are highlighted in bold.

Arch Method T Acc.(%) Energy(mJ)

VGG-16

QCFS 32 68.47 61.67
TPP(ours) 4 68.39 7.98

QCFS 64 72.85 123.02
TPP(ours) 8 72.99 15.66

ResNet-34

SNNC 32 63.64 13.27
TPP(ours) 8 69.75 5.69

SNNC 64 70.69 23.51
TPP(ours) 16 73.44 12.16

4.6. Effect of Temporal Reordering

To validate the effectiveness of temporal permutations on
SNN performance, we exhaustively evaluate all T ! = 24
possible orderings of the spike trains over T = 4 time steps
using the QCFS with VGG-16 on CIFAR-100. As shown
in Figure 6, all 23 permuted spike orders outperform the de-
fault chronological order (0, 1, 2, 3) without any reordering.
The accuracy of the default-order SNN is 70.36%, while
the ANN reference achieves 76.21%.

The best-performing permutation (3, 0, 1, 2) achieves
75.35%—only 0.86% below the ANN accuracy, demonstrat-
ing that reordering consistently and significantly improves

accuracy.

We also refer to the Appendix G for further experiments
concerning the effect of permutations in ANN-SNN conver-
sion.

5. Conclusions and future work
This work identified the phenomenon of “temporal mis-
alignment” in ANN-SNN conversion, where random spike
rearrangement enhances performance. We introduced two-
phase probabilistic (TPP) spiking neurons, designed to in-
trinsically perform the effect of spike permutations. We
show biological plausibility of such neurons as well as the
hardware friendlines of the underlying mechanisms. We
demonstrate their effectiveness through exhaustive exper-
iments on large scale datasets, showing their competing
performance compared to SOTA ANN-SNN conversion and
direct training methods.

In the future work, we aim to study the effect of permuta-
tions and probabilistic spiking in combination with directly
trained SNN models.
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A. Conversion steps
Copying ANN architecture and weights. ANN-SNN conversion process starts with a pre-trained ANN model, whose
weights (and biases) will be copied to an SNN model following the same architecture. In this process, one considers
ANN models whose non-activation layers become linear during the inference. In particular, these include fully connected,
convolutional, batch normalization and average pooling layers.

Approximating ANN activation functions. The second step of the process considers the activation layers and their
activation functions in ANN. Here, the idea is to initialize the spiking neurons in the corresponding SNN layer in such a
way that their average spiking rate approximates the values of the corresponding activation functions. For the ReLU (or
ReLU -like such as quantized or thresholded ReLU ) activations, this process is rather well understood. The spiking neuron
threshold is usually set to correspond to the maximum activation ANN channel or layerwise, or to be some percentile of it.
If we denote by f the ANN actiavtion, then ideally, after setting the thresholds, one would like to have

f(v[T ]) ≈ θ

T
·

T∑
t=1

s[t]. (12)

If we recall the equations for the IF neuron (equations (1) in the article)

v(l)[t] = v(l)[t− 1] +W(l)θ(l−1) · s(l−1)[t]− θ(l) · s[t− 1], (13)

s(l)[t] = H(v(l)[t]− θ(l)), (14)

we see that the value with which we are comparing the membrane potential (threshold) is the same as the value with which
we are scaling the output spikes. In particular, as soon as our membrane potential has reached θ, it will produce the value θ.
This can be loosely described as, whatever the input is, the output will be approximately that value (or zero, if the input is
negative), which is exactly what ReLU does.

Absorbing thresholds. Finally, we notice that, once we produce a spike s(l)[t], the value θ(l) · s(l)[t] will be sent to the
next layer, and will further be weighted with weights W (l+1) and the bias b(l+1) will be applied. As we want SNNs to
operate only using ones and zeros (to avoid multiplication due to energy efficiency), the values θ(l) will be absorbed into
W (l+1), i.e. W (l+1) ← θ(l)W (l+1).

B. Proof of Theorem 1
We prove the main theorem from the article, which we restate here.
Theorem 1. Let X(l) be the input of the ANN layer with ReLU activation and suppose that, during the accumulation phase,
the corresponding SNN layer of TPP neurons accumulated T ·X(l) quantity of voltage.
(a) Suppose that for some t = 1, . . . , T , the TPP layer produced s(l)[1], . . . , s(l)[t− 1] vector spike trains for the first t− 1
steps, and the residue voltage for neuron i is higher than zero. Then,

(T − t+ 1) · θ(l)

T
· E
[
s
(l)
i [t]

]
+

θ(l)

T
·
t−1∑
i=1

s
(l)
i [i]

= ReLUθ(l)(X
(l)
i ).

(7)

(b) If s(l)[1], . . . , s(l)[T ] are the output vectors of spike trains of the TPP neurons during T time steps, then

θ(l)

T
·

T∑
i=1

s
(l)
j [i] = ReLUθ(l)(X

(l)
j ), (8)

if ReLUθ(l)(X
(l)
j ) is a multiple of θ(l)

T , or

θ(l)

T
·

T∑
i=1

s
(l)
j [i] =

θ(l)

T
· ⌊ T

θ(l)
ReLUθ(l)(X

(l)
j )⌋ (9)

or
θ(l)

T
· ⌊ T

θ(l)
ReLUθ(l)(X

(l)
j )⌋+ θ(l)

T
, (10)
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if ReLUθ(l)(X
(l)
j ) is not a multiple of θ(l)

T .

(c) Suppose that maxX(l) ≤ θ and that the same weights W (l+1) act on the outputs of layer (l) of ANN and SNN as above,
and let X(l+1) (resp. T · X̃(l+1)) be the inputs to the (l + 1)th ANN layer (resp. the accumulated voltage for the (l + 1)th
SNN layer of TPP neurons), Then

||X(l+1) − X̃(l+1)||∞ ≤ ||W (l+1)||∞ ·
θ(l)

T
. (11)

Proof. We start by rewriting equation (6) as

s(l)[t] = B

(
1

θ(l) · (T − t+ 1)
· v(l)[t− 1]

)
(15)

= B

(
1

θ(l) · (T − t+ 1)
·

(
T ·X(l) − θ(l) ·

t−1∑
i=1

s(l)[i]

))
(16)

= B

(
1

T − t+ 1
·

(
T · X

(l)

θ(l)
−

t−1∑
i=1

s(l)[i]

))
, (17)

obtained by unrolling through time the expression for the membrane potential.

We next consider various settings of the theorem. For the first three statements, we can assume that the vector X(l) is
one dimensional, i.e. X(l) ∈ R. We start by first considering the situation where X(l) > θ(l), so that the output of the
ANN is ReLUθ(l)(X(l)) = θ(l). In that case, we notice that the spiking neuron will fire at every time step t = 1, . . . , T ,
because the bias for the Bernoulli random variable will always be bigger than or equal to 1, as follows from the previous
equations. Similarly, if X(l) ≤ 0, the bias will always be non-positive, and both the output of ANN and of SNN will be 0.
Consequently, the first three statements follow directly for both of these cases.

Suppose now that 0 ≤ X(l) < θ(l) (or, equivalently, 0 ≤ X(l)

θ(l) < 1) and let a be minimal non-negative integer such that

a · θ(l) ≤ T ·X(l) < (a+ 1) · θ, i.e. a := ⌊T ·X(l)

θ(l) ⌋. In particular, 0 ≤ a < T . We proceed to prove statement (b) above.
We note that in general,

∑t−1
i=1 s

(l)[i] ≤ a+ 1, because after at most a+ 1 spikes, the residue membrane potential would
become negative. Also, due to the condition of the statement that the residue membrane potential is still non-negative, we
may assume that

∑t−1
i=1 s

(l)[i] ≤ a. Then, it becomes clear that the bias in the last equation (17) is a non-negative number
smaller than 1, and it follows that

E
[
s
(l)
i [t]

]
=

1

T − t+ 1
·

(
T · X

(l)

θ(l)
−

t−1∑
i=1

s(l)[i]

)
, (18)

so that we finally have

θ(l) · (T − t+ 1)

T
· E
[
s
(l)
i [t]

]
+

θ(l)

T
·
t−1∑
i=1

s
(l)
i [i] (19)

=
θ(l) · (T − t+ 1)

T
· 1

T − t+ 1
·

(
T · X

(l)

θ(l)
−

t−1∑
i=1

s(l)[i]

)
+

θ(l)

T
·
t−1∑
i=1

s
(l)
i [i] (20)

= X(l) = ReLUθ(l)(X(l)). (21)

Statement (a) follows from (b), while for the statement (c) for the first case, we notice that after every spike, the residue
membrane potential is a multiple of θ(l), hence we will have exactly a spikes (notation above), while the second case follows
from statement (b). Finally, statement (d) is a direct consequence of the above discussion.

C. Experiments Details
C.1. Datasets

CIFAR-10: The CIFAR-10 dataset (Krizhevsky et al., 2010) contains 60,000 color images of 32x32 pixels each, divided
into 10 distinct classes (e.g., airplanes, cars, birds), with each class containing 6,000 images. The dataset is split into 50,000
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training images and 10,000 test images.

CIFAR-100: The CIFAR-100 dataset (Krizhevsky et al., 2010) consists of 60,000 color images of 32x32 pixels, distributed
across 100 classes, with each class having 600 images. Similar to CIFAR-10, it is divided into 50,000 training images and
10,000 test images.

CIFAR10-DVS: The CIFAR10-DVS (Li et al., 2017) dataset is a neuromorphic vision benchmark derived from the CIFAR-
10 dataset, converting 10,000 static images (1,000 per class across 10 categories like airplanes and cars) into event streams
using a Dynamic Vision Sensor (DVS). Generated via Repeated Closed-Loop Smooth (RCLS) movement to simulate realistic
motion, the dataset captures spatio-temporal intensity changes as asynchronous ON/OFF events (128×128 resolution) with
inherent noise (e.g., 60Hz LCD artifacts, later corrected). Designed for moderate complexity between MNIST-DVS and
N-Caltech101, it challenges event-driven algorithms, achieving initial low accuracies ( 22–29%) with methods like spiking
neural networks and SVM, highlighting its utility for advancing neuromorphic research. Publicly available on Figshare1,
CIFAR10-DVS bridges traditional and event-based vision, fostering innovation in brain-inspired computing and real-world
dynamic scene analysis.

ImageNet: The ImageNet dataset (Deng et al., 2009) comprises 1,281,167 images spanning 1,000 classes in the training
set, with a validation set and a test set containing 50,000 and 100,000 images, respectively. Unlike the CIFAR datasets,
ImageNet images vary in size and resolution. The validation set is frequently used as the test set in various applications.

C.2. Configuration and Setups

C.2.1. OURS + QCFS

CIFAR: We followed the original paper’s training configurations to train ResNet-20 and VGG-16 on CIFAR-100. The
Stochastic Gradient Descent (SGD) optimizer with a momentum of 0.9 was used. The initial learning rate was set to 0.02,
with a weight decay of 5 × 10−4. A cosine decay scheduler adjusted the learning rate over 300 training epochs. The
quantization steps L were set to 8 for ResNet-20 and 4 for VGG-16. All models were trained for 300 epochs.

ImageNet: We utilized checkpoints for ResNet-34 and VGG-16 from the original paper’s GitHub repository. For ImageNet,
L was set to 8 and 16 for ResNet-34 and VGG-16, respectively.

C.2.2. OURS + RTS

CIFAR: We trained models using the recommended settings from the original paper.

ImageNet: We used pre-trained checkpoints for ResNet-34 and VGG-16 from the original paper’s GitHub repository.
Subsequently, all ReLU layers were replaced with spiking neuron layers.

For all datasets, we initialize TPP membrane potential to zero, while in the baselines we do as they propose.

C.2.3. OURS + SNNC W/O CALIBRATION

CIFAR: We adhered to the original paper’s configurations to train ResNet-20 and VGG-16 on CIFAR-100. The SGD
optimizer with a momentum of 0.9 was used. The initial learning rate was set to 0.01, with a weight decay of 5× 10−4 for
models with batch normalization. A cosine decay scheduler adjusted the learning rate over 300 training epochs. All models
were trained for 300 epochs with a batch size of 128.

ImageNet: We used pre-trained checkpoints for ResNet-34 and VGG-16 from the original paper’s GitHub repository.
Subsequently, all ReLU layers were replaced with our proposed spiking neuron layers.

1https://figshare.com/articles/dataset/CIFAR10-DVS_New/4724671

17

https://figshare.com/articles/dataset/CIFAR10-DVS_New/4724671


Temporal Misalignment and Probabilistic Neurons

D. Algorithms
The baseline SNN neuron forward function (Algorithm 1) initializes the membrane potential to zero and iteratively updates it
by adding the layer output at each timestep. Spikes are generated when the membrane potential exceeds a defined threshold,
θ, and the potential is reset accordingly. This function captures the core dynamics of spiking neurons. The Shuffle Mode
(Algorithm 2) is an extension of the baseline forward function. After generating the spikes across the simulation length, this
mode shuffles the spike train.

The TPP Mode (Algorithm 3) introduces a probabilistic component to the spike generation process. Instead of a deterministic
threshold-based spike generation, it uses a Bernoulli process where the probability of spiking is determined by the current
membrane potential relative to the threshold adjusted for the remaining timesteps.

Algorithm 1 SNN Neuron Forward Function and Additional Modes

Require: SNN Layer ℓ; Input tensor x; Threshold θ; Simulation length T .
1: function BASELINESNN(ℓ,x, θ, T )
2: v← 0 {Initialize membrane potential}
3: for t = 1 to T do
4: v← v + ℓ(x(t))
5: s← (v ≥ θ)× θ
6: v← v − s
7: Store s(t)
8: end for
9: return s

10: end function

Algorithm 2 SNN Neuron Forward Function of Shuffle Mode

Require: SNN Layer ℓ; Input tensor x; Threshold θ; Simulation length T .
1: function SHUFFLEMODE(ℓ,x, θ, T )
2: v← 0 {Initialize membrane potential}
3: for t = 1 to T do
4: v← v + ℓ(x(t))
5: s← (v ≥ θ)× θ
6: v← v − s
7: Store s(t)
8: end for
9: Shuffle the stored spikes s(1), s(2), . . . , s(T )

10: return shuffled s
11: end function

Algorithm 3 SNN Neuron Forward Function of TPP Mode

Require: SNN Layer ℓ; Input tensor x; Threshold θ; Simulation length T .
1: function TPPMODE(ℓ,x, θ, T )
2: v←

∑T
t=1 x(t) {Initialize membrane potential with the sum of inputs}

3: for t = 1 to T do
4: p← Clamp(v/(θ × (T − t+ 1)), 0, 1)
5: s← Bernoulli(p)× θ
6: v← v − s
7: Store s(t)
8: end for
9: return s

10: end function
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E. Additional Experiments
E.1. SNNC

We show extra experiment results about the comparison among permutation method and two-phase probabilistic method. We
validated ResNet-20 and VGG-16 on the CIFAR-10/100 dataset , and ResNet-34, VGG-16 and RegNetX-4GF on ImageNet
with batch and channel-wise normalization enabled. Using a batch size of 128, the experiment was run five times with
different random seeds to ensure reliable and reproducible results.

Table 4. Comparison between our proposed methods and ANN-SNN conversion SNNC method on CIFAR-10. The average accuracy and
standard deviation of the TPP method are reported over 5 experiments.
Architecture Method ANN T=1 T=2 T=4 T=8 T=16 T=32 T=64

ResNet-20
SNNC-AP (Li et al., 2021a) 96.95 51.20 66.07 83.60 92.79 95.62 96.58 96.85

Ours (Permute) 96.95 34.05 61.46 90.54 95.05 96.12 96.62 96.77
Ours (TPP) 96.95 10.05 (0.02) 17.30 (0.52) 79.19 (0.67) 93.72 (0.05) 95.87 (0.09) 96.67 (0.04) 96.80 (0.01)

VGG-16

SNNC-AP (Li et al., 2021a) 95.69 60.72 75.82 82.18 91.93 93.27 94.97 95.40
Ours (Permute) 95.69 38.01 64.40 84.65 92.24 92.80 93.33 94.10

Ours (TPP) 95.69 11.46 (0.35) 32.24 (1.40) 86.85 (0.42) 94.34 (0.12) 94.86 (0.06) 95.48 (0.03) 95.60 (0.04)

Table 5. Comparison between our proposed methods and ANN-SNN conversion SNNC method on CIFAR-100. The average accuracy
and standard deviation of the TPP method are reported over 5 experiments.
Architecture Method ANN T=1 T=2 T=4 T=8 T=16 T=32 T=64

ResNet-20
SNNC-AP (Li et al., 2021a) 81.89 17.91 34.08 54.78 72.28 78.57 81.20 81.95

Ours (Permute) 81.89 5.64 19.54 52.46 75.21 79.76 81.12 81.52
Ours (TPP) 81.89 1.94 (0.11) 5.15 (0.44) 39.67 (0.99) 71.05 (0.68) 78.97 (0.24) 81.06 (0.05) 81.61 (0.08)

VGG-16

SNNC-AP (Li et al., 2021a) 77.87 28.64 34.87 50.95 64.30 71.93 75.39 77.05
Ours (Permute) 77.87 12.50 34.98 60.81 69.42 72.78 73.50 75.14

Ours (TPP) 77.87 2.05 (0.27) 15.90 (0.71) 59.23 (0.65) 73.16 (0.17) 76.05 (0.26) 77.16 (0.09) 77.56 (0.13)

Table 6. Comparison between our proposed methods and ANN-SNN conversion SNNC method on ImageNet. The average accuracy and
standard deviation of the TPP method are reported over 5 experiments.

Architecture Method ANN T=4 T=8 T=16 T=32 T=64 T=128

ResNet-34
SNNC-AP (Li et al., 2021a) 75.65 – – – 64.54 71.12 73.45

Ours (Permute) 75.65 10.51 57.57 70.94 74.00 75.06 75.47
Ours (TPP) 75.65 2.69 (0.03) 49.24 (0.23) 69.97 (0.10) 74.07 (0.06) 75.23 (0.03) 75.51 (0.05)

VGG-16

SNNC-AP (Li et al., 2021a) 75.37 – – – 63.64 70.69 73.32
Ours (Permute) 75.37 38.61 67.29 73.35 74.34 74.82 75.11

Ours (TPP) 75.37 54.14 (0.59) 69.75 (0.27) 73.44 (0.02) 74.72 (0.06) 75.14 (0.02) 75.25 (0.03)

RegNetX-4GF

SNNC-AP (Li et al., 2021a) 80.02 – – – 55.70 70.96 75.78
Ours (Permute) 78.45 – – 43.45 68.12 75.63 77.63

Ours (TPP) 78.45 – – 22.71 (2.98) 66.51 (0.44) 75.54 (0.07) 77.83 (0.04)
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E.2. RTS

Table 7. Comparison between our proposed methods and ANN-SNN conversion RTS method on CIFAR-10/100 and ImageNet. The
average accuracy and standard deviation of the TPP method are reported over 5 experiments.

Dataset Architecture Method ANN T=4 T=8 T=16 T=32 T=64 T=128

CIFAR-10

VGG-16
RTS*(Deng & Gu, 2021) 94.99 88.64 91.67 93.64 94.50 94.76 94.91

Ours (Permute) 94.99 91.22 93.70 94.50 94.86 94.88 94.97
Ours (TPP) 94.99 91.49 (0.21) 94.11 (0.09) 94.72 (0.08) 94.84 (0.06) 94.91 (0.02) 94.98 (0.02)

ResNet-20
RTS*(Deng & Gu, 2021) 91.07 27.08 40.88 65.13 84.75 90.12 90.76

Ours (Permute) 91.07 68.18 86.57 90.20 90.81 91.04 90.99
Ours (TPP) 91.07 72.87 (0.22) 88.27 (0.14) 90.44 (0.08) 90.86 (0.14) 90.94 (0.04) 91.01 (0.03)

CIFAR-100 VGG-16
RTS◦(Deng & Gu, 2021) 76.13 23.76 43.81 56.23 67.61 73.45 75.23

Ours (Permute) 76.13 35.31 62.84 71.20 74.34 75.53 75.92
Ours (TPP) + RTS 76.13 37.88 (0.35) 65.81 (0.27) 73.05 (0.12) 75.17 (0.17) 75.64 (0.12) 75.90 (0.08)

ImageNet VGG-16
RTS (Deng & Gu, 2021) 72.16 – – 55.80 67.73 70.97 71.89

Ours (Permute) 72.16 33.77 58.31 67.80 70.89 71.65 71.95
Ours (TPP) 72.16 30.50 (1.19) 56.69(0.67) 67.34 (0.25) 70.63 (0.11) 71.75 (0.05) 72.05 (0.03)

E.3. QCFS

Table 8. Comparison between our proposed methods and ANN-SNN conversion QCFS method on CIFAR-10/100 and ImageNet. The
average accuracy and standard deviation of the TPP method are reported over 5 experiments.

Dataset Architecture Method ANN T=4 T=8 T=16 T=32 T=64

CIFAR-10

VGG-16
QCFS*(Bu et al., 2022c) 95.76 94.33 95.21 95.65 95.87 95.99

Ours (Permute) 95.76 95.15 95.58 95.83 95.95 95.97
Ours (TPP) 95.76 95.28(0.09) 95.84(0.1) 95.95(0.05) 95.98(0.06) 95.97 (0.03)

ResNet-20
QCFS (Bu et al., 2022c) 92.43 79.45 88.56 91.94 92.79 92.82

Ours (Permute) 92.43 84.85 91.24 92.67 92.82 92.85
Ours (TPP) 92.43 86.24(0.18) 92.08(0.11) 92.70(0.1) 92.78(0.04 92.68(0.06)

CIFAR-100

VGG-16
QCFS◦(Bu et al., 2022c) 76.3 69.29 73.89 75.98 76.52 76.54

Ours (Permute) 76.3 74.28 75.97 76.54 76.60 76.64
Ours (TPP) 76.3 74.0(0.15) 76.06(0.08) 76.37(0.1) 76.55(0.09) 76.51(0.07)

ResNet-20
QCFS (Bu et al., 2022c) 67.0 27.44 49.35 63.12 66.84 67.77

Ours (Permute) 67.0 45.33 62.81 66.93 67.85 67.96
Ours (TPP) 67.0 47.0(0.2) 64.66(0.25) 67.28(0.12) 67.61(0.1) 67.77(0.06)

ImageNet VGG-16
QCFS (Bu et al., 2022c) 74.29 – – 50.97 68.47 72.85

Ours (Permute) 73.89 55.54 71.12 73.65 74.28 74.28
Ours (TPP) 74.22 68.39 (0.08) 72.99 (0.05) 73.98 (0.07) 74.23 (0.03) 74.29 (0.00)
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E.4. Spiking activity

The percentage difference between the baseline and our method in TPP mode is calculated as follows:
Percentage Difference = Ours−Baseline

Baseline × 100.
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Figure 7. Spike counts of VGG-16 on CIFAR-100 after different timesteps (T). Note: The bar height from bottom indicates the spike
counts after each timestep T, and the color of longer Ts is overlaid by shorter Ts.

Table 9. Comparison of firing counts percentage difference between the baseline and our proposed TPP method for VGG-16 on CIFAR-100
using QCFS.

Layer T=4 T=8 T=16 T=32 T=64 T=128

1 1.073 0.528 0.261 0.136 0.065 0.033

2 2.629 1.022 0.438 0.206 0.102 0.050

3 0.049 0.230 0.185 0.109 0.056 0.028

4 -0.867 -0.664 -0.419 -0.228 -0.118 -0.060

5 0.073 0.515 0.350 0.182 0.090 0.044

6 0.701 0.010 -0.098 -0.074 -0.041 -0.021

7 -1.071 -0.865 -0.470 -0.246 -0.122 -0.063

8 1.009 1.193 0.731 0.385 0.196 0.096

9 0.504 0.417 0.205 0.108 0.051 0.024

10 -0.112 0.842 0.647 0.375 0.198 0.100

11 2.071 2.438 1.614 0.898 0.465 0.235

12 0.797 0.943 0.756 0.461 0.247 0.127

13 4.503 2.156 1.209 0.655 0.343 0.171

14 25.898 13.883 7.770 3.852 1.887 0.936

15 33.585 16.864 8.945 4.474 2.227 1.108
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Table 10. Comparison of firing counts percentage difference between the baseline and our proposed TPP method for ResNet-34 on
ImageNet using QCFS.

Layer T=4 T=8 T=16 T=32 T=64 T=128

1 0.587 0.306 0.149 0.079 0.036 0.018

2 -0.921 -0.435 -0.212 -0.108 -0.053 -0.025

3 0.353 0.189 0.082 0.036 0.019 0.010

4 -2.786 -1.583 -0.920 -0.506 -0.270 -0.141

5 0.469 0.277 -0.107 -0.020 -0.019 -0.011

6 -3.955 -1.865 -0.705 -0.344 -0.166 -0.086

7 -0.381 0.321 -0.090 -0.031 -0.020 -0.013

8 6.615 3.261 1.494 0.628 0.290 0.131

9 -5.116 -3.006 -1.555 -0.794 -0.391 -0.195

10 -2.938 3.431 3.096 1.794 0.975 0.498

11 1.184 0.466 0.359 0.102 0.053 0.022

12 -17.739 -7.302 -1.788 -0.609 -0.270 -0.132

13 0.105 -0.138 -0.287 -0.292 -0.166 -0.087

14 -8.597 -2.626 0.006 0.327 0.289 0.140

15 -0.522 -0.214 -0.273 -0.299 -0.173 -0.094

16 -11.196 -5.194 -1.990 -0.813 -0.405 -0.217

17 -3.828 -1.192 -0.320 -0.192 -0.105 -0.058

18 -6.869 -2.392 -0.644 0.007 -0.002 0.001

19 0.092 -0.299 -0.181 -0.138 -0.074 -0.035

20 -5.639 -0.308 0.923 0.796 0.448 0.234

21 0.399 -0.968 -0.796 -0.509 -0.275 -0.145

22 -4.474 3.712 4.440 3.033 1.700 0.880

23 0.456 -0.901 -0.703 -0.533 -0.281 -0.145

24 -5.863 4.241 5.617 3.797 2.090 1.074

25 1.433 -0.464 -0.774 -0.632 -0.347 -0.182

26 -5.034 4.908 6.328 4.362 2.459 1.271

27 0.661 -0.914 -1.156 -0.931 -0.530 -0.284

28 -15.667 4.763 9.616 6.975 4.062 2.096

29 -9.747 1.663 3.836 2.455 1.384 0.673

30 -0.151 16.639 15.387 9.638 5.334 2.769

31 -5.403 0.917 1.957 1.555 1.009 0.574

32 17.796 6.777 3.728 3.231 2.507 1.583

33 -4.935 -2.141 2.055 2.931 2.395 1.561
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Table 11. Comparison of firing counts percentage difference between the baseline and our proposed TPP method for VGG-16 on ImageNet
using QCFS.

Layer T=4 T=8 T=16 T=32 T=64 T=128

1 5.487 2.776 1.444 0.712 0.363 0.179

2 0.418 0.173 -0.005 0.007 0.007 0.006

3 -2.375 -0.883 -0.351 -0.128 -0.062 -0.031

4 6.170 2.181 0.627 0.121 0.024 -0.002

5 -3.338 -0.318 0.327 0.306 0.173 0.097

6 7.036 2.769 0.993 0.385 0.173 0.078

7 -5.722 -3.482 -1.661 -0.800 -0.400 -0.200

8 -6.155 0.310 1.411 0.955 0.507 0.269

9 -0.718 1.172 0.725 0.337 0.162 0.081

10 -12.833 -9.060 -4.882 -2.359 -1.145 -0.564

11 12.966 11.241 7.718 4.443 2.344 1.188

12 -11.194 -14.874 -12.032 -7.889 -4.437 -2.395

13 -37.388 -30.782 -20.701 -12.296 -6.527 -3.377

14 -23.619 -12.312 -3.929 -0.233 0.585 0.382

15 -10.988 -18.476 -13.953 -7.904 -4.091 -2.015
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E.5. Energy consumption estimation

We follow what most did such as (Rathi & Roy, 2023; Yao et al., 2023) We computed the energy cost for ANNs and
SNNs in 45nm CMOS technology. The energy cost for 32-bit ANN MAC operation (4.6pJ) is 5.1×more than SNN addition
operation (0.9pJ) (Horowitz, 2014).

Following prior work such as (Rathi & Roy, 2023; Yao et al., 2023), we computed the energy cost for both ANNs and SNNs
using 45nm CMOS technology. The energy consumption of a 32-bit MAC operation in ANNs (4.6 pJ) is approximately
5.1× higher than that of an addition operation in SNNs (0.9 pJ) (Horowitz, 2014).

In ANNs, the computational cost per layer, denoted as C(l)ANN, is defined as:

C(l)ANN =

{
wk · hk · cin · hout · wout · cout, Convolution layer
fin · fout, Fully-connected layer

(22)

where wk and hk denote the kernel width and height; cin and cout are the numbers of input and output channels; hout and
wout denote the height and width of the output feature map; and fin, fout represent the input and output feature dimensions
in fully-connected layers.

For an SNN, the number of operations per layer is given by:

C(l)SNN = ν(l) · C(l)ANN (23)

where the spike rate ν(l) for layer l is defined as the average spike rate per neuron over all inference timesteps:

ν(l) =
1

T

T∑
t=1

N
(l,t)
spikes

N
(l)
neurons

(24)

Here, T denotes the total number of inference timesteps, N (l,t)
spikes is the number of spikes at timestep t in layer l, and N

(l)
neurons

is the number of neurons in layer l.
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F. Membrane potential Distribution

Figure 8. The membrane potential distributions of the first channel (randomly selected) across three modes (baseline, shuffle, and
probabilistic) in VGG-16 on CIFAR-100. For comparison, the first two timesteps (t=1, t=2) from a total of eight timesteps (T=8) are
selected for each mode. The baseline mode (blue) achieves an accuracy of 24.22%, while the shuffle mode (light green) improves accuracy
to 70.54%, and the probabilistic mode (dark orange) further increases accuracy to 73.42%. The distributions are shown before firing, and
the red dashed line indicates the threshold voltage (Vth) for the layer.
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Figure 9. The membrane potential of the first channel (randomly selected) from layer 1 in SNNC baseline mode using VGG-16 on
CIFAR-100 achieves an accuracy of 24.22% before firing.

The first two timesteps exhibit an abnormal distribution compared to those at t=4 to t=8. This discrepancy arises from the
initially incorrect membrane potential before firing, which affects the firing rate and propagates errors layer by layer. A
detailed quantifiable error analysis is provided in Appendix B. Furthermore, as shown in Figure 10, shuffling the membrane
potential effectively alleviates this effect.
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Figure 10. Membrane potential of the first channel (randomly selected) before firing in SNNC shuffle mode using VGG-16 on CIFAR-100.
The achieved accuracy is 70.54%, indicating the impact of random spike rearrangement.
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Figure 11. Membrane potential of the first channel (randomly selected) before firing in SNNC probabilistic mode using VGG-16 on
CIFAR-100. The accuracy increases to 73.42%.
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G. Permutations and ANN-SNN conversion
Heuristics behind permutations We come back to the original motivation, and the mysterious effect of temporal misalign-
ment. To this end, we notice that permutations may act as a “uniformizer” of the inputs to the spiking neuron, which is
highly related to notions of phase lag or unevenness of the inputs (see (Li et al., 2022) and (Bu et al., 2022c), respectively).

Theorem 2. Suppose we have N spiking neurons that produced spike trains si[1], si[2], . . . , si[T ], i = 1, . . . , N . Fur-
thermore, suppose that these spike trains are modulated with weights w1, . . . , wN , respectively. For a given permutation
π = (π1, . . . , πN ), let πsi denote the permutation of the spike train si. Then, for every t1, t2 ∈ {1, 2, . . . , T},

Eπ[
∑

wiπsi[t1]] = Eπ[
∑

wiπsi[t2]].

Proof. It is enough to prove that for each i = 1, . . . , N ,

Eπ[πsi[t1]] = Eπ[πsi[t2]]. (25)

Let A(ti) be the cardinality of the set of all the permutations that end up with a spike in step ti, and note that the probability
of having a spike at ti is then A(ti)

T ! . But, for each permutation that ends up with a spike at ti, one can find a permutation
that ends up with a spike at t2 (by simply applying a cyclic permutation) and moreover this correspondence is bijective. In
particular A(ti) is independent of i. The equation (25) and the statement follow.

The previous result deals with the expected outputs with respect to the permutations. When it comes to the action of a single
permutation, we make the following observation. The effect of a single permutation is mostly visible on spike trains that
have a low number of spikes. This, in turn, is related to the situation where the input to the neuron is low throughout
time, and it takes longer for a neuron to accumulate enough potential in order to spike, hence the neuron spikes at a later
time during latency. In this case, a single permutation of the output spike(s) actually move the spikes forward in time (in
general) and as such contributes to the elimination of the unevenness error, which appears when the input to a neuron in the
beginning is higher than the average input through time (hence, the neuron produces superfluous spikes in the beginning,
which shouldn’t be the case).

Table 12. Recorded accuracy after t ≤ T time steps, when the baseline model is "permuted" in latency T . Setting is VGG-16, CIFAR-100.

Method ANN t=1 t=2 t=4 t=8 t=16 t=32

QCFS (Bu et al., 2022c) 49.09 63.22 69.29 73.89 75.98 76.52
Ours (Permute) T=4 68.11 71.91 74.2
Ours (Permute) T=8 71.76 74.11 75.53 75.86
Ours (Permute) T=16 72.75 74.27 75.63 76.0 76.39
Ours ((Permute) T=32 73.15 75.23 75.74 76.27 76.59 76.52

RTS (Deng & Gu, 2021) 1.0 1.03 23.76 43.81 56.23 67.61
Ours (Permute) T=4 22.9 30.78 34.54
Ours ((Permute) T=8 45.11 52.7 59.2 62.58
Ours ((Permute) T=16 54.58 64.37 68.6 70.8 71.79
Ours (Permute) T=32 62.76 69.12 71.76 73.31 74.09 74.6

Remarks:

1. In Table 12 we combine permutations with baseline models in fixed latency T . Afterwards, we record the accuracies
of such "permuted" model for lower latencies t. We can notice a sharp increase in the accuracies compared to the
baselines, and in particular, the variance in accuracies across t is reduced.

2. Baseline analysis:

(a) SNN models converted from a pretrained ANN aim to approximate the ANN activation values with firing rates. In
particular, in lower time steps, the approximation is too coarse as the firing rate has only few possibilities to use to
approximate the ANN (continuous) values. For example, in T = 1, the baselines are attempting to approximate
ANN activations with binary values 0 and θ.
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(b) Moreover, at each spiking layer, the spiking neurons at early time steps, use only the outputs of the previous
spiking layer from the same, early, time steps. As this information is already too coarse, the approximation error
accumulates throughout the network, finally yielding in models that are underperfoming in low latencies.

(c) With longer latencies, the model is using more spikes and is able to approximate the ANN values more accurately,
and to correct the results from the first time steps.

3. Effect of permutations:

(a) When performing permutations on spike trains after spiking layers in the baseline models, the input to the next
spiking layer in lower time steps, no longer depends only on the outputs of the previous layer in the same
lower time steps, but it depends on the outputs in all time steps T .

(b) In particular, when spiking layer is producing spikes at time step t = 1, it does so "taking into account" (via
permutation) outputs at all the time steps from the previous spiking layer.

(c) As a way of example, consider two spiking neurons N1 and N2, where N2 receives the weighted input from N1.
If a spiking neuron N1 in one layer has produced spike train s = [1, 0, 0, 0], in approximating ANN value of .25,
then a spiking neuron N2 at the first time step will use 1 as the approximation and will receive the input W · 1
from neuron N1. However, after a generic permutation of s, the probability of having zero at the first time step of
output of neuron N1 is 3

4 (as oppose to having 1 with probability 1
4 ), and at the first time step neuron N2 will

most likely receive the input W · 0 = 0 from neuron N1, which is a rather better approximation for W · .25 than
W itself.

(d) This property of receiving input at lower t but taking into account the previous layer spike outputs at all the time
steps is not only exclusive to lower t. Indeed, at every time step t ≤ T , the input at a spiking layer is formed by
taking into account spiking train outputs from the previous layer at all the time steps, but having already accounted
for for the observed input at the first t < 1 steps.

(e) In general, the permutations overall increase the performance of the baselines because the spike trains are
"uniformized" in accordance to their rate, and the accumulation error is reduced. If a layer l has produced spike
outputs that well approximate the l layer in ANN, then, after a generic permutation, at each time step starting with
the first, the next layer is receiving the most likely binary approximation of those rates.

(f) This is nothing but Theorem 2 in visible action.
(g) Besides Table 12, we provide further evidence on how permutation affect the baselines through the observed

membrane potential in the following sections.
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G.1. The effect of permutations on performance: Further experiments
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Figure 12. Accuracy comparison for permutations over 8 time steps, fixing given pairs of time steps. Setting is VGG-16, CIFAR-100. The
baseline (QCFS) accuracy is 73.89%, ANN accuracy is 76.21%.
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Figure 13. Accuracy of the model when a permutation is applied on a single layer using QCFS baseline. Setting is VGG-16, T = 4,
CIFAR-100. Baseline accuracy is 69.31%, ANN accuracy is 76.31%
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Figure 14. Accuracy of the model when a permutation is applied on a single layer using SNNC baseline. Setting is VGG-16, T = 8,
CIFAR-100. Baseline accuracy without calibration is 24.22%, ANN accuracy is 77.87%
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