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Abstract

Training high-performing Small Language Models (SLMs) remains computation-
ally expensive, even with knowledge distillation and pruning from larger teacher
models. Existing approaches often face three key challenges: (1) information
loss from hard pruning, (2) inefficient alignment of representations, and (3) under-
utilization of informative activations, particularly from Feed-Forward Networks
(FFNs). To address these challenges, we introduce Low-Rank Clone (LRC), an ef-
ficient pre-training method that constructs SLMs aspiring to behavioral equivalence
with strong teacher models. LRC trains a set of low-rank projection matrices that
jointly enable soft pruning by compressing teacher weights, and activation clone
by aligning student activations, including FFN signals, with those of the teacher.
This unified design maximizes knowledge transfer while removing the need for
explicit alignment modules. Extensive experiments with open-source teachers such
as Llama-3.2-3B-Instruct and Qwen2.5-3B/7B-Instruct show that LRC matches or
surpasses the performance of state-of-the-art models trained on trillions of tokens–
using only 20B tokens, achieving over 1,000× greater training efficiency. Our
codes and model checkpoints are available at Github and Huggingface.

1 Introduction
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Figure 1: LRC results that achieve higher
accuracy with 1,000× fewer training tokens,
significantly boosting efficiency.

Large Language Models (LLMs) have shown excep-
tional performance across a wide range of Natural
Language Processing (NLP) tasks [2, 74, 73, 22, 25].
However, their deployment remains limited in real-
world applications due to their immense computa-
tional and memory requirements, making them un-
suitable for latency-sensitive, edge-based, or privacy-
preserving scenarios. As a result, there is growing
momentum toward developing Small Language Mod-
els (SLMs) that offer similar capabilities with signif-
icantly lower resource footprints.

Yet, despite their smaller size, training high-
performing SLMs remains a resource-intensive en-
deavor. For example, state-of-the-art SLMs such as
Llama-3.2-3B [4] and Qwen3-1.7B [74] require 9
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and 36 trillion tokens, respectively, for pre-training. To reduce such substantial costs, knowledge
distillation [31] has emerged as a key strategy, enabling a compact student model to learn from
a larger and more powerful teacher model [41, 53, 23, 22]. Recent efforts such as Minitron [53]
and Sheared Llama [70] have explored the use of existing LLMs [74, 1, 22, 3] to accelerate SLM
pre-training. These methods typically combine structured pruning and distillation, first removing
“unimportant” neurons and then recovering performance via distillation or continued training.

Despite these advances, current distillation paradigms still fall short in fully utilizing the rich
knowledge embedded in teacher models, resulting in limited efficiency and suboptimal student
performance. We identify three core challenges in existing approaches:

• Information Loss from Hard Pruning: Most existing methods use hard pruning, permanently
removing selected neurons, channels, attention heads, or entire layers [75, 53, 70, 51]. While
reducing model size, it discards valuable information from the teacher’s weights, e.g., pruning 50%
of Llama-7B in LLM-Pruner [48] caused a sharp performance drop from 63.25 to 48.98.

• Inefficient Alignment of Representations: Feature-based distillation methods [37, 67, 53] often
use additional projection matrices to align intermediate activations between teacher and student.
However, as the student’s internal states evolve during training, learning effective alignment
mappings becomes challenging, reducing distillation efficiency.

• Underutilization of Informative Activations: Prior work has primarily focused on aligning atten-
tion scores [37, 67], while largely overlooking the high-dimensional, information-rich activations
from Feed-Forward Networks (FFNs). These FFN signals are crucial to the expressiveness of
modern LLMs, as confirmed by our ablation study in Section 4.3.

To overcome these challenges, we propose Low-Rank Clone (LRC), a highly efficient pre-training
method that constructs SLMs aspiring to behavioral equivalence with strong teacher models. LRC
eliminates the need to train the student’s weights, except for the RMSNorm parameters [76], which
constitute less than 1% of the total, drastically reducing training overhead.

Compared to prior multi-stage approaches [53, 70], LRC introduces a unified framework that performs
soft pruning and knowledge distillation simultaneously via trainable low-rank projection matrices.
Each forward pass of LRC consists of two key steps: (1) Low-Rank Projection, which projects the
teacher’s weights into smaller weights that directly serve as the student’s parameters. (2) Activation
Clone, which aligns the student’s intermediate activations with those of the teacher to preserve
behavioral fidelity. This design directly addresses the core limitations of existing methods, offering
three key advantages:

• Minimal Information Loss: By directly generating the student’s weights from the teacher model,
LRC preserves substantially more of the teacher’s knowledge, even at aggressive compression
levels, than hard pruning strategies.

• Alignment-Free Distillation: The projection matrices naturally handle representational mis-
matches between teacher and student layers, removing the need for additional alignment modules
and improving both efficiency and performance.

• Full Utilization of Activations: LRC captures a broad spectrum of intermediate signals, including
underutilized FFN activations, which we show to encode rich and valuable information often
ignored by prior methods.

We comprehensively evaluate LRC using strong, open-source teacher models such as Llama-3.2-3B-
Instruct and Qwen2.5-3B/7B-Instruct, showing competitive or superior performance compared to
leading SLMs trained on trillions of tokens. As depicted in Figure 1, LRC-1.7B outperforms Qwen3-
1.7B (64.98 vs. 63.17) on standard benchmarks, while requiring up to 1,000× fewer training tokens.
These results highlight LRC’s potential to drastically improve the cost-efficiency of high-performance
SLM development and advance the state of practical, high-performance language models.

2 Related Work

To reduce the computational and memory overhead of LLMs, researchers have explored a range
of techniques, including knowledge distillation [57, 62, 31, 37, 24, 67, 23], structured pruning [15,
75, 61, 48, 51], quantization [16, 71, 45], KV cache compression [72, 27, 36, 77, 47], and efficient
training frameworks [6, 60, 78, 26, 35]. Among these, knowledge distillation and structured pruning
are most relevant to our work.
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Knowledge Distillation and Structured Pruning. Knowledge distillation [31, 38] aims to transfer
knowledge from a large, pre-trained teacher model to a smaller student model. Early approaches
either use synthetic data generated by the teacher to train the student [11, 55, 32], or minimize the
divergence between their output distributions [31, 24, 59]. While effective, these techniques often
suffer from limited transfer efficiency and scalability [23, 57].

To improve transfer quality, feature-based distillation methods like TinyBert [37], MiniLM [67]
and TED [42] utilize intermediate activations from transformer layers to guide student learning.
However, these methods ignore the rich information encoded in the model weights [21], and require
additional alignment matrices to bridge discrepancies in hidden states, increasing training overhead.
In contrast, LRC circumvents these limitations by using trainable low-rank projection matrices that
simultaneously extract weight-level knowledge and serve as implicit alignment layers, eliminating
the need for student weight initialization or separate alignment training.

Recent approaches such as Minitron [53] and Sheared Llama [70] integrate hard pruning with distilla-
tion to compress LLMs. Yet, they rely on a multi-stage pipeline–pruning followed by distillation or
continued training–which increases training cost and sensitivity to pruning ratios. Moreover, hard
pruning can cause substantial performance degradation [48]. By contrast, LRC performs soft pruning
and distillation in a simple single stage, improving both efficiency and model performance.

Our model-centric method is complementary to recent data-centric approaches. For example,
LIMA [80] has shown that high-quality data is crucial for the alignment phase, while DA-KD [29]
introduces a framework for data filtering based on difficulty.

Structured pruning remains a key technique for LLM compression [48, 61, 19, 70]. A recent
example, SliceGPT [7], uses orthogonal projection and PCA [50] to prune weights while maintaining
computational equivalence. Nevertheless, PCA’s linear assumptions often fail to capture the nonlinear
nature of LLM weights, limiting its performance and compression capacity. Instead, LRC adopts
learnable low-rank projections that better adapt to the underlying structure of transformer weights,
improving both compression fidelity and knowledge retention.

Small Language Models (SLMs). SLMs have emerged as a practical solution for deploying language
models in resource-constrained environments. Recent efforts aim to train SLMs that approach LLM-
level performance [5, 74, 46, 34]. Nonetheless, even with the help of distillation [22], achieving
strong performance still typically requires pre-training on tens of trillions of tokens [4], limiting
accessibility and practicality. Unlike prior methods, LRC achieves competitive performance with
only 10 billion tokens, offering a paradigm shift in the efficiency of SLM training.

3 Low-Rank Clone

We present Low-Rank Clone (LRC), a novel distillation method that aims to construct SLMs
approaching behavioral equivalence with strong teacher models. As illustrated in Figure 2, LRC
consists of two key steps: (1) Low-Rank Projection that compresses the teacher’s weights into a
compact space, and (2) Activation Clone that aligns the activations of the student with those of the
teacher to preserve behavioral fidelity during forward passes.

Background and Notation. LRC builds on the transformer architecture as used in models like
Llama [66, 22]. Each transformer layer mainly consists of a self-attention mechanism and an FFN. The
attention mechanism involves four weight matrices: Wq ∈ Rdq×d, Wk ∈ Rdkv×d, Wv ∈ Rdkv×d,
and Wo ∈ Rd×d, where d is the hidden size of the model, and dq, dkv denote the query/key/value
dimensions. Given an input vector x ∈ Rd, the attention output is:

oattn = Attn(xW⊤
q ,xW⊤

k ,xW⊤
v )Wo.

The FFN employs the SwiGLU activation [58, 66, 74], containing three weight matrices, i.e., Wup ∈
Rdmid×d, Wgate ∈ Rdmid×d, and Wdown ∈ Rdmid×d, where dmid represents the intermediate
dimension. The computation of the SwiGLU-based FFN is defined as:

offn = SwiGLU(xW⊤
up,xW

⊤
gate)Wdown,

where SwiGLU(x,y) = x ⊙ σ(y), with σ being the SiLU activation function, and ⊙ denoting
element-wise multiplication. RMSNorm [76] is typically the normalization technique after both the
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Figure 2: The overall procedure of LRC. To ensure clarity, attention and normalization modules
are omitted. LRC involves two main steps: (1) Low-Rank Projection: applying low-rank projection
matrices to compress the teacher’s weights into a lower-dimensional space, which are then assigned
to the student. (2) Activation Clone, executing standard forward passes in both models to collect
intermediate activations, which are aligned using Mean Squared Error (MSE) loss.

attention and FFN components, which is defined as:

RMSNorm(x) =
x√

1
d

∑d
i=1 x

2
i + ϵ

⊙ g,

where g ∈ Rd is a learnable scaling parameter and ϵ is a small constant added for numerical stability.
Given a vocabulary V , the embedding matrix Wemb ∈ R|V |×d transforms input token indices into
embeddings of dimension d. At the output, the language model (LM) head Wlm ∈ R|V |×d projects
the final hidden states back into vocabulary logits. In SLMs, the LM head usually shares weights
with the embedding matrix [22, 74], reducing parameter redundancy.

3.1 Low-Rank Projection

Conventional feature-based distillation methods typically initialize student weights either from
scratch [37] or by pruning subsets of the teacher model [70, 53, 42, 57]. While straightforward, these
approaches inevitably discard valuable information and suffer from reduced distillation efficiency.

To address this, LRC introduces a Low-Rank Projection step that replaces manual initialization with
a principled, trainable transformation. As shown in Figure 2, a set of low-rank projection matrices:

W p
m,i,W

p
emb,W

p
lm, m ∈ {q, k, v, o,up, gate,down}, 0 < i < l,

are used to map the teacher’s weights into a lower-dimensional student space, where l is the number
of layers. These matrices, together with the student’s RMSNorm parameters [76], constitute the
only trainable components in LRC. Since RMSNorm contributes less than 1% of the total trainable
parameters, we focus below on the projection process in two stages.

Attention and FFN Weight Projection. For each layer i, LRC generates the student’s attention and
FFN weights by applying low-rank projections to the corresponding teacher weights:

W S
m,i = WT

m,iW
p
m,i, (1)

where m ∈ {q, k, v, o,up, gate,down}, WT
m,i ∈ RdT

m×dT

, W p
m,i ∈ RdT×dS

, and W S
m,i ∈ RdT

m×dS

.
Here, the hidden sizes follow: (1) do = d, (2) dk = dv = dkv, and (3) dgate = dup = ddown = dmid.
Superscripts T and S refer to teacher and student, respectively.

Embedding and LM Head Projection. The embedding and LM head weights are projected in the
same manner:

W S
m = WT

mW p
emb, (2)

where m ∈ {emb, lm}, WT
m ∈ R|V |×dT

, W p
m ∈ RdT×dS

, and W S
m ∈ R|V |×dS

. Here, V is the
shared vocabulary of the teacher and student models.

Structural Compatibility and Deployment. The resulting student model retains full architectural
compatibility and can perform forward passes without modification. Importantly, this enables
immediate post-training and inference of the student model.
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Algorithm 1: Overall Procedure of LRC
Input: Input token sequence T ; number of layers l; RMSNorm constant ϵ; teacher’s weights

{WT
m,i}, WT

emb, WT
lm; low-rank projection matrices {W p

m,i}, W
p
emb, W p

lm;
Output: Clone loss Lclone;
▷ Step 1: Low-Rank Projection

1 for i = 1 to l do
2 foreach m ∈ {q, k, v, o,up, gate,down} do
3 W S

m,i ←WT
m,iW

p
m,i; ▷ Generate student weights

4 W S
emb ←WT

embW
p
emb; W S

lm ←WT
lmW

p
lm;

▷ Step 2: Activation Clone
5 Lclone ← 0;
6 hT,oT

attn,o
T
ffn ← Forward(T , l, ϵ, {WT

m,i},WT
emb,W

T
lm); ▷ Get teacher act. dict.

7 hS,oS
attn,o

S
ffn ← Forward(T , l, ϵ, {W S

m,i},W S
emb,W

S
lm); ▷ Get student act. dict.

8 for i = 1 to l do
9 foreach m ∈ {q, k, v, gate,up} do ▷ Compute clone loss of interm. states

10 Lclone ← Lclone + E(hS
m,i,h

T
m,i);

11 Lclone ← Lclone + E(oS
attn,i,o

T
attn,iW

p
o,i) + E(oS

ffn,i,o
T
ffn,iW

p
down,i);

12 return Lclone;

3.2 Activation Clone

While previous methods have leveraged attention states to improve distillation efficiency [67, 37], they
largely overlook the rich information contained in FFN activations. To capture more comprehensive
semantic signals, LRC aligns a wide range of intermediate activations, treating them as fine-grained
anchor points for behavioral replication.

Specifically, LRC matches both the internal linear projections hm = xW⊤
m , where m ∈

{q, k, v,up, gate}, and the output vectors oattn and offn from the attention and FFN modules,
respectively. As depicted in Figure 2, all these activations are aligned using the Mean Squared Error
(MSE) loss E , yielding the overall Activation Clone loss Lclone:

Lclone =

l∑
i

[
E(oS

attn,i,o
T
attn,iW

p
o,i) + E(o

S
ffn,i,o

T
ffn,iW

p
down,i) +

∑
m

E(hS
m,i,h

T
m,i)

]
, (3)

where m ∈ {q, k, v,up, gate}. Following prior work [22, 24], LRC also employs a KL divergence
loss LKL to align teacher and student logits over the vocabulary and a next-token prediction loss
LLM to enhance model performance. The total training objective is:

L = LKL + LLM + αLclone, (4)

where α is a hyperparameter controlling the weight of activation alignment.

Alignment Free Design. Vanilla feature-based distillation approaches require additional projection
matrices to reconcile mismatched hidden dimensions [37, 42]. In contrast, LRC is inherently
alignment-free, i.e., the same low-rank projection matrices used to generate the student’s weights
(e.g., Wo,Wdown) can be reused directly to align activations during training. This property arises
from the structure of transformer modules, where outputs are linear combinations of their respective
output projection weights. Here, we illustrate this using the FFN. Formally, we have Lemma 1 as
follows:
Lemma 1 (Alignment-Free FFN Output Cloning). Let W S

down,i denote the FFN down-projection
weight in the student model at layer i, derived via the low-rank projection from the teacher’s weight
WT

down,i and projection matrix W p
down,i, such that:

W S
down,i = WT

down,iW
p
down,i.

If the intermediate FFN activations hup,i and hgate,i are perfectly cloned, i.e.,

hS
up,i = hT

up,i, hS
gate,i = hT

gate,i,
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Table 1: Zero-shot performance comparison between LRC and state-of-the-art publicly available
models with fewer than 2B parameters. “# Tokens” denotes the number of training tokens; “N/A”
indicates unavailable training data. All models, including teachers and ours, are instruct versions.

Model InternLM2-1.8B LRC-1.7B Qwen3-1.7B SmolLM2-1.7B LRC-1.5B MiniCPM-1.2B

Teacher – Qwen2.5-3B – – Llama3-3B –
# Tokens 2T 20B 36T 11T 10B 1T
Dataset N/A Mixed-1.1 N/A SomlLM Mixed-1.1 N/A

ARC-E 71.04 74.62 72.47 69.11 74.75 70.16
ARC-C 42.06 44.20 43.00 43.52 44.97 39.68
LogiQA 28.42 30.88 28.42 28.88 30.72 30.88
CSQA 70.11 70.19 64.78 51.19 65.77 64.29
PIQA 74.27 73.07 72.20 76.01 73.07 74.65
WinoG 63.77 63.30 61.48 68.98 62.25 60.77
BoolQ 75.50 79.82 77.65 68.47 75.78 67.58
SciQ 94.50 93.80 93.10 89.80 94.60 91.50
MMLU 43.75 54.93 55.44 48.50 49.42 44.23

Avg. ↑ 62.60 64.98 63.17 60.50 63.48 60.42

then the student FFN output is exactly equal to the teacher output passed through the same projection:

E(oS
ffn,i,o

T
ffn,iW

p
down,i) = 0.

The proof is provided in Appendix A. Lemma 1 shows that LRC needs no additional alignment
matrices–its low-rank projections suffice for both weight transformation and activation alignment.

Remarks. The overall procedure of LRC is summarized in Algorithm 1. The Forward function
executes a standard transformer forward pass and collects intermediate activations hm,i (for m ∈
{q, k, v,up, gate}) and the outputs oattn,i and offn,i of the attention and FFN modules at each layer.
Pseudo-code for this function is provided in Appendix C.

4 Experiments

4.1 Experiment Setup

Training Configuration. We train a series of LRC models using strong open-source SLMs as
teachers, i.e., Llama-3.2-3B-Instruct [22] for LRC-1.5B, Qwen2.5-3B-Instruct [74] for LRC-1.7B,
and Qwen2.5-7B-Instruct for LRC-4B. To fairly compare with Sheared-Llama [70], we also train
LRC-2.7B using Llama-2-7B-chat as the teacher. We employ supervised fine-tuning (SFT) to obtain
the instructed versions of LRC models. Implementation details are provided in Appendices D.1 and
D.2. All models are trained with packed sequences of length 2,048 for computational efficiency. We
use the Adam optimizer with β1 = 0.9 and β2 = 0.999, and set the KL divergence temperature to 40.
Training runs on 8 NVIDIA H800 GPUs using PyTorch, transformers [69], and deepspeed [6]
for distributed parallelism. The hyperparameter settings and model configurations are provided in
Appendices D.3 and D.4, respectively.

Training Datasets. We construct the training corpus by mixing data from Fineweb-Edu [54],
DCLM [40], and CosmopiediaV2 [5]. Fineweb-Edu served as the primary component, selected for its
high-quality educational content. To enrich the pre-training data distribution, we incorporate DCLM
and CosmopiediaV2, and use OpenHermes [65]. We also utilize UltraChat [18] as a supervised
fine-tuning dataset for instruction-tuning. The combined pre-training dataset is randomly shuffled
without curriculum settings. Data composition ratios and sources are listed in Appendix D.5.

Baselines. We compare LRC against several representative and competitive baselines: (1) Sheared
Llama [70], using the same teacher and training data for a fair comparison; (2) Minitron [53],
evaluated via its released checkpoint; (3) TinyBERT [37], a feature-based distillation method adapted
to the Llama architecture. We also benchmark LRC against state-of-the-art open-source SLMs of
similar sizes, including MiniCPM [34], SmolLM2 [5], Gemma3 [64], InternLM [10], and models
from the Qwen3 [73] families. Model checkpoints are listed in Appendix D.2.

Evaluation Protocol. In the experiments, all models are evaluated in zero-shot settings using the
lm-evaluation-harness framework [20], with transformers [69] serving as the inference back-
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Table 2: Zero-shot performance comparison between LRC and state-of-the-art publicly available
models with more than 2B parameters, where the model with “-B” refers to pre-trained only.

Model Gemma3-4B Minitron-4B Qwen3-4B LRC-4B LRC-2.7B-B Sheared-Llama-2.7B-B

Teacher – Nemotron4-15B – Qwen2.5-7B Llama2-7B Llama2-7B
# Tokens 4T 94B 36T 18B 10B 50B
Dataset N/A N/A N/A Mixed-2.0 Redpajama Redpajama

ARC-E 82.53 79.59 80.47 78.37 58.59 67.30
ARC-C 57.08 54.35 53.58 52.47 29.61 33.58
LogiQA 33.03 30.26 33.64 34.10 29.03 28.26
CSQA 69.37 71.09 75.76 79.28 36.36 18.92
PIQA 76.44 77.64 75.08 76.82 66.97 76.17
WinoG 69.38 65.93 65.27 67.72 62.43 65.04
BoolQ 83.94 82.60 84.95 84.50 74.31 65.99
SciQ 95.50 96.60 95.50 95.00 85.50 91.10
MMLU 57.58 56.77 68.38 64.41 31.20 26.56

Avg. ↑ 69.43 68.31 70.29 70.30 52.67 52.55

end. We assess performance across a suite of downstream tasks covering a range of language under-
standing skills: (1) Scientific and Logical Reasoning (ARC-E [13], ARC-C [13], and LogiQA [44]),
(2) Commonsense Understanding (CommonsenseQA (CSQA) [63], PIQA [9], and WinoGrande
(WinoG) [56]), (3) Reading Comprehension (BoolQ [12]), and (4) World Knowledge (SciQ [68] and
MMLU [30]). Downstream task and evaluation metric details are provided in Appendix D.6.

4.2 Main Results

We begin by comparing LRC models with fewer than 2B parameters against leading SLMs, as shown
in Table 1. LRC-1.5B, distilled from Llama-3.2-3B-Instruct using only 10B tokens, outperforms
SmolLM2-1.7B, which was trained on 11T tokens. Similarly, LRC-1.7B, trained from Qwen2.5-
3B-Instruct, achieves the best performance among all models below 2B, surpassing Qwen3-1.7B,
which was trained on 36T tokens. These results highlight LRC’s remarkable distillation efficiency,
achieving superior performance with more than 1000× fewer training tokens.

To assess scalability, we further evaluate LRC on larger models in Table 2. LRC-4B, distilled from
Qwen2.5-7B-Instruct using just 10B tokens, achieves performance comparable to Qwen3-4B (trained
on 36T tokens), and outperforms Minitron-4B, which was trained with 5× more data. We also
conduct a fair comparison with Sheared-Llama-2.7B-B by replicating its setup using Llama2-7B as
the teacher and an identical training dataset without dynamic batch loading [70] for improved data
quality. Our LRC-2.7B-B still achieves comparable performance while using 5× fewer tokens. Here,
“-B” indicates pre-training only (i.e., no SFT).

These findings demonstrate LRC’s robustness and generality across diverse teacher-student configu-
rations. Notably, all reported LRC models are followed by SFT. We further analyze the impact of
SFT in Appendix E.1. Additionally, we evaluate the LRC performance on few-shot tasks, where the
results and analysis are provided in Appendix E.2.

4.3 Ablation Study

We conduct an ablation study to assess the contributions of LRC’s two core components: Low-Rank
Projection and Activation Clone. All experiments use Llama-3.2-3B-Instruct as the teacher and are
trained on 2.5B tokens without performing SFT. We report training LM loss as the evaluation metric,
as the data contains minimal duplication and training runs for only one epoch.

Low-Rank Projection. To assess the impact of low-rank projection, we compare against TinyBERT-
style distillation, where the student is randomly initialized and trained from scratch using MSE
loss with attention activations and outputs of each layer. We implement TinyBERT for the Llama
architecture. As it relies on attention score maps, TinyBERT struggles to scale to longer contexts
since it cannot use FlashAttention [14]. The adaptations are detailed in Appendix D.7. As shown in
Figure 3, LRC reaches an LM loss of 3.0 nearly 2.7× faster than TinyBERT, highlighting the benefit
of transferring structured weight information through projection rather than learning from scratch.
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Table 3: Ablation results for removing different terms of the clone loss. Scores significantly higher
than the baseline (None, with all losses retained) are underline.

Removed Term None Attn q Attn k Attn v Attn o FFN gate FFN up FFN down

LM Loss ↓ 2.639 2.630 2.629 2.639 2.636 2.677 2.639 2.651

Activation Clone. To measure the contribution of different activation signals in the clone loss Lclone,
we conduct both term-level and module-level ablations. Details are provided in Appendix D.8. We
also test layer-level ablations, and the results are shown in Appendix E.6.

Table 3 presents the term-level results when individual activation terms are removed. Removing
FFN-related terms, particularly FFN gate, significantly degrades performance, increasing LM loss
from 2.639 to 2.677. This confirms that FFN activations carry essential information and that aligning
them is crucial for effective behavioral cloning.

Figure 3 depicts the module-level results, where we show the impact of dropping all attention-related
vs. FFN-related clone losses, as well as removing all clone signals entirely. We observe that LRC
w/o Attn, while significantly impacting performance in the early training stages, gradually recovers
and converges toward the performance of full LRC in later stages. However, LRC w/o FFN produces
a substantial performance degradation that persists throughout training, further confirming the critical
importance of FFN activations. In addition, when both LRC and LRC w/o All Clone Loss reach an
LM loss of 3.0, LRC achieves more than 2× reduction in training time usage, demonstrating the
effectiveness of activation clone.

Alignment-Free Property. Finally, we evaluate LRC’s alignment-free behavior by comparing it to a
variant (LRC w/o Alignment Free) that trains additional alignment matrices for attention and FFN
outputs. As shown in Figure 3, this variant increases trainable parameter size, prolongs training time,
and leads to worse final performance. These results confirm that LRC’s projection-based alignment is
not only sufficient for effective knowledge transfer but also more efficient and stable.

4.4 Model Analysis

Table 4: Impact of training data quality.

Model LRC-1.5B

Teacher Llama3-3B
# Tokens 20B 10B 10B
Dataset Mixed-2.0 Mixed-1.0 Mixed-1.1

Avg. ↑ 62.12 61.35 62.48

To better understand the design choices and behavior
of LRC, we conduct a series of in-depth analyses, fo-
cusing on two aspects: (1) performance trend during
training and (2) impact of training data quality.

Performance Trend During Training. We monitor
model checkpoints throughout training to examine
performance trajectories. Figure 4 shows the varia-
tion of MMLU scores, while ARC-C trends are pre-
sented in Appendix E.3. These benchmarks were selected due to their alignment with the overall
performance trend observed in Table 1. Results show that LRC achieves competitive performance
using just 50% of the training tokens. Moreover, model performance continues to improve steadily
with more training, confirming LRC’s scalability and efficient learning dynamics.
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Impact of Training Data Quality. Since LRC requires only a small amount of training data to
achieve strong performance, we further examine how training data quality affects performance.
Fineweb-Edu [54] provides an educational value score for each sample. To evaluate the impact
of higher-quality inputs, we construct a filtered dataset by retaining samples with scores ≥ 4 and
retrain LRC-1.5B using Llama-3.2-3B-Instruct as the teacher. As shown in Table 4, training on this
filtered data with just 10B tokens (Mixed-1.1) surpasses the performance of the 20B-token setting
(Mixed-2.0), both without SFT. This result demonstrates LRC’s ability to amplify the benefits of
high-quality data, further enhancing its sample efficiency.

Analysis of Knowledge Transfer in FFNs. To further investigate why FFNs carry more transferable
knowledge than attention, we analyze the distinct roles of these components. Our core hypothesis
is that FFNs primarily store factual and world knowledge within their parameters [21, 52], while
attention mechanisms are more focused on capturing token-level, contextual relationships, such as
syntax and co-reference. Transferring the knowledge embedded in FFNs is therefore especially
critical for equipping the student model with foundational understanding.

This view is supported by prior work [21], which identifies FFNs as key-value memories storing
knowledge from the pre-training corpus. Specifically, the FFN activation, act = SiLU(zWgate)⊙zWup,
measures the similarity between the input z and the knowledge stored in the FFN weights. Our
activation clone forces the replication of this similarity distribution, driving the low-rank projection to
map the teacher’s weights into a similar distribution for the student. Our ablation results in Figure 3
empirically support this view: removing the FFN clone loss (LRC w/o FFN) leads to a significant and
persistent drop in performance, while the model recovers more easily from removing the attention
clone loss (LRC w/o Attn).

To provide more direct evidence, we conducted a new neuron-masking experiment on a factual
QA task (e.g., “Who was the first emperor of ancient Rome?” → “Augustus”). The procedure is as
follows: (1) We input factual questions to the teacher model and identify the top 50 FFN neurons
with high activations, termed “important neurons.” (2) We masked the same neuron indices in the
student model’s FFNs. (3) As a baseline, we masked 50 random neurons in the student model.

Table 5: Performance of different neuron-masking
methods.

Score Type Teacher Student

Original Score 0.85 0.48
Important Neurons Masked 0.62 (-27%) 0.33 (-31%)
Random Neurons Masked 0.85 0.49

As shown in Table 5, masking the important neu-
rons causes significant performance degradation
in both the teacher and student, while random
masking has minimal impact. These results con-
firm that: (1) FFNs encode factual knowledge
in specific neurons. (2) LRC effectively trans-
fers this knowledge by aligning the student’s
activation patterns with the teacher’s.

Compatibility with Other Compression Methods. LRC is fully compatible with other compression
techniques, including structured pruning. To demonstrate this, we applied LLM-Pruner [49] to our
LRC-1.5B model, pruning 20% of its parameters. We then conducted a brief 2-hour LoRA [33]
fine-tuning to restore performance, resulting in a model we term LRC-Pruned-1.2B.

Table 6: Performance of LRC combined with LLM-Pruner.

Benchmark ARC-E ARC-C LogiQA CSQA PIQA WinoG BoolQ SciQ MMLU Avg. ↑
LRC-1.5B 74.75 44.97 30.72 65.77 73.07 62.25 75.78 94.60 49.42 63.48
LRC-Pruned-1.2B 71.93 40.44 29.34 61.02 71.44 58.01 75.11 93.40 44.66 60.59
MiniCPM-1.2B 70.16 39.68 30.88 64.29 74.65 60.77 67.58 91.50 44.23 60.42

The pruned model outperforms the strong MiniCPM-1.2B baseline across most benchmarks, as
shown in Table 6. This confirms that LRC can be seamlessly integrated with structured pruning
techniques to produce even smaller and more efficient models.

In addition, we study the effects of quantization and the clone loss weighting parameter α. Due to
space limitations, those results are provided in Appendices E.4 and E.5, respectively.

4.5 Efficiency

Finally, we analyze the training efficiency of LRC in terms of memory usage and throughput, focusing
on weight sharing strategies and overall training speed.
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Memory-Efficient Weights Sharing. To further reduce memory overhead and accelerate training,
we explore weight sharing across low-rank projection matrices. Specifically, we experiment with
tying the projection matrices for input components within both the attention and FFN modules. For
attention, we set Wp

q = Wp
k = Wp

v , and for FFN, we set Wp
gate = Wp

up. We train LRC-1.5B on
10B tokens from the Mixed-1.0 dataset using Llama-3.2-3B-Instruct as the teacher and α = 1.0. We
do not apply SFT to these models.

Table 7 presents the results of four weight-sharing configurations tested in our experiments. The term
All indicates no weight sharing, while IO denotes shared projections for input-only modules. For
instance, (All, IO) signifies no weight sharing in attention but with shared weights in the FFN. The
results show that the full-parameter setting (All, All) delivers the best performance, albeit with
the highest memory cost. Notably, sharing projections in the FFN results in a greater performance
drop than sharing them in attention. This finding also corroborates the observations from Section 4.3,
indicating that FFNs encode richer information and derive greater benefit from dedicated capacity.

Table 7: Performance comparison across different low-rank
projection structures of LRC-1.5B.

(Attn, FFN) Avg. Score #Trainable Params Speedup
(All, All) 61.22 0.93B 1.00×
(IO, All) 60.81 0.67B 1.07×
(All, IO) 60.25 0.80B 1.05×
(IO, IO) 60.70 0.53B 1.11×

Table 8: Throughput of training meth-
ods on 8 × H800.

Method # Tokens/Sec
LRC 84K
Sheared Llama (Prune) 30K
Ordinary Training 146K
TinyBERT 65K

Throughput. Table 8 reports the token-level throughput of LRC training using 8 × H800 GPUs
under Zero-2 optimization with deepspeed. For reference, we also measure the ordinary pre-training
speed of an equivalently sized model using LlamaFactory [79]. Despite the overhead of computing
the teacher model’s hidden states, LRC maintains over 50% of the throughput of standard training.

In contrast, TinyBERT, adapted to the Llama architecture, suffers significantly in throughput, partic-
ularly due to its reliance on attention maps as supervision. This requirement prevents the usage of
FlashAttention [14], limiting both sequence length and training speed. We also conducted inference
throughput tests on vLLM [39], as shown in Appendix E.7. These findings confirm that LRC is not
only sample-efficient but also highly practical, offering strong scalability for large-scale training and
deployment in real-world settings.

5 Conclusions

In this paper, we introduced LRC, a simple yet highly efficient method for distilling SLMs from
large teachers. LRC integrates soft pruning and knowledge distillation into a unified framework
using trainable low-rank projection matrices. This approach compresses the teacher’s weights while
simultaneously aligning intermediate activations, with a key focus on the often-overlooked FFN
layers. Extensive experiments across diverse downstream tasks demonstrate that LRC models match
or outperform state-of-the-art SLMs that were trained on trillions of tokens, despite using up to
1,000× fewer training tokens. These findings position LRC as a promising and resource-efficient
paradigm for building compact, high-performing language models.

Limitations and Broader Impact. While this study demonstrates the efficiency of LRC under modest
training budgets, its performance ceiling under larger-scale training regimes remains unexplored.
Additionally, the current implementation retains the same intermediate dimension in the FFN for
both teacher and student models, as our primary focus was on distillation efficiency rather than
architectural compression. This design choice, however, is not a fundamental constraint of the LRC
framework. In fact, LRC is fully compatible with post-hoc compression techniques such as structured
pruning [49, 3]. To illustrate this, we applied LLM-Pruner to remove 20% of the parameters from our
LRC-1.5B model. The resulting LRC-Pruned-1.2B model still outperforms the strong MiniCPM-1.2B
baseline (Table 6), demonstrating the flexibility of LRC in further model compression.

Despite these limitations, LRC offers substantial societal benefits. By drastically reducing the
computational cost and data requirements for training high-performing SLMs, it democratizes access
to advanced language modeling capabilities. This empowers smaller research groups, academic
institutions, and resource-constrained organizations to develop and deploy capable models, fostering
broader innovation and inclusivity in the field of AI.
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of the paper (regardless of whether the code and data are provided or not)?
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• The answer NA means that the paper does not include experiments.
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• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
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to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Justification: We provide the code along with detailed instructions for execution. The data
used are open-source datasets from previous work, which we have further processed and
combined; the processing scripts are also included.
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• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
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• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
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6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: We provide this information in detail in Section 4.1 and Appendix D.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [No]
Justification: Due to the immense computational cost, each typical experiment takes over 30
hours to complete, making it impractical to repeat experiments. However, while optimizing
the data composition (as shown in Table 4) and tuning α (as shown in Appendix E.5),
we repeated several experiments with only minor variations in specific parameters. These
variations, to some extent, demonstrate the stability of our approach.
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• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
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• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We provide the hardware configuration and the total training time in Section D.

Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The research conducted in this paper complies with the NeurIPS Code of
Ethics in all respects.

Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).

10. Broader impacts
Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: We discuss this in Section 5.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
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• Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [Yes]

Justification: We will require users to adhere to usage guidelines when releasing model
checkpoints.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The datasets and open-source software used in this paper have been cited.

Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
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• If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: The new assets introduced in the paper are accompanied by detailed documen-
tation, which is provided together with the assets.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This paper does not involve crowdsourcing experiments or human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification: This paper does not involve crowdsourcing experiments or human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.
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• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [Yes]
Justification: In this paper, LLMs serve as an essential component. We provide a detailed
description of the usage and role of LLMs in our proposed LRC.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Proof of Lemma 1

Proof: Given the Activation Clone conditions:
hS
up,i = hT

up,i, hS
gate,i = hT

gate,i,

the student’s FFN output is:
oS
ffn,i = SwiGLU(hT

up,i,h
T
gate,i)W

S
down,i.

Since W S
down,i = WT

down,iW
p
down,i, we substitute the projection relationship:
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Thus, the student’s FFN output exactly matches the teacher’s FFN output passed through the same
projection matrix. The corresponding MSE loss is:

E(oS
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ffn,iW

p
down,i) = E(o

T
ffn,iW

p
down,i,o

T
ffn,iW

p
down,i) = 0.

This completes the proof.

B Analytical Scalability of LRC

We believe LRC is scalable and may become even more advantageous as model size increases. The
analytical scalability of LRC is supported by the Johnson-Lindenstrauss (JL) Lemma, which
explains why our low-rank projection becomes more effective for larger models.

• Formulation: LRC compresses a teacher’s weight matrix WT via a projection WS = WTWP ,
where each row of WT (n = dTffn) is a point in a dTmodel-dimensional space. LRC aims to preserve
the geometry of these points using Activation Clone.

• JL Lemma: The JL Lemma guarantees that this geometry can be preserved if the projected
dimension dS satisfies the condition dS ≥ O(log dTffn/ϵ

2), where ϵ is the error tolerance.
• Implication for LRC: As model size increases from 3B to 70B parameters, the actual interme-

diate dimension of the FFN, dTffn, increases moderately (e.g., from 11k to 29k). In contrast, the
theoretically required student dimension dS grows only logarithmically with dTffn. This provides a
much larger “dimensional budget” for our low-rank projection at larger scales, making it easier to
find a high-fidelity projection that preserves the geometric structure of the teacher’s weights.

C The Pseudo-code of Forward Function

Algorithm 2: Transformer Forward Pass (Forward)
Input: Input token sequence T ; number of layers l; RMSNorm constant ϵ; layer weights

{Wq,i,Wk,i,Wv,i,Wo,i, Wgate,i,Wup,i,Wdown,i}li=1; RMSNorm weights
{gattn,i, gffn,i}li=1, gfinal; embedding weights Wemb; LM head weights Wlm;

Output: Intermediate states dictionary h; Attention output dictionary oattn; FFN output
dictionary offn;

1 h← empty dictionary; oattn ← empty dictionary; offn ← empty dictionary;
2 x← Lookup(T ,Wemb);
3 for i = 1 to l do

▷ Attention Module
4 xattn ← RMSNorm(x, gattn,i, ϵ);
5 hq,i ← xattnW

⊤
q,i; hk,i ← xattnW

⊤
k,i; hv,i ← xattnW

⊤
v,i;

6 oattn,i ← Attn(hq,i,hk,i,hv,i)Wo,i; ▷ Store Attention output
7 x← x+ oattn,i;

▷ FFN Module
8 xffn ← RMSNorm(x, gffn,i, ϵ);
9 hgate,i ← xffnW

⊤
gate,i; hup,i ← xffnW

⊤
up,i;

10 offn,i ← SwiGLU(hup,i,hgate,i)Wdown,i; ▷ Store FFN output
11 x← x+ offn,i;
12 return h,oattn,offn;
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Table 9: Model checkpoints used in our experiments.

Model Huggingface Model ID

InternLM2-1.8B internlm/internlm2-chat-1_8b
Qwen3-1.7B Qwen/Qwen3-1.7B
SmolLM2-1.7B HuggingFaceTB/SmolLM2-1.7B-Instruct
MiniCPM-1.2B openbmb/MiniCPM-1B-sft-bf16
Gemma3-4B google/gemma-3-4b-it
Qwen3-4B Qwen/Qwen3-4B
Minitron-4B nvidia/Nemotron-Mini-4B-Instruct
Sheared-Llama-2.7B princeton-nlp/Sheared-LLaMA-2.7B
Qwen2.5-7B Qwen/Qwen2.5-7B-Instruct
Qwen2.5-3B Qwen/Qwen2.5-3B-Instruct
Llama3.2-3B meta-llama/Llama-3.2-3B-Instruct

D Experiment Details

D.1 Implementation Details of LRC

Using the Llama architecture as our implementation example, we add trainable low-rank projection
matrices to the transformer-based structure. For each of the seven weight matrices in the original
model corresponding to q, k, v, o, gate,up,down, we add a corresponding low-rank projection matrix
W p

m,i.

During model training, we directly generate the student’s weights when performing forward propaga-
tion at each layer, and sequentially complete the forward pass for both teacher and student in that
layer. We then calculate the clone loss based on the collected intermediate states. This differs slightly
from our pseudo-code description but is computationally equivalent.

During initialization, we ensure that only the necessary weights are trained by setting the
requires_grad attribute to True exclusively for the low-rank projection weights and RMSNorm
weights of the student.

After training, we use the low-rank projections to transform the teacher’s weights into the student’s
weights. These weights are saved as a new model, and the teacher weights are no longer needed.

D.2 Checkpoints of Baseline and Teacher Models

In our experiments, most baselines were evaluated directly using lm-evaluation-harness on
open-source model checkpoints except TinyBert. The detailed configurations of the open-source
checkpoints are provided in Table 9. All baseline models utilized the Instruct version, consistent with
our choice of the Instruct model for the Teacher.

D.3 Hyperparameter Settings

We present the hyperparameters used in our experiments in Table 10. Here, “Linear” denotes a
scheduler with a warmup stage to the specified learning rate, followed by a linear decay to zero. We
used Flash Attention V2 [14] to accelerate training. Notably, the learning rate used for LRC-1.7B
is slightly lower than that of other models, as we observed a marginal increase in the number of
loss spikes when using 1.0× 10−4. Therefore, the learning rate was reduced in accordance with the
decrease in batch size. We adopted a Linear learning rate scheduler, as prior work [8] suggests that
this scheduler may be optimal.

D.4 Model Configurations

Table 11 details the configurations of our LRC models and compares them with their teachers’
Llama3.2-3B and Qwen2.5 variants. Key architectural parameters such as layer count, attention heads
(Q/KV), hidden/FFN sizes, vocabulary size, and tied embeddings are presented, allowing for direct
structural comparison.
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Table 10: Training hyperparameters and statistical values in our experiments.

Model LRC-1.5B LRC-1.7B LRC-4B

Teacher Llama-3.2-3B-Instruct Qwen2.5-3B-Instruct Qwen2.5-7B-Instruct
Trained Tokens 10B 20B 18B
Pre-train Dataset Mixed 1.1 Mixed 1.1 Mixed 2.0
SFT Dataset UltraChat UltraChat UltraChat
Pre-trained Tokens 10B 20B 18B
SFT trained Tokens 0.2B 0.2B 0.2B

Teacher Hidden Size 3,072 2,048 3,584
Student Hidden Size 1,536 1,200 2,048
Sequence Length 2,048 2,048 2,048
Batch Size (tokens) 49,152 32,768 32,768
Clone Loss Weight (α) 0.2 0.5 0.5
Learning Rate (Pre-train) 1.0 × 10−4 6.7 × 10−5 1.0 ×10−4

Learning Rate (SFT) 1.0 × 10−5 1.0 × 10−5 1.0 ×10−5

LR Scheduler Linear Linear Linear
Warm-up Ratio 0.005 0.005 0.005
Optimizer Adam Adam Adam
Adam β1 0.9 0.9 0.9
Adam β2 0.999 0.999 0.999
Temperature for LKL 40 40 40
RMSNorm ϵ 1.0 ×10−5 1.0 ×10−5 1.0 ×10−5

GPUs 8 × H800 8 × H800 8 × H800

Training Time 34 Hours 80 Hours 138 Hours

Table 11: Model configuration comparison.

Model LRC-1.5B Llama3.2-3B LRC-1.7B Qwen2.5-3B LRC-4B Qwen2.5-7B
#Layers 28 28 36 36 28 28
#Attn Q Heads 24 24 16 16 28 28
#Attn KV Heads 8 8 2 2 4 4
Head Dim 128 128 128 128 128 128
Hidden Size 1,536 3,072 1,200 2,048 2,048 3,584
FFN Intermediate Size 8,192 8,192 11,008 11,008 18,944 18,944
RMSNorm ϵ 1.0×10−5 1.0×10−5 1.0×10−6 1.0×10−6 1.0×10−6 1.0×10−6

Vocab Size 128,256 128,256 151,936 151,936 152,064 152,064
Tie Word Embeddings True True True True False False

D.5 Training Dataset Composition

We list all datasets used in our experiments, including Mixed-1.0, Mixed-1.1, Mixed-2.0, along with
detailed usage quantities in Table 12. These mixed datasets are based on open-source datasets. The
Redpajama data was included to enable fair comparison with Sheared Llama.

All data used in the experiments are open-source, and their corresponding Huggingface data IDs are
listed in Table 13.

We randomly sampled 10B high-quality Fineweb-edu data and combined it with the complete
OpenHermes dataset to create Mixed-1.0. Building on this, we developed Mixed-1.1 by filtering
20B tokens with an edu_score of at least 4, while still utilizing the entire OpenHermes dataset.
Since Fineweb-edu primarily targets educational content, we recognized potential limitations in
distributional diversity. To address this, we incorporated DCLM, a more diverse dataset containing
additional dialogue data. We also integrated Cosmopedia V2, a high-quality synthetic dataset, to
further enhance overall data quality. These efforts culminated in the creation of the Mixed-2.0 dataset.

All data were uniformly shuffled. Not all generated data is necessarily used for training. For cost
considerations, we sometimes use only a subset of the mixed data.
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Table 12: Training dataset composition (# Tokens).

Training Dataset Mixed-1.0 Mixed-1.1-Qwen Mixed-1.1-Llama Mixed-2.0 Redpajama

Fineweb-Edu 10B 20B 10B 18B 0
DCLM 0 0 0 2B 0
Cosmopedia V2 0 0 0 1B 0
OpenHermes 2.5 450M 450M 450M 450M 0
Redpajama 0 0 0 0 10B

Total 10.5B 20.5B 10.5B 21.5B 10B

Table 13: Open source datasets used in our experiments.

Dataset Huggingface Data ID

Fineweb-Edu HuggingFaceTB/smollm-corpus/fineweb-edu-dedup
Comopedia V2 HuggingFaceTB/smollm-corpus/cosmopedia-v2
DCLM mlfoundations/dclm-baseline-1.0
OpenHermes-2.5 teknium/OpenHermes-2.5
Redpajama togethercomputer/RedPajama-Data-1T
UltraChat HuggingFaceH4/ultrachat_200k

D.6 Downstream Task and Evaluation Metric Details

We present the evaluation metrics for the tasks used in our evaluation, primarily following the metrics
established in Sheared Llama [70]. Evaluation metrics for different downstream tasks and benchmarks
are summarized in Table 14.

We selected a diverse suite of datasets spanning four core categories: Scientific and Logical Reasoning
(e.g., ARC, LogiQA), Commonsense Understanding (e.g., CSQA, PIQA, WinoGrande), Reading
Comprehension (e.g., BoolQ), and World Knowledge (e.g., SciQ, MMLU). This selection, primarily
following the established practices in prior work such as Sheared Llama [70] and Minitron [53], is
motivated by the need for a comprehensive and multifaceted evaluation of our model’s capabilities.
Tasks within Scientific and Logical Reasoning directly probe the model’s capacity for complex
inference, causal understanding, and the application of logical principles, which are crucial for
sophisticated problem-solving. Commonsense Understanding benchmarks assess the model’s grasp
of everyday situations and implicit human knowledge, a vital component for generating natural and
coherent interactions. Reading Comprehension tasks evaluate the fundamental ability to extract
and synthesize information from text, a cornerstone of language understanding. Finally, World
Knowledge datasets measure the breadth and depth of the model’s acquired factual information across
various domains, reflecting its ability to recall and utilize knowledge effectively. Collectively, these
categories provide a holistic view of the model’s cognitive strengths and limitations across different
facets of intelligence.

While tasks such as mathematical reasoning and code generation are important benchmarks for
LLMs, we have deliberately excluded them from our primary evaluation suite for two main reasons.
Firstly, for these types of downstream tasks, which often have easily verifiable solutions, there is a
possibility that current proprietary LLMs have been pre-trained on extensive, high-quality synthetic
datasets specifically curated for these domains. This potential inclusion of specialized synthetic data
in their pre-training corpora makes it challenging to draw fair comparisons regarding the inherent
capabilities developed through general pre-training, as performance could be heavily skewed by
access to such data [74]. Secondly, abilities in mathematics and coding are known to be substantially
improvable through post-training alignment techniques, most notably reinforcement learning [25].
As our research primarily focuses on the efficiency and effectiveness of the pre-training phase itself,
evaluating tasks whose performance is heavily influenced by subsequent post-training optimization
stages falls outside the intended scope of this work. Our evaluation, therefore, centers on tasks
that better reflect the foundational knowledge and reasoning abilities acquired directly from the
pre-training process on more general textual data.
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Table 14: Evaluation metrics for different downstream tasks and benchmarks.

Downstream Task Benchmark Evaluation Metric

Scientific and Logical Reasoning
ARC-E Accuracy
ARC-C Accuracy Norm
LogiQA Accuracy Norm

Commonsense Understanding
CSQA Accuracy
PIQA Accuracy
WinoG Accuracy

Reading Comprehension BoolQ Accuracy

World Knowledge SciQ Accuracy
MMLU Accuracy

Safety or Honesty ToxiGen Accuracy Norm
TruthfulQA MC2

Instruction Following IFeval Instance-Level Loose Accuracy

Table 15: Performance of LRC models on general downstream tasks before and after SFT.

Model LRC-1.5B LRC-1.5B-B LRC-1.7B LRC-1.7B-B LRC-4B LRC-4B-B

ARC-E 74.75 73.40 74.62 69.49 78.37 78.75
ARC-C 44.97 42.15 44.20 42.75 52.47 52.22
LogiQA 30.72 31.03 30.88 33.26 34.10 34.87
CSQA 65.77 64.46 70.19 70.27 79.28 78.30
PIQA 73.07 71.60 73.07 71.38 76.82 76.61
WinoG 62.25 61.88 63.30 63.85 67.72 67.80
BoolQ 75.78 73.27 79.82 75.78 84.50 84.95
SciQ 94.60 94.40 93.80 89.00 95.00 94.30
MMLU 49.42 50.09 54.93 55.13 64.41 64.58

Avg. 63.48 62.48 64.98 63.43 70.30 70.26

D.7 Implementation Details of TinyBERT

Since TinyBERT requires using attention score maps as training supervision labels, we cannot use
Flash Attention [14], so we had to reduce the max sequence length to 512 to decrease memory usage
and improve training efficiency. All other experimental settings are fully aligned, including the
student’s total parameter count, number of training tokens, learning rate, and other hyperparameters.

D.8 Details of Experiments about Activation Clone

When testing the module-level impact of different clone losses on LM loss convergence in Activation
Clone, we used IO Attn rather than the better-performing All Attn. The definition of IO Attn
can be found in Section 4.5. This choice was necessary because our experiments revealed that training
with All Attn becomes highly unstable without the constraint provided by clone loss. Therefore,
we were limited to using IO Attn for our analysis.

E Additional Experiments

E.1 Impacts of SFT on Model Performance

Modern LLMs typically undergo a two-phase training process: pre-training followed by post-
training [22, 74], where post-training focuses on instruction following, alignment with human
preferences, and safety. We compared the performance changes of the LRC model after SFT. To this
end, we evaluate the student models on three widely used safety/honesty and instruction-following
benchmarks: ToxiGen [28], TruthfulQA [43], and IFeval [81]. The specific metrics are also listed in
Table 14.
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Table 16: Performance of LRC models on safety and instruction-following tasks before and after
SFT.

Model LRC-1.5B LRC-1.5B-B LRC-1.7B LRC-1.7B-B LRC-4B LRC-4B-B

ToxiGen 43.19 43.19 43.30 43.30 43.72 43.83
IFeval 23.74 24.58 39.69 36.69 13.67 36.09
TruthfulQA 46.98 47.97 47.95 53.17 50.71 55.89

Table 17: 5-shot model performance on various benchmarks.

Benchmark WinoGrande ARC-C BoolQ MMLU Avg. ↑
Gemma3-4B 69.06 60.49 84.77 58.33 68.16
Minitron-4B 73.95 53.58 82.39 57.86 66.95
Qwen3-4B 66.85 61.18 85.27 70.04 70.84
LRC-4B 69.93 58.36 85.69 65.10 69.77
InternLM2-1.8B 65.27 44.03 78.59 45.99 58.47
LRC-1.7B 63.38 48.98 81.74 54.83 62.23
Qwen3-1.7B 60.62 52.22 80.61 60.15 63.40
SmolLM2-1.7B 69.14 51.88 75.11 49.32 61.36
LRC-1.5B 60.77 47.95 79.24 50.68 59.66
MinCPM-1.2B 64.80 44.71 76.45 48.68 58.66

The observed improvement in general downstream tasks post-SFT, shown in Table 15, contrasts with
the limited gains in safety benchmarks and a decline in instruction-following for LRC models, which
is shown in Table 16. This divergence likely stems from the composition and inherent limitations of
the SFT dataset (UltraChat). While SFT enhances knowledge and common task execution, its efficacy
for nuanced capabilities like complex instruction adherence and robust safety alignment is more
constrained. The SFT data may lack sufficient diversity or targeted examples for these specialized
domains. For instance, IFEval’s intricate instructions might not be well-represented, potentially
leading the model to prioritize fluency or common response patterns learned during SFT over the
precise execution of novel, complex directives.

Similarly, without a substantial corpus of safety-focused demonstrations and negative examples,
significant improvements in benchmarks like ToxiGen are unlikely. Although TruthfulQA shows
some gains, possibly from increased factuality within the SFT data, the overall pattern suggests that
achieving strong instruction-following and safety often necessitates more targeted data or advanced
alignment techniques, such as Reinforcement Learning from Human Feedback (RLHF), which are
specifically designed to instill these fine-grained behaviors more effectively than standard SFT.

E.2 Few-Shot Results and Analyses

Following previous works [70, 53], we additionally evaluated the performance of LRC on few-shot
tasks, with results presented in Table 17. The findings indicate that LRC models exhibit more modest
performance gains in few-shot scenarios compared to baseline models. This is particularly notable
given LRC’s strong zero-shot capabilities, where it often surpasses competitors like Qwen.

Several factors may contribute to this observation. Firstly, as initially posited, models such as
Qwen3 and SmolLM2 might benefit from post-training strategies involving increased training data
length or the specific collection and construction of data for long-context scenarios. Such data could
implicitly bolster their proficiency in in-context learning. Secondly, the superior few-shot adaptability
of baseline models could be attributed to more extensive SFT or instruction tuning phases, which
are specifically designed to enhance a model’s capacity to learn from a small number of examples.
Consequently, while LRC’s pre-training fosters robust zero-shot generalization, its architecture or
training objectives may not be as readily optimized for the distinct skill of rapid adaptation from
few-shot demonstrations. We plan to investigate these potential factors in future work, including a
closer examination of baseline training methodologies and exploring targeted fine-tuning for LRC to
improve its few-shot performance.
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E.3 Performance Trend of ARC-C during Training

As shown in Figure 5, the trend exhibited by the ARC-C is generally consistent with that of MMLU.
These two results together demonstrate the effectiveness of the LRC method and showcase its
scalability.
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Figure 5: The trend of ARC-C scores with increasing training tokens.

E.4 Impact of Quantization

We further investigate whether models trained with LRC can be combined with quantization tech-
niques to further reduce memory requirements. We utilize bitsandbytes [17] to perform 8-bit
quantization on our model, and the experimental results are shown in Table 18. The experimental
results indicate that the performance loss of our LRC-trained model remains within acceptable limits,
which, to some extent demonstrates that the numerical range of our model is within normal parameters
and does not significantly impact the quantization method.

Table 18: Impact of quantization using bitsandbytes [17] on model performance.

Model SmolLM2-1.7B LRC-1.5B LRC-1.7B

Quantization INT8 BF16 INT8 BF16 INT8 BF16

ARC-E 70.24 69.11 74.79 74.75 73.82 74.62
ARC-C 43.26 43.52 44.71 44.97 43.86 44.20
LogiQA 26.88 28.88 30.11 30.72 31.03 30.88
CSQA 50.12 51.19 65.27 65.77 70.68 70.19
PIQA 75.41 76.01 73.01 73.07 72.58 73.07
WinoG 67.64 68.98 61.88 62.25 62.90 63.30
BoolQ 68.99 68.47 76.15 75.78 79.69 79.82
SciQ 89.50 89.80 94.20 94.60 93.50 93.80
MMLU 47.38 48.50 49.13 49.42 53.88 54.93

Avg. ↑ 59.94 60.50 63.25 63.48 64.66 64.98

E.5 Choice of α

The hyperparameter α controls the relative strength of the activation clone loss Lclone. We experiment
with different values of α and report performance in Figure 6. The results exhibit an “n”-shaped
trend: When α is small, the clone loss fails to adequately guide the student to imitate the teacher’s
behavior; When α is extremely large, training becomes unstable due to large gradient norms.
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One possible explanation is that the mismatch in parameter capacity between teacher and student
makes over-enforcing behavioral similarity counterproductive. We leave a deeper exploration of this
phenomenon to future work.
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Figure 6: The impact of α on model average performance.

E.6 Clone Loss as Anchor

We investigated the impact of removing clone loss from certain layers on the convergence rate of
LM loss, aiming to verify whether each layer’s clone loss accelerates training. We tested removing
50%, 25%, 12.5% of the layers and observed the convergence behavior of the LM loss, with experi-
mental results shown in Figure 7. This experiment demonstrates that the clone loss at each layer is
important for LM loss convergence. These clone losses applied to each module in each layer can be
viewed as anchor points, constraining the behavior of each student module to remain similar to its
teacher counterpart.
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Figure 7: The impact of removing the clone loss from certain layers on the convergence of LM loss.

E.7 Inference Speed

We tested the inference speed on vLLM [39], with results shown in Table 19. From the perspective of
inference speed, our model achieves a good level of performance while also maintaining satisfactory
inference speeds.

E.8 Result Stability with Different Random Seeds

We agree that evaluating variability is crucial for demonstrating the robustness and reliability of our
method. While the high computational cost of pre-training limits our ability to perform extensive
multi-run experiments across all settings, we conducted a second run of our key LRC-1.5B experiment
using a different random seed (42) to assess result stability. The performance across both runs is
presented in Table 20.
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Table 19: Inference throughput of vLLM.

Throughput # Input Tokens/Sec # Output Tokens/Sec

LRC-1.5B 68,223 15,574
Qwen3-1.7B 71,176 15,404
SmolLM2-1.7B 48,285 10,491
MiniCPM-1.2B 58,136 13,191

Table 20: Stability of LRC under different random seeds.

Benchmark ARC-E ARC-C LogiQA CSQA PIQA WinoG BoolQ SciQ MMLU Avg. ↑
LRC-1.5B (Seed 218) 74.75 44.97 30.72 65.77 73.07 62.25 75.78 94.60 49.42 63.48
LRC-1.5B (Seed 42) 76.81 42.75 30.72 63.64 72.31 62.43 77.86 94.10 49.05 63.30
MiniCPM-1.2B 70.16 39.68 30.88 64.29 74.65 60.77 67.58 91.50 44.23 60.42

The performance variance between the two runs is minimal (<0.2). This result increases our confi-
dence in the robustness of LRC. Due to time constraints, we were only able to conduct one additional
run. We plan to conduct further runs in the future to provide more comprehensive mean and variance
statistics.

E.9 Structural Properties of Low-Rank Projection Matrices

Our hypothesis is that for general-purpose distillation, the low-rank projection in LRC is primarily
structure-preserving, aiming to retain the rich and diverse capabilities of the teacher model rather
than selectively pruning information. This is essential for cloning a broad range of knowledge
encoded in the teacher’s parameters. To investigate this, we conducted two complementary analyses:

SVD Analysis. We tracked the singular values of a representative projection matrix, WP
up, during

training. As shown in Table 21, the singular values increase across training, suggesting that the
projection matrix retains a high-rank structure and does not collapse into a small subspace. This
indicates that the projection actively utilizes the full dimensionality of the teacher model, supporting
the goal of comprehensive knowledge transfer.

Table 21: Evolution of singular values during training.

Singular Rank Percentage 0% 10% 50% 90% 100%
Train. 10% 6.14 2.48 1.72 0.79 0.37
Train. 50% 6.69 3.62 2.74 1.61 0.42
Train. 100% 6.70 3.85 2.88 1.67 0.38

Table 22: Structural Similarity of FFN Weights.

Exp. Type MSE (Teacher vs. Student) MSE (Teacher vs. Random)
Wup 0.000576 0.001026
Wgate 0.000635 0.001202
Wdown 0.000559 0.001124

Structural Similarity Analysis. We evaluated whether LRC preserves the internal weight geometry
of the teacher by comparing similarity matrices Sim = WWT of the FFN weights. Specifically,
we computed the Mean Squared Error (MSE) between the teacher and student similarity matrices
and compared this to a baseline with randomly initialized weights. As shown in Table 22, LRC
significantly reduces the structural discrepancy compared to the random baseline, demonstrating that
the student retains the internal structural patterns of the teacher.

While we believe selective pruning is less likely for general distillation, we see this as an exciting
direction for future work, where LRC could be extended to specialize in specific tasks or domains.
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