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Abstract

Modern single-cell datasets now comprise hun-
dreds of millions of cells, presenting significant
challenges for training deep learning models that
require shuffled, memory-efficient data loading.
While the AnnData format is the community stan-
dard for storing single-cell datasets, existing data
loading solutions for AnnData are often inade-
quate: some require loading all data into memory,
others convert to dense formats that increase stor-
age demands, and many are hampered by slow
random disk access. We present scDataset, a Py-
Torch IterableDataset that operates directly on one
or more AnnData files without the need for format
conversion. The core innovation is a combination
of block sampling and batched fetching, which to-
gether balance randomness and I/O efficiency. On
the Tahoe 100M dataset, scDataset achieves up to
a 48x speed-up over AnnLoader, a 27 x speed-up
over HuggingFace Datasets, and an 18 x speed-up
over BioNeMo in single-core settings. These ad-
vances democratize large-scale single-cell model
training for the broader research community.

1. Introduction

The advent of single-cell omics has transformed molecu-
lar biology by enabling the high-throughput measurement
of gene expression, chromatin accessibility, and protein
abundance at the resolution of individual cells. Among
these, single-cell transcriptomics has emerged as the most
widely adopted modality, providing genome-wide snapshots
of gene expression that reveal cellular identity, state, and
function. These technologies have driven major discoveries
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across cancer biology (Tirosh et al., 2016), neurodevelop-
ment (Nowakowski et al., 2017), and immunology (Vil-
lani et al., 2017), uncovering rare cell types, lineage hier-
archies, and dynamic transcriptional programs (Wang &
Navin, 2015; Buenrostro et al., 2015; Regev et al., 2017).

As the scale and accessibility of single-cell experiments
continue to grow, public datasets have expanded rapidly. As
of October 2024, CELLxGENE Discover hosts over 1,550
datasets and more than 93 million unique cells, spanning
a wide range of tissues, diseases, and experimental condi-
tions (CZI Cell Science Program et al., 2024). This resource
is primarily observational, capturing the natural diversity
of cell states across biological contexts. More recently, the
Tahoe 100M dataset marked a new milestone for interven-
tional single-cell datasets, combining both scale and exper-
imental richness: it profiles over 100 million cells across
379 drug perturbations, 47 cancer cell lines, and multiple
dosages—totaling more than 17,000 perturbation contexts
(Zhang et al., 2025). Together, these large-scale resources
provide a foundation for modeling cell states and biological
responses at unprecedented resolution.

To extract structure from these datasets, the field is increas-
ingly turning to deep learning models that can learn expres-
sive representations of cellular states from raw omics data.
Recent efforts have focused on building biological foun-
dation models—Ilarge, pre-trained architectures designed
to generalize across tissues, conditions, and experimental
settings (Bommasani et al., 2021). Models such as Gene-
Former (Theodoris et al., 2023) and scGPT (Cui et al., 2024)
leverage transformer-based architectures to capture gene-
gene dependencies, and can be fine-tuned for tasks such as
cell type classification, batch correction, and perturbation
prediction. This direction has created strong demand for
scalable infrastructure to support model training on datasets
containing hundreds of millions of cells, with the long-term
goal of building in silico “virtual cells” that simulate cellu-
lar behavior across modalities and contexts (Bunne et al.,
2024).

The AnnData format has become the community standard
for storing single-cell omics data, offering efficient handling
of sparse matrices, metadata, and annotations (Virshup et al.,
2024). However, its integration with deep learning work-
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flows remains underdeveloped. Standard training algorithms
such as stochastic gradient descent (SGD) require diverse,
randomly sampled minibatches to ensure stable convergence
and generalization (Bottou, 1999; Keskar et al., 2016). En-
suring this diversity at hundred-million-cell scale typically
requires loading the full dataset into memory, which is in-
feasible for most practitioners. Alternative strategies, such
as converting to dense formats or relying on random disk
access, suffer from inflated storage costs or low throughput.
For instance, AnnLoader—an experimental PyTorch data
loader developed by the AnnData team to enable on-disk
sampling—achieves only 20 samples/second on the Tahoe
100M dataset, requiring more than 58 days for a single
training epoch.

We introduce scDataset, a PyTorch IterableDataset designed
for efficient and scalable training on large single-cell omics
datasets. scDataset operates directly on one or more Ann-
Data files—without format conversion or full in-memory
loading—and implements a quasi-random sampling strat-
egy that combines block sampling with batched fetching.
Block sampling reduces the number of random disk reads by
accessing contiguous chunks, while batched fetching amor-
tizes I/O latency and enables in-memory reshuffling for mini-
batch diversity. While scDataset was developed to address
the limitations of AnnData in deep learning applications,
its design is broadly applicable to any large-scale dataset
stored on disk. In benchmarking on the Tahoe 100M dataset,
scDataset achieved up to a 48 x speed-up over AnnLoader.
Furthermore, as AnnLoader does not natively support mul-
tiprocessing, we evaluated scDataset in a multiprocessing
configuration and observed a 129 x speed-up compared to
AnnLoader in single-core mode. We also conducted sys-
tematic benchmarks against HuggingFace Datasets (Lhoest
et al., 2021), a widely used dataset library, and BioNeMo-
SCDL (John et al., 2024), a specialized single-cell data load-
ing solution developed by NVIDIA. scDataset improved
the performance of both backends, achieving a 27 x speed-
up over HuggingFace Datasets and an 18 x speed-up over
BioNeMo.

The source code and documentation for scDataset are pub-
licly available on GitHub at https://github.com/
Kidara/scDataset.

Current solutions The AnnData format has become the
community standard for single-cell omics data, underpin-
ning widely used analysis tools such as Scanpy (Wolf et al.,
2018). Its popularity stems from flexible support for sparse
matrices, rich metadata, and seamless integration with the
Python data science ecosystem. While AnnData supports on-
disk access via backing modes, most deep learning tools—
including frameworks like scvi-tools (Gayoso et al., 2021)—
often require loading the entire dataset into memory. As
modern single-cell atlases span hundreds of millions of cells

and multiple terabytes of storage, this is increasingly in-
feasible. The only native option, AnnLoader, preserves
format compatibility but suffers from slow throughput and
lacks multiprocessing support, making it impractical for
large-scale use.

In response, various groups have developed custom data
loading pipelines tailored for deep learning. These typi-
cally convert AnnData to alternative formats, introducing
new technical and interoperability challenges. For example,
GeneFormer (Theodoris et al., 2023) converts data to Hug-
gingFace Datasets, while scTab (Fischer et al., 2024) trans-
forms AnnData into Parquet files for use with NVIDIA Mer-
lin. These conversions often require densifying sparse ma-
trices, significantly increasing storage requirements. Other
groups have developed custom storage infrastructures, such
as the Zarr-based backend in SCimilarity (Heimberg et al.,
2025), or adopted entirely new formats like TileDB’s SOMA
in CZ CELLxXxGENE (CZI Cell Science Program et al.,
2024). A notable tailored solution is BioNeMo-SCDL,
developed by NVIDIA to support large-scale single-cell
training (John et al., 2024). It introduces a custom format
and leverages NumPy memory mapping for efficient load-
ing of the X matrix. However, it still requires conversion
from AnnData and does not natively handle the full meta-
data stack, limiting compatibility with the broader analysis
ecosystem.

In summary, while AnnData remains central to the field and
does support on-disk access in principle, no efficient, stan-
dard solution exists for deep learning workflows. Existing
alternatives either sacrifice compatibility and flexibility or
fall short on performance. Our work addresses this gap by
introducing a faster and more flexible solution that operates
directly on AnnData files—eliminating format conversion
and enabling scalable model training on modern single-cell
datasets.

2. Method

scDataset is designed to enable efficient, randomized data
loading from large-scale datasets. It serves as a flexible
and extensible interface that connects diverse data backends,
such as AnnData and HuggingFace Datasets, to PyTorch’s
Datal.oader. The core technical innovations of scDataset are
its block sampling and batched fetching strategies, which
together balance 1/O efficiency with minibatch diversity. To
accommodate a wide range of data sources and workflows,
scDataset is implemented as a PyTorch IterableDataset with
a modular architecture. The design centers on four user-
configurable functions that govern data retrieval and trans-
formation, enabling seamless integration with arbitrary data
backends (see Figure 1).

Appendix A.l discusses the rationale for adopting an
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Figure 1. scDataset bridges diverse data backends with PyTorch’s
DatalLoader through a modular interface. Data retrieval is managed
by a configurable fetch_callback, followed by preprocess-
ing with fetch_transform (e.g., sparse-to-dense conversion).
Batches are selected using batch_callback and further pro-
cessed with bat ch_t ransform before being yielded to the train-
ing pipeline.

iterable-style dataset over the traditional map-style paradigm
in PyTorch. Detailed descriptions of the block sampling and
batched fetching strategies are provided in Appendix A.2
and Appendix A.3, respectively.

Evaluation setup We benchmarked scDataset on the
Tahoe 100M dataset (Zhang et al., 2025), which is avail-
able in three formats: AnnData (14 files of approximately 7
million cells each), HuggingFace Datasets, and BioNeMo.
The AnnData files (downloadable from the official GitHub')
occupy 314GB on disk. The HuggingFace version® requires
1.9TB, and the BioNeMo format, generated using the offi-
cial conversion script’, occupies 1.1TB, with peak storage
usage of 2.2TB during conversion.

For the HuggingFace dataset, a custom script was used to
load the X matrix. The BioNeMo dataset stores only the
X matrix, so handling metadata requires additional custom
logic. When applied to AnnData, scDataset yields batches
as AnnData objects, preserving all original metadata. In con-
trast, when used with HuggingFace or BioNeMo, scDataset
currently returns only the X matrix, as metadata must be
managed separately.

All experiments were conducted on an NVIDIA DGX Sta-
tion with 256GB RAM, an Intel Xeon E5-2698 v4 CPU,
and 5TB of solid-state drive (SSD) storage. Unless oth-
erwise specified, a fixed batch size of 64 was used for all
benchmarks.

Data loading throughput We evaluated data loading
speed by measuring single-core throughput (samples per
second). Each data loader was warmed up for 30 seconds,
followed by 120 seconds of measurement per condition. We
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benchmarked scDataset using seven block sizes (1, 2, 4, 8,
16, 32, 64) and seven fetch factors (1, 2, 4, 8, 16, 32, 64)
on the AnnData, HuggingFace, and BioNeMo datasets. For
AnnData, AnnLoader served as a baseline.

The performance of scDataset depends not only on the
sampling strategy but also on how efficiently the storage
backend serves data requests. While scDataset delivers
requests in an optimal format for batch retrieval, the ac-
tual data access pattern—whether batched or as individual
queries—is determined by the backend implementation. As
a result, improvements from increasing the fetch factor are
observed only when the backend supports efficient batched
reads. Notably, very large fetch factors can slightly degrade
throughput due to the increased computational overhead of
in-memory shuffling of large buffers.

Results are presented in Figure 2 (AnnData), Figure 3 (Hug-
gingFace), and Figure 4 (BioNeMo). As expected, scDataset
with block size 1 and fetch factor 1 matches the baseline per-
formance. On AnnData, increasing both block size and fetch
factor yields up to a 48 x speed-up over AnnLoader (block
size 64, fetch factor 64). For HuggingFace and BioNeMo,
throughput improves with larger block sizes, reaching up to
27 x and 18x speed-ups, respectively, at block size 64.

scDataset throughput with AnnData dataset
1024

512

R

8

.
°

Samples Per Second
R
3
¢ o
\. 19

—e— fetch_factor=1
—e— fetch_factor = 2
—e— fetch_factor =4
—e— fetch_factor = 8
—e— fetch_factor = 16
fetch_factor = 32
fetch_factor = 64
-=- AnnLoader

\
|
|
\

1 2 4 8 16 32 64
Block Size

Figure 2. Data loading throughput for scDataset on the AnnData
dataset as a function of block size and fetch factor. Throughput
(samples/sec) increases substantially with larger block sizes and
higher fetch factors, demonstrating that both parameters synergisti-
cally improve I/O efficiency. At the largest tested values, scDataset
achieves over 48 x higher throughput compared to the baseline.

Minibatch diversity We assessed sampling quality by
measuring plate label entropy within minibatches. In the
Tahoe 100M dataset, each of the 14 AnnData files corre-
sponds to a unique plate label, and because the dataset is
concatenated without prior shuffling, adjacent cells share
the same label.

We evaluated scDataset using the same seven block sizes
and fetch factors as in the throughput benchmarks. Since
minibatch diversity is determined solely by the sampling
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Figure 3. Data loading throughput for scDataset on the Hugging-
Face dataset as a function of block size and fetch factor. Through-
put increases with larger block sizes, but remains unaffected by the
fetch factor. At the largest block size, scDataset achieves a 27 X
speed-up over the baseline.
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Figure 4. Data loading throughput for scDataset on the BioNeMo
dataset as a function of block size and fetch factor. Throughput
increases with larger block sizes, but remains unaffected by the
fetch factor. At the largest block size, scDataset achieves an 18x
speed-up over the baseline.
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strategy, this analysis was performed once, independent
of backend. Both AnnLoader and scDataset with block
size 1 and fetch factor 1 achieve random shuffling, yielding
an entropy of approximately 3.63. As shown in Figure 5,
increasing block size reduces entropy—reaching zero at
block size 64—while higher fetch factors counteract this
effect and help maintain diversity.

Scaling throughput with multiprocessing We evaluated
the maximum throughput of scDataset on the AnnData
dataset using multiprocessing, a feature not natively sup-
ported by AnnLoader. The hyperparameter search space is
summarized in Table 1, with full results in Table 2. While no
single configuration is universally optimal, we highlight a
setting with block_size=4, fetch_factor=16, and
num_workers=12, which achieves approximately 2593
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Figure 5. Plate label entropy within minibatches for scDataset as a
function of block size and fetch factor. Higher entropy indicates
greater minibatch diversity.

samples/sec and maintains an entropy of 3.59—comparable
to random sampling. This represents a 129x speed-up
over AnnLoader. Notably, training for one epoch on the
full Tahoe 100M dataset would take over 58 days with
AnnLoader, but less than 11 hours with scDataset.

Table 1. Hyperparameter search space for throughput experiments
with multiprocessing on the AnnData dataset.

Parameter Values
Block size (b) 4,8, 16, 32
Fetch factor (f) 4,8, 16,32
Number of workers 8, 12, 16

3. Discussion

This work introduces scDataset, a scalable and flexible
data loader for training deep learning models on large-scale
single-cell omics datasets. By combining block sampling
and batched fetching, scDataset enables randomized, high-
throughput training directly from disk without requiring
format conversion or full in-memory loading. The imple-
mentation integrates directly with PyTorch, provides na-
tive support for multiprocessing, and consistently deliv-
ers substantial speed-ups over existing solutions such as
AnnLoader, HuggingFace Datasets, and BioNeMo. By op-
erating directly on formats like AnnData, scDataset enables
shuffled training on commodity hardware and lowers the
barrier to large-scale deep learning in single-cell biology.

While scDataset delivers strong practical performance, two
limitations remain. First, our assessment of sampling qual-
ity is based on plate label entropy—a metadata-based mea-
sure that captures known batch structure but may overlook
more subtle correlations or biases. Second, the current im-
plementation does not support weighted sampling, which
is important for handling imbalanced datasets or enabling
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stratified sampling of rare subpopulations. Future work
will focus on incorporating additional metrics for sampling
quality and extending support to weighted and stratified
sampling—improving the flexibility and applicability of
scDataset across increasingly diverse biological settings.
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A. Appendix
A.1. Map-style vs iterable-style PyTorch Datasets
PyTorch supports two primary paradigms for dataset implementation: map-style and iterable-style datasets.

Map-style datasets implement the ___getitem__ method, allowing retrieval of individual samples by index. Batching is
managed by the Datal.oader, which assembles minibatches by collecting samples one at a time and merging them via a
collate_ fn. This approach is efficient when the dataset resides in memory, as random access is fast. However, for on-disk
datasets, this results in a large number of random I/O operations per minibatch—a significant bottleneck, especially on hard
disk drives (HDDs). For instance, SCimilarity employs a map-style dataset, which constrains disk throughput (Heimberg
et al., 2025).

An exception is the experimental AnnLoader and its underlying AnnCollection dataset, which extend ___getitem_
to accept both single indices and batches of indices. By providing a batch_sampler to the Dataloader’s sampler
argument, minibatches can be retrieved in a single call, reducing I/O overhead. While this approach deviates from standard
PyTorch API usage, it does improve throughput by minimizing disk accesses.

Iterable-style datasets, in contrast, require implementation of the ___iter__ method, returning an iterator over samples.
This paradigm offers maximal flexibility, enabling custom sampling and loading strategies. However, it precludes the use of
standard PyTorch samplers, which rely on map-style indexing, and necessitates careful handling of multiprocessing within
the iterable implementation.

Given the limitations of map-style datasets for large, on-disk single-cell data, we adopt an iterable-style dataset for
scDataset. This design empowers us to implement efficient sampling strategies optimized for disk-based access patterns. Our
implementation natively supports reading from single or multiple AnnData files without format conversions and integrates
custom multiprocessing logic aligned with PyTorch’s Datal.oader specifications.

A.2. Block sampling

Training deep learning models relies on stochastic gradient descent (SGD), where the diversity of each minibatch is crucial
for unbiased updates and robust convergence (Bottou, 1999). Achieving this diversity via random sampling is straightforward
in-memory, but becomes challenging when datasets are too large to fit in memory and must be accessed from disk.

Disk drives, particularly HDDs, are optimized for reading large contiguous chunks of data, but are inefficient when required
to perform frequent, small, non-sequential reads. While SSDs mitigate this limitation to some extent, contiguous access
remains significantly faster than random access.

To reconcile the need for random sampling with the realities of disk I/O, we introduce a block sampling strategy (see
Algorithm 1). Instead of sampling each data point independently, we randomly select contiguous blocks of size b (e.g., 8
cells) from the dataset. For a minibatch size m (e.g., m = 256) and block size b = 8, only m /b = 32 random disk reads are
required per minibatch, each retrieving a contiguous chunk of b samples. These blocks are then assembled to form the final
minibatch.

The choice of block size b governs the trade-off between I/O efficiency and minibatch diversity. Larger blocks improve
throughput by reducing the number of random disk operations, but may group together cells with correlated metadata (e.g.,
from the same tissue or batch), potentially reducing diversity. Conversely, smaller blocks enhance randomness but increase
I/0 overhead. This parameter can be tuned based on dataset properties and hardware capabilities.

A.3. Batched fetching

While block sampling reduces the number of random disk reads, further improvements in throughput and randomness can be
achieved through batched fetching. In this approach, multiple blocks are prefetched into memory in a single I/O operation,
forming a buffer that is subsequently reshuffled to construct diverse minibatches.

Batched fetching amortizes the latency of disk access across larger data transfers, which is particularly beneficial on
high-latency storage devices. After fetching a batch of blocks, the samples are randomly permuted in memory before being
yielded as minibatches, ensuring that each minibatch contains a diverse set of cells.

The detailed procedure for batched fetching is presented in Algorithm 2. This algorithm outlines how scDataset preloads
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Algorithm 1 Block Sampling

Input :Dataset size n, block size b, minibatch size m
(where n is a multiple of b and m for simplicity)

Output : Sequence of minibatches Mg, My, ...

1 Generate full index array: I = [0,1,...,n — 1]

-

Split [ into k = 7 blocks [By, By, ..., Br_1],
where B; = [i-b,...,(i+1)-b—1]
Shuffle block order:

[Bs(0)s - - s Bo(k—1)] < RandomPerm([By, ..., By_1])
Concatenate shuffled blocks:

Linuttied <= Bo(oyll - - - | Bo(r-1)
Split Ispyfnea into minibatches [Mo, ..., M %_1] of size m
for each M; do

Load data: M; < ReadFromDisk(M;)
L yield M;

blocks, reshuffles their contents, and yields randomized minibatches, balancing I/O efficiency with quasi-random sampling.

Algorithm 2 Block Sampling with Batched Fetching
Input :Dataset size n, block size b, minibatch size m, fetch factor f
(where n is a multiple of b and m - f for simplicity)
Qutput : Sequence of minibatches Mg, My, ...
Generate full index array: I = [0,1,...,n — 1]
Split I into k = % blocks By, B1,. .., Br_1],
where B; =[i-b,...,(i+1)-b—1]
Shuffle block order:
[Bs(0)s - - s Bo(k—1)] +— RandomPerm([By, ..., Bx_1])
Concatenate shuffled blocks:
Littied < Bo(oyll - - - [ Bo(r—1)
Split Iiufmea into batches [Fy, . . . ’Fm"lf _1] of sizem - f
for each F; do
Load data: F; < ReadFromDisk(F;)
Shuffle F; in memory
Split F; into minibatches M, ..., M;
for each M do
| yield M;
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Table 2. Results for throughput experiments with multiprocessing on the AnnData dataset. The experiment highlighted in bold corresponds
to the configuration referenced in the main text.

Block size Fetch factor Num workers Samples/sec Avg. batch entropy Std. batch entropy

4 4 8 597 3.51 0.11
12 882 3.49 0.11

16 1175 3.50 0.11

8 8 1061 3.56 0.10
12 1626 3.57 0.09

16 2131 3.56 0.09

16 8 1876 3.59 0.08
12 2593 3.59 0.09

16 2492 3.59 0.08

32 8 1852 3.60 0.08
12 1768 3.61 0.08

16 1761 3.61 0.08

8 4 8 666 3.34 0.15
12 993 3.34 0.16

16 1323 3.33 0.16

8 8 1181 3.48 0.12
12 1766 3.49 0.12

16 2297 3.48 0.12

16 8 2093 3.55 0.09
12 2603 3.56 0.10

16 2529 3.55 0.10

32 8 1873 3.59 0.08
12 1774 3.59 0.09

16 1789 3.59 0.08

16 4 8 861 3.00 0.23
12 1308 3.00 0.23

16 1697 3.01 0.22

8 8 1319 3.33 0.16
12 1940 3.32 0.16

16 2573 3.32 0.16

16 8 2266 3.48 0.12
12 2612 3.48 0.12

16 2549 3.47 0.12

32 8 1878 3.54 0.10
12 1834 3.55 0.10

16 1775 3.54 0.10

32 4 8 1309 2.47 0.27
12 1932 247 0.27

16 2510 247 0.28

8 8 1662 3.00 0.23
12 2493 3.00 0.22

16 3122 3.00 0.22

16 8 2474 3.32 0.16
12 2570 3.32 0.16

16 2458 3.31 0.16

32 8 1837 3.48 0.12
12 1740 3.46 0.13

16 1781 3.46 0.12
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