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Abstract

Due to the size and complexity of modern large language models (LLMs), it has
proven challenging to uncover the underlying mechanisms that models use to solve
reasoning problems. For instance, is their reasoning for a specific problem localized
to certain parts of the network? Do they break down the reasoning problem into
modular components that are then executed as sequential steps as we go deeper
in the model? To better understand the reasoning capability of LLMs, we study
a minimal propositional logic problem that requires combining multiple facts to
arrive at a solution. By studying this problem on Mistral and Gemma models, up
to 27B parameters, we illuminate the core components the models use to solve
such logic problems. From a mechanistic interpretability point of view, we use
causal mediation analysis to uncover the pathways and components of the LLMs’
reasoning processes. Then, we offer fine-grained insights into the functions of
attention heads in different layers. We not only find a sparse circuit that computes
the answer, but we decompose it into sub-circuits that have four distinct and
modular uses. Finally, we reveal that three distinct models — Mistral-7B, Gemma-
2-9B and Gemma-2-27B — contain analogous but not identical mechanisms.

1 Introduction

LLMs can solve many tasks in a few-shot manner (Brown et al., |2020; [Radford et al., [2019b).
One emergent ability of these models is solving problems that require planning and reasoning. In
particular, LLMs seem to have internal components that judiciously process and transform the
provided information. Unfortunately, it is not clear whether these models implement step-by-step
algorithms or whether they perform opaque computations to arrive at their answers.

The area of circuit analysis has emerged as a way to understand how transformers use their internal
components. While the definition of a circuit varies across different works, in this paper, our definition
follows [Wang et al.| (2023a)). A circuit within a transformer is a collection of model components
(attention heads, neurons, etc.) with the edges in the circuit indicating the information flow between
the components in the forward pass. Circuit analysis can inform how to improve models, how
to debug errors, and how to explain patterns in their behavior. Despite the importance of these
goals, there has been a limited number of large-scale studies of interpreting LLM reasoning. Within
mechanistic interpretability (Geva et al., 2021 [Vig et al.| 2020; [Hou et al., [2023)), existing studies
either only provide partial evidence for the underlying circuits (Meng et al.,[2022) or are limited to
small models like a 3-layer transformer or GPT-2 sized models (Merullo et al., |2024a}; |Rauker et al.,
2023 Wang et al., [2023a). Our goal is to go beyond this, uncovering the distinct roles of different
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sets of components for solving a canonical propositional reasoning problem in frontier models with
as many as 27B parameters. Specifically, we aim to identify separate sub-circuits for distinct steps
like retrieving information from the context, processing this information, and arriving at an answer

1.1 A Suitable Set of Propositional Logical Reasoning Problems

Performing circuit analysis for LLMs requires a careful selection of what problem to study. If it is
too simple (e.g., just copying part of the input), then we will learn little about reasoning. If it is too
complex (e.g., generic math word problems), then we will have no way to systematically apply causal
analysis and we will struggle to localize and delineate the model’s internal components. The problem
also needs to be sufficiently natural, such that it is a common subproblem of more complex reasoning
problems in the wild, such as those found in natural logic (MacCartney & Manning, [2014).

Keeping the above considerations in mind, we study the following propositional logic template,
which requires reasoning over distinct parts of the input. The problem involves five boolean variables.
Given two propositions as “Rules” and truth values of three variables as “Facts” we wish to infer the
unknown truth value of a different variable (which we call the “query”). For concreteness, here are
two possible instantiations:

Rules: A or B implies C'. D implies E. Rules: V and W implies X. Y implies Z.
Facts: A is true. B is false. D is true. Facts: V is false. W is true. Y is false.
Question: what is the truth value of C'? Question: what is the truth value of Z?

Consider the left problem, which queries the LogOp (disjunction) chain. One concise solution to the
question is “A is true. A or B implies C; C is true.” This problem, while simple-looking on the surface,
requires the model to perform actions that are essential to more complex reasoning problems. Even
writing down the first answer token (A in “A is true”) takes multiple steps The model must resolve
the ambiguity of which rule is being queried. In this case, it is “A or B implies C” not “D implies E”.
Then, the model needs to determine which facts are relevant and to process the information “A is
true” and “B is false”. Finally, it decides that “A is true” is relevant and implies that “C is true” due to
the nature of disjunction. In contrast, the problem on the right queries the linear chain, requiring the
model to locate different rules (Y implies Z) and process the facts (Y is false).

Our logic problem is also inspired by some of the ones in reasoning benchmarks such as
GSMS8k (Cobbe et al.| 2021) or ProofWriter (Tafjord et al. [2021). The issue with using exist-
ing benchmarks directly is that there is too much syntactic and semantic variation in the questions.
This makes it challenging to use the tools of mechanistic interpretability, which require changing
parts of the input in a systematic way to minimize confounding factors. One can amplify the difficulty
of our problem by increasing the number of variables or the length of the reasoning chain. However,
even on this simple problem, Mistral and Gemma models only achieve 70% to 86% accuracy in
writing the correct proof and determining the query value, even with few-shot prompting.

1.2 Interpreting How LLMs Solve the Logic Problems

Given the above problem template, we design systematic causality-based experiments to understand
how LLMs solve it. We aim to localize and delineate circuits, as a way to interpret how contemporary
LLMs solve propositional logic problems (e.g., how they determine relevant parts of the input, how
they move information around, how they process facts, and how they make decisions). Finding
an interpretable circuit amounts to identifying a small number of components that map to natural
operations and together implement an intuitive reasoning algorithm. It is important to note that,
a priori, a non-interpretable outcome is also possible, where the LLM internally merges steps in
reasoning or distributes the steps across all its parameters. One of our contributions is strong evidence
that the mechanisms for LLMs to solve such reasoning problems are indeed modular and localized.

Figure[T|shows the main ideas of our approach, including the data model, the interpretability tools,
and some findings that are shared across all three models: Gemma-2-27B, Gemma-2-9B (Gemma
Team et al.| |2024) and Mistral-7B-v0.1 (Jiang et al.,|2023)). Our main findings are:

2Qur code is available at https: //github. com/guanzhehong/prop-logic-transformer-circuit
3Each word (or capital letter representing a boolean variable) gets tokenized as an individual token.
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Figure 1: Left: Problem set-up. Top left shows the data model. The causal structure has two chains:
one with a logical operator (LogOp, “and” or “or”’) and the other with a linear causal chain. Bottom
left shows how we get counterfactual signals for the model components (e.g., attention heads). We
vary parts of the input, such as the query variable, truth values, and order of rules. Middle: Key
steps in our interpretability approach. We use causal mediation analysis to localize components in
LLMs that are used to solve the logic problem (circles represent attention heads, with layers stacked
vertically). We derive evidence about the functionality of components using multiple methods. For
necessity, we patch with counterfactual signals (represented by blue and red nodes). Then we check
the impact of each component by looking at the output of the network (e.g., checking if it outputs very
different distributions “outl” vs. “out2” after patching). For sufficiency, we replace the complement
of the circuit with counterfactuals, and we verify that the output does not change too much. For
fine-grained analysis, we use key-value-query interventions to identify the role each component plays.
Right: New findings. Three LLMs use similar reasoning steps when solving these problems. They
use four sparse and distinct sets of attention heads in a step-by-step fashion to execute rule locating,
rule moving, fact processing, and decision making (depicted by the colored nodes).

* All three models contain four families of attention heads with specialized roles in solving
different steps in the problem: queried-rule locating heads, queried-rule mover heads, fact-
processing heads, and decision heads (§3). This is surprising, as it indicates the model solves
the logic problem in a sequential manner, without merging the steps. We further verify the
roles of these four families by analyzing their behavior separately by patching after various
types of counterfactual prompts, e.g., swapping rule locations or fact values (§3.3).

Intriguingly, the three LLMs all perform a type of lazy reasoning. The core circuit does
not immediately pre-process the Rules and Facts in the input. Rather, it primarily activates
after seeing the Question and the ultimate query variable (§3). Moreover, the LLMs tend to
reuse some of their sub-circuits for different parts of the argument when possible, consistent
with Merullo et al.|(2024a). We verify this for Gemma-2-9B and Mistral-7B (§@).

* We provide a partial analysis of Gemma-2-27B, which is somewhat limited due to compu-
tational contraints (§3.4). While all three models contain these four families components,
Gemma-2-27B also possesses certain logical-operator heads that do not seem to exist or
have strong causal roles in the 9B version. Gemma-2-27B’s circuit appears to be slightly
more parallel than the 9B version, which is more sequential. This adds nuances to a study
showing that circuits are consistent across scale by [Tigges et al.| (2024). Indeed, from
Gemma-2-9B to Gemma-2-27B, while the core algorithm appears to stay the same, there
are mechanical differences and additional functional components which likely contribute to
the larger model’s higher proof accuracy.

* Finally, we contrast pre-trained LLMs with 3-layer models trained on our task. The small
models perform intermingled reasoning, linking together their attention blocks and residual
streams in subtle ways. These small models have nearly perfect accuracy, but their reasoning
mechanisms are less modular, as the functional roles of model’s internal components tend



to be situation-dependent (§3.5)). In contrast, Mistral and Gemma seem to consistently use
specialized components for different parts of the task.

Our analysis is, to our knowledge, the first to characterize the circuits employed by LLMs in the
wild for solving a logic problem that involves distracting clauses and requires multi-step reasoning.
While this reasoning is limited compared to the abilities of today’s thinking models (Guo et al.,
2025a; |Arcuschin et al., [2025)), we still go beyond single-hop tasks like token copying or addition
from recent studies, e.g., [Feucht et al.| (2025); Hu et al.| (2025). As another outcome, we have
uncovered fundamental differences between small (3-layer), medium (7B/9B), and large (27B)
models, indicating only some mechanistic insights generalize across scales.

2 Preliminaries and Methodology

We explain our data model and then give an overview of the methodology we use for our analysis.

Input Prompts. We query pre-trained LLMs in a few-shot manner on propositional logic problems
defined in the introduction. We show 4 or 6 examples of questions and their minimal proofs (see
Appendix [B.T] for details). Then, we append a new problem that asks for the truth value of one
variable, in the “Question” part. We refer to this variable as the QUERY token. A minimal reasoning
chain consists of invoking the relevant fact(s) and rule to answer the query. Given the in-context
examples, the models we consider always output a proof followed by the value of QUERY from
{true, false, undetermined}. Interestingly, for the disjunction problem (e.g., invoking A or B implies
C) when the model makes errors, it always starts with an incorrect first token (e.g., saying B is true,
where relevant fact is that A is true). Hence, we can analyze the model’s components when predicting
the first token. In other words, to produce the first answer token in the minimal proof, the model must
execute the causal chain “QUERY —Relevant Rule—Relevant fact(s)—Decision” over the context.

Causal Mediation Analysis. Following prior work, we primarily rely on Causal Mediation Analysis
(CMA) (Pearl,[2001)) to characterize the reasoning circuits. In our setting, CMA is primarily concerned
with measuring the (natural) direct and indirect effects (DE and IE) of a model component. Consider
the following classic causal diagram of CMA, in Figure 2]

Suppose we wish to understand whether a certain mediator
M plays an important role in the causal path from the input
X to the outcome Y. We decompose the “total effect” of
X on Y into the sum of direct and indirect effects, as
shown in the figure. The indirect effect (IE) measures how
important a role the mediator M plays in the causal path Figure 2: CMA causal graph.

X — Y. To measure it, we compute Y given X, except

that we artificially hold M’s output to its “corrupted” version (called an intervention), which is
obtained by computing M on a counterfactual (“corrupted”) version of the input. A significant
change in Y indicates a strong IE, which implies that M is important in the causal path. On the other
hand, a weak IE (so a strong DE) implies that M is unimportant.

Indirect effect

Direct effect

Using CMA for Circuit discovery in LLMs — Necessity and Sufficiency. We can apply the above
CMA methodology to identify the reasoning circuits in LLMs. We look at both the proof and the
final answer output by the model. We perform our interpretability analysis before the model has
produced the first token. We believe the first token demands the greatest number of latent reasoning
steps by the model, so it is the most interesting place to examine. Consider the conjunction problem
in The first step in our analysis is the construction of a ‘counterfactual’ prompt given a base
prompt (we refer to the base prompt as the normal prompt in the rest of the paper). For the first
answer token, when we flip the QUERY token from C to E, the LLM must execute a fully different
causal chain, from “C—A and B implies C—A is true, B is false—B” to “E—D implies E(—D is
true)—D”. In other words, flipping the QUERY token alone generates a “‘counterfactual” prompt
which will help reveal the how the LLM latently executes the causal chain of “QUERY —Relevant
rule—Relevant fact(s)—Decision”. The outcome Y to measure is also naturally defined here: the
softmax layer’s logit difference between the two possible answers, B and D. Therefore, by generating
normal-counterfactual prompt pairs in this fashion, LLM components with strong IEs, i.e., those
pushing the LLM from the normal to the counterfactual answer, must belong to the reasoning circuit.
To verify the sufficiency of the circuit, we just need to set the complement of the circuit as the
mediator, and show that the DE is strong.
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Fine-grained analysis: Understanding sub-component functionality. After obtaining the full
circuit, we can theorize about the role each component in the circuit plays in the reasoning chain.
However, we need to verify such interpretations with empirical causal evidence. To do so, we again
perform CMA with specific sub-components of the circuit held as the mediator, and we measure their
IEs. For instance, if we hypothesize that an attention head uses the QUERY token to locate the rule
being queried (the first reasoning step), then we perform two experiments. First, we set the mediator
as the key activations of this head in the Rule section, and generate the counterfactual prompt by
swapping the position of the rules, without touching anything else in the prompt. We should then
observe a strong IE. Second, we generate the counterfactual prompt by flipping QUERY. Then, the
query activation of this head, when held as the mediator, should have strong IE. In general, testing a
hypothesis of a reasoning circuit component’s role requires careful control on where the input prompt
is “corrupted”, where we need control over how the answer changes or does not change.

For the model to solve our logic problem, it has to perform multiple steps of reasoning, going from
the Question to the Rules to writing down the proof. This leads to a more complicated process for
systematically investigating the internal mechanisms in the LLMs. Other tools commonly used in
mechanistic interpretability such as activation patching, causal tracing (Vig et al.,|2020; Meng et al.,
2022; |Hase et al.| [2024; Heimersheim & Nandal [2024; Zhang & Nanda, |2024) are types of CMA.

3 Discovering Modular Reasoning Circuits in LLMs

To make the problem easier for the smaller models, we only examine Gemma-2-9B and Mistral-7B on
the disjunction version (the LogOp is “or”); but, we study Gemma-2-27B on the full problem. For the
“or” problem, Gemma-2-9B and Mistral-7B have proof accuracy around 83% and 70% respectively.
Their accuracy with “and” is lower, while Gemma-2-27B has accuracy of 86% on the full problem.

We focus on Gemma-2-9B in the main text, which illustrates our analysis process. This example
elucidates the common procedure we apply to the other models as well. Appendix [B]contains the full
results for Gemma-2-9B, Mistral-7B and Gemma-2-27B models.

3.1 Discovering the Necessary Circuit: QUERY-based Search for Model Components

We discover the core reasoning circuit by performing QUERY-based intervention experiments. After
performing attention head output patching and measuring logit differences, we locate a small set of
attention heads that are central to the reasoning circuit of the LLM. The MLPs have much lower
intervened logit difference (mostly < 0.1) showing they play a limited role in the reasoning process.
However, we observe MLP-0 has a higher intervened logit difference. Prior work has observed that
MLP-0 acts more as a “nonlinear token embedding” than a complex high-level processing unit (Wang
et al.,[2023a). Hence, in the rest of this section, we focus our analysis on the attention heads.
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Figure 4: Patching of query and value activations in (a) and (c). We show in (b) the typical attention
patterns of a representative set of the attention heads, which are important in the intervention
experiments shown in (a) and (c). We make several observations from (b).

: observe that it correctly locates the queried rule that ends with Q. Queried-rule mover
head (23.6): it primarily focuses on the QUERY token Q, with some small amount of attention on the
tokens following it. Fact processing head (26,12): attention concentrates in the fact section. Decision
head (30,9): attention focused on the correct first answer token U. In this experiment, intervening on
“key” activations yields trivial scores, so we focus on “value” and “query.”.

Remark. Unless otherwise specified, we adopt a calibrated version of the logit difference (see
Appendix [B): the closer to 1, the stronger the indirect effect of that component is in the causal chain,
and the greater a role that component plays in the reasoning circuit.

Attention-head sub-component patching (QUERY-based patching). We now aim to understand
why the attention heads identified in the last sub-section are important. For now, we continue with
altering the QUERY in the prompt as our causal intervention. We intervene on the sub-components
of each attention head, namely their value, key, and query, and we examine details of their attention
weights. We find that there are four types of attention heads. We show the results in Figure [

. Attention head (19,11)’s query activation has a large intervened logit
difference according to Figure [fa). Therefore, its query (and attention patterns) are QUERY-
dependent and have strong IE. Furthermore, at the QUERY position, we find that on average, its
attention weight is above 85% at the “conclusion” variable of the rule being queried. It is responsible
for locating the queried rule, and storing that rule’s information at the QUERY positionﬂ

Queried-rule mover head. Attention head (23,6)’s value activations have large intervened logit
difference, and intriguingly, its query and key activations do not share that tendency. This already
suggests that its attention pattern performs a fixed action on both the original and altered prompts,
and only the value information is sensitive to QUERY. Furthermore, within the relevant context
(excluding the 4 in-context examples given), (23,6) assigns around 50% attention weight to the
QUERY position, and its attention weight at QUERY is about 5 times larger than the second largest
one on average. Recalling the role of the shallower layers, we find evidence that (23,6) moves the
QUERY and queried-rule information to the “:” positionﬂ

Fact processing heads. Attention heads (26,12)’s query activations have large intervened logit
differences. Within the relevant context, at the “:” token position, it attention weight on the sentence
stating the correct fact is around 60% on averageﬂ

Decision head. Attention heads (28,12) and (30,9)’s query activations have large intervened logit
differences. Their attention patterns suggest that they are “decision” heads. Within the relevant
context, each head’s attention weight focuses on the correct Fact variable (when the model is correct).
The single token position occupies about than 80% of its total attention in the relevant context on
average. In other words, it locates the correct answer token.

417,9), (21,0), (21,7), (22,5), (23,12) exhibit similar tendencies.
5(20,7), (24,15) also belong to this type.
6(24,5), (25,7), (26,0) also belong to this type.



We delay detailed inspection and visualization of the attention statistics to Appendix [B.4.2] Figure[3]
illustrates the reasoning circuit we identify. We remark on two intriguing properties:

1. Compared to the attention blocks, the MLPs are relatively unimportant to correct prediction.

2. There is a sparse set of attention heads that are found to be central to the reasoning circuit: the
queried-rule locating heads, queried-rule mover heads, fact-processing heads, and decision
heads. We discuss circuit discovery in §3.1] and verification in §3.2] This indicates that a
very small fraction of the 9B parameters are taking part in solving a specific question.

3.2 Verifying Sufficiency of the Discovered Circuit

A natural question now arises: is C sufficient to explain the (QUERY-sensitive) reasoning actions of
the LLM? We prove sufficiency by measuring the direct effect of the input prompt on the difference
in the final logits, with the complement of the identified circuit treated as the mediator (defined in
§2). More concretely, we run the model on the normal prompts and only allow normal information
flow in every attention head in the circuit C = {(19,11), (23,6), (26,12), (30,9), ...} (on or after
QUERY), while freezing all the other attention heads to their counterfactual activations obtained by
running on the counterfactual prompts. We expect the average circuit-intervened logit difference
Agormu ; approaching or surpassing the average logit difference of the (un-intervened) model run on
the normal prompts, A, ,-maq;. We confirm this hypothesis in Table

ct | Chuu C C—QRLH C—-QRMH C-FPH C-DH
AC i) Dnormar | 110 0.94 -0.97 -0.40 0.17 -1.11

Table 1: Afjormal /Apormar for Gemma-2-9B, with different choices of Ct. Chuu denotes the
empty circuit, i.e. the case where no intervention is performed. We abbreviate the attention head
families: QRLH = queried-rule locating heads, Q RM H = queried-rule mover heads, FPH =
fact-processing heads, DH = decision heads; C — DH = full circuit but with the decision heads

removed.

Including all 13 attention heads in C, Afmmaz is about 94% of A, ,ma; On the normal samples.
Removing any one of the four families of attention heads from C renders the direct effect almost
trivial. Therefore, every head family is critical to the circuit. Additionally, for Mistral-7B’s circuit
which we obtained via the same search process, we were able to recover about 98% of the average
logit-difference, indicating transferability of the procedure; please see[B.5|for more details.

Please refer to Appendix [B.8.3|for deeper discussions of the experimental procedure and nuances of
the results, including different versions of the circuit which we performed sufficiency tests on for
Gemma-2-9B, the complexities of this verification process, and how we consider certain aspects of
circuit verification a major open problem in mechanistic studies of LLM reasoning.

3.3 Additional Evidence: More Fine-Grained Circuit Analysis

In this sub-section, we discuss example experiments of how we further verify the functionalities of
the attention head families. We present the full analysis in Appendix

Queried-rule locating heads. We use the queried-rule locator heads, the “first step” in the reasoning
circuit, to demonstrate how we perform finer “causal surgery” on the LLM to understand sub-
components of the full circuit better.

First, based on our full-circuit CMA experiments, we have formed an interpretation of the queried-rule
locator heads: they rely on the QUERY information to locate the queried rule in the Rules section.
This is further corroborated by the attention statistics of these attention heads, shown in Figure Ekb)(i):
these attention heads place significant amount of attention weight on the correct position of the
queried rule.

To further verify the “look-up” functionality, we create counterfactual prompts by swapping the
location of the rules while keeping everything else untouched in the normal prompt. For instance, we
would have the following normal-counterfactual pairs:
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Figure 5: Finer-grained examination of circuit components in the Gemma-2-9B model. (a) shows
the (zoomed-in) result of a finer-grained activation patching experiment, aimed at providing further
causal evidence of the rule-locating heads’ functionalities. (b)(i) to (iv) show the attention statistics
of the core attention head families in the circuit.

Rules: A or B implies C. D implies E.
Facts: A is true. B is false. D is true.
Question: what is the truth value of C?

Rules: D implies F. A or B implies C.
Facts: A istrue. B is false. D is true.
Question: what is the truth value of C?

altered

prompt

Clearly, this rule location swap does not cause any change to the answer (here, C' is true in both
versions). However, the queried-rule locator heads’ functionality suggests that they heavily rely on
the key activations (in the Rules section) to perform their role correctly. To provide further causal
evidence for this interpretation, we should set the mediator as the key activations of the attention
heads in the Rules section, and observe their indirect effects on the model’s output logits, namely the
drop in the logit difference between the answer of the queried rule and that of the alternative rule.

As expected, heads with the largest IE are the queried-rule locator heads, as shown in Figure[5{(a). The
keys with strong indirect effects are (17,4), (19,5), (22,2) and (23,6). By noting that Gemma-2-9B
uses Grouped Query Attention which results in key and value activations shared per two heads, we see
that keys with strong indirect effects indeed correspond to the attention heads (17,9), (19,11), (22,5)
and (23,12). In addition, we perform CMA experiments where we swap the Fact value assignments.
The fact-processing heads indeed exhibit the strongest IE.

A possible limitation in generalizing this specific “causal surgery” to contexts with a large number
of clauses is that, how distant the two clauses we interchange positions with becomes a possible
confounding factor. Careful control on how distant the two interchanged clauses are and their absolute
positions in the context is then required.

Attention statistics. We also show the weight of four attention head families in Figure[5[b)(i) to (iv).
The main takeaway is correlational evidence showing that heads attend to the expected part of the
input (blue bars), which varies by type of head, rather than other positions.

3.4 The Reasoning Circuit in Gemma-2-27B

We summarize a few interesting observations about Gemma-2-27B here (Appendix [B-9]has details).

Mechanical circuit differences between 27B and 9B models. Even though the 27B model also
possesses attention heads which can be roughly divided into the 4 families as in the case of the 9B
model, there still are certain finer differences between their circuits: the 27B model’s circuit appears
to have a greater degree of parallelism. In particular, a number of its fact-processing heads have direct
effects on the model’s output: they tend to bypass the “decision” heads. On the other hand, the 9B
model’s circuit is more sequential: the fact processing heads are mostly “connected” to the decision
heads and exhibit weak direct effects on the model’s logits.



Logical-operator heads. As the 27B model is required to solve the full version of the problem, on
top of the four generic families of attention heads, we find that there are certain “logical-operator”
heads which pay particular attention to the words “and” and “or” in the rules, and exhibit strong
causal influence on the model’s reasoning actions. In particular, if we generate counterfactual prompts
by flipping the logical operator from “and” to “or” (or vice versa) while keeping everything else the
same as the normal prompt, then we find these logical-operator heads to have strong indirect effects.
This is further discussed in Appendix [B.9]

3.5 Further Mechanistic Observations

Subcircuit reuse. Both Gemma-2-9B and Mistral-7B reuse their queried-rule locator heads and
decision heads. Specifically, when the model needs to invoke a relevant rule (from the input) later to
construct their output proof, it uses the same heads (but other input positions) to retrieve the location
of the rule. Similarly, the decision heads may perform their function multiple times. In other words,
this pair of components serve as the first and last reasoning step in both places of the model’s proof.
Please refer to Appendix for details.

Prompt-format variation. To provide insights on how generalizable the sub-circuits we found are,
we perform CMA on Gemma-2-9B on our logic problem, but with the prompt-format changed to
“Facts: ... Rules: ... Question: ... Answer: ...” (Rules and Facts sections are swapped in position). The
queried-rule locators and decision heads remain almost the same in the discovered circuit as before.
The mover and fact-processing heads experienced some changes, however. For example, some of the
fact-processing heads focus both on relevant premise variables in the Rules section and facts in the
Facts section now. This indicates that the intermediate heads are more “fluid” in their functional roles
in the circuit. We discuss these results in detail in Appendix [B.8.7]

Contrast against small transformers. To contrast against LLMs which are highly overparameterized
and trained on a large variety of data, we also conducted a mechanistic analysis of a small GPT-like
transformer trained from scratch on a slightly more complex version of our logic problem. We present
the analysis of the 3-layer 3-head transformer in Appendix [C]and[D] with the high-level reasoning
strategy employed by the model illustrated in Figure it is the smallest model capable of achieving
100% test accuracy on the problems.

The most pronounced difference we found is the less interpretable and modular nature of the attention
heads in the small transformer. We show that, when a linear chain is queried, the second layer
attention heads already arrive at the answer and the third layer stays “dormant”, but when a logical-
operator-chain is queried, layer-3 attention heads need to actively participate to resolve the right
answer. In other words, the small model does not have specialized “decision heads” for all situations
in the problem, unlike the LLMs. Furthermore, when the logical-operator chain is queried, even
though the final-layer attention heads are proven to be the ones resolving the correct answer, their
attention patterns are unstructured, scattered across token positions in the Rules and Facts sections.
These observations suggest a (relative) lack of modularity and interpretability in the small model.

4 Related Work

Mechanistic Interpretability. This area explores the hidden mechanisms that enable language-
modeling capabilities and other underlying phenomena from LLMs (Olsson et al., 2022; |Wang et al.,
2023b; |[Feng & Steinhardt, [2024; |Wu et al., [2023} [Hanna et al.| 2024; McGrath et al.,2023; Singh
et al., | 2024; |Geiger et al., 2024; [Feng et al., [2024; Marks et al., 2024} |[Engels et al., [2024; (Csordas
et al.| |2025}; [Baroni et al.,[2025; |Merullo et al.,2024b;|Yin & Wang, 2025} Lindsey et al.,|2025). Some
works show how models retrieve knowledge and facts (Ferrando et al.| 2025} (Geva et al., [2023} [Sun
et al.| 2025} |Yao et al., [2024; Wang et al., |2024bj; [Lu et al., [2025), encode concepts (Todd et al.,|[2024;
Yin & Steinhardt, 2025; Hong et al., [2025; |Beaglehole et al., 2025; [Li et al.|[2025c)) or employ certain
features in CoT reasoning (Dutta et al., [2024; Troitskii et al.,|2025; |Wang et al.,2025a} [Venhoff et al.}
2025b; |Chen et al.l 2025} |[Venhoff et al., [2025a; Baek & Tegmarkl, 2025} [Li et al., [2025b; [Huang
et al., 2025} Dai et al.| 2025} [Lee et al.,|2025). These works primarily provide causal evidence of
their claims through variants of causal mediation analysis (Vig et al.||2020; Meng et al., 2022} Hase
et al.}2024; Heimersheim & Nandal 2024} |Zhang & Nanda, [2024; Mueller et al., [2025; \Geiger et al.,
2025)). Our paper is in the sub-area of circuit-based mechanistic interpretability, e.g., (Elhage et al.|
2021} (Wang et al.l 2023a). The novelty of our work is that we study larger LLMs on a compact logic



problem requiring hidden intermediate reasoning steps, which affords the analysis of how retrieval,
processing, and decision components operate in conjunction, distinct from aforementioned works
which identify certain steering features for CoT reasoning.

Coarse-Grained Evaluation of Reasoning in LLMs. There has been a flurry of work on training
and evaluating reasoning LLMs (Muennighoff et al., 2025} |Ye et al., [2025; Wang et al., 2025c} |Sinha
et al 2025; Zhang et al., [2025} [Shojaee et al., 2025)). This extends the work on evaluating the
reasoning abilities of LLMs across different tasks (Xue et al., 2024} |Tafjord et al., 2021; [Hendrycks
et al., 20215 |Chen et al., [2024 |Patel et al., 2024; Berglund et al.,|2024; Morishita et al., [2023} [Liu
et al.| 2023} |Fu et al.,2024; Seals & Shalin, |2024; Joren et al.| 2025} Zhang et al., [2024,2023}; Saparov:
& He), |2023}; Saparov et al., 2024} |Sun et al.| 2023} |Luo et al.,|2024; Shah et al.| 2024} |Arora et al.,
2024; Han et al.| 2024} |Dziri et al., [2024; | Yang et al., 2024; [Loo et al.,2026; |Li et al., 2025a). While
these studies primarily benchmark their performance on sophisticated tasks, our work focuses on
understanding “how” transformers reason on logic problems accessible to fine-grained analysis (e.g.,
mechanistic circuit analysis).

Fine-Grained Analysis of How LLMs Reason. There are fewer studies that provide fine-grained
analysis of how pretrained LLMs reason latently. We build on ideas from mechanistic interpretability
for arithmetic (Stolfo et al., 2023} |'Yu & Ananiadou, 2024} Kantamneni & Tegmarkl [2025}; |[Zhou
et al., |2024; Wang et al., [2025b; |Mamidanna et al., 2025), syllogistic reasoning (Kim et al., [2024),
graph connectivity (Saparov et al., 2025), and indirect object identification (Wang et al., |2023a)).
However, none studies full propositional-logic problems with [Variable relationships]+[ Variable
value assignment]+[Query] aspects while considering modern LLMs. We complement existing work
on mechanistic analysis for such symbolic reasoning that considers small models trained on the
task (Brinkmann et al., 2024} |Guo et al., 2025b; Wang et al., 2024a; Zhu et al.| 2024} Lin et al., |2025)).

5 Discussion and Conclusion

We studied the reasoning mechanisms of three pre-trained models, ranging from 7B to 27B pa-
rameters. To do so, we introduced a simple propositional logic problem that was amenable to
mechanistic interpretability tools. We characterized the LLMs’ reasoning circuits, showing that they
contain four families of attention heads. These components implement the reasoning pathway of
“QUERY —Relevant Rule—Relevant Facts—Decision.” Our findings provide valuable insights into
the inner workings of LLMs on in-context logical reasoning problems, going beyond prior work. The
fact that we found similar circuits in three distinct LLMs suggests that certain components organically
arise from pre-training (even though it is unlikely that the LLMs were trained on identical problems).

A priori, it was not clear whether we could find isolated reasoning components in LLMs. In fact, we
had a different conjecture based on studying the logic problem for small models, such as the 3-layer
transformers (Appendix [C| and D). As mentioned before, for these small models, we found less
modularity in their components, and in particular, they are less lazy. This behavior on Transformers
trained specifically on a synthetic task is also supported by the work of |Ye et al.| (2024). Real-
world LLMs seem to behave in a different manner, where not much processing happens until the
QUERY token is seen, and their attention patterns tend to be sparser and exhibit more consistent
and specialized structures. Plainly, LLMs not only ingest facts from the input prompt (via in-context
learning), but they also have specialized internal components that process the provided information
before downstream computation.

Limitations. An area of improvement is to extend to more complex problems. With more computa-
tional resources, we should aim to understand what structures are consistently employed by LLMs in
implementing longer logical chains. A possible direction is analyzing latent circuits at critical token
positions in the CoT trace of (thinking) LLMs, building on works such as|Bogdan et al.|(2025)), but in
more formalized settings, such as on longer propositional-logic problems. This would strengthen
and generalize our claims about the existence and robustness of reasoning circuits. Moreover, there
are unanswered questions about how model size and family impact the types of reasoning circuits.
We compare the results on Gemma with Mistral-7B in Appendix [B.4.1] providing some evidence
that model size may be more indicative of capabilities than model family (given certain similarities
between Gemma-2-9B and Mistral-7B). Embedding-level analysis and steering are other important
future directions.
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* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
Justification: No theoretical results.
Guidelines:

* The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

» Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]
Justification: Clear details of all experiments and set-up in the appendix.

Guidelines:
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The answer NA means that the paper does not include experiments.

If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer:

Justification: We are not able to release code. All data generation processes are clearly
described and all models used are open source and cited.

Guidelines:

The answer NA means that paper does not include experiments requiring code.

Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.
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* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: All details of the models and experiments are in the appendix.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: We mention running more experiments / examples every time the significance
is in question.

Guidelines:

¢ The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We details the compute resources (GPUs) used to run the models, which follow
the standard set-up for the open source models in this work.

Guidelines:
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* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]
Justification: No ethics concerns.
Guidelines:

* The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]
Justification: We study synthetic problems, without ties to potential applications.
Guidelines:

» The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

* Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
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Justification: We only use existing pre-trained LLMs.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: All models and ideas are cited.
Guidelines:
* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: Everything is detailed clearly, and we do not release new assets.
Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

 The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
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Answer: [NA]
Justification: No crowdsourcing or data release.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

¢ Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: No human involvement.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [Yes]

Justification: We study LLLMs and clearly specific how to use them. We do not use LLMs
for other purposes.
Guidelines:
* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

* Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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Appendix

A Methodology and Problem Details

A.1 Appendix Table of Contents and Outline

In this section, we provide an overview of our methodology that we presented at a high level in
Section[2] We then give forward pointers to our additional experimental evidence. We aim to provide
an outline of the LLM analysis, guiding the reader through the rest of the appendix.

 §A.7| gives representative examples of the propositional logic problem that we study. In
general, we vary the variable names, the logical operator (“or” vs. “and”), the truth values
of the variables (i.e., the “Facts”), and the QUERY variable.

. provides details of the few-shot examples and input format, and some initial results
about model accuracies. In particular, we engineer the in-context examples to ensure that all
models perform much better than random guessing.

* §B.2)is an expository, background section that shows how activation patching can surface
circuit components. For completeness, we illustrate the main techniques on a toy 2-layer
model, with figures. The main technique is to run the LLM on altered (alt) prompts, while
freezing certain components to the activations on the original (orig) prompt. Throughout, we

also define some notation, such as Ag”- g—alts which is the intervened logit difference. The

relationship between the orig and alt prompts depends on the specific experiment, where we

may change the query variable, the rule locations, or the truth values.
* §B.3|defines the metrics for QUERY-based activation patching.

* §B.4through provides the full analysis of the Mistral 7B model. We break this down
into multiple subsections to present the details of the experiments, where we use the same
approach for the Gemma models later on. In particular, §B.5|has the sufficient test,
contains results for varying the rule locations, and §B.7]has results for varying the facts.

* §B.§|contains the experiments for Gemma 2 9B. This provides full details for the experiments
that we report in the main paper.

. similarly contains results for Gemma 2 27B, including attention head analysis, and a
discussion of the mechanical differences between Gemma 2 9B and 27B.

* §C| presents a full mechanistic analysis of small transformer models (e.g., 3-layer). We
present the main insights in §C|and then supplement this with the full details in §D] We
train several models autoregressively on the propositional logic task. Then, we explore the
mechanisms through a combination of experiments (patching, probing, classification, etc),
focusing on a 3-layer model. We present the high level strategy employed by the 3-layer
model to solve the logic problems in Figure providing a contrast to the modular and
more interpretable circuit in the pre-trained LLMs.

A.2 Propositional logic problem and examples
In this section, we provide a more detailed description of the propositional logic problem we study in
this paper, and list representative examples of the problem.

At its core, the propositional logic problem requires the reasoner to (1) distinguish which chain type
is being queried (LogOp or linear), and (2) if it is the LogOp chain being queried, the reasoner must
know what truth value the logic operator outputs based on the two input truth values.

Below we provide a comprehensive list of representative examples of our logic problem at length 2
(i.e. each chain is formed by one rule). We use [Truth values] to denote the relevant input truth value
assignments (i.e. relevant facts) to the chain being queried below.

1. Linear chain queried, [True]

* Rules: A or B implies C. D implies E.
e Facts: A is true. B is true. D is true.
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¢ Question: what is the truth value of C?
* Answer: D is true. D implies E; E True.

2. Linear chain queried, [False]

* Rules: A or B implies C. D implies E.

e Facts: A is true. B is true. D is false.

* Question: what is the truth value of C?

* Answer: D is false. D implies E; E undetermined.
3. LogOp chain queried, LogOp = OR, [True, True]

* Rules: A or B implies C. D implies E.

e Facts: A is true. B is true. D is true.

¢ Question: what is the truth value of C?

* Answer: B is true. A or B implies C; C True.

Remark A.1. In this case, the answer “A true. A or B implies C; C True” is also correct.

4. LogOp chain queried, LogOp = OR, [True, False]

* Rules: A or B implies C. D implies E.

e Facts: A is true. B is false. D is true.

¢ Question: what is the truth value of C?

* Answer: A is true. A or B imples C; C True.

5. LogOp chain queried, LogOp = OR, [False, False]
* Rules: A or B implies C. D implies E.
* Facts: A is false. B is false. D is true.

¢ Question: what is the truth value of C?
* Answer: A false B false. A or B implies C; C undetermined.

6. LogOp chain queried, LogOp = AND, [True, True]

* Rules: A and B implies C. D implies E.

e Facts: A is true. B is true. D is true.

* Question: what is the truth value of C?

* Answer: A is true. B is true. A and B implies C; C True.
7. LogOp chain queried, LogOp = AND, [True, False]

* Rules: A and B implies C. D implies E.

 Facts: A is true. B is false. D is true.

¢ Question: what is the truth value of C?

* Answer: B is false. A and B implies C; C undetermined.
8. LogOp chain queried, LogOp = AND, [False, False]

* Rules: A and B implies C. D implies E.

e Facts: A is false. B is false. D is true.

¢ Question: what is the truth value of C?

* Answer: A is false. A and B implies C; C undetermined.

Remark A.2. In this case, the answer “B is false. A and B implies C; C undetermined” is
also correct.

Importance of the first answer token. As discussed in correctly writing down the first answer
token is central to the accuracy of the proof. First, it requires the model to process every part of the
context properly without CoT due to the minimal-proof requirement of the solution. Moreover, it
is the answer token position which demands the greatest number of latent reasoning steps in the
whole answer, making it the most challenging token for the model to resolve. Therefore, this token
is the most interesting place to focus our study on, as we are primarily interested in how the model
internalizes and plans for the reasoning problems in this work.
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B The reasoning circuit in LLMs: experimental details

B.1 Problem format

We present six examples of the propositional-logic problem in context to the Mistral-7B model, and
four examples to the Gemma-2-9B model. We then prompt them for their answer to a newly appended
problem. To generate the problem, we use the template and then sample variables and truth values.
The two chains have independent proposition variables (leading to five distinct boolean variables).
We randomly choose variables from capital English letters (A—Z) and truth values (true or false).

Remark B.1. To ensure fairness, for the disjunction problem, we provide the LLM with equal number
of in-context examples for each query type (the OR chain and the linear chain) in random order.
Please note that, while the premise variables in the linear chain examples could be set FALSE when
not queried, the actual question (the seventh example which the model needs to answer) always
sets the truth value assignment of the linear chain to be TRUE, preventing the model from taking a
shortcut and bypassing the “QUERY —Relevant Rule” portion of the reasoning path.

Additionally, the models perform much better than random on these problems, with high accuracy
for Mistral (above 70%) and Gemma-2-9B (above 83%). Gemma-2-27B achieves nearly perfect
accuracy. This reflects a balanced evaluation, with the models queried for the LogOp and linear
chains at a 50% probability each. Specifically, we tested the models on 400 samples. Mistral achieved
96% accuracy when QUERY is for the linear chain, and 70% accuracy when QUERY is for the OR
chain (so they average above 70% accuracy). Similar trends hold for the other models.

B.2 Causal mediation analysis: further explanations

This subsection complements the causal mediation analysis methodologies we presented in §2|in
the main text. In particular, we illustrate how the interventions are done in the circuit discovery and
verification processes, by using a 2-layer 2 attention head transformer as an example for simplicity.

Figure [6]illustrates the activation patching procedure in circuit discovery. We investigate how internal
transformer components causally influence model output. In the specific example, we show how we
would examine the causal influence of attention head (0,2)’s activations on the correct inference of
the model.

Circuit verification, on the other hand, goes through a somewhat more complex process of interven-
tions, as illustrated in Figure[/] Recall our main procedure (discussed in the main text).

1. We run the LLM on the original prompts, and cache the activations of the attention heads.

2. Now, we run the LLM on the corresponding altered prompts, however, we freeze all the
attention heads’ activations inside the model to their activations on the original prompts,
except for those in the circuit C which we wish to verify (i.e. only the attention heads in C
are allowed to run normally). We record the (circuit-intervened) altered logit differences on
the altered prompts.

3. We average the circuit-intervened altered logit differences across the samples, namely
% 22;1 ACM 9 _}al and check whether they approach the “maximal” altered logit differ-

o
ence, namely A

Remark B.2. As the reader can observe, we do not freeze the MLPs in our intervention experiments.
We note that the MLPs do not move information between the residual streams at different token
positions, as they only perform processing of whatever information present at the residual stream.
Therefore, similar to|Wang et al.| (2023a), we consider the MLPs as part of the “direct” path between
two attention heads, and allow information to flow freely through them, instead of freezing them and
disrupting the information flow between attention heads.

"This specific term reflects, on average, how much the model favors outputting the answer token for the
altered prompts over the original prompts after the circuit interventions.

8Recall that this term is obtained by running the LLM on the altered prompts without any modification to its
internal activations at all. This specific term reflects, on average, how much the (un-intervened) model favors
outputting the answer tokens for the altered prompts over those of the original prompts, when it is run on the
altered prompts.
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Altered activations 1
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Patching-influenced activations
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Altered Input

Figure 6: Illustration of how activation patching is performed in the circuit-discovery process
(necessity-based patching), using a 2-layer, 2-head transformer as a simplified example here. An
attention head is denoted as (¢, h).

In this specific illustrated example, we are studying the causal influence of attention head (0,2)’s
activation on the correct inference of the model. After caching the altered activations of (0,2) (shown
on the left), we run the model on the original prompt and cache the activations (shown in the middle),
then replace the original activation of head (0,2) by its altered activations, and let the rest of the layers
be computed normally (shown on the right) — they now operate out of distribution, and are colored
in green.

In this specific example, the intervened run outputs logits which reflect “belief altering”: that is, the
probability for the answer token of the original prompt now is lower than the answer token for the
altered prompt. This indicates that head (0,2) has causal influence on the corrent inference of the
model.

Original Input Original Input

B.3 Finer details of activation patching

Activation patching experiments: metrics. We rely on a calibrated version of the logit-difference
metric often adopted in the literature for the QUERY-based activation patching experiments (aimed at
keeping the score’s magnitude between O and 1). In particular, we compute the following metric for
head (¢, h) at token position ¢:

1 1
N Zne[N] AOTig—)alt,n;(&h,t) - Aom‘g

(H
Aalt—Alrig
where AT = &3 v 108t X orign) Watt.n] — 10git( X orig.n)[Worign], and Agy =

% ZnG[N] logit(X qit.n)[Yait,n] — 10git(X ait,n) [Yorig,n]- The closer to 1 this score is, the stronger
the model’s “belief™ is altered; the closer to 0 it is, the closer the model’s “belief” is to the original
unaltered one.

Each of our experiments are done on 60 samples unless otherwise specified — we repeat some
experiments (especially the attention-head patching experiments) to ensure statistical significance
when necessary.
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Figure 7: Illustration of how activation patching is performed in the circuit-verification process
(sufficiency-based patching). We use a 2-layer 2-head transformer as a simplified example here. We
use (¢, h) to denote an attention head.

In this specific illustrated example, we are verifying whether the circuit C = {(0,2), (1, 1)} consisting
of the two attention heads is sufficient for altering the “belief” of the model.

We first obtain A4, the average altered logit difference, by running the model on the altered prompts
without interventions. We also run the model on the original prompts and cache the attention heads’
activations (these “original” activations are colored in blue in the figure).

The naive “baseline” for sufficiency verification is the null circuit C,,,;; = @ (shown in the middle):
we freeze all the attention heads to their original activations when running the model on the altered
prompts. This null circuit, as shown in this example, barely alters the model’s “belief” from the
original, as AS;};g’ Lane = —Aa, i.e. the model still strongly favors outputting the answer tokens for
the original prompts over those of the altered prompts on average.

In contrast, if we unfreeze the attention heads in the circuit C when running the model (shown on
the right), we observe that the model’s circuit-intervened logit difference approaches the “maximal”
altered logit difference A,;;. This indicates that the attention heads in C are sufficient for correctly
manipulating the information flow (and processing the information) for reaching the right answer.

B.4 Reasoning circuits in Mistral-7B
B.4.1 Attention head group patching

Starting in this subsection §B.4.T]and ending at §B.7] we present and visualize the attention heads
with the highest average intervenes logit differences, along with their standard deviations (error bars).
Furthermore, we provide further causal evidence for sub-families of attention heads in the circuit.

We note that Grouped-Query Attention used by Mistral-7B adds subtlety to the analysis of which
attention heads have strong causal influence on the LLM’s correct output. (In Mistral-7B-v0.1, each
attention layer has 8 key and value activations, and 32 query activations. Therefore, heads (¢, h x 4)
to (¢, h x 4 + 3) share the same key and value activation.) Patching a single head might not yield a
high logit difference, since other heads in the same group (which possibly perform a similar function)
could overwhelm the patched head and maintain the model’s previous “belief”. Therefore, we also run
a coarser-grained experiment which simultaneously patches the attention heads sharing the same key
and value activations, shown in Figure[8{b). This experiment reveals that heads belonging to the group
(9, 24 - 27) also have high intervened logit difference. Combining with the observation that (9,25;26)
have somewhat positive scores in the single-head patching experiments, and by examining these two
head’s attention patterns (which shall be discussed in detail in the immediate next subsection), we
determine that they also should be included in the circuit.
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Figure 8: Attention head patching, highlighting the ones with the highest intervened logit difference;
x-axis is the head index. (a) shows single-head patching results (same as the one shown in the main
text, repeated here for the reader’s convenience), and (b) shows a coarser-grained head patching in
groups. In (b), we only highlight the head groups that are not captured well by (a).

B.4.2 Attention patterns of QUERY-sensitive attention heads

In this subsection, we provide finer details on the attention patterns of the attention heads we
discovered. Note that the attention weights percentage we present in this section are calculated by
dividing the observed attention weight at a token position by the total amount of attention the head
places in the relevant context, i.e. the portion of the prompt which excludes the 6 in-context examples.

Queried-rule locating heads. Figure[J]presents the average attention weight the queried-rule locating
heads place on the “conclusion” variable and the period “.” immediately after the queried rule at the
QUERY token position (i.e. the query activation of the heads come from the residual stream at the
QUERY token position) — (12,9) is an exception to this recording method, where we only record
its weight on the conclusion variables alone, and already observe very high weight on average. The
heads (12,9), (14,24), (14,26), (9,25), (9,26) indeed place the majority of their attention on the correct
position consistently across the test samples. The reason for counting the period after the correct
conclusion variable as “correctly” locating the rule is that, it is known that LLMs tend to use certain
“register tokens” to record information in the preceding sentence.

Attention weight of the queried-rule locating heads
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Figure 9: Mistral 7B. Average attention weights of the queried-rule locating heads, along with the
standard deviations. The weights are calculated by dividing the actual attention weight placed on the
correct “conclusion” variable of the rule and the period “.” immediately after, by the total amount of
attention placed in the relevant context (i.e. the prompt excluding the 6 in-context examples). Head
(12,9) is an exception: we only record its attention right on the conclusion variable, and still observe
93.0 +9.4% “correctly placed” attention on average.
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We can observe that head (12,9) has the “cleanest” attention pattern out of the ones identified, placing
on average 93.0 &= 9.4% of it attention on the correct conclusion variable alone. The more diluted
attention patterns of the other heads likely contribute to their weaker intervened logit difference score
shown in §3.1]in the main text.

Queried-rule mover heads. Figure [I0]shows the attention weight of the queried-rule mover heads.
While they do not place close to 100% attention on the QUERY location consistently (when the query
activation comes from the residual stream from token ““:”, right before the first answer token), the
top-1 attention weight consistently falls on the QUERY position, and the second largest attention
weight is much smaller. In particular, head (13,11) places 54.2 + 12.5% attention on the QUERY
position on average, while the second largest attention weight in the relevant context is 5.2 + 1.1%

on average (around 10 times smaller; this ratio is computed per sample and then averaged).

Extra note about head (16,0): it does not primarily act like a “mover” head, as its attention statistics
suggest that it processes an almost even mixture of information from the QUERY position and the *:”
position. Therefore, while we present its statistics along with the other queried-rule mover heads here
since it does allocate significant attention weight on the QUERY position on average, we do not list it
as such in the circuit diagram of Figure 3] Furthermore, we do not include it as part of the circuit
C in our circuit verification experiments.

Attention statistics of the queried-rule mover heads
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Figure 10: Mistral 7B. Average attention weights of the queried-rule mover heads, along with the
standard deviations. The raw attention patterns are obtained at token position “:” (i.e. the query
activation comes from the residual stream at the “:” position), right before the first answer token,
and the exact attention weight (indicated by the blue bars) is taken at the QUERY position; for head
(16,0), we also obtain its attention weight at the “:” position, as we found that it also allocates a
large amount of attention weight to this position in addition to the QUERY position. Note: for (15,8),
we found that it only acts as a “mover” head when the linear chain is being queried, so we are only
reporting its attention weight statistics in this specific scenario; the other heads do not exhibit this
interesting behavior, so we report those heads’ statistics in all query scenarios.

Fact processing heads. Figure[TT|below shows the attention weights of the fact processing heads;
the attention patterns are obtained at the “:” position, right before the first answer token, and we sum
the attention weights in the Fact section (starting at the first fact assignment, ending on the last ““.” in
this section of the prompt). It is clear that they place significant attention on the Fact section of the
relevant context. Additionally, across most samples, we find that these heads exhibit the tendency to
assign lower amount of attention on the facts with FALSE value assignments across most samples,
and on a nontrivial portion of the samples, they tend to place greater attention weight on the correct
fact (this second ability is not consistent across all samples, however). Therefore, they do appear
to perform some level of “processing” of the facts, instead of purely “moving” the facts to the *“:”
position.

Decision heads. Figure[12]shows the attention weights of the decision heads on samples where the
model outputs the correct answer (therefore, about 70% of the samples). The attention patterns are
obtained at the “:” position. We count the following token positions as the “correct” positions:
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Attention statistics of the fact processing heads
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Figure 11: Mistral 7B. Average attention weights of the fact processing heads computed at the ““:
token position (last position before the answer), along with the standard deviations. The weights
are calculated by dividing the actual attention weight placed in the Fact section by the total amount
of attention placed in the relevant context (i.e. the part of the prompt excluding the 6 in-context
examples).

* In the Rules section, we count the correct answer token and the token immediately following
it as correct.

* In the Facts section, we count the sentence of truth value assignment of the correct answer
variable as correct (for example, “A is true.”).

* Note: the only exception is head (19,8), where we only find its attention on exactly the
correct tokens (not counting any other tokens in the context); we can observe that it still has
the cleanest attention pattern for identifying the correct answer token.

Attention statistics of the decision heads
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Figure 12: Mistral 7B. Average attention weights of the decision heads, along with the standard
deviations. The weights are calculated by dividing the actual attention weight placed on the correct
answer tokens by the total attention the model places in the relevant context.

An interesting side note worth pointing out is that, (17,25) tends to only concentrate its attention in
the facts section, similar to the fact-processing heads. The reason which we do not classify it as a
fact-processing head and instead as a decision head is that, in addition to finding that their attention
patterns tend to concentrate on the correct fact, evidence presented in §B.7|below suggest that they

are not directly responsible for locating and moving the facts information to the ““:” position, while
the heads (16,12;14) exhibit such tendency strongly.

B.5 Sufficiency tests for circuit verification

In §3.2] we presented a sufficiency test of the circuit. Here, we elaborate further on the experimental
procedures and finer details of the experiment.
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The circuit which we perform verification on is the union of the four attention head families, C =
QRLHUQRMHUFPH U DH, with

* QRLH = Queried-Rule Locating Heads = {(9, 25; 26), (12, 9), (14, 24;26)} patched at
token position QUERY;

* QRMH = Queried-Rule Mover Heads = {(13,11;22), (15, 8)} patched at the “:” posi-
tion (the last position of context);

* F'PH = Fact-Processing Heads = {(16, 12;14), (14, 26) } patched at the *:” position;
* DH = Decision Heads = {(19, 8;9;16), (17, 25)} patched at the *:” position.

We obtain the following results.

ct | Chuw € C—QRLH C—-QRMH C-FPH C-DH
AC i Drormar | 1O 098 -1.02 -0.99 -0.25 -0.89

norma.

Table 2: Mistral 7B. AS, /A ,ormai» With different choices of CT. C,,,,1; denotes the empty circuit,
i.e. the case where every attention head output is frozen to its counterfactual version. We abbreviate
the attention head families, for example, D H = decision heads; C — DH = full circuit but with the
decision heads removed.

7%

An exception is that the queried-rule locating head (14, 24) is also patched at the “:” position, as we
observed that it tends to concentrate attention at the queried rule at this position: it does not locate
the queried rule as consistently as it does at the QUERY position, however. We still chose to patch
it at this position as we found that it tends to improve the altered logit difference, indicating that
either the model relies on this head to pass certain additional information about the queried rule to
the ““:” position, or certain later parts of the circuit do rely on this head for queried-rule information.
The exact function of this attention head remains part of our future study in the reasoning circuit
of Mistral-7B. We likely need to examine this head’s role in other reasoning problems to clearly
understand what its role is at different token positions, and whether there is deeper meaning behind
the fact that, their apparently redundant actions at different token positions all seem to have causal
influence on the model’s inference.

Challenges of reasoning circuit sufficiency verifications. From what we can see, verifying the
sufficiency of a reasoning circuit is a major open problem. Part of the root of the problem lies
in what exactly counts as a circuit that is truly relevant to reasoning: attention heads and MLPs
responsible for lower-level processing such as performing change of basis of the token representations,
storing information at register tokens (such as the periods “.” after sentences), and so on, do not
truly belong to a “reasoning” circuit in the narrow definition of the term. In our considerations, a
“narrow” definition of a reasoning circuit is one which is QUERY sensitive and has strong causal
influence on the correct output of the model on the reasoning problems. The first condition of
QUERY sensitivity is justified by noting that the QUERY lies at the root of the reasoning chain
of “QUERY—Relevant Rule(s)—Relevant Fact(s)—Decision”. We do not analyze through what
circuit/internal processing the “QUERY”, “Relevant Rule(s)” and “Relevant Fact(s)” underwent from
token level to representation level (notice that the reasoning circuit we identified starts at layer 9: it is
entirely possible for the token embeddings of these important items to have undergone significant
processing by the attention heads and MLPs in the lower layers). Simply setting the lower layers’
embeddings to the zero vector, to their mean activations or some fixed embeddings which erase the
instance-dependent information could completely break the circuit.

B.6 Queried-rule location interventions: analyzing the queried-rule locating heads

In this experiment, we only swap the location of the linear rule with the LogOp rule in the Rule section
of the question, while keeping everything else the same (including all the in-context examples). As
an example, we alter the rules as follows. The prompts have the same answer.

[... in-context examples ...] [... in-context examples ...]

Rules: A or B implies C. D implies F. | altered_ | Rules: D implies £. A or B implies C.
Facts: A is true. B is false. D is true. prompt | Facts: A is true. B is false. D is true.
Question: what is the truth value of C? Question: what is the truth value of C?
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Figure 13: Mistral 7B. Key activations patching results. In this experiment, we swap the location
of the linear rule and the LogOp rule in the Rule section and keep everything else in the prompt the
same; we patch the key activations of the attention heads in the Rule section only. (a) visualizes the
average increase in the cross-entropy loss with respect to the true target (the true first token of the
answer) for all key indices, and (b) shows the average and standard deviation of the top three key
indices with the highest loss increase. Observe that these are the keys for the queried-rule locating
heads (12,9), (14,24;26) and (9,25;26) identified in §3.1]

If the queried-rule locating heads (with heads (12,9), (14,25;26), (9,25;26) being the QUERY-
sensitive representatives) indeed perform their functions as we described, then when we run the model
on the clean prompts, patching in the altered key activations at these heads (within the Rules section)
should cause “negative” change to the model’s output, since it will cause these heads to mistake the
queried-rule location in the altered prompt to be the right one, consequently storing the wrong rule
information at the QUERY position. In particular, the model’s cross-entropy loss with respect to the
original target should increase. This is indeed what we observe.

The average increase in cross-entropy loss exhibit a trend which corroborate the hypothesis above,
shown in Figure[T3] While the average cross-entropy loss on the original samples is 0.463, patching
(12,9), (14,24;26) and (9,25;26)’s keys (with corresponding key indices (12,2), (14,6) and (9,6)) in
the Rule section.

Patching the other QUERY-sensitive attention heads’ keys in the Rule section, in contrast, show
significantly smaller influence on the loss on average, telling us that their responsibilities are much
less involved with directly finding or locating the queried rule via attention.

Note: this set of experiments was run on 200 samples instead of 60, since we noticed that the standard
deviation of some of the attention heads’ loss increase is large.

Remark B.3. While attention heads with key index (15,5) (i.e. heads (15, 20-23)) did not exhibit
nontrivial sensitivity to QUERY-based patching (discussed in Section [3.1)in the main text), patching
this key activation does result in a nontrivial increase in loss. Examining the attention heads belonging
to this group, we find that they indeed also perform the function of locating the queried rule similar to
head (12,9). We find them to be less accurate and place less attention on the exact rule being queried
on average, however: this weaker “queried-rule locating ability” likely contributed to their low scores
in the QUERY-based patching experiments presented in the main text.

B.7 Facts interventions: analyzing the fact-processing and decision heads

In this section, we aim to provide further validating evidence for the fact-processing heads and the
decision heads. We experiment with flipping the truth value assignment for the OR chain while
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Figure 14: Mistral 7B. Key, value and query activation patching in the Facts section, with the metric
being the calibrated intervened logit difference. The truth value assignments for the OR chain is
flipped (while keeping everything else in the prompt the same), and the OR chain is always queried.
Observe that only the key activations at index (16,3) obtain a high intervened logit difference score of
approximately 0.34 (this key index corresponds to the attention heads (16, 12 - 15)). Also observe
that the value and query activations in the facts section do not exhibit strong causal influence on the
correct inference of the model.

keeping everything else the same in the prompt (we always query for the OR chain in this experiment).
As an example, we alter the truth values as follows.

[... in-context examples ...] [... in-context examples ...]

Rules: A or B implies C'. D implies E. alered | Rules: A or B implies C. D implies E.
Facts: A is true. B is false. D is true. prompt | Facts: A is false. B is true. D is true.
Question: what is the truth value of C'? Question: what is the truth value of C'?

In this example, the variable that the answer depends on flips from A to B (since after altering, only B
is true). The (calibrated) intervened logit difference is still a good choice in this experiment, therefore
we still rely on it to determine the causal influence of attention heads on the model’s inference, just
like in the QUERY-based patching experiments.

If the fact-processing heads (with (16,12;14) being the QUERY-sensitive representatives) indeed
perform their function as described (moving and performing some preliminary processing of the facts
as described before), then patching the altered key activations in the Facts section of the problem’s
context would cause these attention heads to obtain a nontrivial intervened logit difference, i.e. it
would help in bending the model’s “belief” in what the facts are (especially the TRUE assignments in
the facts section), thus pushing the model to flip its first answer token. This is indeed what we observe.
In Figure[T4] we see that only the key activations with index (16,3) (corresponding to heads (16, 12 -
15)) obtain a much higher score than every other key index, yielding evidence that only the heads
with key index (16,3) rely on the facts (especially the truth value assignments) for answer. Moreover,
notice that patching the key activations of the decision heads does not yield a high logit difference on
average, telling us that the decision heads do not directly rely on the truth value assignment of the
variables for inference (we wish to emphasize again that, the positions of the variables in the Facts
section are not altered, only the truth value assignments for the two variables of the OR chain are
flipped).

Finally, for additional insights on the decision heads (19,8;9;16) and (17,25), we find that by patching
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the query activations of these decision heads at the “:” position yields nontrivial intervened logit
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Figure 15: Mistral 7B. Key, value and query activation patching at the *“:” position (last token position
in the context, right before the answer token), with the metric being the calibrated intervened logit
difference. The truth value assignments for the OR chain is flipped (while keeping everything else in
the prompt the same), and the OR chain is always queried. Observe that only the guery activations at
index (19,8) obtain a high intervened logit difference score of approximately 0.28; the other decision
heads (19,9;16) and (17,25) also obtain nontrivial scores when their queries are patched. Also observe
that the key and value activations at the “:” position do not exhibit strong causal influence on the
correct inference of the model when we only flip the truth value assignments for the OR chain.

difference, as shown in Figure @c) ((19,8) has an especially high score of about 0.27). In other
words, the query activation at the “:” position (which should contain information for flipping the
answer from one variable of the OR chain to the other, as gathered by the fact-processing heads)
being fed into the decision heads indeed have causal influence on their “decision” making. Moreover,
patching the value activation of these heads at “:” does not yield nontrivial logit difference, further
suggesting that it is their attention patterns (dictated by the query information fed into these heads)

which influence the model’s output logits.
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B.8 Reasoning circuit in Gemma-2-9B

In this section, we present an analysis of the reasoning circuit of Gemma-2-9B in solving the same
reasoning problem which Mistral-7B was examined on from before. We find that the discovered
attention heads’ attention patterns inside Gemma-2-9B bear surprising resemblance to Mistral-7B’s:
according to their highly specialized attention patterns, they can also be categorized into the four
families of attention heads which Mistral-7B employs to solve the problem, namely the queried-rule
locating heads, queried-rule mover heads, fact-processing heads, and decision heads. While it is too
early to draw precise conclusions on how similar the two circuits in the two LLMs truly are, the
preliminary evidence suggests that the reasoning circuit we found in this work potentially has some
degree of universality.

B.8.1 QUERY-based attention head activation patching

We perform activation patching of the attention head output of Gemma-2-9B, by flipping the QUERY
in the prompt pairs. This is the same procedure we used to discover the attention head circuit for
Mistral-7B as discussed in §A.T|and [B.2] We highlight the attention heads with the strongest causal
influence on the model’s (correct) inference in Figure@
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Figure 16: Gemma 2 9B. QUERY-based activation patching results of Gemma-2-9B, with sub-
component patching on the query and value activations. We highlight the attention heads with the
highest calibrated intervened logit difference.

B.8.2 Attention patterns of QUERY-sensitive attention heads in Gemma-2-9B

Queried-rule locating heads. The queried rule locating heads inside Gemma-2-9B, namely
{(19,11),(21,7),(22,5), (23,12)}, are very similar in their attention patterns to those in Mistral-7B.
At the QUERY position, their attention concentrates on the conclusion token of the queried rule, and
the “.” which follows. Interestingly, heads (21,7), (22,5) and (23,12) also tend to place some attention
on the “implies” token of the queried rule. Another intriguing difference they exhibit is redundant
behavior: these attention heads are often observed to have almost exactly the same attention pattern
at the “.” and “Answer” token positions following the QUERY token. We visualize their attention
statistics at the QUERY position in Figure[T7]

Queried-rule mover heads. When the query activations of the queried-rule mover heads
{(20,7),(23,6), (24,15)} come from the “:” residual stream, they have fixed attention patterns
which focus a large portion of their attention weights on the QUERY token and two token positions
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Figure 17: Gemma 2 9B. Average attention weights of the queried-rule locating heads in Gemma-2-
9B, along with the standard deviations. The attention pattern is obtained at the QUERY position (i.e.
query activation of the attention head is from the residual stream at the QUERY token position). We
record the attention weight on the queried rule.
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following it, namely the “.” and “Answer” token. Their attention weights are slightly more diffuse
compared to their counterparts in Mistral-7B, likely due to the queried-rule locating heads performing
similar functions at the “.” and “Answer” positions. Furthermore, as shown in Figure[I6]c), we note
that these attention heads are the only ones where patching their value activations results in a large
intervened logit difference, further suggesting their role in performing a fixed “moving” action. We

record their attention weights in Figure[T8]

Attention statistics of the queried-rule mover heads
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Figure 18: Gemma 2 9B. Average attention weights of the queried-rule mover heads in Gemma-2-9B,
along with the standard deviations. The attention pattern is obtained at the “:” position, and we
sum the attention weights at the QUERY position and the “.” and “Answer” token positions which
immediately follow QUERY.

Fact-processing heads. The fact-processing heads {(24,5), (25, 7), (26,0), (26, 12)}’s attention
patterns at the *“:” position tend to place larger weight on the correct fact for the answer, similar to
the fact-processing heads in Mistral-7B. An interesting difference does exist though: heads (24,5)
and (25,7) also tend to place a nontrivial amount of weight on the QUERY and ““:” token positions,
indicating that these heads are relying on some form of mixture of information present at those
positions for processing. While it is reasonable to hypothesize that these heads are likely relying on
the queried-rule information present in the QUERY and *“:” residual streams, we have not confirmed

this hypothesis in our current experiments. We visualize the statistics of these heads in Figure [T9]

Decision heads. The decision heads {(28, 12), (30,9)}’s attention pattern are obtained at the “:”
position. They bear strong resemblance to those in Mistral-7B: they place significant attention on the
correct answer token (in both the rules and facts sections, same as Mistral-7B’s decision heads), and
little attention weight anywhere else. This is shown in Figure[20]
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Attention statistics of the fact-processing heads
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Figure 19: Gemma 2 9B. Average attention weights of the fact-processing heads in Gemma-2-9B,
along with the standard deviations. The attention pattern is obtained at the *“:” position. We record
the attention weights at the correct fact, QUERY and *“:” positions, and the maximum weight on any
other position.
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Figure 20: Gemma 2 9B. Average attention weights of the decision in Gemma-2-9B, along with the
standard deviations. The attention pattern is obtained at the “:” position. We record the attention
weights at the correct answer token positions.

B.8.3 Circuit verification of Gemma-2-9B

In this sub-section, we present two versions of the circuit we performed verifications on. Version
1 was older and coarse-grained due to limited resources available at the time. Version 2 is finer-
grained and performed on a larger number of samples. We leave the older version 1 here to ensure
transparency to our circuit analysis process and show the complexities of circuit verifications.

Version 1 of Circuit Verification. This is the old version of the Gemma-2-9B circuit originally found
in the first version of our work, which we observed to already have a high faithfulness score.

The circuit which we perform verification on is the union of the four attention head families, C =
QRLHUQRMHUFPH U DH, with

* QRLH = Queried-Rule Locating Heads = {(19,11), (21,7),(22,5), (23,12)};
* QRM H = Queried-Rule Mover Heads = {(20,7), (23,6), (24,15)};
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* FPH = Fact-Processing Heads = {(24, 5), (25,7), (26,0), (26,12)};
» DH = Decision Heads = {(28,12), (30,9)}.
Remark. This version of circuit verification is performed in a coarse-grained manner, as we patch the

output of the attention heads in C from the QUERY position to the “:” position, instead of clearly
distinguishing the token positions which each head primarily focuses on.

ct | Couu C C—QRLH C—-QRMH C-FPH C-DH
At/ Dae | 1.0 094 -0.97 -0.40 0.17 -1.11

Table 3: Gemma 2 9B. Asfi g—salt /Aqi: for Gemma-2-9B, with different choices of Ct. Cpun denotes

.

the empty circuit, i.e. the case where no intervention is performed. We abbreviate the attention head
families, for example, DH = decision heads; C — DH = full circuit but with the decision heads
removed.

We find that by patching all 13 attention heads in C, AS , g—art 18 about 94% of the “maximal”
average logit difference A,;; on the altered samples. Moreover, removing any one of the four
families of attention heads from C in the circuit interventions renders the “belief altering” effect of
the intervention almost trivial.

Version 2 of Circuit. With more resources available, we conducted a finer-grained test of the circuit,
covering a larger number of attention heads which have nontrivial causal scores in our circuit search
process, and restricted the token positions which the families are allowed to operate on, similar to
our Mistral experiments before. We also run the verification test on a larger number of samples (240
samples, instead of 80). The following updates are made.

1. Token position restrictions. For the four families of heads, we now restrict the token positions
on which they are allowed to operate normally to be (i.e. the token positions on which they
are unfrozen):

* QUERY for queried-rule locating heads;

* QUERY and “:” for the mover heads, since they have diffuse attention on these
positions.

* The last token position “:” for the fact-processing and decision heads, since we
observed their primary processing for writing down the answer token to take place at
the last token position.

2. Additional QRLHs. We add heads (17,9), (21,0) to the QRLH family. (17,9) did not exhibit
strong causal score in the initial search when we set the mediator to be the output of the
attention head, but it surfaced with high causal score in our rule-location-swap experiment
(where the key activation in the Rules section is the mediator), and its attention statistics
strongly suggest that it is locating the queried rule. (21,0) is included for completeness this
time, since it has moderately high causal score in the circuit search, and its attention pattern
resembles those of the QRLH family closely.

3. The “post-processing” heads. With these token position restrictions, the 4 families of heads
alone recover 86% of the logit difference — a high score, but still lower than before by a
nontrivial margin. We find that for two more attention heads deeper in the model which
have high causal scores in the search process, (27,15) and (33,4), un-freezing them at the
QUERY and “:” positions (along with the rest of the circuit as we described above) helps us
recover 95% of the un-intervened average logit difference.

* We term these heads the “post-processing” heads. Their attention patterns are somewhat
similar to the mover heads’ — consistently heavy attention at the last token position
“:”, with small amount of attention on QUERY - yet they are deeper in the model,

and patching their value activations alone does not yield high causal scores. This

suggests that they are not merely moving information, but boosting the answer signal
given by the core circuit (from the 4 families of heads). The exact role of these two

post-processing heads remains mysterious, and requires future investigations.

* These two heads were not included in the Version 1 circuit as they have less interpretable
functional roles in the circuit, and lower causal scores than the dominant heads in the
four core circuit families (especially head (33,4)). Another reason to include them now
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is that they seem to have counterparts in the larger Gemma-2-27B model: some of the
heads in the deeper layers in that model also exhibit the tendency to only focus on the
last token position, and have nontrivial causal scores.

Further remarks.

1. To see the nuances with the sufficiency tests of these circuits more clearly, we encourage the
interested reader to examine, and ideally work with our open-sourced Jupyter notebook “LLM
Analysis Part 1 - Circuit search, interpretation, and verification.ipynb” in our GitHub repository,
which covers the full workflow from environment setup to the details of circuit tests. By ablating
different combinations of the circuit components and token positions (and with/without the post-
processing heads), the reader should be able to gain a more concrete understanding of the reasoning
circuits.

2. We find it surprising that two LLMs (Mistral-7B and Gemma-2-9B) which are trained with different
procedures and data ended up relying on attention-head circuits which bear strong resemblance to
each other’s. In the current literature, it is unclear how one can rigorously quantify the similarity
of two nontrivial circuits inside different LLMs, however, this subsection does yield preliminary
evidence that, the reasoning circuit we discover potentially has some degree of universality to it, and
is likely an emergent trait of LLMs.

B.8.4 Analysis of queried-rule locating heads

Similar to the Mistral-7B experiments in verifying the queried-rule locating heads, we only swap the
location of the linear rule with the LogOp rule in the Rule section of the question, while keeping
everything else the same (including all the in-context examples). As an example, we alter “Rules: A
or B implies C. D implies E.” to “Rules: D implies E. A or B implies C.” while keeping everything
else the same. The two prompts have the same answer. As the results have already been visualized in
the main text, we do not repeat the results here.

The basic intuition is that, if the queried-rule locating heads indeed perform their functions as we
described, then when we run the model on the clean prompts, patching in the altered key activations
at these heads (within the Rules section) should cause “negative” change to the model’s output, since
it will cause these heads to mistake the queried-rule location in the altered prompt to be the right one,
consequently storing the wrong rule information at the QUERY position. In particular, the model’s
logit difference between the two possible answers (to the LogOp chain and linear chain) should
decrease. Indeed, that is what we observe.

B.8.5 Analysis of fact-processing heads and decision heads

Similar to the Mistral-7B experiments, in this section, we aim to provide further validating evidence
for the fact-processing heads and the decision heads. We experiment with flipping the truth value
assignment for the OR chain while keeping everything else the same in the prompt (we always query
for the OR chain in this experiment). As an example, we alter “Rules: A or B implies C. D implies E.
Facts: A is true. B is false. D is true. Query: please state the truth value of C.” to “Rules: A or B
implies C. D implies E. Facts: A is false. B is true. D is true. Query: please state the truth value of
C.”. In this example, the answer is flipped from A to B. The (calibrated) intervened logit difference
between the two variables in the OR chain is still a good choice in this experiment.

If the fact-processing heads indeed perform their function as described (selecting the correct fact to
invoke, and moving such facts to the “:” position for next-word prediction), then patching the altered
key activations in the Facts section of the problem’s context would cause these attention heads to
obtain a nontrivial intervened logit difference, i.e. it would help in bending the model’s “belief” in
what the facts are (especially the TRUE assignments in the facts section), thus pushing the model
to flip its first answer token. This is indeed what we observe. In Figure [21] we see that only the
key activations with index (23,6), (25,3), (26,6) and (28,4) (corresponding to heads (23,13), (25,6),
(26,12) and (28,8)) obtain a higher score than every other key index, yielding evidence that they are
sensitive to the truth values assignments. Interestingly, head (23,13) did not exhibit strong causal
influence in our CMA experiment in the main text, thus was not included in the circuit. We suspect
that this is due to its inconsistent ability in locating the correct fact: we find that when QUERY is
for the linear chain, this head tends to be correct, and allocates a large amount of attention to the
sentence of the correct fact, yet, when QUERY is for the OR chain, its performance is inconsistent.
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6,9

Moreover, by patching the attention head output on and after the QUERY token (up to “:”’), we gain
understanding of which heads output important truth-value-sensitive information for the model’s
inference. We find that the fact-processing heads (25,7), (26,12), (28,12), and (30,9) indeed have large
intervened logit differences. Interestingly, head (27,15) also has a large score: examining its attention
pattern, we find that it resembles a mover head, focusing attention on “Answer” and “:” positions.
We suspect that this head is moving truth-value-sensitive information sent out by the shallower layers
(e.g. from the heads (25,7), (26,12)). Due to resource constraints, we were not able to verify this
hypthesis.

16 16 16 0.8
17 17 17
18 18 0.4 18
19 19 19 0.6
20 20 20
21 21 21
22 22 22 0.4
23 23 0.2 23
24 24 24
25 O 25 25 [ ] 0.2
%26 26 26 | ]
°27 27 27 [ |
<28 28 0.0 28 B 0.0
%29 29 29
S30 30 30 [ ]
31 31 31 || -0.2
32 32 32
33 33 -0.2 33
34 34 34 -0.4
35 35 35
36 36 36
37 37 37 -0.6
38 38 —0.4 38
39 39 39
40 40 40 -0.8
41 41 41
01234567 01234567 00 25 50 75 100 125 15.0
Head Index Head Index Head Index
(a) Key (b) Value (c) Output, on and after QUERY

Figure 21: Gemma 2 27B. Key, value and output intervention experiment results. We note that the
key and value activations are intervened in the Facts section, while the output intervention is done on
token positions on and after QUERY. The former two helps us understand which attention heads are
truth-value-sensitive and rely on truth value information for inference. The output intervention helps
us know which attention heads’ output are truth-value-sensitive, and send out truth-value-assignment-
dependent information for the model’s reasoning actions.

B.8.6 Rule invocation: circuit reuse in proof writing

We localize the attention heads which invoke the correct rule for the argument. In particular, we
still generate the counterfactual prompt by flipping the query token: clearly, this not only flips
the first answer token (the correct fact invocation), but also the “first rule token”. Consider the
normal-counterfactual pairs:

[... in-context examples ...] [... in-context examples ...]

Rules: A or B implies C'. D implies E. dierea | Rules: A or B implies C. D implies E.
Facts: A is true. B is false. D is true. ——— | Facts: A is true. B is false. D is true.
Question: what is the truth value of C? prompt Question: what is the truth value of £?

Answer: A is true. Answer: D is true.

What follows would be the correct rule invocation. For the normal prompt, it would be “A or B
implies C”, and for the counterfactual prompt, it would be “D implies E”. We perform patching again
at the first answer token position to localize components responsible for retrieving the correct rule to
invoke; we show the results in Figure 22] We intervene on the token positions starting at QUERY,
and ending at the final token position “.”. Note that we perform patching accounting for GQA for
Mistral-7B — we know from before that this coarser-grained patching actually helps us locate more
attention heads which perform the role of rule-locating (recall Figure[8). As we see, the models reuse
the rule-locator and decision heads.
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Figure 22: We observe subcircuit reuse when the Gemma-2-9B and Mistral-7B models invoke the
correct rule.

Remark. With finer examination of the rule-locator heads in Gemma-2-9B, we found that the rule-
locator heads’ activations causally implicate the answer at both the QUERY token position and the
first token of fact invocation (right after “Answer:”): indeed, both positions store information about
the queried rule (reflected in their attention patterns). The decision heads, on the other hand, causally
implicate the answer primarily at the last token position, right before invoking the rule — their precise
functionality is more similar to that for fact invocation.

B.8.7 Prompt format ablation

In this subsection, we aim to understand how robust our discovered subcircuits (the 4 families of
heads) are to prompt format changes. In particular, we switch the Facts and Rules section of our
problems. Our problem pairs now have the following form:

[... in-context examples ...] [... in-context examples ... ]|

Facts: A is true. B is false. D is true. dltered Facts: A is true. B is false. D is true.
Rules: A or B implies C'. D implies £. | —— |Rules: A or B implies C. D implies E.
Question: what is the truth value of C? prompt Question: what is the truth value of £?

Answer: A is true. Answer: D is true.

We show the CMA results, along with representative attention patterns of the surfaced attention heads.
Please refer to Figure 23] for detailed visualization and explanations of our observations.

B.9 Gemma-2-27B reasoning circuit

In this section, we analyze Gemma-2-27B’s reasoning circuit. We first show the CMA result below,
again relying on QUERY-based activation patching.

Additionally, we caution the reader that the experimental study in this subsection is less exhaustive in
nature compared to our study of Mistral-7B and Gemma-2-9B, due to limitations in our computation
budget.

B.9.1 Attention head analysis

Most of the attention heads’ attention patterns in this model’s reasoning circuit (for writing down the
first answer token) resemble those in Gemma-2-9B, therefore we omit another set of visualizations
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Figure 23: (Best viewed when zoomed in) CMA results on logic problems presented in the format
“Facts: ... Rules: ... Question: ...”, along with representative attention patterns of the discovered
attention heads. Overall, the attention heads which have strong IEs remain almost the same as before.
However, some of their functional roles changed. We elaborate on what stayed the same and what
changed below.

First, the majority of the queried-rule locating and decision heads remain the same as before (with
head (34,12) being a new hybrid decision head + fact-processing head which was not present in
our circuit before). In other words, the “starting” and “ending” sub-circuits in the model remain
virtually unchanged. However, the “middle-layer heads”, namely the fact-processing and mover
heads experienced some changes. In particular, a significant portion of these heads shifted to locating
the relevant premise variables and aggregating relevant facts, instead of only performing moving
actions or only focusing on the correct fact-sentence.

showing almost identical results to the 9B subsection from before (besides different layer-head
indices). We focus on attention heads which exhibit significantly new behavior which had not been
observed in the smaller models. This includes two intriguing points mentioned in the main text, (1)
analyzing the logical-operator heads, and (2) showing that a portion of the fact-processing heads
exhibit strong direct effect on the model’s logits.

Logical-operator heads. We discuss how we localize these attention heads, and then show examples
of their attention patterns: we find these heads’ attention pattern not so easy to capture by simple bar
plots showing summarized statistics.

First, to localize these attention heads, we perform the following set of experiments. We set the
following restrictions to the problem context:

* We always query for the logical-operator (LogOp) chain

* We always set the truth value assignments for the two premise variables of the LogOp chain
to be [“true”, “false”’]. We do not allow [“true”, “true”] or [“false”, “false”] in this analysis.
The reason is that for both the situations of LogOp=AND and LogOp=O0R, there is a unique

first answer token (i.e. a unique fact that should be invoked in the minimal proof).

Given a normal prompt such as “Rules: A or B implies C. D implies E. Facts: A is true. B is false. D
is true. Query: please state the truth value of C.”, we generate the counterfactual prompt as “Rules: A
and B implies C. D implies E. Facts: A is true. B is false. D is true. Query: please state the truth
value of C.” This can also be done the other way around of course.

We then hold the attention head output on or after QUERY as the mediator, and search for attention
heads with strong indirect effects. In this setting, we measure the logit different between the two
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possible answer tokens, namely the two premise variables in the LogOp chain. We show the results
in Figure 24

While a significant portion of the attention heads with nontrivial indirect effects are mover and
decision heads, we find that heads (23,13), (23,31) place significant attention not only on the rule
being queried, but also specifically on the logical operator of the queried rule, whenever that rule
has a logical operator. Figure 25| contrasts their behavior on samples querying for the LogOp chain
versus linear chain.
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39 -0.2
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Figure 24: Gemma 2 27B. Output intervention experiment results of the logical-operator-flipping
experiment. We note that the outputs are intervened on and after QUERY.

Mechanical differences in Gemma-2-9B and Gemma-2-27B: Fact—Decision. We illustrate in the

Figure[26]
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Figure 25: Please zoom in to view the detailed path patching results and attention patterns. (a) shows
the query-based path patching result to the decision heads of Gemma-2-27B, and (b) shows the
query-based path patching results to the heads (23,13;31), which we found to place attention not
only on the right fact(s), but also the logical operator word “and” or “or”. Furthermore, we show the
typical attention patterns of the logical-operator related heads on top. The path patching results are
done by flipping the logical operator, as detailed in text.

The two attention heads (23,13) and (23,31) are sensitive to the change in the logical operator, and
exhibit the strongest direct effects on the decision heads. For the four rows showing the example
attention patterns of these two heads, the top two rows are the attention patterns of the attention heads
obtained on samples querying for the linear chain, the bottom two rows are from samples querying
for the LogOp chain. Each row is obtained from the same sample. Observe that in the bottom two
rows, the two heads consistently place attention on the word “and” and “or” in addition to placing
attention on the queried rule.

We also show typical attention patterns of (20,16) and (22,13), which have strong direct effects on
(23,13;31) and also place significant attention on the logical operator. Moreover, note that they are
not very precise fact-processing heads, even though they do place attention on certain facts: they do
not place attention on the correct fact consistently. We hypothesize that these heads’ role has more to
do with informing later attention heads (particularly (23,13;31)) the logical operator present in this
problem instance.

C The reasoning circuit in a small transformer

In this section, we study how small GPT-2-like transformers, trained solely on the logic problem,
approach and solve it. While there are many parts of the answer of the transformer which can lead to
interesting observations, in this work, we primarily focus on the following questions:

1. How does the transformer mentally process the context and plan its answer before writing
down any token? In particular, how does it use its “mental notes” to predict the crucial first
token?

2. How does the transformer determine the truth value of the query at the end?

We pay particular attention to the first question, because as noted in §| the first answer token reveals
the most about how the transformer mentally processes all the context information without any access
to chain of thought (CoT). We delay the less interesting answer of question 2 to the Appendix due to
space limitations.
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Figure 26: Direct effects of attention heads on the model logits for Gemma-2-9B and Gemma-2-27B.
The latter appears to have more parallel processing components than the 9B model. More specifically,
for the 9B model, only the decision heads exhibit strong direct effects on the logits, the earlier ones
(including fact-processing heads) do not. In contrast, the 27B has logical-operator and fact-processing
heads exhibiting strong indirect effects on the logits, in addition to actual decision heads. Rather
interestingly, if we recall the results in the previous Figure [25] we know that the logical-operator
and fact-processing heads also have direct effects on the decision heads. This tells us that these
intermediate heads are “connected” to both the decision heads, and also have direct influence on the
logits. This is not observed in the smaller 9B model!

C.1 Learner: a decoder-only attention-only transformer

In this section, we study decoder-only attention-only transformers, closely resembling the form of
GPT-2 (Radford et al.|[2019a)). We train these models exclusively on the synthetic logic problem. The
LogOp chain is queried 80% of the time, while the linear chain is queried 20% of the time during
training. Details of the model architecture are provided in Appendix

Architecture choice for mechanistic analysis. We select a 3-layer 3-head transformer to initiate our
analysis since it is the smallest transformer that can achieve 100% test accuracy; we also show the
accuracies of several candidate model sizes in Figure 28]in Appendix [D]for more evidence. Note that
a model’s answer on a problem is considered accurate only if every token in its answer matches that
of the correct answer. Please refer to Appendix [D.2]for an illustration of the model components.

C.2 Mechanism analysis
The model approximately follows the strategy below to predict the first answer token:

1. (Linear vs. LogOp chain) At the QUERY position, the layer-2 attention block sends out a
special “routing” signal to the layer-3 attention block, which informs the latter whether the
chain being queried is the linear one or not. The third layer then acts accordingly.

2. (Linear chain queried) If QUERY is for the linear chain, the third attention block focuses
almost 100% of its attention weights on the QUERY position, that is, it serves a simple
“message passing” role: indeed, layer-2 residual stream at QUERY position already has the
correct (and linearly decodable) answer in this case.

3. (LogOp chain queried) The third attention block serves a more complex purpose when the
LogOp chain is queried. In particular, the first two layers construct a partial answer, followed
by the third layer refining it to the correct one.
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We illustrate the overall reasoning strategy and core evidence for it in Figure[30]in Appendix [D.3]

C.2.1 Linear or LogOp chain: routing signal at the QUERY position

The QUERY token is likely the most important token in the context for the model: it determines
whether the linear chain is being queried, and significantly influences the behavior of the third
attention block. The transformer makes use of this token in its answer in an intriguing way.

Routing direction at QUERY. There exists a “routing” direction b, present in the embedding
generated by the layer-2 attention block, satisfying the following properties:

l. a1(X)hyoute is present in the embedding when the linear chain is queried, and
(X )hroute s present when the LogOp chain is queried, where the two «;(X)’s are
sample dependent, and satisfy the property that oy (X) > 0, and (X)) < 0.

2. The “sign” of the h,,ye signal determines the “mode” which layer-3 attention operates in
at the ANSWER position. When a sufficiently “positive” h,.o¢c is present, layer-3 attention
acts as if QUERY is for the linear chain by placing significant attention weight at the QUERY
position. A sufficiently “negative” h,.,,:. causes layer-3 to behave as if the input is the
LogOp chain: the model focuses attention on the rules and fact sections, and in fact outputs
the correct first token of the LogOp chain!

We discuss our empirical evidence below to support and elaborate on the above mechanism.
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Figure 27: Small transformer (trained from scratch). Cosine similarity matrix between output
embeddings from layer-2 attention block. Samples 0 to 99 query for the linear chain, samples 100 to
199 query for the LogOp chain. Observe the in-group clustering in angle (top left and bottom right),
and the negative cross-group cosine similarity (top right and bottom left).

Evidence la: chain-type disentanglement at QUERY. We first observe that, at the QUERY position,
the layer-2 attention block’s output exhibits disentanglement in its output direction depending on
whether the linear or LogOp chain is being queried, as illustrated in Figure 27}

To generate Figure[27] we constructed 200 samples, with the first half querying the linear chain and
the second half querying the LogOp chain. We then extracted the layer-2 self-attention block output
at the QUERY position for each sample, and calculated the pairwise cosine similarity between these
outputs.

Evidence 1b: distinct layer-3 attention behavior w.r.t. chain type. When the linear chain is queried,
the layer-3 attention heads predominantly focus on the QUERY position, with over 90% of their
attention weights on the QUERY position on average (based on 1k test samples). In contrast, when
the LogOp chain is queried, less than 5% of layer-3 attention is on the QUERY on average. Instead,
attention shifts to the Rules and Facts sections of the context, as shown in Figure [31)in Appendix [D-4]

Observations la and 1b suggest that given a chain type (linear or LogOp), certain direction(s)
in the layer-2 embedding significantly influences the behavior of the third attention block in the
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aforementioned manner. We confirm the existence and role of this special direction and reveal more
intriguing details below.

Evidence 1c: computing h,,ute, and proving its role with interventions. To erase the instance-
dependent information, we average the output of the second attention block over 1k samples where

QUERY is for the linear chain. We denote this estimated average as h,.,;. Which effectively

preserves the sample-invariant signal. To test the influence of Roroute, We investigate its impact on the
model’s reasoning process, and we observe two intriguing properties:

1. (Linear—LogOp intervention) We generate 500 test samples where QUERY is for the linear
chain. Subtracting the embedding h,¢. from the second attention block’s output causes
the model to consistently predict the correct first token for the LogOp chain on the test

samples. In other words, the “mode” in which the model reasons is flipped from “linear” to
“LOgOp”.

2. (LogOp—linear intervention) We generate 500 test samples where QUERY is for the LogOp
chain. Adding b, to the second attention block’s output causes the three attention heads
in layer 3 to focus on the QUERY position: greater than 95% of the attention weights are

on this position averaged over the test samples. In this case, however, the model does not
output the correct starting node for the linear chain on more than 90% of the test samples.

It follows that b, indeed exists, and the “sign” of it determines the attention patterns in layer 3
(and the overall network’s output!) in the aforementioned manner.

C.2.2 Answer for the linear and LogOp chain

Linear chain: answer at layer-2 residual stream at QUERY position. At this point, it is clear to
us that, when QUERY is for the linear chain, the third layer mainly serves a simple “message passing”
role: it passes the information in the layer-2 residual stream at the QUERY position to the ANSWER
position. One natural question arises: does the input to the third layer truly contain the information to
determine the first token of the answer, namely the starting node of the linear chain? The answer is
yes.

Evidence 2: linearly-decodable linear-chain answer at layer 2. We train an affine classifier with
the same input as the third attention block at the QUERY position, with the target being the start
of the linear chain; the training samples only query for the linear chain, and we generate 5k of
them. We obtain a test accuracy above 97% for this classifier (on 5k test samples), confirming that
layer 2 already has the answer linearly encoded at the QUERY position. To add further contrasting
evidence, we train another linear classifier with exactly the same task as before, except it needs to
predict the correct start of the LogOp chain. We find that the classifier achieves a low test accuracy of
approximately 27%, and exhibits severe overfitting with the training accuracy around 94%.

LogOp chain: partial answer in layers 1 & 2 + refinement in layer 3. To predict the correct
starting node of the LogOp chain, the model employs the following strategy:

1. The first two layers encode the LogOp and only a “partial answer”. More specifically, we
find evidence that (1) when the LogOp is an AND gate, layers 1 and 2 tend to pass the
node(s) with FALSE assignment to layer 3, (2) when the LogOp is an OR gate, layers 1 and
2 tend to pass node(s) with TRUE assignment to layer 3.

2. The third layer, combining information of the two starting nodes of the LogOp chain, and
the information in the layer-2 residual stream at the ANSWER position, output the correct
answer.

We provide a full technical explanation of this high-level overview in Appendix[D.4] Our argument

mainly relies on linear probing and causal interventions at different layers and token positions in the
model.

D Length-3 small transformer study: further technical details

In this section, we provide further technical details of our three-layer transformer experiments.
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D.1 Data definition and examples

As illustrated in Figure[I] the propositional logic problem always involve one logical-operator (LogOp)
chain and one linear chain. In this paper, we study the length-3 case for the small-transformer setting,
and length-2 case for the Mistral-7B-v0.1 case.

The input context has the following form:

RULES_START K implies D. V implies E. D or E implies A.
P implies T. T implies S. RULES_END

FACTS_START K TRUE. V FALSE. P TRUE. FACTS_END
QUERY_START A. QUERY_END

ANSWER

and the answer is written as
K TRUE. K implies D; D TRUE. D or E implies A; A TRUE.

In terms the the English-to-token mapping, RULES_START, RULES_END, FACTS_START, FACTS_END,
QUERY_START, QUERY_END ANSWER, . and ; are all unique single tokens. The logical operators and
and or and the connective implies are unique single tokens. The proposition variables are also
unique single tokens.

Remark D.1. The rules and facts are presented in a random order in the respective sections of the
context in all of our experiments unless otherwise specified. This prevents the model from adopting
position-based shortcuts in solving the problem.

Additionally, for more clarity, it is entirely possible to run into the scenario where the LogOp chain is
queried, LogOp = OR and the two relevant facts both have FALSE truth values (or LogOp = AND
and both relevant facts are TRUE), in which case the answer is not unique. For instance, if in the
above example, both K and V are assigned FALSE, then both answers below are logically correct:

K FALSE V FALSE. K implies D; D UNDETERMINED. V implies E;
E UNDETERMINED. D or E implies A; A UNDETERMINED.

and

V FALSE K FALSE. V implies E; E UNDETERMINED.
K implies D; D UNDETERMINED. D or E implies A; A UNDETERMINED.

Problem specification. In each logic problem instance, the proposition variables are randomly
sampled from a pool of 80 variables (tokens). The truth values in the fact section are also randomly
chosen. In the training set, the linear chain is queried 20% of the time; the LogOp chain is queried
80% of the time. We train every model on 2 million samples.

Architecture choice. Figure[28]indicates the reasoning accuracies of several candidate model variants.
We observe that the 3-layer 3-head variant is the smallest model which achieves 100% accuracy. We
found that 3-layer 2-head models, trained of some random seeds, do converge and obtain near 100%
in accuracy (typically above 97%), however, they sometimes fail to converge. The 3-layer 3-head
variants we trained (3 random seeds) all converged successfully.

D.2 Small transformer characteristics, and training details
D.2.1 Transformer definition

The architecture definition follows that of GPT-2 closely. We illustrate the main components of this
model in Figure[29] and point out where the frequently used terms in the main text of our paper are in
this model.

The following is the more technical definition of the model. Define input & = (21, x2, ..., Z¢) € Nt
a sequence of tokens with length ¢. It is converted into a sequence of (trainable) token embeddings
Xioken = (€(11), e(x2), ..., e(x;))T € R¥*9e, where we denote the hidden embedding dimension of
the model with d,. Adding to it the (trainable) positional embeddings P = (p;, Py, ..., p;)T € Rt*de,
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Figure 28: Small transformers (trained from scratch), varying sizes. Reasoning accuracies of several
models on the length-3 problem. x-axis: model architecture (number of layers, number of heads);
y-axis: reasoning accuracy. Note that the 3-layer 3-head variant is the smallest which obtains 100%
accuracy on the logic problems.
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Figure 29: Illustration of the major components of a 3-layer attention-only decoder-only transformer
on the left, and a rough “sketch” of what is computed inside an attention block (2 attention heads for
simplicity of the sketch).

we form the zero-th layer embedding of the transformer

Xo = Xtoken + P = (6(131) +p1, ...7€(l’t) +pt) (2)

This zero-th layer embedding is then processed by the attention blocks as follows.

Let the model have L layers and H heads. For layer index ¢ € [L] and head index j € [H], attention
head Ay ; is computed by

T T T —
A (X)) =S <causa] [ (QMXZ,I) KmX“D X, VE eRX 3

1
Vi

where d;, = %.
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We explain how the individual components are computed below.

* Let us begin with how the S(...) term is computed.

. }g,l = LayerNorm(X,_1) € R*de where LayerNorm denotes the layer normalization
operator (Ba et al.| [2016)).

QK j€ R?r*de are the key and query matrices of attention head (¢, 5), where d;, = dﬁe

— ~T
They are multiplied with the input X, to obtain the query and key activations Q, ; X ,_;
and K ; X ;_1, both in the space R%*!. We then perform the “scaled dot-product” of the

query and key activations to obtain
L (Qu, X1, )TK X, , R @)
\/ﬁ £,j<>€—1 £,js > p—1 )

which was introduced in|Vaswani et al.|(2017) and also used in GPT2 (Radford et al.,[2019Db).
* The causal mask operator causal : R*** — R**? allows the lower triangular portion of
the input (including the diagonal entries) to pass through unchanged, and sets the upper
triangular portion of the input to —U, where U is a very large positive number (some papers
simply denote this —U as —oo). In other words, given any M € R**? and (i, k) € [t] x [t],
[causal [M]]; ), = [M], ., if i > k;

[causal [M]], , = —U, if i <k. ©)

o §: Rt — R¥*! is the softmax operator, which computes the row-wise softmax output
from the input square matrix. In particular, given a square input matrix M € R**? with its
upper triangular portion set to —U (note that the causal mask operator indeed causes the
input to S to have this property), we have

ieXp([ Jik) ifti >k
2 n=1exp([M];.n) (6)
[S(M)]; =0, ifi <E.
* To recap a bit, we have now explained how to compute the first major term in (3)), namely

—~—17 \T —~T
N <Causal [\/17, (QZ,]’XE—I) Kl,jXZ—1:|) € [0, 1]***. Tt reflects the attention pattern

[S(M)]ik =

(also called attention probabilities) of the attention head (¢, j) illustrated in Figure s
right half. Intuitively speaking, the (i, k) entry of this ¢ by ¢ matrix reflects how much the
attention head moves the information from the previous layer £ — 1 at the source token
position of k to the current layer ¢ at the target token position .

* Now what about }4,1VZJ-? Vi€ Ren*de s the value matrix of attention head (¢, ). It
is multiplied with X y_; to obtain the value activation X ,_; VZ]- € Rtxdn,

* At this point, we have shown how the whole term in equation (3)) is computed.

Having computed the output of the all H attention heads in the attention block at layer ¢, we find the
output of the attention block as follows:

X=X, 1+ Concat[ Ay 1 (X o-1), ... Aot (X -1)]W 5 4. (7
The operators are defined as follows:

* Concat[-] is the concatenation operator, where Concat[A;1(X¢—1), ..., Ae,u(X-1)] €
Rtxda‘

» W, € R¥*de s the projection matrix (sometimes called output matrix) of layer £. In our
implementation, we allow this layer to have trainable bias terms too.

Finally, having computed, layer by layer, the hidden outputs X, ; for ¢ € [L], we apply an affine
classifier (with softmax) to obtain the output of the model

f(z) = S<XL,tW5ass + beiass) ®
This output indicates the probability vector of the next word.

In this paper, we set the dimension of the hidden embeddings d. = 768.
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D.2.2 Training details

In all of our experiments, we set the learning rate to 5 x 10~°, and weight decay to 10™%. We use a
batch size of 512, and train the model for 60k iterations. We use the AdamW optimizer in PyTorch,
with 5k iterations of linear warmup, followed by cosine annealing to a learning rate of 0. Each model
is trained on a single V100 GPU; the full set of models take around 2 - 3 days to finish training.

D.3 High-level reasoning strategy of the 3-layer transformer

We complement the text description of the reasoning strategy of the 3-layer transformer in the main
text with Figure [30]below. It not only presents the main strategy of the model, but also summarizes
the core evidence for specific parts of the strategy.

i Query type 1 ‘ Query for linear chain Query for LogOp chain
''''''' oo 2 ¢h 3 ¢h
- Layer 2 sends “+h,oute” to layer Layer 2 sends “ —hyoute " to layer 3
- Routlng :nrlz?yrerr 2 ] at QUERY position at QUERY position
i ! Layer 3 @ ANSWER focuses ~100% Layer 3 @ ANSWER allocates ~0% attention on
S L L attention on QUERY position b QUERY, instead focuses on rules and facts
Routing-dependent b
! actionin layer 3 P - b -
777777777777777777 b Layer-2 resid stream @ QUERY: b Layer-2 resid stream @ ANSWER:
l ' linearly decodable answer P Linearly decodable “partial” answer
Answer e v Layer-3 pre-projection embd @ ANSWER:
Linearly decodable relevant premise variables
Answer
Layer-3 post-projection embd @ ANSWER:
linearly decodable answer

Answer

Figure 30: High-level overview of how the 3-layer transformer solves the logic problem, particularly
in writing down the first answer token (the hardest place in the proof). As shown in the grey blocks
on the left, the model performs “routing” in layer 2 by sending a routing signal h,.,, to layer 3
(with its “sign” dependent on the query type), then the layer-3 attention block acts according to the
“sign” of the routing signal sent to it. The middle (right) chain shows the strategy when the problem
queries for linear (LogOp) chain.

D.4 Answer for the LogOp Chain

Evidence 3a: Distinct behaviors of affine predictors at different layers. We train two affine classifiers
at two positions inside the model (each with 10k samples): W ,..4;q =2 at layer-2 residual stream,
and W 444, ¢—3 at layer-3 attention-block output, both at the position of ANSWER, with the target
being the correct first token. In training, if there are two correct answers possible (e.g. OR gate,
starting nodes are both TRUE or both FALSE), we randomly choose one as the target; in testing, we
deem the top-1 prediction “correct” if it coincides with one of the answers. We observe the following
predictor behavior on the test samples:

1. W 4ttn =3 predicts the correct answer 100% of the time.
2. W ,esid,e—=2 always predicts one of the variables assigned FALSE (in the fact section) if
LogOp is the AND gate, and predicts one assigned TRUE if LogOp is the OR gate.

Evidence 3b: linearly decodable LogOp information from first two layers. We train an affine classifier
at the layer-2 residual stream to predict the LogOp of the problem instance, over 5k samples (and
tested on another 5k samples). The classifier achieves greater than 98% accuracy. We note that
training this classifier at the layer-1 residual stream also yields above 95% accuracy.

Evidence 3c: identification of LogOp-chain starting nodes at layer 3. Attention heads (3,1) and (3,3),
when concatenated, produce embeddings which we can linearly decode the two starting nodes of
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the LogOp chain with test accuracy greater than 98%. We also find that they focus their attention
in the rule section of the context (as shown in Figure[3T). Due to causal attention, this means that
they determine the two starting nodes from the LogOp-relevant rules. Remark. The above pieces
of observations suggest the “partial information—refinement” processﬂ To further validate that the
embedding from the first two layers are indeed causally linked to the correct answer at the third layer,
we perform an activation patching experiment.

Evidence 3d: linear non-decodability of linear chain’s answer. To provide further contrasting
evidence for the linear decodability of the LopOp chain’s answer, we experimentally show that it
is not possible to linearly decode the answer of the /inear chain in the model. Due to the causal
nature of the reasoning problem (it is only possible to know the answer at or after the QUERY token
position), and the causal nature of the decoder-only transformer, we train a set of linear classifiers on
all token positions at or after the QUERY token and up to the ANSWER token, and on all layers of
the residual stream of the transformer. We follow the same procedure as in Evidence 3c, except in this
set of experiments, for contrasting evidence, QUERY is for the LopOp chain, while the classifier is
trained to predict the answer of the Linear chain. The maximum test accuracy of the linear classifiers
across all aforementioned token positions and layer indices is only 32.7%. Therefore, the answer of
the Linear chain is not linearly encoded in the model when QUERY is for the LopOp chain.

Evidence 3e: layer-2 residual stream at ANSWER is important to correct prediction. We verify that
layer-3 attention does rely on information in the layer-2 residual stream (at the ANSWER position):

* Construct two sets of samples D; and Ds, each of size 10k: for every sample X ,, € D;
and X ,, € Do, the context of the two samples are exactly the same, except the LogOp is
flipped, i.e. if X ,, has disjunction, then X5 ,, has the conjunction operator. If layer 3 of the
model has no reliance on the Residy—o (layer-2 residual stream) for LogOp information at the
ANSWER position, then when we run the model on any X5 ,,, patching Residy—2 (X, 2)
with Resid;—2(X 1) at ANSWER should not cause significant change to the model’s
accuracy of prediction. However, we observe the contrary: the accuracy of prediction
degrades from 100% to 70.87%, with standard deviation 3.91% (repeated over 3 sets of
experiments).

Observation: LogOp-relevant reasoning at the third layer. We show that the output from attention
heads (3,1) and (3,3) (before the output/projection matrix of the layer-3 attention block), namely
A3 1(X ) and A3 35(X2), when concatenated, contain linearly decodable information about the two
starting nodes of the LogOp chain. We frame this as a multi-label classification problem, detailed as
follows:

1. We generate 5k training samples and Sk test samples, each of whose QUERY is for the
LogOp chain. For every sample, we record the farget as a 80-dimension vector, with every
entry set to 0 except for the two indices corresponding to the two proposition variables
which are the starting nodes of the LogOp chain.

2. Instead of placing softmax on the final classifier of the transformer, we use the Sigmoid
function. Moreover, instead of the Cross-Entropy loss, we use the Binary Cross-Entropy
loss (namely the torch.nn.functional.binary_cross_entropy_with_logits in Py-
Torch, which directly includes the Sigmoid for numerical stability).

3. We train an affine classifier, with its input being the concatenated
Concat[A31(X32), A3 3(X2)] (a 512-dimensional vector) on every training sample,
and with the targets and training loss defined above. We use a constant learning rate of
0.5 x 1073, and weight decay of 10~2. The optimizer is AdamW in PyTorch.

4. We assign a “correct” evaluation of the model on a test sample only if it correctly outputs the
two target proposition variable as the top-2 entries in its logits. We observe that the classifier
achieves greater than 98% once it converges.

°In fact, the observations suggest that layer 3 performs a certain “matching” operation. Take the OR gate as
an example. Knowing which of the three starting nodes (for LogOp and linear chain) are TRUE, and which two
nodes are the starting nodes for the LogOp chain are sufficient to determine the first token! This exact algorithm,
however, is not fully validated by our evidence; we leave this as part of our future work.
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Figure 31: Attention statistics, averaged over 500 samples, all of which query for the LogOp chain.
The x-axis is simply an example prompt that helps illustrate where the attention is really placed at.
Observe that only attention head (3,2) pays significant attention to the fact section. The other two
heads focus on the rule section. Note that none of them concentrate attention on the QUERY token.
Reminder: due the the design of the problem, the rule, fact and query sections all have consistent
length for every sample!

D.5 Extra remarks

Observation 3 supplement: linearly-decodable linear-chain answer at layer 2. We simply frame
the learning problem as a linear classification problem. The input vector of the classifier is the same
as the input to the layer-3 self-attention block, equivalently the layer-2 residual-stream embedding.
The output space is the set of proposition variables (80-dimensional vector). We train the classifier on
5k training samples (all whose QUERY is for the linear chain) using the AdamW optimizer, with
learning rate set to 5 x 1072 and weight decay of 10~2. We verify that the trained classifier obtains
an accuracy greater than 97% on an independently sampled test set of size 5k (all whose QUERY is
for the linear chain too).

Remarks on truth value determination. Evidence suggests that determining the truth value of the
simple propositional logic problem is easy for the model, as the truth value of the final answer is
linearly decodable from layer-2 residual stream (with 100% test accuracy, trained on 10k samples)
when we give the model the context+chain of thought right before the final truth value token. This
is expected, as the main challenge of this logic problem is not about determining the query’s truth
value, but about the model spelling out the minimal proof with careful planning. When abundant CoT
tokens are available, it is natural that the model knows the answer even in its second layer.
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