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Abstract

We propose KNOTGYM, an interactive environment for complex, spatial reasoning
and manipulation. KNOTGYM includes goal-oriented rope manipulation tasks with
varying levels of complexity, all requiring acting from pure image observations.
Tasks are defined along a clear and quantifiable axis of complexity based on the
number of knot crossings, creating a natural generalization test. KNOTGYM has
a simple observation space, allowing for scalable development, yet it highlights
core challenges in integrating acute perception, spatial reasoning, and grounded
manipulation. We evaluate methods of different classes, including model-based
RL, model-predictive control, and chain-of-thought reasoning, and illustrate the
challenges KNOTGYM presents. KNOTGYM is available at https://github.
com/lil-lab/knotgym.
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Figure 1: KNOTGYM is a visual reasoning knot manipulation environment. It includes three tasks:
transforming complex knots to a simple loop (example in the center); tying a loop into complex
knots (right pane); and converting one knot into another, given a goal knot image. KNOTGYM has
a continuous visual observation space (left pane) and an action space of applying forces to contact
points (right pane), abstracting the specifics of robot end effectors. The space of goals, specified using
Gauss code, is a factorial of the number of crossings (#X), which creates a ladder of generalization.
Each goal defines an easily testable equivalence class over a continuous set of states.
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1 Introduction

KNOTGYM is a knot manipulation environment to train and evaluate visual reasoning agents. Figure 1
illustrates KNOTGYM. The agent observes the world state as an image and needs to transform a
knot into a topological goal by applying forces to rope segments. The goal is communicated to the
agent by observing a secondary knot as an exemplar. KNOTGYM defines three tasks (Table 1), each
characterized by its start state and goal. KNOTGYM is designed with several aspects in mind:

Research Challenges KNOTGYM evaluates spatial reasoning, action prediction, planning, and
abstraction skills in a single environment. Solving a task requires analyzing the current rope configura-
tion, planning on deforming it to achieve the goal, and mapping this plan to a sequence of continuous
action predictions. Critically, KNOTGYM does not enforce one specific state as the goal – the goal is a
large equivalence class of states. Goals are defined via Gauss code, a formal mathematical description
of knot configuration based on its crossings. When the goal is communicated using an exemplar
image, solving a task requires abstracting over the exemplar to identify the right set of actions to
complete the task. We show that KNOTGYM is a significant challenge for contemporary methods.

Measurable Complexity Knots are well studied in mathematics, with formal descriptions like
Gauss code and a measure of complexity in the number of crossings.1 Figure 1 shows various knot
configurations with different numbers of crossings, illustrating the increasing complexity of more
crossings. This measure of complexity enables to control the challenges of learning and evaluation.

Generalization Ladder The number of crossings creates a clear generalization ladder. This allows
a clear train-test complexity split, where we train up to a certain level of complexity (i.e., number
of crossings) and test if a model generalizes beyond this number. During training, this allows us to
experiment with a natural learning curriculum, where the number of crossings in training examples is
gradually increased. It also enables the study of self-improving bootstrapping processes in a visual
domain, as recently proposed for arithmetic and maze-solving [Lee et al., 2025b].

Research Accessibility KNOTGYM is an accessible task particularly suited for studying extended
visual reasoning in a laboratory environment, just as Pendulum for classic control and Countdown
for reasoning in natural language [Gandhi et al., 2024]. We follow the implementation and design
principles of OpenAI Gym [Brockman et al., 2016] to make the KNOTGYM as accessible for
researchers as possible. This includes following the standard Gymnasium API [Towers et al., 2024]
and supporting vectorized environments on multiple CPUs. The KNOTGYM environment and our
baselines are available under the MIT license at https://github.com/lil-lab/knotgym.

Table 1: The three tasks of KNOTGYM. We show the final observation assuming the goal is achieved.
Correctly completing tasks does not require getting the exact exemplar configuration (right rope
in each image pair), but a configuration with the same Gauss code, a notation that describes the
abstract spatial characteristics of a knot. For example, the final observations in the tie row are both
[1+,1-,2+,2-], despite their different appearances.

Task name Description Initial→ Final Observations

unknot Untangle a knot into a simple loop −→

tie Tie a goal knot from a simple loop −→

convert Tie a new knot from an old knot −→

1While the number of crossings is a fitting measure of complexity to our manipulation task, the prime
complexity measure of interest in mathematics is more likely the counting of crossing of irreducible knots (i.e.,
as part of the tabulation of prime knots). Under this perspective, all the knots in Figure 1 are equivalent, because
they all can be reduced to a simple loop by applying a few (or many) Reidemeister moves. For us, the number of
crossings is a more appropriate measure because we aim for manipulation and observation complexity.
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2 Related Work

Spatial Reasoning in Vision-language Models Spatial reasoning has been studied with bench-
marks focused on language-vision tasks, specifically relations between individual objects using
synthetic [Johnson et al., 2017, Suhr et al., 2017] and natural [Suhr et al., 2019, Liu et al., 2023]
images. The evaluation of the spatial reasoning of agents is often embedded in locomotion or robotics
manipulation tasks [Yang et al., 2025, Shridhar et al., 2020]. These tasks prioritize diverse domains
and spatial relationships, but they are static and require limited reasoning. In contrast, KNOTGYM,
is more narrow, but demands long, complex spatial reasoning, opening up opportunities to apply
test-time-scaling reasoning in a visual domain. Similar narrow focus to KNOTGYM is deployed by
lilGym [Wu et al., 2023], but with focus relations between rigid objects expressed in natural language.

Axes of Generalization Generalization is studied along many axes, such as length in text sequence
models [Anil et al., 2022], size in graph neural networks [Yehudai et al., 2021], combining parts in
new ways [Hupkes et al., 2020], performing arithmetic [Lee et al., 2025b, Dziri et al., 2023], and
symbolic operations [Welleck et al., 2022]. KNOTGYM proposes a new visual generalization axis.
We leverages the well-studied mathematical construct of knots to provide an established formulation
to structure and discuss generalization evaluation.

Deformable Object Manipulation Manipulating deformable objects, such as liquid, playdough,
and ropes, is notorious for its infinite dimensional configuration space [Lin et al., 2020]. Existing
work [Yan et al., 2020, Sundaresan et al., 2021, Shi et al., 2024] focuses on learning task-specific
representations, and aims to generalize robustly across different textual and material in the real world.
KNOTGYM takes the idea of rope manipulation and simplifies the apparatus to emphasize complexity
generalization. This allows us to assess the complex visual reasoning abilities of both RL methods
and general pretrained VLMs. KNOTGYM also has a different goal formulation compared to classic
robotics tasks. Our goal is to reach an abstract topological structure determined by the Gauss code,
as opposed to minimizing a distance (i.e., Euclidean) between one set of coordinates and the goal
coordinates. The latter can be formulated as an optimization problem, while the former relies more
on abstract reasoning (even a form of searching).

Machine Learning (ML) and Knots The intersection of ML and knot theory research is limited,
but promising. Davies et al. [2021] discovered a new connection between the algebraic and geometric
structure of knots, using ML to guide human intuition. Part of KNOTGYM is an instantiation of a
knot-theoretic problem called unknotting, a special instance of the generic and open problem of knot
equivalence. To solve the same unknotting task, Gukov et al. [2021] learns a reinforcement learning
powered search algorithm in symbolic space via braid words. In contrast, we focus on raw image
observations and are interested in assessing a model’s ability to reason about intuitive physics.

3 KnotGym

Intuitively, knots are ropes whose ends are joined. In KNOTGYM, agents manipulate such objects
in a continuous 3D space by pulling on specific points in the rope (i.e., exerting force at a location),
without breaking the continuity of the rope. Each knot is embedded in 3D space. The 3D coordinates
of a knot are its configuration. Each episode has a topological goal expressed by an underlying Gauss
code. The goal is specified via an exemplar placed in the environment, adjacent to the manipulated
knot. The goal of each episode is to manipulate an initial knot configuration, via a series of actions,
such that the final knot has the goal Gauss code (Figure 2). The agent in KNOTGYM does not
have access to the world state or the Gauss code representing the goal, but instead receives visual
observations only, reflecting our research interest in visual spatial reasoning. KNOTGYM can be
easily extended to reveal those signals to the agent as well.

We now define and discuss the design of the KNOTGYM environment and tasks. Table 2 summarizes
key terms. KNOTGYM implements the Gymnasium interface [Towers et al., 2024] for ease of use.
Appendix C provides implementation details.
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Table 2: Key concepts in KNOTGYM

Concept Explanation
(Knot) configuration 3D coordinates of key points along a single knot
Goal Abstract spatial relationship of a knot uniquely identified by a Gauss

code (many configurations can share the same Gauss code)
Goal configuration A knot configuration that has the goal Gauss code
State The environment includes both the manipulated knot and the goal, so the

state specifies both of their configurations
Observation An RGB image that is a 2D projection of the state onto the z-plane

3.1 Environment

KNOTGYM is an episodic partially observable Markov decision process (POMDP)
(S,A, T ,R,Ω,O, H, γ), where S is the state space, A is the set of actions, T is the transi-
tion function, R is the reward function, Ω is the observation space, O is a mapping between states
and image observations,2 H is a termination criteria, and γ is the discount factor.

Gauss code: 1+,2-,3-,1-,2+,3+

1

2

3

Figure 2: An episode is successful when
the current knot configuration has the
goal Gauss code. We obtain the Gauss
code of any knot by traversing through
the rope, starting from the white segment
towards red (black arrow). When travers-
ing, we denote an over-cross with +, and
an under-cross with -, until we return to
the starting segment.

States S A state st ∈ S in time t is a pair (cmt , cg) of
two rope configurations, cmt is the current configuration
of the manipulated rope, and cg is the configuration of the
goal exemplar. Knot configurations are represented by a
series of 3D coordinates of key points along the rope. The
goal configuration cg satisfies the goal Gauss code and
remains the same throughout an episode; we include it
in the state space to construct a Markovian state and to
keep the policy conditioning on the state only. The agent
operating in KNOTGYM does not have access to the world
state, but receives partial observations.

Observations Ω An observation ot ∈ Ω is an image
generated by the observation mapping O : S → Ω. Con-
cretely, ot is rendered z-plane projections of both the cur-
rent configuration cmt and the goal configuration cg. Ob-
servation images have the shape [3, 128, 2× 128] because
we concatenate the rendered images of both configurations.
Similar to [Lin et al., 2020], we use a larger image size
than canonical deep RL environments because crossings
are critical to determine the Gauss code, which is critical
for the agent’s reasoning. Crossings and self-occlusions
also contribute to the partial observability of this problem. We reduce self-occlusions by tuning cable
diameter and increasing the resolution.3 We use 2D RGB observations because we are inspired by
how humans perform predictive spatial reasoning from visual inputs only. KNOTGYM can be easily
extended to symbolic observations or multiple cameras or RGBD observations.

Actions A An action a ∈ A is a 6-tuple (x, y, z, fx, fy, fz), where (x, y, z) specifies a 3D location
in state space that is rounded to the closest key point on the manipulated rope, and (fx, fy, fz) is a
force vector to apply to that key point. The action vector is tuned and normalized to [−1, 1]6. Our
main focus is spatial reasoning, so we abstract away end effectors that would introduce hardware-
specific policies.4 The transition model T : S ×A → S captures the change in knot coordinates after
applying the force for a short period of time, which is implemented by the MuJoCo physics simulator.

2KNOTGYM has a largely deterministic mapping from states to observations, even though there is negligible
stochasticity because of the simulator.

3Cable diameter and resolution should be tuned when scaling to more complex knots (#X>8).
4Training with realistic end effectors is easy to add in the MoJoCo ecosystem, although tangential to our

focus on abstract spatial reasoning.
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Reward Function R The reward function R : S → R is sparse and based on a symbolic oracle
GC , which maps the rope coordinates to its Gauss code. The reward function is defined as

R(cm, cg) = 1(GC (cm) = GC (cg)) .

The agent receives a single positive reward if the current knot configuration has the same Gauss code
as the goal configuration. The agent needs to assess the Gauss code itself. The Gauss code is a formal
description of the topology of a knot. It is computed by traversing through the rope and recording
under-/over-crossings (Figure 2). Gauss codes are necessary but not sufficient to fully reconstruct
a knot.5 Table 3 shows how #X determines the number of possible Gauss codes. In addition, the
reward function provides a negative penalty when reaching the horizon limit without success.

This criterion for success introduces a level of abstraction into KNOTGYM, where an agent must
abstract the full set of correct termination states from the exemplar goal image. It is also more lenient
than requiring reconstruction of the exact goal configuration, and as our experiments show, already
challenging enough for existing methods (Section 4). Because the reward is based on topological
equivalence, it does not always correspond to visual distance-based measures: two rope configurations
can be completely different at first glance yet share the exact same underlying Gauss code; conversely
two visually similar configurations can differ in their Gauss codes by just changing a single over-cross
to an under-cross. This choice distinguishes KNOTGYM from other rope-configuration tasks, such
as SoftGym [Lin et al., 2020], where dense rewards are computed from coordinate-wise distance
that easily enable trajectory optimizations. KNOTGYM, in contrast, requires global and holistic
spatial reasoning. It is not immediately clear, at least not to us, how to convert the tasks into smooth
optimization problems.

Table 3: The factorial space of Gauss codes (GCs)
with respect to the number of crossings (#X).

#X # Possible GCs Example GCs

0 1 { [] }
1 2 { [1+, 1-], [1-, 1+] }

2 12
{ [1+, 1-, 2+, 2-],
[1+, 1-, 2-, 2+],

[1-, 1+, 2+, 2-] ... }
n (2n− 1)!!2n ...

Table 4: Three tasks based on the number of cross-
ings (#X) of the initial/goal knots.

Task
name

Initial #X Goal #X

unknot {2,3,4} {0}
tie {0} {2,3,4}
convert {1,2,3} {2,3,4}

Termination Criteria H There are two crite-
ria for termination: completing the task (i.e.,
equal Gauss code, which also entails a posi-
tive reward) or reaching the horizon limit. An
episode ends immediately upon reaching the
goal Gauss code. An alternative, stricter reward
function is to maintain the goal Gauss code for
multiple frames (i.e., over a set time period),
effectively learning a stopping behavior. Our
preliminary experiments suggest that this vari-
ation makes the tasks even more difficult. It is
easy to add to KNOTGYM.

3.2 Three Tasks

We design three tasks: unknot, tie, convert.
They follow exactly the same environment in-
terface as defined above, while only differing in
the selection of initial state and the goal Gauss
code, see Table 1. The complexity of each task
can be tuned by setting the number of crossings
in the initial rope configuration or the goal. For
example, Table 4 shows the crossing settings we
use in our experiments. We collect 40 knot con-
figurations for each crossing setting (17 for the
simple loop #X=0), reserve 20 configurations as
the train split, and sample the initial goal configurations randomly at training and testing time. We set
the horizon limit to 50 steps in our experiments to balance exploration and training costs. This is a
hyperparameter that users can modify if they increase the number of crossings.

The easiest of the three tasks is unknot, which requires untangling a knot into a simple loop (goal
#X=0). The goal of unknot is shared across all episodes, so the policy does not have to reason
about differing goals. tie is the inverse of unknot: it requires tying a knot from a simple loop. The
policy is goal-conditioned: it needs to uncover the underlying goal Gauss code from an image, and

5An extended variation of Gauss code records additional chiral information.
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manipulate the simple loop towards the identified goal Gauss code. convert is a combination of the
other two and requires a wide range of abilities: identifying the goal Gauss code, recognizing the
current topological structure, and planning accordingly.

3.3 Evaluation and Generalization

The primary evaluation metric is success rate: the percentage of episodes that with a positive reward
(i.e., the manipulated knot configuration matches the goal Gauss code).

KNOTGYM offers at least two testable axes of generalization. The first is train/test generalization: we
train the policy on initial/goal configurations from one split, and evaluate on unseen test configurations,
keeping the task and the number of crossings #X the same. The second, and harder axis is complexity
generalization, when the policy is trained on configurations up to a certain number of crossings (e.g.,
#X=2) and tested on configurations with a higher number (e.g., #X=3 and beyond). This notion
of generalization is related to length generalization [Lee et al., 2025b, Dziri et al., 2023] or size
generalization Yehudai et al. [2021]. A policy that generalizes well will succeed at the task even
when the knot configurations are completely new and more complex. For training-free baselines (i.e.,
prompting proprietary VLMs), we assume that KNOTGYM is out of the pretraining and post-training
distribution, and therefore it is always generalizing its training distribution.

3.4 Knot So Simple

What makes KNOTGYM both interesting and challenging? We identify three unique features KNOT-
GYM offers. These features are tightly integrated, making it suitable to test end-to-end systems.

Acute Perception Unlike the tasks in SoftGym [Lin et al., 2020], solving KNOTGYM relies heavily
on correct identification of crossings, which often span only a few pixels. Effective policies must
attend to such minute details to reason about both the goal and the current topological state.

Continuous Spatial Reasoning Unlike environments such as Ant-Maze [Fu et al., 2020], or ARC-
AGI [Chollet, 2019], which have a discrete reasoning space, KNOTGYM, by its definition (a closed
loop embedded in R3), is a naturally continuous environment with continuous states and action sets.
There is no clear unit of action that would mark a branching point to enable the application of discrete
planning methods. While it is conceptually possible to discretize the knot coordinates, for example,
as a link diagram, and search over Reidemeister moves to achieve the goal Gauss code, KNOTGYM
would still require mapping to grounded actions back in the continuous space.

Very Large Search Space The search space is large not only because KNOTGYM is a continuous
space and the set of possible Gauss codes grows factorial with the number of crossings, but also
because the knot equivalence problem is known to be hard. For the scope of this project, all knot
configurations are reducible to the trivial knot, or the so-called unknot. Essentially, the policies are
required to prove this by concretely finding a reduction path. As our experiments show, this already
proves a significant challenge to state-of-the-art methods (Section 4). Whether we can decide if an
arbitrary knot is reducible to a simple loop in polynomial time is an open math problem [Burton and
Ozlen, 2012]. What’s more, KNOTGYM can easily extend to include non-trivial knots, such as the
trefoil and its variants. The north star of KNOTGYM is to drive the development of policies that learn
to solve the knot equivalence problem, a generalization of the unknotting problem.

4 Experiments

We evaluate representative methods of different types on KNOTGYM: PPO (model-free RL) [Schul-
man et al., 2017], DreamerV3 (model-based RL) [Hafner et al., 2025a], TM-MPC2 (RL with
test-time search) [Hansen et al., 2024], and VLMs via chain-of-thought prompting using GPT-4.1-
nano [Achiam et al., 2023]. Our results characterize the strengths and weaknesses of each method.
We discuss RL and prompting methods separately, as the experiments bring different insights.
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Table 5: Benchmarking representative methods over nine KNOTGYM setups. Entries are training
split success rates calculated over N rollouts. For RL, measurements are taken at 1M steps.

Task #X Random RL (N=384) Prompting (N=105±7)

(N=256) DreamerV3 PPO TD-MPC2 Open Stateless Stateful

unknot 2 11.1 93.3 65.7 71.3 0.0 12.0 20.9
unknot 3 8.4 93.4 63.3 55.4 0.0 6.7 17.0
unknot 4 6.7 89.3 37.0 50.3 0.0 6.1 7.4
tie 2 35.9 83.2 41.3 39.2 0.0 7.6 5.5
tie 3 2.5 16.1 3.3 4.6 0.0 1.0 0.9
tie 4 1.4 4.1 1.3 1.7 0.0 0.0 0.0
convert 2 36.8 71.5 47.7 40.8 0.9 5.7 2.8
convert 3 9.2 15.3 6.3 8.7 0.0 1.0 0.9
convert 4 2.9 5.4 4.7 3.8 0.0 0.0 0.0
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Figure 3: Train success rates of RL methods on nine different KNOTGYM setups after 1M envi-
ronment steps during training. Error bars represent 95% confidence interval. All methods show
non-trivial improvements on unknot via RL training, but struggle on tie and convert. No methods
outperform a random policy at #X=4 of tie and convert, suggesting that increasing #X raises task
difficulty significantly for tasks with many possible goals.
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Figure 4: Training curves for different
number of goal configurations in the
training set (DreamerV3, tie, #X=3).
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Figure 5: Generalization matrices for three tasks. Each
entry of the matrices is success rate evaluated on the
test split with N=128 episodes.

4.1 Reinforcement Learning Methods

We experiment with the vision variant of PPO implementation in Stable-Baselines3 [Raffin et al.,
2021], and the official implementations of TD-MPC2 and DreamerV3, following the default configu-
rations as much as possible. We include detailed hyperparameters in Appendix B and open-source
benchmarking code for reproducibility. Each RL training run has a fixed budget of 1M environment
steps. Table 5 and Figures 3–6 present the results and analysis. Appendix D presents additional
results including all training curves in Figure 13.

Comparing the Three Tasks All methods show non-trivial performance on the easiest unknot task
after training, with DreamerV3 performing particularly well. However, results on tie or convert
are significantly weaker. A potential explanation is that unknot is slightly simpler because the goal
is always the same, and the agent does not need to decode the Gauss code from the goal exemplar.
Qualitative analysis (Figure 6) shows that all methods recover a simple strategy to solve unknot:
dragging one section of the rope in one direction and letting inertia untangle the knot. This generalizes
well to more crossings. In contrast, tie and convert require much more careful reasoning about the
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Figure 6: RL policy rollouts on unknot and tie. All methods find a solution to unknot by
consistently pulling (black arrows) one segment of the rope. However, for tie the actions are more
diverse and spread out without a consistent pattern, highlighting the difficulty of tie.

goal and condition the policy on the decoded goal Gauss code per episode, which contributes to the
difficulty of tie and convert.

Training Difficulty and the Number of Crossings (#X) Increasing the number of crossings raises
task difficulty significantly for tie and convert. Our random baseline policy samples actions
uniformly. The random baselines for #X=2 solve a significant number of tasks because random
walking for 50 timesteps likely stays in the space of #X=2. This is likely helpful for exploration
early on during RL training for convert at #X=2. At #X=3, only DreamerV3 learned a policy
clearly better than random for tie and convert. With one more crossing (#X=4), all methods are
merely marginally better than random policy at tie and convert, even on the training tasks. This
highlights the training challenges with larger #X. We hypothesize this challenge is related to the
size of the training pool, so we examine the training curves when we constrain the diversity of goal
configurations seen during training, reducing from the default 20 goal configurations to 10, 5, and 1
(Figure 4). Indeed, the variety of goal configurations presents a challenge for RL training.

Generalization We train three DreamerV3 policies for unknot and tie on a pool of 20 initial
configurations with #X=2,3,4 respectively, and evaluate on held-out test initial configurations with
#X=2,3,4. Figure 5 shows generalization performance. unknot policies generalize well: policies
trained on #X=2 work well on new #X=2 knots, and generalize to new #X=3 knots, and even, to a
lesser degree, to new #X=4 knots. For the harder tie, the #X=2 policy, despite reaching over 80%
training success rate, only narrowly outperforms the random policy on the test set of new #X=2 knots,
suggesting overfitting to training examples. There is also little goal-generalization on tie, as the test
success rates are close to, if not lower than, the respective random policies.

4.2 Prompting

We evaluate GPT-4.1-nano on KNOTGYM. Because it is fair to assume that KNOTGYM is a new
task for current VLMs, prompting naturally evaluates train/test and complexity generalization.6 Each
prompt is prefixed with detailed instructions about the task, definition of Gauss code, and tuples of
before-after comparisons to convey system dynamics. We experiment with several prompting modes
per task, with 100 episodes per task-mode pair.

6Early experiments show that “thinking” models (o1) do not have an edge over regular models in KNOTGYM.
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# System instructions and visual inputs are removed for brevity.
user: What are a series of actions that will transform the current knot such that it has the same gauss code as
the goal knot? Think step by step, and end your answer in one <answer></answer> block, like: <answer>
[-0.8, 0.8, 0.0, 0.9, 0.0, 0.0] [0.0, 0.2, 0.0, -0.7, 0.0, 0.0] </answer>. You can include multiple lists of six
floats in the block.
model: Let’s analyze the current and goal knots based on the provided images and gauss codes. The goal
gauss code of the target knot appears to be an unknot (flat loop), which corresponds to an empty gauss code [].
The current knot, with its filled gauss code, is more tangled, but the goal is to straighten it into an unknotted
loop.
To achieve this, the main step is to loosen and straighten the loop, removing all crossings. This can be done
by applying gentle forces to the segments to unfold and align the rope into a flat, unknotted circle.
Step-by-step plan:
1. Identify the segments roughly at the center of the loop and gently pull them outward to straighten the loop.
2. Slightly push the ends toward each other to ensure a smooth, flat configuration.
3. Apply minimal force to manipulate the loop into a flat state, removing intersections.
Assuming the rope is centered at (0,0,0), and segments are spread out, approximate actions are:
- Pull the top middle segment slightly upward.
- Pull the bottom middle segment slightly downward.
- Pull the right middle segment slightly to the right.
- Pull the left middle segment slightly to the left.
- Slightly push the segment near the point of crossing to straighten the loop.
Here are the approximate actions: <answer> [0.0, 0.5, 0.0, 0.0, 0.3, 0.0] [0.0, -0.5, 0.0, 0.0, -0.3, 0.0] [0.5,
0.0, 0.0, 0.3, 0.0, 0.0] [-0.5, 0.0, 0.0, -0.3, 0.0, 0.0] [0.0, 0.0, 0.0, 0.0, 0.0, 0.2] </answer>

Figure 7: Example prompt and response in an open mode query. The VLM recognizes the goal Gauss
code and forms a reasonable plan to reach the goal. However, during rollouts the actions are too weak
to achieve the desired effect, highlighting the brittleness of naive world modeling in VLMs.

Prompting Modes We evaluate three prompting modes. They differ in the control loop (open
versus closed) and whether memory is retained for future queries: (a) open mode: the VLM produces
a sequence of actions in one shot, given the initial observation o0, including images of both current
cm0 and goal cg configurations. (b) stateless mode: the VLM produces one action at a time, given the
current observation ot ∼ O(ct, c

g); and (c) stateful mode: the VLM also produces one action at a
time, but it observes a windowed history of past observations and actions. The open/closed control
loop (open vs. stateless/stateful) offers an opportunity to assess VLM dynamics without seeing the
effects of its own actions. The stateful/stateless comparison is based on the assumption that memory
would help further contextualize the system dynamics. Prompt examples are included in Appendix A.

Results Prompting-based methods perform worse than RL baselines in general (Table 5). Most
prompting baselines are worse than a random policy, except for unknot, #X=2,3. The observation
history offered by stateful prompting seems to help, as evidenced on the unknot task. Figure 7
presents one example VLM response to the open query. The VLM recognizes the goal Gauss code is
[] (the task is unknot) and forms a reasonable plan to untangle the knot. However, during rollouts,
the actions are too “weak” and not precise enough to achieve the desired effect. Action imprecision
issues persist even with closed-loop feedback, highlighting the inefficiency of naive world modeling
using VLMs to perform fine manipulations.

5 Discussion

We present KNOTGYM, a new interactive environment for complex spatial reasoning and manip-
ulation. We benchmark general-purpose RL methods of different classes, and show a gradient of
difficulty: unknot is relatively easy, but tie and convert pose a significant generalization challenge
to state-of-the-art RL methods. Key to enabling this observation is the well-defined generalization
ladder knot theory provides. KNOTGYM also presents a third type of generalization underexplored in
this work that can be informally called causal generalization. For example, we can train the policy
on tie task (the forward direction) trajectories, and evaluate whether the policy generalizes to the
unknot task in the backward direction.
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KNOTGYM admits a broad range of solutions. RL methods posed by the vast goal space generally
struggle with data inefficiency. Prompting VLMs with curated prompts, while succeeding at under-
standing the goal and performing some spatial reasoning, cannot produce fine, grounded actions.
Including multi-turn interaction history in the prompt helps only to a limited extent. KNOTGYM
provides an excellent testbed for evaluating other frontier visual reasoning agents, for instance, agents
that verbalize action space reasoning [Lee et al., 2025a, MolmoAct], agents that rollout within the
learned latent model [Hafner et al., 2025b, Dreamer4] or in image space based on unified multi-
modal models [Wu et al., 2024, VILA-U], agents that leverages pretrained video models as world
models [Ball et al., 2025, Genie3], even visual coding agents that construct an explicit physics-based
model of the rope through interaction.

KNOTGYM is now ready to enable the research of a broad set of research questions. We continue to
develop it, with a plan to address several limitations in the near future. The first is simulator capacity,
including improving simulation fidelity (e.g., to improve scaling to a high number of crossings and
longer ropes), and throughput (e.g., currently 20 environment steps per second on a single CPU after
applying frame skip) by moving from CPUs to GPUs.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: We claimed that we propose a new environment suitable for measuring gener-
alization, and evaluate a range of methods. In the paper, we carefully define KNOTGYM,
present and analyze results from benchmarking PPO, DreamerV3, and TDMPC2, as well as
three prompting based methods. Indeed, our environment offers a gradient of generalization
challenge.

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification: We discuss limitations in the last paragraph of the paper and lay out plans to
improve simulation quality when scaled to longer ropes and more crossings.

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

13



3. Theory assumptions and proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]

Justification: We do not have theoretical results.

Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility
Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We describe detailed environment configuration and benchmark protocols in
the appendix for reproducibility. We provide code for KNOTGYM and benchmarking during
review, and will open source them upon publication.

Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
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In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
Answer: [Yes]
Justification: We provide code at https://github.com/lil-lab/knotgym, and training
protocols in the appendix.
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: We provide key experimental settings in Section 3.2 and full experimental
settings in the appendix. As we are benchmarking existing methods, we follow their setup
as closely as possible.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification: We provide 95% confidence intervals with closed form formula for all training
runs across three random seeds. We also provide number of rollouts (N ) when reporting
train/test task success rates.
Guidelines:
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• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
• It is OK to report 1-sigma error bars, but one should state it. The authors should

preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments compute resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification: We provide a summary of computational resource requirements for each of
our experiments in the appendix.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code of ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification: We have reviewed the NeurIPS Code of Ethics and confirm that the research
conducted in the paper conform with the Code of Ethics.
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
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Justification: We propose a scoped environment that lives completely in simulation. The
proposed environment is intended for evaluating fundamental RL algorithms and existing
pretrained models. We are not aware of immediate societal impact of designing and building
this simulation environment.

Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: We propose a synthetic environment about knots, that does not require human
data inputs, nor generate outputs subject to human consumption.

Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We created KNOTGYM on top of several open source libraries. Their creators
are credited in the appendix and in the code base.

Guidelines:
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• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
Answer: [Yes]
Justification: KNOTGYM implements the standard gym API and we provide documentations
and example usages.
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and research with human subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification: This research does not involve crowdsourcing with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional review board (IRB) approvals or equivalent for research with human
subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
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Justification: This paper does not involve research with human subjects.
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.
Answer: [NA]
Justification: The core method development in this research does not involve LLMs as an
important, original, or non-standard components.
Guidelines:

• The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

• Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Prompt Examples

We provide the prompt instances for each prompting mode: open prompt (Figure 8), stateless prompt
(Figure 9), and stateful prompt (Figure 10). The first image of the user prompt (i.e., first <image>
tag) is the same across the three, and is shown in Figure 11.

user: Output a series of actions to transform the knot from its initial configuration to the goal gauss code.
user: <image>
user: Goal specification: The conversion is considered successful, when the current knot has the same gauss
code as the goal knot. When determining the gauss code, always start from the white segment and traverse the
rope towards the red segment, record positive for over-cross and negative for under-cross. A visual example
is included in the image. An flat loop has gauss code of [].
user: Action specification: We follow a right-hand coordinate system, centered in the figure. Each action
is in the form of [x,y,z,fx,fy,fz] where (x,y,z) are 3D coordinates which will be rounded to the closest rope
segment, and (fx,fy,fz) are force vectors to be applied to that rope segment. x,y,z,fx,fy,fz are floating points
bounded by [-1, 1]. In the image are three examples of before-and-after pairs of the unit directions. Use them
as a reference. You can compose an action, for example, [1.0,1.0,0.0,0.9,0.0,-0.7] means pulling the most
upper-right segment with 0.9 unit force in +x direction and 0.7 unit force in -z direction. You can select a
segment somewhere in the middle of the rope, for example, let [x,y,z]=[-0.5,0.5,0.0] would be in the center of
second quadrant.
user: Now consider a goal knot of the goal gauss code (what’s the gauss code of the following knot?):
user: <image>
user: Here is the current knot:
user: <image>
user: What are a series of actions that will transform the current knot such that it has the same gauss code as
the goal knot? Think step by step, and end your answer in one <answer></answer> block, like: <answer>
[-0.8, 0.8, 0.0, 0.9, 0.0, 0.0] [0.0, 0.2, 0.0, -0.7, 0.0, 0.0] </answer>. You can include multiple lists of six
floats in the block, separated by new lines.

Figure 8: Example open prompt and response.

user: Output a series of actions to transform the knot from its initial configuration to the goal gauss code.
user: <image>
user: Goal specification: The conversion is considered successful, when the current knot has the same gauss
code as the goal knot. When determining the gauss code, always start from the white segment and traverse the
rope towards the red segment, record positive for over-cross and negative for under-cross. A visual example
is included in the image. An flat loop has gauss code of [].
user: Action specification: We follow a right-hand coordinate system, centered in the figure. Each action
is in the form of [x,y,z,fx,fy,fz] where (x,y,z) are 3D coordinates which will be rounded to the closest rope
segment, and (fx,fy,fz) are force vectors to be applied to that rope segment. x,y,z,fx,fy,fz are floating points
bounded by [-1, 1]. In the image are three examples of before-and-after pairs of the unit directions. Use them
as a reference. You can compose an action, for example, [1.0,1.0,0.0,0.9,0.0,-0.7] means pulling the most
upper-right segment with 0.9 unit force in +x direction and 0.7 unit force in -z direction. You can select a
segment somewhere in the middle of the rope, for example, let [x,y,z]=[-0.5,0.5,0.0] would be in the center of
second quadrant.
user: Now consider a goal knot of the goal gauss code (what’s the gauss code of the following knot?):
user: <image>
user: Here is the current knot:
user: <image>
user: What is the next action to take? Think step by step, and end your answer in one <answer></answer>
block, like: <answer> [0.0, 0.2, 0.0, -0.7, 0.0, 0.0] </answer>. You should only include one list of six floats
in the block.

Figure 9: Example stateless prompt and response.
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user: Output a series of actions to transform the knot from its initial configuration to the goal gauss code.
user: <image>
user: Goal specification: The conversion is considered successful, when the current knot has the same gauss
code as the goal knot. When determining the gauss code, always start from the white segment and traverse the
rope towards the red segment, record positive for over-cross and negative for under-cross. A visual example
is included in the image. An flat loop has gauss code of [].
user: Action specification: We follow a right-hand coordinate system, centered in the figure. Each action
is in the form of [x,y,z,fx,fy,fz] where (x,y,z) are 3D coordinates which will be rounded to the closest rope
segment, and (fx,fy,fz) are force vectors to be applied to that rope segment. x,y,z,fx,fy,fz are floating points
bounded by [-1, 1]. In the image are three examples of before-and-after pairs of the unit directions. Use them
as a reference. You can compose an action, for example, [1.0,1.0,0.0,0.9,0.0,-0.7] means pulling the most
upper-right segment with 0.9 unit force in +x direction and 0.7 unit force in -z direction. You can select a
segment somewhere in the middle of the rope, for example, let [x,y,z]=[-0.5,0.5,0.0] would be in the center of
second quadrant.
user: Now consider a goal knot of the goal gauss code (what’s the gauss code of the following knot?):
user: <image>
user: Here is the current knot:
user: <image>
user: What is the next action to take? Think step by step, and end your answer in one <answer></answer>
block, like: <answer> [0.0, 0.2, 0.0, -0.7, 0.0, 0.0] </answer>. You should only include one list of six floats
in the block.
model: First, observe the current knot configuration and note where the segments are located in 3D space.
The goal is to simplify the knot or move it toward a configuration with a known gauss code.
Next, identify a segment that can be manipulated to straighten the knot or reduce crossings. The middle
segment appears to be at about [-0.2, 0.3, 0.0], which is close to the center and can be pulled outward or
inward.
A logical move is to gently pull the middle part of the knot to help straighten or reposition it, making
subsequent manipulations easier.
Therefore, the next action should be to apply a force to the central segment, pulling it outward along the
x-axis to reduce complexity.
<answer>[0.0, 0.3, 0.0, 0.8, 0.0, 0.0]</answer>
user: Here is the current knot:
user: <image>
user: What is the next action to take? Think step by step, and end your answer in one <answer></answer>
block, like: <answer> [0.0, 0.2, 0.0, -0.7, 0.0, 0.0] </answer>. You should only include one list of six floats
in the block.

Figure 10: Example stateful prompt and response.

B Benchmarking Details

This sections details to help with reproducibility. When a hyperparameter is not specified, we use the
default value from the official implementation. Deviations from the default settings are bolded.

B.1 PPO

We use the Stable-Baselines3 [Raffin et al., 2021] implementation of vision PPO. Table 6 lists
hyperparameters values. The total number of trainable model parameters is 16.5 M. We have 32
vectorized environments. Each training run was conducted on 32 CPU cores, 96 GB RAM, and one
NVIDIA GTX 2080 Ti GPU (11GB). Each training run took around 4 hours.

B.2 DreamerV3

We use the official code base released by Hafner et al. [2025a]. We use the version with 12M trainable
parameters, roughly the same size as the PPO model-free policy. We use the exact same default
hyperparameters as the released repository (Table 7). We have 32 vectorized environments. Each
training run was conducted on 33 CPU cores, 125 GB RAM, and one NVIDIA H100 GPU (80GB).
Each training run took around 14 hours.
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Figure 11: The first image of the user prompt. This image is used to introduce the task structure
(together with text instructions), and to prime the model of system dynamics.

Table 6: PPO hyperparameters.

Name Value Comment

Learning rate 1e-5 Sweeping over {1e-5, 3e-5, 1e-4, 3e-4 (default)}.
Feature dimension 768 Sweeping over {512 (default), 768, 1024}
Batch size 64 Default
Number of epochs 10 Default
Gamma 0.99 Default
GAE lambda 0.95 Default
Clip range 0.2 Default

B.3 TD-MPC2

We use the official code base released by Hansen et al. [2024]. We take the default architecture with
5M trainable parameters. Although we experimented with policies as large as the 48M model, we
did not observe significant improvements over the default 5M model on KNOTGYM. Table 8 lists
hyperparameters.

We alter the convolutional encoder because the original code base only supports [c, 64, 64] observa-
tions, while we need [3, 128, 256] for a fair comparison across methods. We added one additional pair
of nn.Conv2d(num_channels, num_channels, 5, stride=2), nn.ReLU(inplace=False)
after the existing Conv2d layer of kernel size 5, and one fully connected linear layer between the last
flatten layer and the final activation layer.

With considerations of training wall time, we use the experimental vectorized_env branch that
supports parallel environments. We use 16 parallel environments. Each training run was conducted
on 16 CPU cores, 148 GB RAM, and one NVIDIA GTX 2080 Ti GPU (11GB). Each training run
took up to 20 hours.
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Table 7: DreamerV3 hyperparameters.

Name Value Comment

Learning rate 4e-5 Default
Train ratio 256 Default
Hidden layer size 256 Default
Number of classes 16 Default
Replay buffer size 5e6 Default

Table 8: TD-MPC2 hyperparameters.

Name Value Comment

Number of environments 16 Sweeping over { 1 (default), 2, 4, 8, 16, 32, 64}
Steps per update 4 Sweeping over { 1 (default), 2, 4, 8, 16}
ρ 0.7 { 0.5 (default), 0.7 (suggested for episodic tasks)}
Learning rate 3e-4 Default
Batch size 256 Default
MPC True Default
Iterations 6 Default
Number of samples 512 Default
Number of elites 64 Default
Number of trajectories 24 Default
Horizon 3 Default

C KNOTGYM Implementation Details

The Environment KNOTGYM uses the MuJoCo physics simulator [Todorov et al., 2012]. Each
knot is modelled as a chain of beads (rigid bodies). The knot “floats” in a viscous medium – a
performance related design decision to reduce collision checking between the rope and the plane. The
pixel observation is generated by MuJoCo’s default renderer. The camera is set to track the center
of mass of the knot from a fixed distance and orientation. We sample all knot configurations with a
combination of periodic saving on a random policy and manual filtering for configurations that are
too twisted thus not suitable to be goal exemplars. We normalize the action space by default. Table 9
lists the environment specifications.

Table 9: KNOTGYM environment specifications.

Name Value

Max n crossings One of {1,2,3,4}
Observation Space Shape: [3, 128, 256], dtype: uint8
Action Space Shape: [6], dtype: float 32, range: [-1,1]
Frame skip 24
Reward for Gauss code equality +5
Punishment for timeout -5
Max episodic steps 50
Reset noise scale 0.015

Software Credit We use the following software: Stable-baselines3 [Raffin et al., 2021], Dream-
erV3 [Hafner et al., 2025a], TD-MPC2 [Hansen et al., 2024], PyKnotId [Taylor and other SPOCK con-
tributors, 2017], Gymnasium [Towers et al., 2024], and MuJoCo [Todorov et al., 2012].

Stable-baselines3 (https://github.com/DLR-RM/stable-baselines3) has MIT license.

DreamerV3 (https://github.com/danijar/dreamerv3) has MIT license.

TD-MPC2 (https://github.com/nicklashansen/tdmpc2) has MIT license.

PyKnotId (https://github.com/SPOCKnots/pyknotid) has MIT license.
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Gymnasium (https://github.com/Farama-Foundation/Gymnasium) has MIT license.

MuJoCo (https://github.com/google-deepmind/mujoco) has Apache license 2.0.

D Additional Results

Model Selection We select the model closest to 1M environment steps for generalization analysis.
How does training affect generalization? Figure 12 shows the generalization dynamics of a single
tie #X=2 training run with 20 goal configurations. While the train success rate increases drastically,
the success rate evaluated on the test split configurations with same #Xincreases only modestly. This
suggests that the policy has difficulty generalizing to different goals even with the same level of
complexity (same #X).
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Figure 12: Generalization dynamics of a DreamerV3 tie #X=2 training run. Error shades are 95%
confidence intervals across three seeds.

Training Curves Figure 13 shows all RL training curves in the first million steps. For the unknot
task, all methods manage to learn, despite different sample efficiency. For the harder tie and
convert, none of the methods surpass random baseline when #X>2, showcasing the learning
challenges KNOTGYM presents to RL methods.
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Figure 13: RL training curves: success rates on the train split versus number of steps across nine
KNOTGYM tasks. Error shades are 95% CI computed over three seeds.
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