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Abstract
To study emergence in LLM-style neural networks, we introduce a new family of toy problems that combine fea-
tures of linear-regression style continuous in-context learning (ICL) with discrete associative recall — specifically
symbolically labeled interleaved observations from randomly drawn deterministic linear dynamical systems. We
pretrain transformer models on sample traces from this toy, and explore the idea that the emergence of an ability is
largely a function of the pretraining loss. During training, this toy model exhibits the emergence of at least three
different abilities, and we use simple out-of-distribution experiments to show how some of these abilities seem to
completely ignore what feels to a human as being very salient context.

1. Introduction
Since the release of GPT-3 (Brown et al., 2020a), there has been significant progress in understanding ICL for language
models (Olsson et al., 2022; Akyürek et al., 2024; Xie et al., 2021; Lin & Lee, 2024; Wei et al., 2023b; Yin & Steinhardt,
2025; Wies et al., 2023; Pan et al., 2023; Min et al., 2022). There has also been work that focuses on understanding ICL for
simpler toy problems (Garg et al., 2022; Rajaraman et al., 2024; Edelman et al., 2024; Singh et al., 2025; Raventós et al.,
2024; Du et al., 2023; Nichani et al., 2024). Such toys let us study the ICL behavior in settings where optimal strategies are
known, allowing complex prediction mechanisms to be disentangled.

In this paper, we build on previous work to create a new toy problem involving interleaved vector-valued time-series
of random deterministic linear systems (similar to the noise-free least-squares problems in (Garg et al., 2022)). Each
consecutive time-series observation is defined by an underlying deterministic linear system (defined by an unknown matrix —
just as in linear regression). This continuous-state problem has a naturally continuous error metric: mean-squared-error. We
restrict attention to noiseless time-series defined by orthogonal matrices. Thus once we have seen enough information in the
observation sequence segments for a specific time-series, in principle, perfect prediction accuracy (i.e. 0 MSE) is possible.

Segments from different time-series are interleaved with “symbolic punctuation labels” (SPLs), i.e. tokens (Wei et al., 2023a)
that unambiguously demarcate different segments as belonging to different time-series. These discrete symbolic labels and
the fact that they can occur repeatedly introduces a dimension of MQAR-style associative recall (Arora et al., 2023).

To be successful, a trained model must be able to (1) identify when the prediction sequence changes (using the punctuation
labels), (2) initiate prediction of a resumed sequence following a punctuation label that indicates which previously seen
sequence will be resumed, (3) continue prediction of such a sequence following such a resumption.

We find clear evidence during training of emergence for all three of these “sub-tasks” (1) identifying change, (2) initiating
resumed prediction and (3) continuing resumed prediction. As demonstrated in Section 2, Section D, and the attached
Jupyter notebook, we find that the emergence for each of these essentially depends on the pretraining loss of the model —
replicating in our toy the findings of (Du et al., 2025) using language models involving billions of parameters.

Furthermore, we explore two natural hypotheses for the initiating and continuing of predictions in a resumed sequence:

H1: Label-based recall. The model uses in-context learning of the association of symbolic labels to time-series, and then
performs inference based on recalling the referenced time-series and continuing its evolution.
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H2: Observation-based Bayesian recall. The model ignores the symbolic labels. The noise-free nature of our toy means
that once an observation is seen, the model can figure out which prior time-series it came from. Then, it can do Bayesian
prediction (Xie et al., 2021; MacKay, 1992; Müller et al., 2024) based on previous observations for future predictions.

However, we find that H1 and H2 are both false as complete explanations. Instead, both are true simultaneously! H1
is used for initiating predicting the first token after a particular time-series is being resumed. But for continuing with the
second token and beyond in a resumed sequence, the information in the observation allows a variant of H2 to work. This is
confirmed using out-of-distribution experiments, as shown in the Jupyter notebook.

We observe further that there is a difference between the emergence of the ability to learn to predict the first versus second
token after a symbolic label, even though information-theoretically, they both require recalling the in-context-learned nature
of that specific time-series. And somewhat surprisingly, the successful use of the symbolic label (which feels conceptually
easier for a human) occurs after the model has clearly learned to do some approximate version of the more Bayesian H2 for
those tokens on which it is a viable strategy.

By modifying a classic LLM emergence experiment (Wei et al., 2023b;a) and using OLMo checkpoints (OLMo et al.,
2024), we confirm that similar behavior can hold for an NLP task — i.e. even before the emergence of successful initiation
of an ICL-specified task, models can successfully continue that task.

2. Setup and Key Results
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Figure 1. Generating a training example — Notice in this example the continuation from the first segment to the last (system U30), and
from the 2nd segment to the 3rd (system U2). The “parentheses" (symbolic punctuating labels) are encoded as special tokens as shown.

For a detailed explanation of the setup, see Appendix A. Consider predicting the continuous-state of an unknown linear
dynamical system from the orthogonally evolved family (Sander et al., 2024), where the system U ∈ R5×5 is a uniformly
drawn-at-random (Mezzadri, 2006) orthogonal matrix. The initial state is x0 ∼ N

(
0, 1

5I
)
, with state updates: xi+1 =

Uxi = U i+1x0. The system state is eventually perfectly predictable, but only after six positions in the sequence are
observed by solving for U =

[
x1 x2 x3 x4 x5

] [
x0 x1 x2 x3 x4

]−1
. As described in further detail in the

Appendix A.2 and illustrated in Fig. 1, sequences drawn from different such systems are cut and their segments braided
together into one long context — with each segment clearly delimited on both sides by symbolic label tokens identifying
unique systems. Traditional loss curves during training are in Appendix D.

Before testing recall, we first confirmed that our trained model is able to learn to predict long sequences from unseen systems
in-context. Details on this are available in Appendix E. From a training dynamics point of view, this ability seems to develop
steadily during training — no evidence of "emergence."

To study associative-recall, we use structured test traces as depicted in Fig. 2a: the initial part of the context has N
individually punctuated (with distinct open and close symbols) ten-entry-long segments from N distinct systems. We
follow with a query for predictions from exactly one of the N systems, by using the corresponding open token followed by
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Figure 2. (a) Test format with a two-system haystack and a query to resume the first system, and (b) misdirecting the model towards the
incorrect sequence in the haystack.

the continuation of that particular system observation sequence as the test segment where prediction performance can be
evaluated using squared error. The full details of the generation of these structured test traces are in Appendix B.2.

The key results can be seen with N = 2 in Fig. 3. (Results for some other N are in Fig. 15.) Notice the black curve
for performance at initiating the recalled segment. With a correct query (Plot (a) to the left), good performance emerges
suddenly shortly before 2× 107 training examples. Before that, it appears that no recall is happening. With a misdirected
query (i.e. giving the open symbol associated with the other system in the context – as depicted in Plot (b) to the right),
errors jump upward at the same point in training — which makes sense since the model is resuming the wrong sequence as
it was told to do.
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(b) Misdirected recall.

Figure 3. For two systems in the haystack, we show the training dynamics in terms of performance on recall tasks. The above curves are
the quartiles of the median-squared error of the transformer model’s predictions versus the number of training examples it has seen for
indices 1, 2, 3, 7, and 8 steps after the initial and final open symbols. To the left, we see what happens with normal prompting. To the
right, with misdirected prompting that asks to recall the wrong sequence.

However, notice also the striking similarity in all other curves in Fig. 3 with or without the misdirection — the performance
on continuing the queried sequence is essentially unaffected by the misdirection! The mechanism here is clearly ignoring
the content of the symbolic query. Notice also the interesting learning dynamics — while the black curve shows a classic
"emergence-type" behavior, the blue curve for the performance on the second token is very different: pointing to different
learning dynamics. It is clearly showing recall much earlier with a sharp improvement starting before 1 × 107 training
examples — well before the black curve does.

Finally, we trained different model sizes specified in Table 1 in Appendix C and can use the pretraining loss (on a held-out
dataset in the same style as the pretraining data) to see when abilities emerge in Fig. 4. Figs. 4e and 4f focus on the ability to
restart ICL on a new system in the haystack. More results for this ability are given in Appendix F.
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(b) Recall 1 step after final — 7 system haystack.
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(c) Recall 2 steps after final — 1 system haystack.
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(d) Recall 2 steps after final — 7 system haystack.
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Figure 4. Recall and restart performance vs pretraining loss on held-out data. The red vertical line is the fundamental lower bound
pretraining loss achieved by the pseudoinverse predictor. The blue horizontal line in Figs. 4e and 4f is the median error of the pseudoinverse
predictor at the specific index plotted in each figure.
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3. Do Actual Pretrained LLMs Also Display Multi-Mechanism Tendencies? Yes!
To see whether similar behavior holds for natural language problems solvable by prompting LLMs, we leverage OLMo-2
7B checkpoints (OLMo et al., 2024) and a basic English to Spanish translation task that is inspired1 by the IPA translation
task used in previous works benchmarking and studying emergent behaviors (Wei et al., 2022; bench authors, 2023). In
Fig. 5 (right), we see a similar phase transition in the first token prediction task, a parallel of the 1-after recall dynamics
in our toy model. Meanwhile, the second-token performance is both better and more gradual in its improvement across
training. This again matches what we saw in our toy problem.2

Alas, we don’t yet know how to get this experiment to run in free-tier Colab effectively. But we’ll try later.

Figure 5. Comparative example of in-weights associative recall (left) and in-context associative recall (right) in a 2-shot prompting setting.
Each point is a separate OLMo-2 7B model at different training steps. We report 95% confidence intervals using a Jeffrey’s prior.

4. Discussion and Related Work
Benchmark performance of large language models (LLMs) has been observed to improve abruptly at certain scales in
a seemingly unpredictable manner (Wei et al., 2022; Ganguli et al., 2022), leading to the conclusion that LLMs exhibit
emergent abilities, where different abilities may emerge at different scales or points during training. At this point, the reality
of phase-transitions in abilities during training is well established, with arguably the strongest evidence of this coming from
the “grokking” literature (Power et al., 2022; Nanda et al., 2023; Gromov, 2023; Zhong et al., 2024; Mallinar et al., 2024;
Humayun et al., 2024; Mohamadi et al., 2023; Soudry et al., 2018; Liu et al., 2022; Prieto et al., 2025; Pezeshki et al., 2022;
Davies et al., 2023). What exactly drives emergence is an ongoing topic of investigation. While earlier work talked about
model sizes and total compute, the story now is more nuanced. Powerful evidence connects the emergence of abilities to the
pretraining losses attained (Du et al., 2025), other information-oriented metrics (Chen et al., 2024b), and the idea that more
complex or specialized abilities can only emerge after a model acquires a prerequisite abilities during training (Chen et al.,
2024a; Lubana et al., 2024). At this point, the community also understands that ICL is rich and nuanced (Lin & Lee, 2024;
Wang et al., 2024; Min et al., 2022; Park et al., 2025; Lampinen et al., 2024). We contribute a new dimension of nuance by
empirically pointing out that a single ICL-driven task can be performed, on different tokens, using multiple mechanisms that
emerge separately.

1We use Spanish instead of the International Phonetic Language (IPA) as IPA has tokens that are not compatible with the OLMo 2
tokenizer. We also change the in-context labels to have no semantic meaning in light of (Wei et al., 2023a).

2One natural question is whether what we are seeing is the emergence of true ICL recall or just the underlying ability to start a
translation itself. This can be probed by replacing the purely symbolic task labels "X:" and "Y:" in the few-shot examples with semantically
informative "Spanish:" and "English:" labels. This replacement switches the problem from pure ICL for task recognition (in-context
associative recall) to leveraging a learnt label (in-weights associative recall). The resulting performance is seen in Fig. 5 (left). Notice the
marked improvement in the first-token performance that erases the entire gap to the second-token performance. This establishes that the
model knows how to start a translation, it just can’t in-context-learn well enough to know that is what it is supposed to do before the phase
transition during training that occurs around step 50k.
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A toy model for emergence

A. Details of training setup
Consider predicting the continuous-state of an unknown linear dynamical system. We focus3 on the orthogonally evolved
system family (Sander et al., 2024), where the system is defined by U ∈ R5×5, a random orthogonal matrix. Each U is
generated by the algorithm presented in (Mezzadri, 2006), which ensures a uniform sampling over all R5×5 orthogonal
matrices. The initial state is x0 ∼ N

(
0, 1

5I
)
, with state updates:

xi+1 = Uxi = U i+1x0. (2)

The system state is in-principle perfectly predictable, but only after six positions in the sequence are observed by solving for

U =
[
x1 x2 x3 x4 x5

] [
x0 x1 x2 x3 x4

]−1
. (3)

A.1. Optimal Pseudoinverse Predictor

Following from (3), given the state observations {x0, . . . ,xi}, an optimal predictor for this problem computes x̂i+1 = Ûxi,
where

Û =
[
x1 . . . xi

] [
x0 . . . xi−1

]†
, (4)

and X† denotes the Moore-Penrose pseudoinverse of X . Essentially, this baseline only makes non-zero errors on the first,
second, third, fourth, fifth, and sixth entry in any sequence — it gets everything else perfectly correct.

A.2. Data generation and training

...
Trace Library

...

...

...
State Evolution

Figure 6. The generation of a train or test library of traces.

Generating a library of training sequences: Depicted visually in Fig. 6, we first compile a training library by the
following method:

1. Generate 40000 orthogonal matrices iid uniformly over all orthogonal matrices U1, . . . , U40000
iid∼ µ (O(5)), where

µ (O(5)) is the Haar measure over orthogonal matrices in R5×5. (Mezzadri, 2006)

2. Generate 40000 iid initial states that will correspond to each training system x
(1)
0 , . . . ,x

(40000)
0

iid∼ N
(
0, 1

5I
)
.

3. Roll out the states to get observation sequences that are each 251 entries long, and compile the sequences as our training
library.

3In the Appendix, we provide results for the identity system family which has dynamics that are even simpler than the orthogonal
system family. For the identity systems, the initial state is x0 ∼ N

(
0, 1

5
I
)
∈ R5. Now, the state updates as

xi+1 = xi. (1)

This trivial process of copying a constant is perfectly predictable after one realization is observed.
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A toy model for emergence

Cutting and interleaving training sequences To form a training trace, we interleave segments of observation sequences
from the library into a context window of length 251, by this process:

1. Insert the start symbol at index 0.

2. Sample the maximum number of systems in the trace N from a Zipf(1.5, 25) distribution depicted graphically4 in
Fig. 8a. This means that no more than 25 systems will ever appear in a training trace.

3. Choose N of the 40,000 systems in the training library uniformly at random without replacement.

4. Randomly assign to each of the N systems a pair of symbolic open and close labels for this training example.

5. Sample the number of cuts C ∼ Poisson(2N) to be made in the trace. This means that there will be C + 1 trace
segments in the trace.5

6. Place the C cuts uniformly at random with replacement within the context window.

7. For each segment created by the cuts, in order, uniformly at random choose one of the N systems with replacement.

8. At the cut at the beginning of the segment, the open label for this segment’s system is inserted.6

9. For the system chosen, check if it has appeared in a previous segment of the trace. If not, insert the system’s segment
from the training trace library starting at index 0. If this system has appeared in a previous segment, insert the system’s
segment from the training trace library starting at the index that corresponds to the continuation of the previous segment
for this system.

10. At one index before the next cut, insert the close label for this segment’s system.

[<start> ... ]{ ... } ( ...{ } )... [ ... ]

Figure 7. Example of a 251-element-long interleaved training example.

Note that within a single training example, segments of a particular system always start with the same open token and always
end with its corresponding close token. These random assignments are redrawn at the beginning of the interleaving process
for each training example; therefore, the same system can have different symbolic open and close labels when it appears in
different training examples. See Fig. 7 for a diagram of an interleaved training example.

Given this randomized procedure for generating interleaved training examples, we can analyze the training distribution to
better understand how frequently a model must recall a system, or sees many systems in a trace.

In Fig. 8, we show relevant distributions that are derived from the randomized interleaving procedure in this section. Figs. 8a
and 8c show the Zipf(1.5, 25) distribution for the maximum number of systems per trace in black and the number of
unique systems per trace in silver. The frequency of number of unique systems per trace follows closely the Zipf(1.5, 25)
distribution for the smaller quantities of systems, but diminishes quicker for larger numbers of systems, due to the coupon-
collecting phenomenon of picking the same system multiple times in a trace. The PMF for the number of cuts made in an
interleaved trace is shown in Fig. 8b, while the CCDF for this quantity is given in Fig. 8d. Fig. 8e shows the frequency

4The Zipf distribution was chosen for its ubiquity in nature (Bak, 1996) and natural language (Schutze & Manning, 1999), along with
recent work pointing to its importance in modern neural networks (Michaud et al., 2023).

5On average, each training trace has 2N + 1 segments to ensure that the trained model has seen ample interruptions and continuations
of systems.

6Since the open and close labels occupy two indices in the context window, there are three special cases that can occur: (1) If two
cuts are sampled to be on top of each other, then the first of the two cuts that were sampled is ignored; (2) If the two cuts are sampled to
occupy adjacent indices, then only the close label for the system corresponding to first of the two cuts is inserted, effectively making that
index meaningless as close labels are masked; (3) If the two cuts are sampled so that there is only one index between them, then the open
label for the system corresponding to the first of the two cuts is inserted and is immediately followed by the close label for that system,
effectively making both indices meaningless due to the masking of the labels. Note that the distributions shown in Fig. 8 do not account
for these rare special cases.
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Figure 8. Distributions and complementary cumulative distribution functions (CCDFs) used in data generation — Fig. 8a is the
Zipf(1.5, 25) distribution for the maximum number of systems per trace in black and the number of unique systems per trace for
1× 107 traces in silver. Fig. 8c shows the CCDFs for these distributions. Fig. 8b shows the PMF and Fig. 8d shows the CCDF of the
number of cuts per trace. Fig. 8e shows the frequency of the number of times a system will appear in the same trace per system appearance.
Lastly, Fig. 8f shows the frequency of the number of previously seen systems a predictor must choose between to recall in a trace per
system appearance. For example, if system 0 is chosen then system 1, then system 0, then the model must choose between two systems to
recall.
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of how many times a system appears in a training trace. If the same system appears more than once, than the model must
perform recall. Therefore, Fig. 8e gives an idea of how often the model must recall a system during training. Finally, Fig. 8f
provides the frequency of the number of previously seen systems in the training trace that are candidates to be continued
when a predictor is tasked to recall a system. The value zero on the x-axis of this figure means that the model is seeing
a system for the first time in a training example and has no need to recall. Later, in Section B.2, we construct tests for
the associative recall ability of the trained model for different numbers of candidate systems to be continued in the trace.
Fig. 8f shows that for 19 candidate systems, the largest number of candidate systems that we tested on, the model has been
presented with this situation less than 1% of the time during training.

Input structure and embedding The input dimension of our models is 57. There are 50 dimensions for encoding paired
symbolic open and close labels, a dimension for the start symbol, a dimension for the payload flag and 5 dimensions to hold
the 5-dimensional observation vectors. The special symbols are one-hot encoded vectors; see Fig. 9 for an example of the
open symbol. For the observation sequence between the SPLs, the 5-dimensional state vectors are inserted into the payload
portion of the input vector, the payload flag is set to 1, and the rest of the input vector dimensions are zeroed out.

Start
Index

0
Open

0
Close

24
Open

24
Close

Payload
Flag Payload

Figure 9. The one-hot encoding of an open symbolic label. In this example, the system corresponding to this label is assigned to be
“system 0.”

The entire randomized procedure of generating interleaved training traces is depicted in Fig. 1 along with the structure of the
inputs into the model.

Model and embedding Building off of the codebase in (Du et al., 2023), which was influenced by (Garg et al., 2022), we
train a 2.42M parameter GPT-2 style transformer to perform this task. Our model7 has hidden dimension 128, 12 layers, and
8 heads. Our model’s input embedding is 128 × 57 dimensional. The model’s output layer is 5 × 128 to ensure that the
model makes 5-dimensional predictions. The input and output layers are untied (Du et al., 2023).

Training and Hyperparameters New interleaved training examples are generated for each training iteration and our
GPT-2-style model was trained for next token prediction on these training traces.8 The loss for all SPLs on the output were
zeroed out. A model that successfully recalls the state of a system seen previously in its context should make predictions
after the open token that perform as it would have if the relevant sequence had continued on without interruption.

Following the choice made in (Du et al., 2023), we trained our model with a weight decay of 1× 10−2. We used a batch size
of 512, a learning rate of ≈ 1.58× 10−5, and trained on a single NVIDIA L40S GPU with 45GB of RAM. A single training
run takes around 5 days. We used the AdamW Optimizer (Loshchilov & Hutter, 2019) and trained using mean-squared error
loss.

B. Test setup
B.1. Uninterleaved sequence test

To test the model’s ICL ability for the first system that is seen (Section E), we generate 100 held-out systems and 1000
different held-out initial states9 by the same method described in Section A.2 to form our testing library. We then evaluate
the model on the uninterleaved traces from this testing library.

7These parameter counts and model dimensions are for our “medium” model. Three other models of different sizes were also trained,
and their model dimensions are given table 1 in Appendix C.

8The model sees newly interleaved training examples at each iteration, but the training traces that are interleaved into the training
example are drawn from the fixed training library of 40,000 sequences. Therefore, the model undergoes single-epoch training where the
information within a training example might have appeared in many other training examples.

9We generate 1000 initial states for each system to narrow down the quartiles in the squared-error curves.
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B.2. Needle-in-a-haystack test

To evaluate the model’s ability to restart ICL on a new system (Section F) and recall a previously seen system (Section G),
we generate a series of structured “needle-in-a-haystack” test traces through interleaving the traces in the testing library
generated in Section B.1. A single “needle-in-a-haystack” trace is generated by the following procedure:

1. Choose N ∈ [1, 19] to be the number of distinct systems in a test trace.

2. For each of the N systems, insert a segment of 10 state observations starting from index 0 from the testing library into
the “needle-in-a-haystack” test trace. Each of these segments are individually punctuated with a unique open and close
symbol pair. We call this portion of the trace the “haystack”.

3. Append a query open symbol to the test trace that signifies which system in the haystack will be be continued. The
segment that will be continued is called the “needle”.

4. Append 10 state observations from the continuation of the system in the haystack corresponding to the query open
symbol. This portion is called the “test segment”.

See Fig. 2a for a diagram of a test trace for N = 2 systems in the haystack and system U1 as the needle.

For the full “needle-in-a-haystack” test dataset, we would like to ensure that we test on the same systems for the different
values of N , while having diverse systems in our dataset so that our results are statistically meaningful. To achieve this,
we test on 50 “needle-in-a-haystack” trace configurations. A trace configuration is a specific ordering of systems from
the testing library in the positions of the haystack. For the first needle-in-a-haystack trace configuration that we generate,
we place a segment from “system 0” from the testing library into the first position in the haystack, and fill the rest of the
haystack positions consecutively until the N -th position is filled with a segment from “system N − 1”. For the next trace
configuration, the first position in the haystack is filled with a segment from “system 1” and the rest of the haystack positions
are filled consecutively until the N -th position is filled with a segment from “system N”. This pattern continues until the last
trace configuration. In our case, we tested on 50 trace configurations, meaning the haystack of the last trace configuration
started with “system 49” and ended with “system 48 +N”. Each trace configuration is populated with 1000 different initial
states for each system. For the results in the main paper, the test segment is a continuation of the segment in the first position
of the haystack. For results where segments in other haystack positions are continued in the test segment see (Daniels et al.,
2025).

<latexit sha1_base64="uECvv6aG59uxmNAJX2CBsU0k6FY=">AAACYXicbVFNSwMxEM2uX221uuqxl2BRBLHsSqn1JnrxJAr2A7qlZNNpDc1mlyQrLUv/pDcvXvwjptsVanUg5OXNm5nkJYg5U9p1Pyx7Y3Nre6dQLO3ulfcPnMOjtooSSaFFIx7JbkAUcCagpZnm0I0lkDDg0Akm94t85w2kYpF40bMY+iEZCzZilGhDDZypH8CYiTQkWrLpvOSnLj7D/jDSyuyPl54/933DeqvsknvLj2sgk9dvVvT1Jr5YFJV8EMOfSQOn6tbcLPBf4OWgivJ4Gjjvph9NQhCacqJUz3Nj3U+J1IxyMM0TBTGhEzKGnoGChKD6aebQHJ8aZohHkTRLaJyxqxUpCZWahYFRmvu9qvXcgvwv10v0qNlPmYgTDYIuB40SjnWEF3bjIZNANZ8ZQKhk5q6YvhJJqDafUjImeOtP/gvaVzWvUWs816u3d7kdBVRBJ+gceega3aIH9IRaiKJPa9MqW/vWl120HftoKbWtvOYY/Qq78g2AerDo</latexit> {0 . . . N � 1}
{1 . . . N}
...

...
...

{49 . . . 48 + N}
Figure 10. When testing on 50 needle-in-a-haystack trace configurations, the order of system indices from the testing library in a haystack
of size N for each needle-in-a-haystack test trace is given above. For each system, 1000 sequences are interleaved to build a testing
dataset of shape 50× 1000× (12N + 1)× 5. The shape of the second to last axis is due to the start token and haystack segments being
10 context indices long plus two indices for the symbolic open and close labels. The last axis is 5-dimensional since every system has
5-dimensional observations.

C. The effects of model size
In order to test the effect of model size on our emergence results, we trained models across 4 different model sizes as shown
in Table 1. We originally tuned the learning rate for the medium model with a batch size of 512 on a single GPU. Following
the model scaling that was done10 in (Brown et al., 2020b), when decreasing the size of our model from “medium" to “small"
we halved the number of layers, multiplied the model dimension by 0.75, maintained the same head dimension, and doubled

10Alternatively, one could follow the model scaling done in (Groeneveld et al., 2024). There, they also halve the number of layers when
decreasing the model size, but decide to halve the model dimension and number of attention heads as well.
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Model Name nparams nlayers dmodel nheads dhead Learning Rate Batch Size

Orthogonal Tiny 212K 3 72 6 12 1.7× 10−4 2048
Orthogonal Small 701K 6 96 6 16 4.5× 10−5 1024
Orthogonal Medium 2.42M 12 128 8 16 1.6× 10−5 512
Orthogonal Big 10.7M 24 192 12 16 1.5× 10−5 640
Identity Tiny 212K 3 72 6 12 6.3× 10−5 8192
Identity Small 701K 6 96 6 16 3.2× 10−5 4096
Identity Medium 2.42M 12 128 8 16 1.6× 10−5 1024
Identity Big 10.7M 24 192 12 16 1.3× 10−5 512

Table 1. Model size and training hyperparameters.

the learning rate. To go from “small” to “tiny”, we used the same process except we chose the head dimension to be 12 to
maintain an integer value for the number of heads. If we would have maintained the head dimension of 16, the tiny model
would have had 4.5 heads. For this reason, 12 was chosen as the head dimension since it is the largest integer less than 16
that leads to an integer when dividing 72. To go from “medium" to “big", we doubled the number of layers, multiplied the
model dimension by 1.5, maintained the same head dimension, and multiplied the learning rate by 5

6 . This scaling was used
for the identity models and batch size was not taken into account. It was later brought to our attention that the learning rate
should also scale with the batch size. For our later orthogonal runs, we additionally adopted the square-root learning-rate
scaling as indicated in (Li et al., 2024). Specifically, we took the learning rate we had scaled by model size and multiplied

it by
√

batch size
512 . However, we have not verified if this scaling is the best way to proceed with our training and further

testing is still required. Furthermore, we trained the identity models on Nvidia GH200 with 80GB of RAM whereas the
orthogonal models were trained on one or two L40S GPUs with 48GB of RAM each. This is the reason for the differing
batch sizes across different model types.

D. Pretraining loss dynamics
In (Du et al., 2025), it was shown that many emergent abilities emerge for models of different sizes once a model’s pretraining
loss performance on a broad corpus of held-out data in the style of their pretraining data reaches a certain threshold. We
want to see if this holds true in our toy setting of interleaved time-series prediction.

We evaluate four different model sizes (see Table 1 in Appendix C for model parameter details) and show how their
pretraining loss dynamics differ throughout training. In Fig. 11, we see the performance of model training checkpoints on
data that is in the style of what the model saw during training as specified in Section A.2. The dotted curves are the models’
performance on freshly drawn interleavings of traces from a held-out test library, while the crossed curves are on freshly
drawn interleavings of traces from the training library.

In Fig. 11, it is clear that larger models decrease their pretraining loss earlier in training than smaller models. Furthermore,
classic overfitting behavior is evident, especially in the larger models. We see that the pretraining error on the held-out
dataset deteriorates late in training, while the error on the training data continues to decrease. For the “big” model, its error
on the training data even goes lower than the fundamental lower bound imposed by the error of the perfect pseudoinverse
predictor.
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Figure 11. Pretraining loss — The squared-error of each transformer model’s predictions on traces interleaved in the style of the training
data averaged over each time step of the trace. For both the train and test data, averaging was done over 40,000 different interleaved
traces, each of length 251. The horizontal black dotted line is the averaged squared-error of a predictor that computes an estimate of the
underlying system dynamics by using the Moore-Penrose pseudoinverse of the observed data.

E. Can a model learn the first system in-context? Yes
We first confirm that our trained model is able to in-context learn the first system seen in its context. We evaluate the model
on the uninterleaved traces from the testing library specified in Section B.1. In Fig. 12a, we plot the median squared-error
over these test traces vs the context index, and the color of each curve represents how far along the model is in training.
The dotted line in this figure is the median squared-error of the pseudoinverse predictor in (4) over the same test traces. In
Fig. 12b we plot the median squared-error over these test traces as training proceeds (measured by the number of training
examples seen so far), the color of each solid curve represents the context index, the blue and green dotted horizontal lines
are the optimal pseudoinverse predictor’s median squared error for the specific early context indices.

Notice in Fig. 12a that the early model checkpoints saturate out and cannot continue to make better predictions with more
context. Nevertheless, after seeing 6.25× 107 training examples, the model’s prediction error on indices 2 through 7 closely
match those of the pseudoinverse baseline from (4). This is also seen in Fig. 12b where, as training proceeds, the dark curves
representing the model’s prediction errors on early indices converge to the prediction error of the pseudoinverse predictor for
the corresponding index given by the blue and green curves. The best performance of the model is at the end of the context
window with a median squared-error of ≈ 2 × 10−4. According to (Liu et al., 2024), this is near the practical precision
threshold for transformer models.

Notice in Fig. 12b the model is gradually learning to make better predictions as training continues. This ICL ability for the
first system seen is the same ability that is studied by (Du et al., 2023; Sander et al., 2024) and using this evaluation metric,
we see that sudden emergence is not present. Nonetheless, using the same evaluation metric, the ability to restart ICL for a
new system (Section F) and to recall a previously seen system (Section G) both exhibit emergence.

Additionally, we notice in Fig. 12b that the squared-error bottoms out after 6.25× 107 training examples, showing that the
model suffers from overfitting late in training. Having seen this, we set our early stopping checkpoint at 6.25× 107 training
examples, as denoted by the red vertical line in Fig. 12b which corresponds to the blue curve in Fig. 12a.

In summary, the model is able to use context to make better predictions of state observations from held-out test systems. The
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Figure 12. Performance on a long uninterleaved trace — 12a and 12b depict the in-context learning performance of the model on long
uninterleaved test examples. The median squared-error is plotted against the context index in Fig. 12a, and against the number of training
examples seen in Fig. 12b. The red line in Fig. 12b at 6.25× 107 training examples, and the blue curve in Fig. 12a denote the checkpoint
that we use for early stopping. in Fig. 12a the optimal pseudoinverse predictor is the brown dashed curve, while in Fig. 12b it is denoted
by the blue and green horizontal lines for each of the early context indices. in Fig. 12b, notice that the model gradually learns to make
optimal predictions as opposed to the sudden emergence of associative recall ability seen in Section G, since the prediction errors for early
indices slowly converge towards the pseudoinverse predictor’s performance.

model’s ability gradually develops during training, as opposed to how associative recall develops suddenly later in training
as seen in Section G.

F. Emergence of the ability to restart predictions on new systems
We now show the training dynamics for the ability to restart in-context learning for a new system that was not the first
system seen in-context. We find that learning this restart ability is not gradual, as it was for learning the first system seen
(Section E). Instead, we see that the model begins to transition from poor restart performance to good restart performance
early in training as compared to when associative recall emerges in training which we will see in Section G. We study the
model’s performance on the haystack segments of “needle-in-a-haystack” test examples (see the diagram in Fig. 2a).

In Fig. 13, the median squared-error vs the number of training examples seen is plotted for steps 1 through 8 into the
first system segment in the haystack and the third system segment in the haystack. Specifically, in Fig. 13a we see that at
the beginning of training the model has not learned to restart its predictions for the third system segment, as its median
squared-error in segment 3 is well above its counterpart predictions in segment 1 for all steps into each segment except for
step 1. This shows that early on in training, there is clearly substantial interference from earlier segments when the model
tries to learn to predict the behavior for a new sequence (explicitly labeled as such) that it is seeing in the third position in
the haystack. As training proceeds, we see that the median squared-error for each step in segment 3 converges to the value
of its segment 1 counterpart. Fig. 13b shows that the model transitions towards restarting ICL correctly when training has
processed ≈ 2× 106 training examples.

In Fig. 14, we show the median squared-error of the model’s predictions for up to 8 steps into each new segment at the
early-stopping checkpoint of 6.25× 107 training examples. This log-scale plot shows that even at the end of training, the
model’s ability to restart ICL for new systems slowly degrades when predicting indices 6, 7 and 8 as more new systems are
presented in the context window. This is seen as the upward trend in the green and yellow curves in Fig. 14.
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Figure 13. Performance on new subsequent segments. 13a is the squared-error of predictions on steps 1 through 8 into the first and third
system segments, where each segment is seen for the first time in context. 13b is the squared-error for steps 1 through 8 into the third
system segments on log scale. The error bars show the 25th and 75th percentiles across trace configurations of the model’s prediction error
across the medians over the 1000 initial states in each trace configuration. The horizontal dotted lines are the median squared-error of the
optimal pseudoinverse predictor.
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Figure 14. Restarting for a new system at the early-stopping checkpoint after seeing 6.25× 107 training examples.
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G. Further plots showing the emergence of associative recall
Because of space limitations, we only included the plots for a "haystack length" of 2 in the main paper. However, interesting
behavior is visible if one considers N = 1 and N = 5 as well, illustrated together with N = 2 for easy comparison in
Fig. 15. Notice that:

• N = 1 shows interesting trivial-recall behavior emerging earlier for the black curve: soon after 1 × 107 training
samples.

• N = 1 also shows two interesting transitions during training in the blue curve for predicting the second position in a
resumed sequence: first around 2× 106 training samples where improvements stop and second around 6× 106 training
samples where improvements begin to happen much faster. By contrast, the behavior of the red curve for predicting the
third position is much smoother.

• N = 5 puts the behavior of N = 2 into a clearer light by illustrating that whatever is happening before 1× 107 training
samples for the red and blue curves clearly gets progressively worse when there are more systems in the haystack.
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(a) 1 system haystack.
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(b) 2 system haystack.
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(c) 5 system haystack.

Figure 15. Training dynamics for recall — The 25th, 50th, and 75th quartiles of the squared-error of the model’s predictions vs the number
of training examples seen during training so far are plotted on log-log plots for N = 1 in Fig. 15a, N = 2 in Fig. 15b, and N = 5 in
Fig. 15c. All haystack segments are of length 10 (excluding delimiting tokens). The test set consisted of 1,000 “needle-in-a-haystack”
traces from each of 50 systems. The dashed curves marked with crosses show the performance for indices 1, 2, 3, 7, and 8 steps after
the initial open symbol, while the solid curves marked with dots show the performance for the same indices after the final open symbol.
Notice in all the above figures that the solid black curve, showing the model’s ability to recall the correct system from just seeing its
corresponding open symbol, very sharply improves after 107 training examples.
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Figure 16. The 25th, 50th, and 75th quartiles of the squared-error after 6.25 × 107 training examples as the number of systems in the
haystack N increases. Notice that predicting 1-after the open symbol is largely unaffected by the value of N , as the black markers stay
steady around 0.015. Although the information encoded in the open symbolic label keeps the difficulty of the task constant as N increases,
nevertheless, the performance for 2,3,7, and 8-after the open symbol predictions steadily degrades as N increases.

In Fig. 16, we plot the quartiles of the squared-error of the model’s predictions as a function of the number of systems in the
haystack. Observe that the 1-after final open label performance remains steady with more systems, while the predictions for
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the later indices get progressively worse. Information theoretically, making a prediction for 2-after the final open label is
just as easy as making a prediction for 1-after the final open label, if not easier, since the open label provides the information
required to make an optimal prediction. In light of this, Fig. 16 suggests that the model has not learned to use symbolic
labels well enough to maintain steady performance on the indices two or more after the final open symbol as the number of
systems in the haystack increases.

H. Multiple Mechanisms for Prediction
In this paper, we explore whether the trained model performs the associative recall task through a label-based recall (H1)
mechanism or a observation-based Bayesian recall (H2) mechanism. If the mechanism for recall was label-based, the
model would in-context learn the association of symbolic labels to their corresponding systems, and then perform inference
based on recalling the queried system and continuing its evolution. If the mechanism for recall was observation-based and
Bayesian, the model would ignore the symbolic labels and instead would use the state observation to figure out which system
the observation could have come from. The model then performs Bayesian prediction based on previous observations to
make future predictions.

H.1. Out-of-Distribution Inference-Time Experiments

To decide if H1 or H2 is a valid hypothesis for the associative recall mechanism, we conducted three out-of-distribution
experiments at inference-time: misdirecting the model towards the incorrect sequence in the haystack (Section H.1.1),
synchronizing sequences in the haystack from different systems so that they would all have the same state after the final
open symbol (Section H.1.2), and misdirecting the model towards an unseen sequence not present in the haystack (Section
H.1.3). Through these three out-of-distribution experiments, we found that neither H1 nor H2 fully describe the model’s
mechanism for associative recall. In fact, the evidence indicates that model uses H1 for predicting 1-after the final open
symbol, and a suboptimal version of H2 for predicting two or more steps after the final open symbol.

To further explore the mechanism for restarting ICL on a new system, we conduct a fourth out-of-distribution experiment:
misdirecting the model towards a seen sequence in the haystack (Section H.1.4). This experiment’s results provide evidence
that the model ignores the open symbol when restarting ICL on a new system.

H.1.1. EXPERIMENT 1: MISDIRECTION TOWARDS THE INCORRECT SEQUENCE IN THE HAYSTACK

For this out-of-distribution experiment, we test the model on “needle-in-a-haystack” test traces generated as specified in
Section B.2, except we swap the final open symbol with another open symbol that corresponds to a segment in the haystack
that is not the “needle” as seen in Fig. 17. If H1 were true, the model would be using label-based recall and we would expect
it to make predictions on the test segment for the wrong system. If H2 were true, the swapping of the label would not affect
the prediction performance of the model, since the model would be using the seen states to make its predictions rather than
the symbolic labels.

(<start> ... ){ } (
Needle

Haystack

... ...

Misdirect to
Wrong Sequence!

)
Test Segment

Figure 17. Misdirecting the model towards the incorrect sequence in the haystack.
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(a) 2 systems in the haystack.
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Figure 18. Misdirection towards incorrect sequence — The median squared-error of the model’s predictions on the test segment after
observing the incorrect final open label vs the number of training examples seen so far. The solid black curve sharply increases in these
figures where it would have sharply decreased for a normal test trace as seen in Fig. 15, suggesting H1 is true for predicting the first index
of the test segment. In contrast, we find that the model ignores the misdirection when predicting two or more indices into the test segment,
since the solid blue, red, yellow, and green curves are almost identical to the corresponding curve in Fig. 15. This suggests that the model
is using a Bayesian approach when predicting these indices.

Misdirecting the model towards the incorrect sequence in the haystack falsifies pure label-based recall and provides
strong evidence that an observation-based Bayesian recall mechanism is present. The results of this experiment are
shown in Fig. 18 for N = 2 and N = 5, where the median squared-error of the model’s predictions are plotted against the
number of training examples seen, mirroring the format of the Fig. 15. The first thing to notice in Fig. 18 is that the solid
black curve now sharply rises late in training, as opposed to its sharp fall for a normal “needle-in-a-haystack” test trace as
shown in Fig. 15. Presumably, the model is using the label-based recall to predict the first index into the test segment.

In contrast, the solid curves in Fig. 18 for 2, 3, 7, and 8 after the final open symbol look almost identical to the corresponding
solid curves in Fig. 15. See the blue curve in Fig. 18a and 3a at 2× 107 training examples. Their median squared-error both
sit at around 2× 10−2. The same correspondence can be seen for the red, yellow, and green curves as well. This shows that
the model’s predictions for 2, 3, 7, and 8 after the final open symbol are not very affected by the open symbol. Instead, they
must be using the state observations after the final open symbol to decide which system to use for making predictions. This
strengthens the case that the model uses an observation-based Bayesian recall mechanism for predicting the indices after the
first index into the test segment.

H.1.2. EXPERIMENT 2: SYNCHRONIZING “ROTATIONS” IN THE HAYSTACK

In Section H.1.1, the misdirection towards the incorrect sequence experiment showed that the model can make accurate
predictions for indices 2 and further into the test segment without using the final open symbol. However, in that experiment
the observation that is 1 index after the final open symbol can determine which system should be applied for predicting the
subsequent indices, since if a predictor has observed x

(1)
9 from system 1 and x

(2)
9 from system 2, when it observes x10 from

either system 1 or system 2, it can check whether x10 = U1x
(1)
9 or x10 = U2x

(2)
9 . Now, there is still the question of whether

the model can use the final open symbol to predict the later indices in a situation where the 1 after final observation does not
provide the necessary information. To answer this question, we conduct a synchronizing rotations experiment, where all of
the sequences in the haystack from different systems all have the same state at the 10th index, which corresponds to 1 index
after the final open symbol. To do this, we first generate a single vector x10 ∼ N

(
0, 1

5I
)

for all systems and generate the
haystack by "rewinding" our systems back to their initial state x0 by xi−1 = UTxi as is shown in Fig. 19. The ambiguity of
which system the first observation in the test segment comes from, means that the model must use the symbolic label to
make an accurate prediction on the second index into the test segment.
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Figure 19. Synchronizing previous systems in the haystack, so the first observation in the test segment no longer reveals the system that is
being continued.
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(a) 2 systems in the haystack.
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(b) 5 systems in the haystack.

Figure 20. Synchronizing rotations — The median squared-error of the model’s predictions on the test segment when the first index into
the test segment is a valid continuation for all haystack segments vs how many training examples have been processed during training.
Synchronizing the rotations of the haystack segments means that after the first observation in the test segment, a predictor cannot determine
which system is being continued. The solid black curve still shows emergence at the same point in training as it did in Fig. 15, supporting
the validity of H1 for predicting the first index into the test segment. Otherwise, the model performance is significantly degraded for the
rest of the indices into the test segment. For example, the solid blue curve in these plots for prediction errors on the second index into the
test segment is near 1.0 in Fig. 20a where it is near 1.0× 10−2 in Fig. 3a. This indicates that the model is unable to use the symbolic
label well enough to make accurate predictions.
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Synchronizing the sequences in the haystack so the observation at the first index in the test segment is not informative
of the continuing system shows that the model has not learned to use the symbolic label to make accurate predictions
for two or more indices into the test segment. In Fig. 20, which plots the median squared-error of the predictions on the
synchronizing test traces vs. the number of training examples seen, we see that the solid black curve still sharply decreases
late in training11, as it does in Fig. 15, showing that the model is able to use the final open symbol to predict x10. On the
other hand, the solid blue curves are almost horizontal throughout all of training, and the solid red, yellow, and green curves
are have a significantly higher squared-error than their counterpart curves in Fig. 15. This means that the model is unable to
make accurate predictions on the subsequent indices in the test segment after x10, although the final open symbol provides
all of the necessary information to do so. This strengthens the case for H2 being the right hypothesis for predicting the
indices after x10, although the model is clearly not a Bayes optimal predictor since seeing x10 and the next observation
Ux10 would disambiguate which system U is being continued. Despite the system being disambiguated after seeing Ux10,
the red solid curves in Fig. 20 are still much worse than their counterparts in Fig. 15.

H.1.3. EXPERIMENT 3: MISDIRECTION TOWARDS AN UNSEEN SEQUENCE

To further study whether the model uses the symbolic labels at all to continue its predictions on a recalled sequence, we
misdirect the model to restart ICL for a sequence that has not appeared in the haystack so far. Fig. 21 illustrates how we
swap out the final open symbol of a normal “needle-in-a-haystack” test trace with an open symbol that does not correspond
to any of the systems in the haystack. Given the results from the previous two sections, we expect the model to predict zero
for the first index as that is optimal for restarting a new sequence, but we expect the model to make accurate predictions on
the subsequent indices that are continuing a segment that is in the haystack. This is almost what happens, but late in training,
the model suddenly transitions to (at least partially) restarting ICL on a new sequence.

(<start> ... ){ } [
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Misdirect to
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Figure 21. Misdirecting the model with an unseen symbolic label indicating a new sequence.

11Due to the synchronization, the first observation in the test segment is a valid continuation for all systems in the haystack and therefore
is always predictable.
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(a) 2 systems in the haystack.
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Figure 22. Misdirection towards an unseen system — The median squared-error of the model’s predictions on the test segment when the
final open symbol does not correspond to any haystack systems vs the number of training examples seen so far. The solid blue and red
curves match their counterparts in Fig. 15 until ≈ 3× 107 training examples, at which point they sharply increase. This means the model
continues predicting the existing system in early training then suddenly starts treating it more like an unseen system late in training. We
note that this transition happens shortly after the emergence of associative recall, suggesting the model has learned that unseen labels also
require ICL to be restarted.

Misdirecting with an unseen symbolic label highlights a new abrupt phase transition in model behavior late in
training from disregarding the symbolic label and continuing to predict the observed test segment to restarting ICL
for a new system. Fig. 22 shows the median squared-error of the model predictions after being presented with a final
open symbol that does not correspond to any system in the haystack while the test segment is actually a continuation of a
haystack segment vs how far along the model is in training. In the same figure, the first after final predictions match the
expected behavior of restarting predictions as seen by the solid black curve being a horizontal line near 1. For the rest of the
indices, the model ignores the symbolic label through the initial stages of training and continues to correctly predict the test
segment, since the solid curves in Fig. 22 match their counterparts in Fig. 15 up to around 3× 107 training examples. Once
associative recall fully emerges later in training, and the model learns how to use the symbolic labels, the model transitions
to treating a continuation of the old sequence as a brand new sequence corresponding to the new label, since the blue and
red solid curves abruptly increase after 3× 107 training examples in Fig. 22. This shows that the model predictions for two
or more indices into the test segment are affected by the final open symbol, although Section H.1.2 showed that the model is
unable to use it to make accurate predictions for recall on those indices.

H.1.4. EXPERIMENT 4: MISDIRECTION TOWARDS A SEEN SEQUENCE IN THE HAYSTACK

The first three out-of-distribution experiments studied the model’s mechanisms for performing associative recall, but this
section will study the mechanism for restarting its prediction on a new system. Again, we devise a misdirection experiment.
This time we provide a final open symbol that points toward the “needle” in the haystack, but the test segment is a sequence
from a system that is not in the haystack (Fig. 23).
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Figure 23. Misdirecting the model with a previously seen symbolic label.
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Figure 24. Misdirection towards a seen system — The median squared-error of the model’s predictions on the third segment that is an
unseen sequence while the final open symbol corresponds to the first segment vs the number of training examples seen so far. The solid
curves other than the 1-after final curve match the solid curves in Fig. 13. This supports the hypothesis that the model uses the state
observations to continue its prediction on a newly seen segment, rather than the open symbolic label.

Misdirecting with a previously seen symbolic label does not stop the model from restarting its predictions on the
new sequence for two or more indices into the test segment. In Fig. 24, the median squared-error on this misdirection
experiment is plotted against the number of training examples seen so far during training. We find that when given the
correct unseen symbolic label (Fig. 13a), and when shown a symbolic label misdirecting to a sequence that has already
been observed in context (Fig. 24), the model performs equivalently on predicting two or more indices into the newly seen
segment, as the solid curves match except for the 1-after final curve that is using the symbolic open label. The model
recognizes that the sequence it is seeing does not correspond to a sequence it has already seen. This supports a hypothesis
that that model does not use the symbolic labels to restart ICL on a new system. Interestingly, misdirecting the model with a
previously unseen symbolic label indicating a new system (Section H.1.3) shows that these unseen symbolic labels do affect
the model’s predictions in the test segment. This evidence shows that the mechanism for restarting ICL may not be purely
label-based nor purely observation-based.

H.1.5. SUMMARY OF OUT-OF-DISTRIBUTION EXPERIMENT RESULTS

After conducting the four out-of-distribution experiments, we find that neither H1 nor H2 can fully explain the model’s
mechanism for predicting interleaved time-series. The misdirection to the incorrect sequence experiment (Section H.1.1)
supports H1 for predicting the first index into the test segment, but it also shows that the model can make accurately
continue its predictions in the test segment without using the final open symbolic label. Therefore, H1 is insufficient. The
synchronizing rotations in the haystack experiment (Section H.1.2) further showed that the model is unable to use the final
open symbolic label well enough to accurately continue its predictions in the test segment, providing strong evidence that
the model performs a suboptimal version of H2 for this subtask. This evidence is further strengthened by the misdirection
towards a seen sequence in Section H.1.4. Finally, the misdirection to an unseen sequence experiment (Section H.1.3)
showed that even for the later indices, the final open symbolic label can signal the model to restart its predictions for a new
segment, invalidating H2 as the sole mechanism for continuing predictions. It is clear from these results that the conjecture
C3, where the transformer model uses multiple mechanisms for the single task of interleaved time-series prediction holds
true.
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