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Abstract

Deploying large language models (LLMs) in
real-world applications is often hindered by
strict computational and latency constraints.
While dynamic inference offers the flexibility
to adjust model behavior based on varying re-
source budgets, existing methods are frequently
limited by hardware inefficiencies or perfor-
mance degradation. In this paper, we intro-
duce Balcony, a simple yet highly effective
framework for depth-based dynamic infer-
ence. By freezing the pretrained LLM and in-
serting additional transformer layers at selected
exit points, Balcony maintains the full model’s
performance while enabling real-time adapta-
tion to different computational budgets. These
additional layers are trained using a straight-
forward self-distillation loss, aligning the sub-
model outputs with those of the full model.
This approach requires significantly fewer train-
ing tokens and tunable parameters, drastically
reducing computational costs compared to prior
methods. When applied to the LLaMA3-8B
model, using only 0.2% of the original pre-
training data, Balcony achieves minimal perfor-
mance degradation while enabling significant
speedups. Remarkably, we show that Balcony
outperforms state-of-the-art methods such as
Flextron and Layerskip as well as other lead-
ing compression techniques on multiple models
and at various scales, across a variety of bench-
marks.

1 Introduction

We are entering an era of rapid advancements in
generative foundation models, with tens or even
hundreds of billions of parameters emerging at an

accelerating pace Touvron et al. (2023); Bai et al.

(2023); DeepSeek-Al et al. (2024). The demand
for their deployment is greater than ever. However,
deploying these models in real-world applications,
particularly in industrial environments, whether on
edge devices or in cloud settings, is constrained by
strict computational and latency requirements.
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Figure 1: An overview of the Balcony inference. Bal-
cony preserves the base model’s performance while en-
abling efficient, on-the-fly adaptation to different com-
putational budgets.
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These constraints are not static; they fluctuate
based on task complexity, sample difficulty, user
load, and inference budget. To address these chal-
lenges, dynamic inference has become increasingly
important. This approach allows models to adjust
their computational demands on the fly, eliminat-
ing the need for expensive and time-consuming
retraining. As a result, it enables more efficient and
scalable deployment.

Dynamic inference is typically achieved in two
ways: 1) width-based methods, which adjust the
number of active neurons and attention heads in
a model Kudugunta et al. (2023); Yu and Huang
(2019a), and 2) depth-based methods, which selec-
tively reduce the number of transformer layers used
during inference Kavehzadeh et al. (2024).

However, GPUs are inherently optimized for par-
allelized deep computations, making depth-based
compression significantly more favorable in terms
of speed and efficiency. Reducing depth results in
fewer sequential operations, which directly trans-
lates to lower latency and improved throughput.



This effect is illustrated in Figure 2, where for a
fixed parameter budget, reducing depth consistently
yields greater speed improvements compared to re-
ducing width.

As a result, prior research has explored methods
that introduce elasticity along the depth dimension
Xin et al. (2020); Kavehzadeh et al. (2024); El-
houshi et al. (2024). Despite its advantages, depth-
based dynamic inference introduces a critical chal-
lenge: it often degrades both full-model accuracy
and sub-model performance. This occurs because
existing methods require extensive perturbation to
the base model.

Specifically, at each exit point, the sub-model
must serve two competing roles: producing an inter-
mediate representation for the next layer (to support
larger sub-models) while simultaneously generat-
ing a refined output representation at the current
layer. These competing objectives at the training
time lead to conflicting gradients, introducing a
trade-off that ultimately compromises the accuracy
of both the sub-models and the full model. Rotem
et al. (2023); Kavehzadeh et al. (2024).

In this paper, we propose Balcony, a simple
yet highly efficient framework for depth-based dy-
namic inference. By freezing the pretrained LLM
and adding a decoder layer at each exit point, Bal-
cony preserves the base model’s performance while
enabling efficient, on-the-fly adaptation to differ-
ent computational budgets. While there is an in-
herent trade-off between sub-model accuracy and
computational cost, we show that adding a single
transformer layer and sharing the LM head, across
all sub-models achieves an optimal balance. We
train the Balcony layers using a straightforward
self-distillation loss, aligning Balcony layers out-
puts with those of the full model.

In contrast to prior works, which also train the
base model, freezing enables lossless performance
on the original base model and allows for efficient
tuning due to the low number of tunable parameters.
Additionally, freezing facilitates seamless adapta-
tion to different computational budgets during in-
ference by simply switching the Balcony layers.

Our experiments demonstrate that for LLaMA3-
8B, freezing the base model and tuning only the
Balcony layers (2.5% of full model parameters for
each balcony layer), using just 0.2% of the data
compared to the 15T tokens used for full model
pretraining, yields remarkably strong results.

Notably, Balcony surpasses state-of-the-art
(SoTA) dynamic inference methods, including
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Figure 2: Speed-up as a function of the ratio of active
parameters in modified versions of Llama 3 8B. Com-
parisons are shown between width-only and depth-only
modifications, with the unmodified baseline included
for reference.

Flextron Cai et al. (2024) and LayerSkip Elhoushi
et al. (2024), while using a minimal training ap-
proach that requires a much simpler training flow,
significantly fewer training tokens and a much
smaller number of tunable parameters (see Related
Work for details on the training strategies used in
these methods). This paper makes the following
key contributions:

* Introducing Balcony, a depth-based dynamic
inference framework that employs single
transformer layers at exit points while freez-
ing the base model.

* Efficient tuning of Balcony through a self-
distillation loss on a small dataset, signifi-
cantly reducing training costs compared to
prior methods while outperforming Flextron,
LayerSkip and SoTA compression methods.

* An extensive evaluation of the proposed
framework through ablation studies on various
components of the method, including pretrain-
ing on a 1B-parameter LLM.

2 Related work

Dynamic inference has gained significant atten-
tion over the past decade, with various methods
proposed to make CNNs and small-scale encoder
based NLP models dynamic Yu et al. (2018); Yu
and Huang (2019b); Li et al. (2021); Cai et al.
(2020); Xin et al. (2020); Hou et al. (2020); Kusu-
pati et al. (2022). These approaches often require
sophisticated and heavy training, are architecture-
dependent and hence have not yet been effec-
tively translated to modern large-scale generative



LLMs. This paper focuses specifically on genera-
tive LLMs, emphasizing approaches applied within
the realm of generative Al

MatFormer Kudugunta et al. (2023) introduces a
nested architecture along the width that enables the
extraction of multiple sub-models by incorporating
a nested Feed Forward Network (FFN) block struc-
ture from a single trained network. The largest
reported MatFormer model is an 850M decoder-
only language model (MatLM), from which smaller
models ranging from 582M to 850M parameters
can be derived. MatFormer demonstrates superior
performance compared to independently trained
models and older methods like OFA Cai et al.
(2020) and DynaBERT Hou et al. (2020).

Building on this, Flextron proposed a more so-
phisticated approach that integrates a nested elas-
tic structure with input-adaptive routing, allowing
automatic token processing through sub-networks.
However, their training strategy is highly sophisti-
cated: first, they train a large number of submodels
using their nested architecture. Then, they train
routers to select the appropriate submodels based
on a given budget (for static inference) or dynami-
cally for each token (for adaptive inference). How-
ever, training the router is challenging due to lim-
ited gradient flow. To address this, they introduce
an auxiliary model that provides the necessary sig-
nals to facilitate the router’s training. We demon-
strate that, with significantly fewer training tokens
and a far simpler training approach, our submodels
achieve superior performance.

Similar to Balcony, SortedLLaMA Kavehzadeh
et al. (2024) explores elasticity along the depth
dimension by extending the SortedNet Valipour
et al. (2023) training technique to generative LLMs.
They eliminate the need for pretraining by replac-
ing standard fine-tuning with sorted fine-tuning.
LayerSkip Elhoushi et al. (2024) is another recent
dynamic depth approach that is used along specula-
tive decoding for faster inference. During training,
the method employs layer dropout with increasing
rates for deeper layers and applies an early exit
loss on all transformer layers while sharing the LM
head.

Note that the approaches mentioned above per-
turb the base model to create a nested design of sub-
models, allowing multiple submodels to be hosted
within a shared architecture while reducing mem-
ory overhead. This, in turn, leads to performance
degradation in the full model. In contrast, our
method achieves the same objective without en-
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Figure 3: Training in the Balcony framework: By freez-
ing the pretrained base LLM and adding a decoder layer
at each exit point, Balcony can outperform SoTA with
significantly fewer training tokens.
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forcing a nested structure. Instead, we freeze the
base model and train only the Balcony Exit and
auxiliary tokens, ensuring that the base model’s
performance remains intact and uncompromised
by nested biases. Additionally, since all submodels
share the same base model, the memory overhead
of loading multiple submodels simultaneously or
switching between them remains manageable.

3 Balcony framework

In this section, we present the architecture, train-
ing, and inference methods for the proposed frame-
work. Consider a model M with N layers, where
each layer is represented by the function X; =
f(Xi-1,W;), with i € [1, N] indexing the layers,
X,;_1 being the input to layer ¢ (with dimensions
B x S x D for batch size, sequence length, and
embedding dimension), and W; denoting the pa-
rameters for that layer. In this context, the term
"layers" includes not only traditional transformer
blocks but also other depthwise modules, such as
Mamba Gu and Dao (2023) and Mixture of Experts
(MoE) Fedus et al. (2022) blocks.

Our objective is to make the model M dynamic
in depth, allowing it to adapt to user-defined goals,
such as latency, memory, and accuracy. To achieve
this, we introduce exit points based on the desired
inference time and resource budget. For instance,
in cloud computing, we can select exit layers de-
pending on the query-per-second rate. Similarly, on
edge devices, one can extract submodels depending
on the available computation budget.

An exit point in our framework refers to a desig-
nated layer within the model where inference can
be halted, allowing a prediction to be generated



using a lightweight Balcony module instead of pro-
cessing all layers of the model. We introduce a set
of exit points £ C {1,2,..., N}, each associated
with a Balcony module. At each exit point j € &,
the intermediate representation X; is processed by
a Balcony module, defined as:

X5 = fio( X5, W), (1)

where fj, represents a Balcony module composed of
a decoder layer(e.g a transformer block) followed
by a normalization layer, W'; is the set of parame-
ters for the Balcony module, and X' j’ is the output
of the Balcony module at exit point j.

At each exit point, the intermediate output X;
is forwarded to the corresponding Balcony mod-
ule f(X;,W';) then passes through an RMSNorm
layer, followed by a shared LM head and a softmax
function to produce the final probabilities. The LM
head is the same as that of the original model and is
shared across all submodels. The transformer layer
in Balcony uses the same architecture as the base
model.

During training, self-distillation is used to
align the probability distribution p(-; W1.5, W}, )
of each submodel with the full model’s distribu-
tion p(-; Wi.n). This is achieved by minimizing
the Kullback-Leibler (KL) divergence across all
possible next tokens at position ¢. The objective
function is given by:

L=> KL (p(;Wrn) || (Wi, W), ()
Jje&
where W]’ represents the balcony layer inserted
after layer j, and KL(- || -) denotes the Kullback-
Leibler divergence.

Note that both the base model parameters Wy.
and the LM head remain frozen during training.
In our framework, Balcony layers are initialized
from the last transformer layer of the trained model
(see Section 4.3 for the impact of this initialization).
The rationale behind this choice is that the last layer
is already aligned with the shared LM head, which
helps in seamlessly integrating the Balcony layers
for effective submodel extraction.

Since the base model remains frozen, the train-
ing of Balcony layers is independent; each Balcony
layer receives gradients based only on its corre-
sponding submodel’s loss. Consequently, while all
Balcony layers can be trained in a single training
round to minimize computation, they can also be
added and trained individually without impacting
any other submodel.

4 Experiments

4.1 Setup

Model Configuration We compare the perfor-
mance of Balcony to SoTA methods using two
models, LLaMA3-8B and LLaMA2-7B. The ra-
tionale behind selecting these models is that prior
SoTA works have reported their results on them.
To explore the methods at a smaller scale, we use
an LLM with the same architecture as LLaMA3-
1B and train it on FineWebEDU and Cosmopedia
V2, which are part of the SmoLLM corpus Ben Al-
lal et al. (2024) from Hugging Face. We refer to
this model as LLM-1B. This model provides a a
baseline on which Balcony and sortedNet method
are applied to. It also provides a baseline for our
training from scratch experiment.

Training Details For fine-tuning, both LLaMA3-
8B and LLaMA2-7B were trained with a batch size
of 256 for 30K steps using a cosine learning rate
scheduler with a maximum learning rate of 5e~4.
The sequence length was set to 4,096 tokens, and
the training corpus consisted of 31.5B tokens from
Cosmopedia V2. LLM-1B followed the same fine-
tuning setup but with a sequence length of 2,048
tokens and 15.7B tokens from Cosmopedia V2.
For pretraining, LLM-1B was trained from scratch
using FineWebEDU and Cosmopedia V2, with a
batch size of 384 for S00K steps, a sequence length
of 2,048 tokens, and a learning rate of 54 fol-
lowing a trapezoidal scheduler. For pretraining the
LLM-1B model from scratch, we used 384B tokens
sourced from FineWebEDU and Cosmopedia V2.

Baselines For the baseline in this paper, Flextron is
used as the SOTA method in width-based dynamic
inference, and LayerSkip and Sorted are considered
for depth-based dynamic inference. In the compar-
ison, the number of non-embedding parameters
is reported. Regarding speedup, for depth-based
methods, similar speedup can be achieved across
different methods with the same number of param-
eters. However, for width-based methods, the same
number of parameters results in lower speedup, as
shown in Figure 2. Since Flextron is not open-
sourced, speedup comparisons cannot be reported.
Nonetheless, for the same number of parameters,
Balcony is expected to deliver better speedup. Fur-
thermore, we contrast our method with several
prominent open-source and compression model
families, specifically, OpenLLaMA Geng and Liu
(2023), Compresso Guo et al. (2023), NutePruner



Table 1: We evaluate the downstream task performance of Balcony, comparing it against Flextron, LayerSkip, open-
source models, and other compression methods. For LayerSkip, we evaluated their publicly available models. For
all other baselines, the results are taken from their papers. We report zero-shot accuracy on ARC-easy, LAMBADA,
PIQA, and WinoGrande, along with 5-shot performance on MMLU. For LayerSkip, we evaluated their publicly
available models. #Params denotes the number of non-embedding parameters.

Method | Model

| #Params | ARC-E LAMBADA PIQA Winogrande MMLU (5) Avg. (Drop)

Base | Llama2-7B-Full model | 65B | 763 71.1 78.1 69.1 45.9 68.1

- Balcony-XL 6.5B 76.3 71.1 78.1 69.1 45.9 68.1(0)

§ Balcony-L 4.4B 72 67 75.9 67.5 45 65.5 (-2.6)

E Balcony-M 3.8B 68.9 61.3 75.2 66 43 62.9 (-5.2)
Balcony-S 3.2B 64.9 54.9 73.5 63.8 39.8 59.4 (-8.7)

E' Layerskip-XL 6.5B 76.5 70.5 77.6 70.3 432 67.6 (-0.5)

2 Layerskip-L 4.4B 68.5 65.9 73.7 66.4 42.4 63.4 (-4.7)

“:‘. Layerskip-M 3.8B 614 55.1 71.1 65.8 424 59.2(-8.9)

- Layerskip-S 3.2B 50.3 435 68.6 63.9 37.8 52.8 (-15.3)

g Full 6.5B 75.1 71.5 71.5 69.1 45.1 67.7 (-0.4)

£ Dynamic 7x 4.1B 68.6 65.1 76.1 63.7 422 63.1(-5)

8 Dynamic 6x 3.9B 67.1 63.8 74.9 62.2 394 61.5 (-6.6)

= Dynamic 5x 3.4B 66.5 62.9 74.1 62 36.8 60.5 (-7.6)

Base LLaMA3-8B 6.9B 81.8 71.2 80.1 73.6 65.0 74.3

> Balcony-XL 6.9B 81.8 71.2 80.1 73.6 65.0 74.3 (0)

§ Balcony-L 4.7B 71.0 67.0 774 72.3 64.0 71.6 (-2.7)

E Balcony-M 4.4B 75.7 62.7 76.7 69.7 64.4 69.9 (-4.4)
Balcony-S 3.4B 70.0 54.5 75.0 68.1 48.3 63.2 (-11.1)

.E- LayerSkip-XL 6.9B 79.7 72.5 80.1 73.8 59.6 732 (-1.1)

2 LayerSkip-L 4.7B 73.2 61.8 77.2 71.0 59.1 68.5 (-5.8)

:‘% LayerSkip-M 4.4B 68.6 60.8 74.2 70.1 59.3 66.7 (-7.6)

- LayerSkip-S 3.4B 59.0 47.7 70.4 66.4 37.8 56.3 (-18)

= Full-Flextron-8B 6.4B 71.7 69.7 79.4 68.8 354 65

Z Dynamic-0.7 x 4.3B 67.0 64.8 75.9 64.1 30.0 60.4

8 Dynamic-0.6 x 3.9B 66.2 63.7 76.1 62.7 29.1 59.6

= Dynamic-0.5x 3.3B 65.0 62.5 75.8 61.8 27.1 58.4

§ OpenLLaMA-7Bv2 6.5B 69.5 63.8 79.9 66.0 40.4 63.92

H OpenLLaMA-3Bv2 3.2B 63.7 59.1 78.1 63.3 25.7 58.0

‘2 NutePrune 3.2B 51.7 - 71.0 57.5 - -

g Compresso-compressed LLaMA-7B 4.5B 66.0 - 72.9 63.4 25.9 -

o LaCo-compressed LLaMA2-7B 4.7B - - 69.8 - 26.5 -

Table 2: Training cost comparison for Flextron, LayerSkip and Balcony methods applied to LLaMA2-7B and
LLaMA3-8B models, with costs presented in terms of tokens. In the Balcony method, the base model is frozen, and
only the Balcony layers are updated. Each Balcony layer is a single transformer layer, comprising 202M parameters.
The training cost for Flextron is taken from the paper Yu and Huang (2019a). Additionally, the table includes the
percentage of pretraining cost relative to the total pretraining cost for each method.

‘ Method ‘ Number of tunable parameters Training cost in tokens Percentage of pretraining tokens
Pretraining 7B 2T 100%
LLaMAZ2-7B | Balcony 3 x 200M = 600M 31B 1.5%
Flextron 7B 89.9B (Main model excluding the router) 4.50%
LayerSkip 7B 52B 2.6%
Pretraining 8B 15T 100%
LLaMA3-8B | palcony 3 % 200M = 600M 318 02%
LayerSkip 8B 419B 2.8%

Li et al. (2024), SliceGPT Ashkboos et al. (2024),
and LaCo Yang et al. (2024). Evaluation is per-
formed on ARC (Clark et al., 2018), BoolQ (Clark
et al., 2019), OpenbookQA (Mihaylov et al., 2018),
PIQA (Bisk et al., 2020a), WinoGrande (Sakaguchi
et al., 2021), LAMBADA (Paperno et al., 2016b),
5-shot MMLU (Hendrycks et al., 2020), and 10-

shot HellaSwag (Zellers et al., 2019a). These eval-
uations were conducted using the LM-Evaluation-
Harness repository (Gao et al., 2024).

4.2 Results

Analysis of speedup in dynamic depth vs dy-
namic width To evaluate the effectiveness of depth-



based model pruning in our Balcony framework,
we conducted an empirical analysis comparing the
impact of width pruning and depth pruning on
model latency.The latency measurements in Fig-
ure 2 were obtained using vLLLM Kwon et al. (2023)
for efficient deployment and were performed on an
NVIDIA V100 32GB GPU, prompt size of 32, out-
put size of 2048. These measurements compare
both depth and width pruning on L1aMA38B. In
depth pruning, the number of hidden layers was
reduced from 32 layers to fewer layers, leading to
an almost linear reduction in the number of active
parameters proportional to the number of layers.
For width pruning, we initially reduced the inter-
mediate size of the MLP block until it reached the
hidden size, followed by reducing the number of
attention heads.

Figure 2 clearly illustrates that for all tested pa-
rameter ratios, representing pruned models rela-
tive to the non-pruned base model, depth pruning
consistently yields higher speed-ups compared to
width pruning. This reinforces the effectiveness of
depth-based pruning strategies in achieving signifi-
cant latency reductions.

Balcony performance In this section, we assess
Balcony’s performance on several downstream
tasks, as shown in Table 1. We use LLaMA2-7B
as the baseline and compare it to Flextron and Lay-
erSkip. The results for Flextron are taken from
their original paper, while for LayerSkip, the dy-
namic models are open-sourced, so we conducted
our own evaluation using the provided dynamic
LLaMA-7B. For Flextron, we report the dynamic
version, as it demonstrates superior performance
compared to the static version. Among the three
methods, Balcony is the only one that maintains
the performance of the full model by freezing it
during tuning. In contrast, both Flextron and Lay-
erSkip experience a performance drop for their full
models. For smaller submodels, with reductions
of approximately 7x, 6x, and 5x in the number of
non-embedding parameters, Balcony shows a sig-
nificantly smaller performance drop compared to
the baselines. The only exception is Balcony-S,
which, with 3.2B parameters, experiences a 1.1%
larger drop than the Dynamic Flextron model at
3.4B parameters.

The same evaluation is also performed on
LLaMA-3-8B. Here, we compare the base model
to those of Balcony and LayerSkip. Similarly, the
LayerSkip results are obtained using their open-

sourced model. For Flextron, their 8B model
(Flextron-8B) does not come from the same base
model and is therefore placed in a separate section
of the paper. It can be observed that for all sub-
model sizes, from Small to XL, Balcony provides
significantly less performance drop than LayerSkip
across all submodels.

Figure 4 plots the trade-off between accuracy
and the number of parameters for the Balcony-
LLaMA7B family models and compares them
against those of Flextron-Dynamic, Flextron-static,
and LayerSkip, as well as post-hoc compression
methods like Compresso, LLM-Pruner, SliceGPT,
and LaCo. The Balcony model family achieves
superior performance on both MMLU and ARC-E
compared to all the baselines.
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Figure 4: The Balcony-LLaMA2-7B model family
demonstrates superior performance on MMLU and
ARC-E compared to Flextron-Dynamic/Static, Lay-
erSkip and post-hoc compression methods like Com-
presso, LLM-Pruner, SliceGPT, and LaCo.

Balcony speedup Table 3 shows the latency of Bal-
cony family models.The latency measurements in
seconds are based on vLLM Kwon et al. (2023) for
efficient deployment and conducted on an NVIDIA
V100 32GB GPU. The latency is measured in sec-
onds for 30 dummy input samples with a prompting



length of 32, a generation length of 2048, a batch
size of 2 and float16 precision.

Table 3: Average latency (in seconds) for Balcony fam-
ily models at different scaling factors. Speed-up factors
(relative to the full model) are shown in parentheses.

Model Full 0.7x 0.6x 0.5x%

Balcony-Llama3-8B  58.16 41.82 14x) 35.26 a7x)  30.37 (.9%)
Balcony-Llama2-7B  52.54 37.23 q4x) 3246 16x) 27.99 1.9x)

4.3 Ablation studies

Pretraining from scratch In this experiment, we
train both the base model and the Balcony layers
from scratch to assess the representational capac-
ity of Balcony compared to a nested design. This
approach is particularly useful when the entire pre-
training budget is allocated to developing a dy-
namic model.

We begin by training the LLM-1B model from
scratch, which serves as the baseline for normal
training (see the Training Details in 4.1). Next, we
train the Balcony layers alongside the base model
using the same training budget. The Balcony layers
are initialized randomly, and since we are training
from scratch, we omit self-distillation. Instead,
we use the average loss over all submodels as the
training objective. The Balcony exit layers are
placed after layers 4, 8, 12, and 16 of the model.

We also compare Balcony’s representational ca-
pacity to SortedLLaMA, which applies sorting
training only at the fine-tuning stage. To ensure
a fair comparison, we perform the same pretrain-
ing with SortedLLaMA, but with a sorted objective
function. The results, shown in Table 4, indicate
that for all submodels, pretraining using the Bal-
cony design outperforms the nested approach used
in SortedLLaMA. However, it is important to note
that when training from scratch, since the base
model is not frozen, the accuracy of the resulting
model, despite outperforming SortedLLaMA, is
lower than the baseline model.

Furthermore, we compare pretraining with the
standard efficient training method proposed by Bal-
cony and evaluate it against tuning using the Sorted
approach. Note that in Balcony, the base model is
frozen, and only the Balcony module is updated,
whereas in the Sorted approach, the entire model
is updated. The results show that Balcony pro-
vides significantly higher accuracy across submod-
els compared to the Sorted approach.

Random Initialization, MLP-Only and
Attention-Only Balcony A key question that

arises is why we use a single transformer decoder
layer and why we initialize it from the final
layer of the full architecture. To investigate this,
we conduct an ablation study by repeating the
Balcony-LLM-1B experiment under different
configurations to assess the impact of each module.
First, we perform balcony training with randomly
initialized balcony modules (transformer decoders)
to evaluate the effect of initializing from the final
layer on submodel performance. Additionally,
we train balcony models with MLP-only and
Attention-only modules, using the same set of
intermediate layers in the LLM-1B model, to
isolate the contributions of each component.
Figure 5 presents the average results of these
submodels across ARC-E, ARC-C, BoolQ,
HellaSwag, Lambada, MMLU, OpenBookQA,
PIQA, and Winogrande benchmarks. As shown,
standard balcony training with a transformer
decoder initialized from the final layer outperforms
both random initialization and the MLP-only and
Attention-only variants.

Effect of Cross-Entropy Loss During post-
training of the balcony modules, we used only
KL-divergence loss between the frozen, pretrained
full model’s output and the outputs of the balcony
modules. To examine the potential effect of in-
corporating Cross-Entropy (CE) loss in training
balcony modules, we conducted an ablation study
by training them with both KL-divergence and CE
loss on the submodels of our LLM-1B model. In
this experiment, we set the KL loss weight to 0.001.
Figure 5 presents the results of standard balcony
training (KL-only) and the KL + CE variant across
different submodels and benchmarks. As shown,
incorporating CE loss does not yield significant
improvements in the performance of balcony sub-
models.

Effect of Freezing during Balcony Training Dur-
ing balcony training, we kept the pretrained back-
bone model weights frozen. To assess the impact
of updating the main model’s weights alongside the
balcony modules, we conducted an ablation study
where the backbone model’s weights were also
made trainable. Additionally, we included another
dynamic inference baseline that does not freeze
the backbone model’s weights: Sorted Fine-Tuning
(Kavehzadeh et al., 2024). Figure 5 presents the
results of three setups: standard balcony train-
ing (frozen backbone), balcony training with an
unfrozen backbone, and Sorted Fine-Tuning (un-



Table 4: Performance Comparison of pretraining from scratch and tuning a Pretrained model for Balcony and Sorted
Approaches. For pretraining, both the Balcony and Sorted methods use 384B tokens. In the standard approach, 15B
tokens are used to tune the baseline. In the Balcony method, the base model is frozen while in Sorted approach, the
entire model is updated. The reported numbers represent 5-shot performance on MMLU, 10-shot performance on
HellaSwag and zero-shot on other tasks. The notation #Params refers to the number of non-embedding parameters.

‘ Model #Params ARC-C ARC-E BoolQ Lambada-Op Lambada-ST OpenBookQA PIQA Winogrande HellaSwag(10) MMLU(5) Avg
‘ LLM-1B (Baseline) 973M 37.6 743 58.4 50.4 433 30 749 59.8 46.4 259 50.1
Balcony-XL 973M 38.1 727 60 479 40.2 27.8 744 56.2 455 25.1 48.8
" Sorted-XL 973M 36.6 71.8 59.8 43.6 35.6 28.8 72.8 53.67 435 25.6 472
E Balcony-L 790M 37.8 72 61.8 47.4 40 272 74.4 55.17 44.4 253 48.6
'5 Sorted-L 729M 353 71.8 60.9 43.1 35.6 28.6 71.8 54.38 425 24.8 46.9
g Balcony-M 547TM 33.4 69.1 62.9 46.2 37.8 264 71.5 56.75 41.7 26.1 47.2
Sorted-M 486M 32.1 68.1 60.3 422 32.7 26.8 70.4 54.06 40.4 24.8 452
Balcony-S 304M 27 63.6 60.5 36.3 242 232 70.5 50.7 35.7 259 41.8
Sorted-S 243M 26.5 61.6 60 31.8 20 21 67.4 50.59 34 27.1 40
Balcony-XL 973M 37.6 74.3 58.4 50.4 433 30 749 59.8 46.4 259 50.1
Sorted-XL 973M 344 68.1 49.9 46.3 348 27 722 56.7 432 25.7 458
g Balcony-L 790M 32.8 66.3 61.4 45.1 36.4 25.4 71.3 57.6 41.3 26.3 46.4
2 | Sorted-L 729M 30.5 57.5 534 39.2 26.7 224 674 537 36.8 255 413
=
» Balcony-M 547TM 249 58.7 61.4 29.5 20.5 21.8 67.8 534 343 272 40
Sorted-M 486M 229 442 43.4 202 13 17.8 63.7 52.6 30.4 255 33.4
Balcony-M 304M 22.3 51.7 62 19.3 8.2 17.4 64.1 522 30.3 24.6 352
Sorted-S 243M 21.2 40.8 55.6 11.3 4.4 13.6 60.3 49.1 279 25.6 31
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Figure 5: Ablation studies on the Balcony framework. From left to right: (1) Impact of random initialization and the
contributions of MLP-only and Attention-only modules. (2) Effect of incorporating Cross-Entropy (CE) loss in
self-distillation. (3) Effect of freezing the main architecture during post-training. The results are the average scores
across ARC-E, ARC-C, BoolQ, HellaSwag, Lambada, MMLU, OpenBookQA, PIQA, and Winogrande.

frozen backbone) on different submodels of the
LLM-1B model. As observed, training balcony
modules while keeping the backbone model frozen
not only preserves the performance of the full
pretrained architecture but also outperforms both
the unfrozen balcony and Sorted Fine-Tuning ap-
proaches across most submodels. More detailed
results can be found in the appendix.

5 Conclusion

In this paper, we presented Balcony, a novel frame-
work for depth-based dynamic inference that ad-
dresses key challenges in the deployment of large-
scale language models under strict computational
constraints. By introducing additional transformer
layers at selected exit points and training them with
a self-distillation loss, Balcony enables flexible,
real-time adaptation to various computational bud-
gets without compromising the performance of the
full model. Our experiments demonstrate that Bal-

cony achieves minimal performance degradation
while using a small training budget. This efficiency
represents a significant improvement over state-of-
the-art methods. Balcony’s simplicity, effective-
ness, and minimal resource requirements position
it as a promising approach to dynamic inference,
paving the way for more efficient deployment of
large-scale models across diverse hardware environ-
ments. Future work will explore extending Balcony
and combining it with more efficient architectures,
such as MoE and state space models like Mamba,
to further enhance performance and scalability. Ad-
ditionally, Balcony can be leveraged for self specu-
lative decoding (Leviathan et al., 2023; Chen et al.,
2023) to achieve speedup without degradation of
model performance.



6 Limitations

While Balcony minimizes performance degrada-
tion at reduced latencies, there remains an inherent
trade-off between latency and model accuracy. For
extremely low-latency requirements, further perfor-
mance degradation might be inevitable and com-
bining Balcony with width compression methods
may become necessary.

While Balcony can be easily combined with cer-
tain compression strategies, like quantization, we
have not explored how it interacts with techniques
(e.g., low-rank factorization or pruning). Under-
standing these interactions could further optimize
memory and speed.

Also, in our experiments, we only evaluate the
model at predefined budgets. However, implement-
ing token-level confidence-based exits could po-
tentially yield better trade-offs between accuracy
and latency, and help boost our performance even
further.
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A Benchmark Descriptions

This section provides a brief overview of the bench-
marks used for evaluation.

A.1 ARC-E (AI2 Reasoning Challenge - Easy)

ARC-E consists of multiple-choice science ques-
tions designed to evaluate a model’s reasoning abil-
ity (Clark et al., 2018). The dataset contains 7,787
questions, with 2,251 categorized as ’easy.” These
questions require commonsense reasoning beyond
simple retrieval.

A.2 LAMBADA

LAMBADA evaluates a model’s ability to predict
the last word of a passage, requiring deep con-
textual understanding (Paperno et al., 2016a). It
consists of 10,022 book passages, where the final
word is only guessable with full comprehension.

A.3 PIQA (Physical Commonsense
Reasoning)

PIQA assesses a model’s ability to reason about
physical interactions (Bisk et al., 2020b). The
dataset contains 16,000 training and 2,000 vali-
dation questions, evaluating how well models un-
derstand everyday physical tasks.

A.4 Winogrande

Winogrande is a large-scale dataset designed for
commonsense reasoning using Winograd-style
problems (Sakaguchi et al., 2020). It contains over
44,000 sentence-pair problems that require resolv-
ing ambiguous pronouns using contextual knowl-
edge.

A.5 MMLU 5 (Massive Multitask Language
Understanding)

MMLU tests knowledge and reasoning across 57
domains (Hendrycks et al., 2021). The MMLU-
5 subset focuses on five key categories to assess
broad cognitive abilities through multiple-choice
questions ranging from elementary to expert level.

A.6 HellaSwag

HellaSwag Zellers et al. (2019b) is a large-scale rea-
soning benchmark that tests the ability of models to
predict the most likely continuation of a sentence in
everyday situations. The dataset contains multiple-
choice questions designed to challenge models on
contextual reasoning and world knowledge.
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B Ablations

In order to select the best architecture for the Bal-
cony model, ablation studies were conducted on
different loss functions, activation functions, and
parameter initialization methods.

B.1 Effect of CE and KL Losses

In the Balcony architecture, two possible loss func-
tions can help align the Balcony layer’s output with
that of the full model. One end-to-end approach
is to match the generated output using the Cross-
Entropy (CE) loss. Another approach is to ap-
ply a distillation objective by aligning the logits
of the full model and the Balcony layer using the
Kullback-Leibler (KL) divergence loss.

From Figure 6, we observe that combining both
KL divergence and CE loss leads to a slight but
consistent decrease in performance across different
exit layers and benchmarks.

B.2 Effect of Freezing

Depending on the training budget, different lay-
ers of the architecture can be either frozen or un-
frozen. To analyze the trade-off between perfor-
mance and training cost, we report benchmark eval-
uation scores for both the frozen and unfrozen ver-
sions of the main model alongside the Balcony
layer. Additionally, we compare these results with
Sorted (Kavehzadeh et al., 2024), which shares the
same base structure as Balcony but without exit
layers.

Interestingly, in Figure 7 we observe that the
frozen Balcony model outperforms its unfrozen
counterparts. This result suggests that freezing
layers may help mitigate issues such as catastrophic
forgetting and overfitting, which often occur when
fine-tuning a larger network.

B.3 Effect of Random Inititialization

The initialization of a generative model plays a
crucial role in its performance, especially under a
limited training budget. The Balcony architecture
consists of multiple submodules, including MLP
layers, attention layers, and the Balcony exit layer.

From our evaluations on eleven different bench-
marks, we observe that our chosen initialization
strategy, where the Balcony layer is initialized us-
ing the last layer of the full model, outperforms
all other initialization variations. The results are
shown in Figure 8
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Figure 6: Ablation study on the impact of including CE loss in self-distillation. The results are the score across
ARC-E, ARC-C, BoolQ, HellaSwag, Lambada, MMLU, OpenBookQA, PIQA, and Winogrande benchmarks.
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Figure 7: Ablation study on the impact of freezing the main architecture during post training. The results are
the score across ARC-E, ARC-C, BoolQ, HellaSwag, Lambada, MMLU, OpenBookQA, PIQA, and Winogrande
benchmarks.
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Figure 8: Ablation study on the impact of random initialization of balcony modules compared to regular balcony
training starting from the full model final transformer layer weights. Also study on the effect of each MLP and
Self-Attention modules in the balcony submodels’ performance. The results are the score across ARC-E, ARC-C,
BoolQ, HellaSwag, Lambada, MMLU, OpenBookQA, PIQA, and Winogrande benchmarks.
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