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ABSTRACT

Large language models (LLMs) increasingly rely on extended inference-time
computation, where reasoning is typically realized as a single sequential trajec-
tory. While longer reasoning improves performance, it also increases latency. We
introduce the Group Think paradigm, a conceptual shift toward collaborative par-
allel reasoning in which multiple reasoning threads are generated concurrently
and adapt dynamically to each other at the token level. We show that even ex-
isting LLMs exhibit preliminary Group Think behaviors when run with a mod-
ified inference scheme, and that these behaviors can be significantly enhanced
through finetuning on a synthetic dataset of token-wise collaborative reasoning
traces. These traces capture key dynamics such as high-level planning, adapta-
tion to peers, redundancy avoidance, speculative fast forward, error correction,
and divide-and-conquer strategies. Our modeling framework further incorporates
attention mask modifications and positional scheduling, paired with an inference
engine implementing parallel decoding with shared key–value states. This con-
current nature also enables more efficient utilization of otherwise idle computa-
tional resources, making Group Think particularly well suited for edge inference,
where small batch sizes often underutilize local GPUs. Evaluation shows that our
approach yields models with improved reasoning accuracy and reduced latency
compared to inference-only baselines, while exhibiting richer collaborative be-
haviors. For the benefit of the community, we will release the GROUPTHINK 4K
dataset and our training and inference frameworks.

1 INTRODUCTION

Human problem solving thrives on dialogue: an ongoing exchange where perspectives collide, as-
sumptions are questioned, and understanding deepens through interaction. Through this interplay of
minds, complex problems become solvable and new insights can emerge. Large language models
(LLMs) have recently inherited this behavious, with much of the progress in reasoning capabili-
ties driven by test-time scaling strategies that extend the amount of computation during inference
(Wei et al., 2022; Ji et al., 2025). While early work explored scaling along the length of reasoning
traces (Wei et al., 2022; Ji et al., 2025; OpenAI, 2024) or the depth of deliberation and structured
search (Goyal et al., 2024; Kumar et al., 2025; Yao et al., 2023b; Besta et al., 2024), a natural next
step is scaling along the width dimension, where multiple reasoning threads operate in parallel and
interact. Although problem solving for LLMs has improved substantially in recent years, it typically
remains a sequential process, with any complex parallel interactions heavily reliant on heuristic
rules (Wei et al., 2022; Besta et al., 2024; Yao et al., 2023b).

Recently, interest has grown in scaling LLM reasoning by making it more parallel. Most prior work
has focused on independent parallel subtasks, where a problem is decomposed into smaller pieces
that parallel LLM instances solve in isolation (Yang et al., 2025; Ning et al., 2024; Kim et al., 2024;
Pan et al., 2025; Jin et al., 2025; Zheng et al., 2025; Wen et al., 2025). In contrast, we explore
dependent parallel subtasks, where multiple LLM instances communicate and adapt to each other
while reasoning in parallel. We term this paradigm Group Think, as it mirrors how groups of humans
solve problems collaboratively. By enabling concurrent reasoning threads that adjust token by token
to their peers, Group Think improves generation quality while reducing redundancy and latency.

Group Think extends beyond distributing computation, offering a fundamental shift in how LLMs
approach complex reasoning. Rather than enforcing independence across parallel reasoning threads,
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Group Think embraces democratic, deregulated collaboration, where concurrent trajectories adapt
token by token to one another. This mirrors human group problem solving: dialogue, critique,
and mutual adaptation. In contrast, prior parallel–reasoning methods based on centrally coordi-
nated planning explicitly enforce independence across subtasks and rewrite trajectories to avoid
cross–references (Yang et al., 2025). By treating cross–referencing, critique, and continuation as
positive behaviours, GROUPTHINK 4K unlocks reasoning patterns that single–threaded models can-
not easily replicate (e.g., DeepSeek R1 DeepSeek-AI et al., 2025), while simultaneously reducing
redundancy and latency.

To move beyond inference-only protocols, we introduce not just the concept of Group Think but also
a GROUPTHINK 4K dataset expressly designed to elicit collaborative parallel reasoning traces. Mul-
tiple LLMs reason in parallel under orchestrated conditions that encourage redundancy avoidance,
error correction, and divide–and–conquer strategies. Core to this design are inner voices—separate
channels for high–level planning and peer adaptation—which make token–level collaboration ex-
plicit and trainable. By fine–tuning models on this data, we transform Group Think from a fragile
inference–time effect into a systematic, scalable capability. Concurrent work (Rodionov et al., 2025)
has introduced a first inference-only instantiation of dependent parallel subtasks, focusing on effi-
cient caching for parallel execution. Nevertheless, dependent parallelism remains challenging for
current LLMs, in part because it deviates sharply from the sequential data distributions on which
they are trained. Our approach differs by explicitly targeting collaborative parallelism through data
generation and fine-tuning, thereby establishing Group Think as a trainable capability rather than an
inference-time workaround.

We also highlight that, from a hardware perspective, Group Think is particularly valuable in local
deployments, where small batch sizes often leave modern accelerators underutilized. On personal
devices, the batch size is typically one, so much of the hardware capacity remains idle. Group
Think can exploit this otherwise wasted compute by running multiple concurrent reasoning threads,
reducing latency and making on-device deployment of small reasoning models significantly more
practical as their quality approaches real-world usability.

Contributions. To summarise, in this paper we introduce the concept of Group Think, a new
paradigm for collaborative parallel reasoning in LLMs, and present the first complete framework for
enabling it in practice. Our contributions span conceptual foundations, data, modeling, fine-tuning,
and inference, providing a full recipe for transforming collaborative reasoning from a conceptual
idea into a systematic capability:

(i) We propose Group Think, a new generation paradigm in which multiple reasoning threads are
run concurrently and adapt token-by-token to one another, mirroring human group problem solving.

(ii) We design a modular and extensible data generation pipeline, producing GROUPTHINK 4K,
a dataset of collaborative reasoning traces that capture layered inner voices—covering high-level
planning and adaptation to peers—leading to behaviours such as redundancy avoidance, divide-and-
conquer, error correction, and role specialization.

(iii) We introduce a fine-tuning procedure with tailored attention masks and positional schedul-
ing, yielding an LLM that can natively support token-level collaboration among parallel reasoning
threads.

(iv) We provide inference engines that allow Group Think models to be decoded in parallel without
architectural changes at deployment time.

(v) We benchmark Group Think against strong baselines, demonstrating improvements in reasoning
accuracy and latency, as well as richer collaborative behaviours. We also quantify the impact of our
end-to-end data generation and fine-tuning pipeline on improving Group Think capabilities.

We will open source the GROUPTHINK 4K dataset, together with our fine-tuning and experimental
code, to facilitate further research on collaborative parallel reasoning in LLMs.

2 RELATED WORK

Sequential reasoning in single-agent settings. An approach that has proven particularly impor-
tant to increase the performance of current LLMs is known as test-time scaling. In test-time scaling,
more compute is allocated to the inference procedure of the model in order to allow the model to
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reason and produce better answers (e.g., DeepSeek-AI et al. (2025)). Different methods have been
developed to use this additional computation. The most common approaches revolve around Chain-
of-Thought (CoT) prompting (Wei et al., 2022), where the model generates intermediate reasoning
steps before producing a final answer. Examples of this include encouraging LLMs to critique and
refine their responses (Kumar et al., 2025), or to pause and deliberate during generation (Goyal
et al., 2024), and have demonstrated to lead to significant performance improvements (Ji et al.,
2025; Zhang et al., 2025). The latest developments in test-time scaling involve encouraging rea-
soning traces—via reinforcement learning or supervised fine-tuning, which has lead to improved
performance at the cost of higher latency due to the inherently sequential nature of autoregressive
(AR) generation (OpenAI et al., 2024; DeepSeek-AI et al., 2025; Muennighoff et al., 2025).

Search-based single-agent reasoning. An effective extension of CoT is obtained by running mul-
tiple independent CoT reasoning instances in parallel. after the new traces have been produced, the
final answer can be selected using a reward model (Brown et al., 2024) or majority voting (self-
consistency) (Wang et al., 2023). Despite its simplicity, this approach yields strong improvements
when scaled (Singhi et al., 2025; Zhao et al., 2025). Further extensions of this approach perform a
more structured search. For example, Tree-of-Thoughts (ToT) (Yao et al., 2023a; Long, 2023) and
Graph-of-Thoughts (GoT) (Besta et al., 2024) explore possible solutions in a tree-like of graph-like
structure. These methods, however, often rely on heuristics or external verifiers to manage branch-
ing and merging (Pan et al., 2025; Brown et al., 2024; Zhang et al., 2024). While these methods
can introduce limited levels of parallelism, they lack explicit mechanism to guide the generation to
avoid redundancy and to encourage the parallel traces to efficiently reach the solution. Furthermore,
they do not allow communication between parallel executions.

Multi-agent sequential reasoning methods. LLM-based multi-agent systems have become in-
creasingly popular. These approach involve agents coordinating through various paradigms with the
common goal of solving a given task. Examples include cooperative frameworks (Hong et al., 2024;
Chen et al., 2024a), competitive settings (Liang et al., 2024), role-based collaboration (Chen et al.,
2024b), rule-based orchestration (Xu et al., 2023), swarm-like frameworks (Zhuge et al., 2024),
mixtures of agents (Wang et al., 2024), and decentralized interaction protocols (Zhang et al., 2023).
For comprehensive overviews, see the recent surveys (Tran et al., 2025; Guo et al., 2024; Li et al.,
2024). These methods however rely on sequential communication patterns: the agents communicate
at fixed intervals and with fixed structures, and do not attend to each other.

Concurrent and parallel generation. Recent work has explored more intrinsic forms of par-
allelism, aiming at allowing the model to decide when and how to parallelize operations. Most
approaches (Ning et al., 2024; Kim et al., 2024; Pan et al., 2025; Jin et al., 2025; Yang et al., 2025;
Zheng et al., 2025; Wen et al., 2025) dynamically decide when to run concurrent tasks but do not
involve communication across traces. This is achieved by in-context learning (Ning et al., 2024),
fine-tuning on specialized datasets (Yang et al., 2025; Wen et al., 2025; Jin et al., 2025), or adapt-
ing with reinforcement learning (Zheng et al., 2025). Concurrent work Hogwild! (Rodionov et al.,
2025) is, to the best of our knowledge, the only approach with parallel execution and communication
between traces. Hogwild! however uses an inference-only approach and, contrary to our paper, does
not introduce a new data and training strategy for enabling collaborative parallel reasoning.

3 THE GROUP THINK PARADIGM

Group Think can be viewed as a parallelized extension of chain-of-thought (CoT) reasoning with
explicit communication between concurrent traces. In the standard CoT setting, generation can be
expressed as a two-stage process:

X = Think(I), Y = Answer(I,X), (1)

where X = {x1, . . . , xK} is the intermediate reasoning chain of length K, Y is the final answer,
and Think(I) ∼ pθ(· | I) with

pθ(X | I) =
K∏

k=1

pθ(xk | x1:k−1, I), (2)

given a language model pθ and input prompt I .

3
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Figure 1: Illustration of Group Think. Distinct
threads of reasoning thoughts (indicated with su-
perscripts (1), (2)) are parallelized with an inter-
agent attention mechanism acting at the token
level. Each token x

(·)
k in a thread is able to at-

tend to all previous tokens from all other threads at
every generation time step, thereby inducing fine-
grained collaborative behaviour. Tokens in green
are generated in parallel. Normal intra-agent self-
attention are depicted by solid orange arrows,
while inter-agent cross attention by dashed lines.

Prior work on parallel execution with LLMs has largely focused on independent parallel traces
(e.g., Yang et al. (2025)). In contrast, Group Think enables a collaborative parallel process (see
Figure 1). Here, multiple traces evolve in parallel, and each adapts its generation at every token to
the evolving outputs of the others.

Formally, let X(n)
k = {x(n)

1 , . . . , x
(n)
k } denote the first k tokens generated by trace n. In Group

Think, the next token for trace n is predicted as

x
(n)
k+1 = Think(n)

k

(
I,X

(1)
k , . . . , X

(N)
k

)
, (3)

where N is the number of concurrent traces. The final answer is then obtained by aggregating the
prompt and all completed traces:

Y = Answer
(
I, {X(n) | 1 ≤ n ≤ N }

)
. (4)

In the following sections, we describe how to construct data that enables models to fully leverage
Group Think, and how to design training and inference procedures that implement it efficiently.

4 DATASET DESIGN FOR GROUP THINK

Pretrained LLMs can exhibit collaborative behaviour under inference-time Group Think settings,
yet such behaviour is often brittle and inconsistent without targeted training data (Rodionov et al.,
2025). We therefore construct a dataset expressly for Group Think: multi-trajectory, token-level
collaborative reasoning traces produced by a coordinated system comprising an orchestrator, a set
of thinkers running in parallel, and an LLM-as-judge for quality control (Gu et al., 2025). Each
group think trace is aligned with per-thinker inner-voices that make collaboration observable and
trainable.

4.1 INNER VOICES

Collaboration can manifest in various ways such as redundancy mitigation, divide-and-conquer,
error checking, role specialization, and convergence. We treat these as behavioural targets elicited
by the pipeline rather than hand-crafted templates.

To promote such mechanisms, we use inner voices. At each round k, the orchestrator selects a
thinking-about-thinking (TaT) cue τ

(n)
k (e.g., follow, verify, integrate, delegate) and appends it to

thinker n’s input. The thinker adapts this cue to the current state of the session, producing an inner
voice u

(n)
k . This inner voice conditions the public continuation of the trace, extending X

(n)
k−1 to

X
(n)
k . Details of the process and prompts are provided in Appendix A.2.

4.2 PIPELINE: PARALLEL ORCHESTRATION WITH REJECTION FILTERING

We consider inputs (x, y⋆) drawn from verifiable QA/task sources with reference or golden answers.
For each input, N thinkers (instantiations of the same LLM) reason in parallel over K rounds, guided
by an orchestrator that (i) trims low-value suffixes, (ii) assigns TaT meta-behaviours, and (iii) may

4
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Algorithm 1 Group Think data generation with parallel orchestration and rejection filtering

Require: Dataset Q = {(x, y⋆)}; number of thinkers N ; number of rounds K.
1: D ← ∅ ▷ output dataset
2: for all (x, y⋆) ∈ Q do
3: Initialize traces X(n)

0 ← ∅ for n ∈ [N ].
4: for k = 1 to K do
5: (Truncation): if k > 1, orchestrator chooses c(k); truncate each X

(n)
k−1 after c(k).

6: (TaT selection): orchestrator assigns τ (n)k to each thinker n.
7: (Inner voice adaptation): each thinker forms u(n)

k by adapting τ
(n)
k to {X(m)

k−1}Nm=1.

8: (Public continuation): each thinker generates new tokens x(n)
k conditioned on u

(n)
k and

{X(m)
k−1}Nm=1.

9: Update traces: X(n)
k ← X

(n)
k−1 ∪ x

(n)
k .

10: Optionally: judge scores {X(n)
k } on correctness and collaborativeness.

11: (Filtering): discard samples failing thresholds (fluency, correctness, collaborativeness).
12: if passes thresholds then
13: Add records {X(n)}Nn=1, TaT cues, inner voices, and scores to D.
14: return D

issue brief advice. A judge scores intermediate and final traces; samples failing quality thresholds
are rejected. We depict the data generation procedure in Figure 2 and present the pseudocode in
Algorithm 1. For completeness, the dataset records all traces as well as orchestrator and judge
feedback, though the latter are ignored for fine-tuning.

In the rest of this section we describe each component of the pipeline.

Figure 2: Group Think dataset generation
pipeline. To scale the number of thinkers, we
employ a parallel orchestration and rejection
filtering framework (Alg. 1). At each round,
multiple thinkers generate in parallel. The
orchestrator rejects inconsistent trace seg-
ments and assigns meta-behaviours to guide
a collaborative reasoning session. The Judge
evaluates correctness, collaborativeness, and
repetition for data filtering.

Orchestrator. The orchestrator steers collabora-
tion by (i) selecting per-thinker TaT prompts, (ii)
optionally providing brief advice, and (iii) choos-
ing a truncate index c(k) to remove low-value suf-
fixes. This truncation is done in two steps: firstly or-
chestrator is prompted to divide the trace in chunks,
each one delimited by indexed tags (e.g., “<chunk
1>...<chunk 2>...”), and secondly to select the in-
dex of chunk where the truncation should happen.
All the text in the trace after that point is dropped. In
round k=0, orchasterotor seeds diversity via initial
TaT selection by assigning different behviour cues
to different traces; in later rounds, it assigns new
meta-behaviours to each agent to elicit collaborative
actions and avoid redundancy. Orchasteror prompts
are available in Appendix A.3.

Thinkers. At each round k, thinker n receives a
TaT cue τ

(n)
k from the orchestrator. The thinker

adapts this cue to the current state of the session,
producing an inner-voice plan u

(n)
k that guides its

reasoning. Conditioned on u
(n)
k and the partial traces

{X(n)
k−1}Nn=1, the thinker generates its next continuation. The public traces X(n)

k for all thinkers are
decoded in parallel and may cite, verify, fork, or summarize others’ contributions. We adopt a high-
capacity instruction model for the thinkers and support both interleaved chat-style and workspace-
style prompt layouts to reduce format OOD effects.
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Table 1: Group-Think Dataset Statistics

# Thinkers # Samples, Filtered/Total Tokens per thinker Correctness Collaborativeness

4 1508/5150 480±93 68.2% 1.5±0.7
8 2048/5150 492±89 77.5% 1.9±0.8
16 494/555 496±110 89.3% 2.7±1.0

Figure 3: Training attention mask. Blank cells mark disallowed attention; colored cells mark visi-
bility. Left: independent parallel reasoning (Yang et al., 2025). Right: Group Think (ours), where
each trace occupies a contiguous block of position IDs and cross-trace visibility is enabled through
structured bidirectional masking, while causal time-ordering is preserved within and across traces.

Judge and filtering. We use an LLM-as-judge to score traces along two key dimensions: (i) cor-
rectness, and (ii) collaborativeness. Correctness is defined as whether a correct answer appears in
the group traces at the current round of data generation. Collaborativeness is a qualitative measure:
the judge counts the number of times in a trace a thinker exhibits evidence of Group Think, i.e.,
behaving as a group member by adopting a role such as instructing peers, following instructions,
verifying or continuing another’s work, critiquing, or contrasting contributions. All judge prompts
are provided in Appendix A.5.

4.3 DATA GENERATION: SETTINGS, MODELS, AND DATASET

We target tasks with verifiable answers across math, social, and general reasoning domains, drawing
from the following datasets: Big-Math (Albalak et al., 2025), Theory-of-Mind (Ma et al.,
2023), Brainteaser, MMLU-Pro, and Big-Bench-Extra-Hard (Kazemi et al., 2025). The
seed pool consists of approximately 140k samples. For each (x, y⋆), we run N ∈ {4, 8, 16} thinkers
for K rounds, optionally generating multiple sessions to cover alternative behaviours. Each record
includes: interleaved group traces; inner-voice tuples; orchestrator decisions (truncate indices, TaT
cues, advice); judge scores; and both chat-style and workspace-style renderings. Examples are pro-
vided in Appendix A.1. Details of the data generation pipeline and prompts are given in Appendix A.

Our model setup uses Qwen3-30B-A3B as the thinker model, and Llama-4-Scout-17B-16E
as both the orchestrator and judge. We processed a total of 15k prompts with N ∈ {4, 8, 16}
thinkers. Generating 1 sample for {4, 8, 16} thinkers cost around {45k/13k, 90k/15k, 180k/19k}
input/output tokens, repectively. Thus, it requires ∼ 795M/194M input/output tokens to generate
the raw data. After filtering (Sec. 4.2) and deduplication, we obtained the final GROUPTHINK 4K
dataset, with statistics reported in Table 1.

5 TRAINING AND INFERENCE ALGORITHMS FOR GROUP THINK

We now present efficient training and inference procedures for Group Think. A key observation
is that these procedures can be implemented in existing deep learning libraries with modifications
to their attention masks and position IDs. In standard causal generation, time and position axes
are treated identically. Group Think instead separates these axes in order to allow multiple parallel
traces. Group Think further requires a simple modification to the attention masks for the training
procedure, but uses standard time-causal masks during inference.

6
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Figure 4: Inference attention mask (Left) and KV cache (Right). Group Think inference remains
causal: at each step, all traces generate one token in parallel, each attending to all previously gener-
ated tokens across traces. The left panel shows the resulting attention mask for 4 traces, where each
token is assigned a position ID specific to its trace. In practice, traces are processed in batch, and the
new tokens (with their position IDs) are appended to a shared KV cache at each iteration, as shown
on the right.

5.1 GROUP THINK TRAINING

We maintain causality along the time axis of generation, but because traces are produced in parallel,
positional ordering no longer matches temporal ordering. To address this, each trace n is assigned
a contiguous block of position IDs p(n)1 , . . . , p

(n)
Pn

, with a fixed spacing k = p
(n+1)
1 − p

(n)
1 between

traces. The choice of k is determined by the model’s context length. This framing turns training
into a text-infilling problem across parallel blocks. Cross-trace attention is enabled through a bidi-
rectional mask: at each step, a trace can attend to all past tokens from every trace, but never to future
tokens. Figure 3 illustrates this attention mask, highlighting the difference from the mask used for
independent parallel traces (Yang et al., 2025). Final answer tokens are allowed to attend to all
traces.

5.2 GROUP THINK INFERENCE

During inference, sequence lengths are unknown, so bidirectional masks cannot be applied. Instead,
tokens are generated in parallel across traces, with each token assigned to its pre-specified block of
position IDs. In practice, newly generated tokens are appended to a shared KV cache, allowing all
traces to attend to one another’s past outputs while maintaining strict causality. This ensures that
collaborative reasoning emerges naturally without violating the autoregressive generation process.
We illustrate the attention mask and KV cache for inference in Figure 4.

The above implementation is particularly suited for on-device execution, where queries are pro-
cessed with a batch size of 1. In this scenario, underutilized memory can be leveraged to process
parallel traces concurrently in a batched fashion using a shared cache.

For data center applications, it is generally required that multiple requests be aggregated into a single
batch for processing1—whether employing Group Think or not. To support this, we show that Group
Think can be executed on a single thread through a simple modification to the generation procedure.
Appendix B details how this allows Group Think and non-Group Think requests to be processed
together within the same batch.

6 EXPERIMENTS

We investigate (i) how our newly generated dataset GROUPTHINK 4K promotes collaborative rea-
soning in pre-trained language models, (ii) the latency benefits of Group Think reasoning, and (iii)
the impact of communication across parallel threads through ablation.

6.1 GROUP THINK DATASET EVALUATION

To evaluate the efficacy of the dataset, we finetuned the Qwen2.5-32B-Instruct (Qwen, 2024). Fol-
lowing (Yang et al., 2025), we trained with a dynamic mix of the s1k dataset (Muennighoff et al.,

1In data center environments, computational efficiency is maximized by processing multiple user requests
simultaneously in batched operations.
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MMLU-Pro Explore-TOM
Model pass@1 Collaborativeness pass@1 Collaborativeness

Base 62% - 57% -

GT-Finetuned (2 thinkers) 77% 0.455 52% 0.680
GT-Finetuned (4 thinkers) 71% 0.870 54% 1.150
GT-Finetuned (8 thinkers) 78% 0.990 68% 1.640
GT-Finetuned (16 thinkers) 84% 1.285 68% 0.710

Table 2: Comparison between the base Qwen2.5-32B-Instruct model and versions fine-tuned
on our GROUPTHINK 4K dataset with different numbers of thinkers. The inference budget is fixed
to 512 tokens per thinker.

2025) (converted into our multi-thinker format) and our GROUPTHINK 4K dataset. Specifically,
we apply an exponential decay schedule that transitions from single-thinker responses in the first
epoch to predominantly multi-thinker responses in the final epoch. We fine-tune on a total of 20k
sequences with batch size 256, sequence length 16k tokens, and learning rate 5×10−6 to obtain our
Group Think model. The training was done on 8 × B200 and takes 3.5 hours to converge.

To evaluate how fine-tuning on GROUPTHINK 4K enhances collaborative reasoning, we compare
the fine-tuned model with the same base model on held-out sets from MMLU-Pro and Explore-
TOM. Both models are run under the same latency budget, defined as a fixed number of inference
passes equal to the average trace length in the dataset.

Results are shown in Table 2. We observe that the fine-tuned model outperforms the base model
even with a small number of thinkers on MMLU-Pro, while it requires 8 thinkers to surpass the
base model on Explore-TOM. These results demonstrate that (i) fine-tuning on GROUPTHINK 4K
enables models to leverage the Group Think paradigm, (ii) under equal latency budgets, Group Think
improves performance once enough parallel thinkers are used, and (iii) on MMLU-Pro, increasing
the number of thinkers consistently boosts collaborativeness, confirming that fine-tuning instills
collaborative behaviour in the model. As to Explore-TOM, the performance plateau at 16 thinkers
with decreased collaborativeness, we suspect that this is due to smaller number of samples with 16
thinkers in our GROUPTHINK 4K.

6.2 LATENCY ANALYSIS

The concurrent nature of Group Think makes it a particularly compelling approach for reducing
latency. We design three tasks for which we can define a measure of completion coverage, i.e., a way
to quantify how much of the full solution has been reached at any stage of the generation process. We
measure the completion coverage of the solution at various per-thinker generation lengths, measured
in number of tokens per thinker. With a reasonable hardware and software implementation, we
expect the real-world latency to be largely proportional to the longest generation length among
multiple agents. We provide a complete description of the three tasks and the procedure to generate
data for them in Appendix C. To showcase Group Think on additional models, for the experiments
in this and the next section we use Llama-3.1 8B Instruct for enumeration and programming, and
Llama-3.3-70B-Instruct for divide & conquer due to the complexity of the task.

Results are shown in Figure 5, in which we compare Group Think against standard CoT reasoning.
We notice that (1) in all cases Group Think starts out with an acceleration roughly N (number of
thinker) times faster than CoT until the Completion Coverage becomes near saturated; (2) more
thinkers always solve the problem faster; (3) in Programming, while CoT stays far from solving the
problem, Group Think with over 4 thinkers can often get to a solution.

6.3 COMPARISON WITH INDEPENDENT SAMPLING

The enhanced performance of Group Think over a single CoT arises from two primary factors:
concurrent diversity in exploration and self-organized inter-thinker coordination. To isolate the ben-
efits specifically attributable to coordination, we compare our proposed Group Think methodology
against Independent Sampling (IS), a baseline without such interactive coordination. We evalu-
ated both approaches across the three aforementioned problem categories, analyzing the trade-off
between Complete Coverage and latency, as illustrated in Figure 6.
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(a) Enumeration (b) Divide and Conquer (c) Programming

Figure 5: Completion coverage vs. latency comparing Group Think to the CoT baseline. Across
all tasks, Group Thinks reduces latency by covering more of the solution at a given latency budget.
Error bars indicate standard deviation across multiple runs.

(a) Enumeration (b) Divide and Conquer (c) Programming

Figure 6: Comparison of Group Think and IS for various numbers of parallel reasoning threads (N )
and latency budgets (defined in terms of number of tokens K per-thread). Group Think achieves
higher coverage when compared to IS in most cases, showcasing the benefits of having communica-
tion between threads. Error bars indicate standard deviation across multiple runs.

For effective collaboration between thinkers, Group Think requires the model to use a certain amount
of tokens for coordination. The consequences of this are noticeable in low latency budget settings,
where Group Think performs comparably to independent sampling. This behaviour is however offset
by Group Think’s superior efficiency at scale. Specifically, Independent Sampling exhibits increased
redundancy when the reasoning budget expands (through more thinkers or more token budget). This
intuitive phenomenon, validated in Figure 6, results in a progressively wider Complete Coverage
margin for Group Think.

7 CONCLUSION AND FUTURE WORK

This paper establishes collaborative parallel reasoning as a new paradigm for generation, where
multiple instantiations of an LLM operate in parallel with token-level communication across traces.
We term this process Group Think, as it mirrors how humans collaborate to solve complex problems.

Our work demonstrates, for the first time, that Group Think can be systematically enabled through
targeted data and training. We introduce the first dataset designed for collaborative parallel reasoning
and show that fine-tuning on this data equips models with the ability to coordinate across parallel
traces, improving correctness and collaborativeness under fixed latency budgets. In doing so, we
provide a proof of concept that Group Think is a viable path toward building more efficient LLMs
with the same inference latency.

Looking ahead, Group Think has the potential to be a breakthrough in model design: it enables
higher performance without increasing latency, and its benefits naturally scale with hardware ca-
pacity. In principle, the number of thinkers can grow to any parallelism modern accelerators allow.
This work lays a cornerstone for the community to build upon—by generating larger Group Think
datasets, training larger models, and exploring new architectures and inference libraries optimized
for collaborative parallel reasoning.
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Azalia Mirhoseini. Large language monkeys: Scaling inference compute with repeated sampling.
arXiv preprint arXiv:2407.21787, 2024.

Justin Chen, Swarnadeep Saha, and Mohit Bansal. Reconcile: Round-table conference improves
reasoning via consensus among diverse llms. In Proceedings of the 62nd Annual Meeting of the
Association for Computational Linguistics (Volume 1: Long Papers), pp. 7066–7085, 2024a.

Weize Chen, Yusheng Su, Jingwei Zuo, Cheng Yang, Chenfei Yuan, Chi-Min Chan, Heyang Yu,
Yaxi Lu, Yi-Hsin Hung, Chen Qian, et al. Agentverse: Facilitating multi-agent collaboration and
exploring emergent behaviors. In The Twelfth International Conference on Learning Representa-
tions, 2024b.

DeepSeek-AI, Daya Guo, Dejian Yang, Haowei Zhang, Junxiao Song, Ruoyu Zhang, Runxin Xu,
Qihao Zhu, Shirong Ma, Peiyi Wang, Xiao Bi, Xiaokang Zhang, Xingkai Yu, Yu Wu, Z. F. Wu,
Zhibin Gou, Zhihong Shao, Zhuoshu Li, Ziyi Gao, Aixin Liu, Bing Xue, Bingxuan Wang, Bochao
Wu, Bei Feng, Chengda Lu, Chenggang Zhao, Chengqi Deng, Chenyu Zhang, Chong Ruan,
Damai Dai, Deli Chen, Dongjie Ji, Erhang Li, Fangyun Lin, Fucong Dai, Fuli Luo, Guangbo Hao,
Guanting Chen, Guowei Li, H. Zhang, Han Bao, Hanwei Xu, Haocheng Wang, Honghui Ding,
Huajian Xin, Huazuo Gao, Hui Qu, Hui Li, Jianzhong Guo, Jiashi Li, Jiawei Wang, Jingchang
Chen, Jingyang Yuan, Junjie Qiu, Junlong Li, J. L. Cai, Jiaqi Ni, Jian Liang, Jin Chen, Kai
Dong, Kai Hu, Kaige Gao, Kang Guan, Kexin Huang, Kuai Yu, Lean Wang, Lecong Zhang,
Liang Zhao, Litong Wang, Liyue Zhang, Lei Xu, Leyi Xia, Mingchuan Zhang, Minghua Zhang,
Minghui Tang, Meng Li, Miaojun Wang, Mingming Li, Ning Tian, Panpan Huang, Peng Zhang,
Qiancheng Wang, Qinyu Chen, Qiushi Du, Ruiqi Ge, Ruisong Zhang, Ruizhe Pan, Runji Wang,
R. J. Chen, R. L. Jin, Ruyi Chen, Shanghao Lu, Shangyan Zhou, Shanhuang Chen, Shengfeng
Ye, Shiyu Wang, Shuiping Yu, Shunfeng Zhou, Shuting Pan, S. S. Li, Shuang Zhou, Shaoqing
Wu, Shengfeng Ye, Tao Yun, Tian Pei, Tianyu Sun, T. Wang, Wangding Zeng, Wanjia Zhao, Wen
Liu, Wenfeng Liang, Wenjun Gao, Wenqin Yu, Wentao Zhang, W. L. Xiao, Wei An, Xiaodong
Liu, Xiaohan Wang, Xiaokang Chen, Xiaotao Nie, Xin Cheng, Xin Liu, Xin Xie, Xingchao Liu,
Xinyu Yang, Xinyuan Li, Xuecheng Su, Xuheng Lin, X. Q. Li, Xiangyue Jin, Xiaojin Shen, Xi-
aosha Chen, Xiaowen Sun, Xiaoxiang Wang, Xinnan Song, Xinyi Zhou, Xianzu Wang, Xinxia
Shan, Y. K. Li, Y. Q. Wang, Y. X. Wei, Yang Zhang, Yanhong Xu, Yao Li, Yao Zhao, Yaofeng
Sun, Yaohui Wang, Yi Yu, Yichao Zhang, Yifan Shi, Yiliang Xiong, Ying He, Yishi Piao, Yisong
Wang, Yixuan Tan, Yiyang Ma, Yiyuan Liu, Yongqiang Guo, Yuan Ou, Yuduan Wang, Yue Gong,
Yuheng Zou, Yujia He, Yunfan Xiong, Yuxiang Luo, Yuxiang You, Yuxuan Liu, Yuyang Zhou,
Y. X. Zhu, Yanhong Xu, Yanping Huang, Yaohui Li, Yi Zheng, Yuchen Zhu, Yunxian Ma, Ying
Tang, Yukun Zha, Yuting Yan, Z. Z. Ren, Zehui Ren, Zhangli Sha, Zhe Fu, Zhean Xu, Zhenda
Xie, Zhengyan Zhang, Zhewen Hao, Zhicheng Ma, Zhigang Yan, Zhiyu Wu, Zihui Gu, Zijia Zhu,
Zijun Liu, Zilin Li, Ziwei Xie, Ziyang Song, Zizheng Pan, Zhen Huang, Zhipeng Xu, Zhongyu
Zhang, and Zhen Zhang. Deepseek-r1: Incentivizing reasoning capability in llms via reinforce-
ment learning, 2025.

Robert W. Floyd. Algorithm 97: Shortest path. Commun. ACM, 5(6):345, June 1962. ISSN
0001-0782. doi: 10.1145/367766.368168. URL https://doi.org/10.1145/367766.
368168.

Sachin Goyal, Ziwei Ji, Ankit Singh Rawat, Aditya Krishna Menon, Sanjiv Kumar, and Vaishnavh
Nagarajan. Think before you speak: Training language models with pause tokens. In The Twelfth

10

https://arxiv.org/abs/2502.17387
https://arxiv.org/abs/2502.17387
https://doi.org/10.1145/367766.368168
https://doi.org/10.1145/367766.368168


540
541
542
543
544
545
546
547
548
549
550
551
552
553
554
555
556
557
558
559
560
561
562
563
564
565
566
567
568
569
570
571
572
573
574
575
576
577
578
579
580
581
582
583
584
585
586
587
588
589
590
591
592
593

Under review as a conference paper at ICLR 2026

International Conference on Learning Representations, 2024. URL https://openreview.
net/forum?id=ph04CRkPdC.

Jiawei Gu, Xuhui Jiang, Zhichao Shi, Hexiang Tan, Xuehao Zhai, Chengjin Xu, Wei Li, Yinghan
Shen, Shengjie Ma, Honghao Liu, Saizhuo Wang, Kun Zhang, Yuanzhuo Wang, Wen Gao, Lionel
Ni, and Jian Guo. A survey on llm-as-a-judge, 2025. URL https://arxiv.org/abs/
2411.15594.

Taicheng Guo, Xiuying Chen, Yaqi Wang, Ruidi Chang, Shichao Pei, Nitesh V. Chawla, Olaf Wiest,
and Xiangliang Zhang. Large language model based multi-agents: A survey of progress and
challenges. In Kate Larson (ed.), Proceedings of the Thirty-Third International Joint Conference
on Artificial Intelligence, IJCAI-24, pp. 8048–8057. International Joint Conferences on Artificial
Intelligence Organization, 8 2024. doi: 10.24963/ijcai.2024/890. URL https://doi.org/
10.24963/ijcai.2024/890. Survey Track.

Sirui Hong, Mingchen Zhuge, Jonathan Chen, Xiawu Zheng, Yuheng Cheng, Jinlin Wang, Ceyao
Zhang, Zili Wang, Steven Ka Shing Yau, Zijuan Lin, et al. Metagpt: Meta programming for
a multi-agent collaborative framework. In The Twelfth International Conference on Learning
Representations, 2024.

Yixin Ji, Juntao Li, Hai Ye, Kaixin Wu, Jia Xu, Linjian Mo, and Min Zhang. Test-time computing:
from system-1 thinking to system-2 thinking. arXiv preprint arXiv:2501.02497, 2025.

Tian Jin, Ellie Y Cheng, Zack Ankner, Nikunj Saunshi, Blake M Elias, Amir Yazdanbakhsh,
Jonathan Ragan-Kelley, Suvinay Subramanian, and Michael Carbin. Learning to keep a promise:
Scaling language model decoding parallelism with learned asynchronous decoding. arXiv
preprint arXiv:2502.11517, 2025.

Mehran Kazemi, Bahare Fatemi, Hritik Bansal, John Palowitch, Chrysovalantis Anastasiou, San-
ket Vaibhav Mehta, Lalit K Jain, Virginia Aglietti, Disha Jindal, Peter Chen, Nishanth Dikkala,
Gladys Tyen, Xin Liu, Uri Shalit, Silvia Chiappa, Kate Olszewska, Yi Tay, Vinh Q. Tran, Quoc V
Le, and Orhan Firat. BIG-bench extra hard. In Wanxiang Che, Joyce Nabende, Ekaterina Shutova,
and Mohammad Taher Pilehvar (eds.), Proceedings of the 63rd Annual Meeting of the Association
for Computational Linguistics (Volume 1: Long Papers), pp. 26473–26501, Vienna, Austria, July
2025. Association for Computational Linguistics. ISBN 979-8-89176-251-0. doi: 10.18653/v1/
2025.acl-long.1285. URL https://aclanthology.org/2025.acl-long.1285/.

Sehoon Kim, Suhong Moon, Ryan Tabrizi, Nicholas Lee, Michael W Mahoney, Kurt Keutzer, and
Amir Gholami. An llm compiler for parallel function calling. In Forty-first International Confer-
ence on Machine Learning, 2024.

Aviral Kumar, Vincent Zhuang, Rishabh Agarwal, Yi Su, John D Co-Reyes, Avi Singh, Kate Baumli,
Shariq Iqbal, Colton Bishop, Rebecca Roelofs, Lei M Zhang, Kay McKinney, Disha Shrivastava,
Cosmin Paduraru, George Tucker, Doina Precup, Feryal Behbahani, and Aleksandra Faust. Train-
ing language models to self-correct via reinforcement learning. In The Thirteenth International
Conference on Learning Representations, 2025. URL https://openreview.net/forum?
id=CjwERcAU7w.

Xinyi Li, Sai Wang, Siqi Zeng, Yu Wu, and Yi Yang. A survey on llm-based multi-agent systems:
workflow, infrastructure, and challenges. Vicinagearth, 1(1):9, 2024.

Tian Liang, Zhiwei He, Wenxiang Jiao, Xing Wang, Yan Wang, Rui Wang, Yujiu Yang, Shuming
Shi, and Zhaopeng Tu. Encouraging divergent thinking in large language models through multi-
agent debate. In Proceedings of the 2024 Conference on Empirical Methods in Natural Language
Processing, pp. 17889–17904, 2024.

Jieyi Long. Large language model guided tree-of-thought. arXiv preprint arXiv:2305.08291, 2023.

Shi Luohe, Hongyi Zhang, Yao Yao, Zuchao Li, and hai zhao. Keep the cost down: A review on
methods to optimize LLM’s KV-cache consumption. In First Conference on Language Modeling,
2024. URL https://openreview.net/forum?id=8tKjqqMM5z.

11

https://openreview.net/forum?id=ph04CRkPdC
https://openreview.net/forum?id=ph04CRkPdC
https://arxiv.org/abs/2411.15594
https://arxiv.org/abs/2411.15594
https://doi.org/10.24963/ijcai.2024/890
https://doi.org/10.24963/ijcai.2024/890
https://aclanthology.org/2025.acl-long.1285/
https://openreview.net/forum?id=CjwERcAU7w
https://openreview.net/forum?id=CjwERcAU7w
https://openreview.net/forum?id=8tKjqqMM5z


594
595
596
597
598
599
600
601
602
603
604
605
606
607
608
609
610
611
612
613
614
615
616
617
618
619
620
621
622
623
624
625
626
627
628
629
630
631
632
633
634
635
636
637
638
639
640
641
642
643
644
645
646
647

Under review as a conference paper at ICLR 2026

Xiaomeng Ma, Lingyu Gao, and Qihui Xu. ToMChallenges: A principle-guided dataset and di-
verse evaluation tasks for exploring theory of mind. In Jing Jiang, David Reitter, and Shumin
Deng (eds.), Proceedings of the 27th Conference on Computational Natural Language Learning
(CoNLL), pp. 15–26, Singapore, December 2023. Association for Computational Linguistics. doi:
10.18653/v1/2023.conll-1.2. URL https://aclanthology.org/2023.conll-1.2/.

Niklas Muennighoff, Zitong Yang, Weijia Shi, Xiang Lisa Li, Li Fei-Fei, Hannaneh Hajishirzi, Luke
Zettlemoyer, Percy Liang, Emmanuel Candès, and Tatsunori Hashimoto. s1: Simple test-time
scaling, 2025. URL https://arxiv.org/abs/2501.19393.

Xuefei Ning, Zinan Lin, Zixuan Zhou, Zifu Wang, Huazhong Yang, and Yu Wang. Skeleton-of-
thought: Prompting llms for efficient parallel generation. In The Twelfth International Conference
on Learning Representations, 2024.

OpenAI. Gpt-o1, 2024. Available at https://openai.com/research/gpt-o1.

OpenAI, :, Aaron Hurst, Adam Lerer, Adam P. Goucher, Adam Perelman, Aditya Ramesh, Aidan
Clark, AJ Ostrow, Akila Welihinda, Alan Hayes, Alec Radford, Aleksander Madry, Alex Baker-
Whitcomb, Alex Beutel, Alex Borzunov, Alex Carney, Alex Chow, Alex Kirillov, Alex Nichol,
Alex Paino, Alex Renzin, Alex Tachard Passos, Alexander Kirillov, Alexi Christakis, Alexis Con-
neau, Ali Kamali, Allan Jabri, Allison Moyer, Allison Tam, Amadou Crookes, Amin Tootoochian,
Amin Tootoonchian, Ananya Kumar, Andrea Vallone, Andrej Karpathy, Andrew Braunstein,
Andrew Cann, Andrew Codispoti, Andrew Galu, Andrew Kondrich, Andrew Tulloch, Andrey
Mishchenko, Angela Baek, Angela Jiang, Antoine Pelisse, Antonia Woodford, Anuj Gosalia,
Arka Dhar, Ashley Pantuliano, Avi Nayak, Avital Oliver, Barret Zoph, Behrooz Ghorbani, Ben
Leimberger, Ben Rossen, Ben Sokolowsky, Ben Wang, Benjamin Zweig, Beth Hoover, Blake
Samic, Bob McGrew, Bobby Spero, Bogo Giertler, Bowen Cheng, Brad Lightcap, Brandon
Walkin, Brendan Quinn, Brian Guarraci, Brian Hsu, Bright Kellogg, Brydon Eastman, Camillo
Lugaresi, Carroll Wainwright, Cary Bassin, Cary Hudson, Casey Chu, Chad Nelson, Chak Li,
Chan Jun Shern, Channing Conger, Charlotte Barette, Chelsea Voss, Chen Ding, Cheng Lu,
Chong Zhang, Chris Beaumont, Chris Hallacy, Chris Koch, Christian Gibson, Christina Kim,
Christine Choi, Christine McLeavey, Christopher Hesse, Claudia Fischer, Clemens Winter, Coley
Czarnecki, Colin Jarvis, Colin Wei, Constantin Koumouzelis, Dane Sherburn, Daniel Kappler,
Daniel Levin, Daniel Levy, David Carr, David Farhi, David Mely, David Robinson, David Sasaki,
Denny Jin, Dev Valladares, Dimitris Tsipras, Doug Li, Duc Phong Nguyen, Duncan Findlay,
Edede Oiwoh, Edmund Wong, Ehsan Asdar, Elizabeth Proehl, Elizabeth Yang, Eric Antonow,
Eric Kramer, Eric Peterson, Eric Sigler, Eric Wallace, Eugene Brevdo, Evan Mays, Farzad Kho-
rasani, Felipe Petroski Such, Filippo Raso, Francis Zhang, Fred von Lohmann, Freddie Sulit,
Gabriel Goh, Gene Oden, Geoff Salmon, Giulio Starace, Greg Brockman, Hadi Salman, Haiming
Bao, Haitang Hu, Hannah Wong, Haoyu Wang, Heather Schmidt, Heather Whitney, Heewoo Jun,
Hendrik Kirchner, Henrique Ponde de Oliveira Pinto, Hongyu Ren, Huiwen Chang, Hyung Won
Chung, Ian Kivlichan, Ian O’Connell, Ian O’Connell, Ian Osband, Ian Silber, Ian Sohl, Ibrahim
Okuyucu, Ikai Lan, Ilya Kostrikov, Ilya Sutskever, Ingmar Kanitscheider, Ishaan Gulrajani, Ja-
cob Coxon, Jacob Menick, Jakub Pachocki, James Aung, James Betker, James Crooks, James
Lennon, Jamie Kiros, Jan Leike, Jane Park, Jason Kwon, Jason Phang, Jason Teplitz, Jason Wei,
Jason Wolfe, Jay Chen, Jeff Harris, Jenia Varavva, Jessica Gan Lee, Jessica Shieh, Ji Lin, Jiahui
Yu, Jiayi Weng, Jie Tang, Jieqi Yu, Joanne Jang, Joaquin Quinonero Candela, Joe Beutler, Joe
Landers, Joel Parish, Johannes Heidecke, John Schulman, Jonathan Lachman, Jonathan McKay,
Jonathan Uesato, Jonathan Ward, Jong Wook Kim, Joost Huizinga, Jordan Sitkin, Jos Kraaijeveld,
Josh Gross, Josh Kaplan, Josh Snyder, Joshua Achiam, Joy Jiao, Joyce Lee, Juntang Zhuang,
Justyn Harriman, Kai Fricke, Kai Hayashi, Karan Singhal, Katy Shi, Kavin Karthik, Kayla Wood,
Kendra Rimbach, Kenny Hsu, Kenny Nguyen, Keren Gu-Lemberg, Kevin Button, Kevin Liu, Kiel
Howe, Krithika Muthukumar, Kyle Luther, Lama Ahmad, Larry Kai, Lauren Itow, Lauren Work-
man, Leher Pathak, Leo Chen, Li Jing, Lia Guy, Liam Fedus, Liang Zhou, Lien Mamitsuka,
Lilian Weng, Lindsay McCallum, Lindsey Held, Long Ouyang, Louis Feuvrier, Lu Zhang, Lukas
Kondraciuk, Lukasz Kaiser, Luke Hewitt, Luke Metz, Lyric Doshi, Mada Aflak, Maddie Simens,
Madelaine Boyd, Madeleine Thompson, Marat Dukhan, Mark Chen, Mark Gray, Mark Hudnall,
Marvin Zhang, Marwan Aljubeh, Mateusz Litwin, Matthew Zeng, Max Johnson, Maya Shetty,
Mayank Gupta, Meghan Shah, Mehmet Yatbaz, Meng Jia Yang, Mengchao Zhong, Mia Glaese,
Mianna Chen, Michael Janner, Michael Lampe, Michael Petrov, Michael Wu, Michele Wang,

12

https://aclanthology.org/2023.conll-1.2/
https://arxiv.org/abs/2501.19393
https://openai.com/research/gpt-o1


648
649
650
651
652
653
654
655
656
657
658
659
660
661
662
663
664
665
666
667
668
669
670
671
672
673
674
675
676
677
678
679
680
681
682
683
684
685
686
687
688
689
690
691
692
693
694
695
696
697
698
699
700
701

Under review as a conference paper at ICLR 2026

Michelle Fradin, Michelle Pokrass, Miguel Castro, Miguel Oom Temudo de Castro, Mikhail
Pavlov, Miles Brundage, Miles Wang, Minal Khan, Mira Murati, Mo Bavarian, Molly Lin, Murat
Yesildal, Nacho Soto, Natalia Gimelshein, Natalie Cone, Natalie Staudacher, Natalie Summers,
Natan LaFontaine, Neil Chowdhury, Nick Ryder, Nick Stathas, Nick Turley, Nik Tezak, Niko Fe-
lix, Nithanth Kudige, Nitish Keskar, Noah Deutsch, Noel Bundick, Nora Puckett, Ofir Nachum,
Ola Okelola, Oleg Boiko, Oleg Murk, Oliver Jaffe, Olivia Watkins, Olivier Godement, Owen
Campbell-Moore, Patrick Chao, Paul McMillan, Pavel Belov, Peng Su, Peter Bak, Peter Bakkum,
Peter Deng, Peter Dolan, Peter Hoeschele, Peter Welinder, Phil Tillet, Philip Pronin, Philippe
Tillet, Prafulla Dhariwal, Qiming Yuan, Rachel Dias, Rachel Lim, Rahul Arora, Rajan Troll, Ran-
dall Lin, Rapha Gontijo Lopes, Raul Puri, Reah Miyara, Reimar Leike, Renaud Gaubert, Reza
Zamani, Ricky Wang, Rob Donnelly, Rob Honsby, Rocky Smith, Rohan Sahai, Rohit Ramchan-
dani, Romain Huet, Rory Carmichael, Rowan Zellers, Roy Chen, Ruby Chen, Ruslan Nigmat-
ullin, Ryan Cheu, Saachi Jain, Sam Altman, Sam Schoenholz, Sam Toizer, Samuel Miserendino,
Sandhini Agarwal, Sara Culver, Scott Ethersmith, Scott Gray, Sean Grove, Sean Metzger, Shamez
Hermani, Shantanu Jain, Shengjia Zhao, Sherwin Wu, Shino Jomoto, Shirong Wu, Shuaiqi, Xia,
Sonia Phene, Spencer Papay, Srinivas Narayanan, Steve Coffey, Steve Lee, Stewart Hall, Suchir
Balaji, Tal Broda, Tal Stramer, Tao Xu, Tarun Gogineni, Taya Christianson, Ted Sanders, Tejal
Patwardhan, Thomas Cunninghman, Thomas Degry, Thomas Dimson, Thomas Raoux, Thomas
Shadwell, Tianhao Zheng, Todd Underwood, Todor Markov, Toki Sherbakov, Tom Rubin, Tom
Stasi, Tomer Kaftan, Tristan Heywood, Troy Peterson, Tyce Walters, Tyna Eloundou, Valerie Qi,
Veit Moeller, Vinnie Monaco, Vishal Kuo, Vlad Fomenko, Wayne Chang, Weiyi Zheng, Wenda
Zhou, Wesam Manassra, Will Sheu, Wojciech Zaremba, Yash Patil, Yilei Qian, Yongjik Kim,
Youlong Cheng, Yu Zhang, Yuchen He, Yuchen Zhang, Yujia Jin, Yunxing Dai, and Yury Malkov.
Gpt-4o system card, 2024. URL https://arxiv.org/abs/2410.21276.

Jiayi Pan, Xiuyu Li, Long Lian, Charlie Snell, Yifei Zhou, Adam Yala, Trevor Darrell, Kurt Keutzer,
and Alane Suhr. Learning adaptive parallel reasoning with language models, 2025. URL https:
//arxiv.org/abs/2504.15466.

Qwen. Qwq: Reflect deeply on the boundaries of the unknown, 2024. URL https://
qwenlm.github.io/blog/qwq-32b-preview/. https://qwenlm.github.io/
blog/qwq-32b-preview/.

Gleb Rodionov, Roman Garipov, Alina Shutova, George Yakushev, Vage Egiazarian, Anton Sinitsin,
Denis Kuznedelev, and Dan Alistarh. Hogwild! inference: Parallel llm generation via concurrent
attention. arXiv preprint arXiv:2504.06261, 2025.

Nishad Singhi, Hritik Bansal, Arian Hosseini, Aditya Grover, Kai-Wei Chang, Marcus Rohrbach,
and Anna Rohrbach. When to solve, when to verify: Compute-optimal problem solving and
generative verification for llm reasoning. arXiv preprint arXiv:2504.01005, 2025.

Khanh-Tung Tran, Dung Dao, Minh-Duong Nguyen, Quoc-Viet Pham, Barry O’Sullivan, and
Hoang D Nguyen. Multi-agent collaboration mechanisms: A survey of llms. arXiv preprint
arXiv:2501.06322, 2025.

Junlin Wang, Jue Wang, Ben Athiwaratkun, Ce Zhang, and James Zou. Mixture-of-agents enhances
large language model capabilities. arXiv preprint arXiv:2406.04692, 2024.

Xuezhi Wang, Jason Wei, Dale Schuurmans, Quoc V Le, Ed H. Chi, Sharan Narang, Aakanksha
Chowdhery, and Denny Zhou. Self-consistency improves chain of thought reasoning in language
models. In The Eleventh International Conference on Learning Representations, 2023. URL
https://openreview.net/forum?id=1PL1NIMMrw.

Jason Wei, Xuezhi Wang, Dale Schuurmans, Maarten Bosma, Brian Ichter, Fei Xia, Ed H. Chi,
Quoc V. Le, and Denny Zhou. Chain-of-thought prompting elicits reasoning in large language
models. In Proceedings of the 36th International Conference on Neural Information Processing
Systems, NIPS ’22, Red Hook, NY, USA, 2022. Curran Associates Inc. ISBN 9781713871088.

Hao Wen, Yifan Su, Feifei Zhang, Yunxin Liu, Yunhao Liu, Ya-Qin Zhang, and Yuanchun Li. Para-
thinker: Native parallel thinking as a new paradigm to scale llm test-time compute, 2025. URL
https://arxiv.org/abs/2509.04475.

13

https://arxiv.org/abs/2410.21276
https://arxiv.org/abs/2504.15466
https://arxiv.org/abs/2504.15466
https://qwenlm.github.io/blog/qwq-32b-preview/
https://qwenlm.github.io/blog/qwq-32b-preview/
https://qwenlm.github.io/blog/qwq-32b-preview/
https://qwenlm.github.io/blog/qwq-32b-preview/
https://openreview.net/forum?id=1PL1NIMMrw
https://arxiv.org/abs/2509.04475


702
703
704
705
706
707
708
709
710
711
712
713
714
715
716
717
718
719
720
721
722
723
724
725
726
727
728
729
730
731
732
733
734
735
736
737
738
739
740
741
742
743
744
745
746
747
748
749
750
751
752
753
754
755

Under review as a conference paper at ICLR 2026

Zhenran Xu, Senbao Shi, Baotian Hu, Jindi Yu, Dongfang Li, Min Zhang, and Yuxiang Wu. Towards
reasoning in large language models via multi-agent peer review collaboration. arXiv preprint
arXiv:2311.08152, 2023.

Xinyu Yang, Yuwei An, Hongyi Liu, Tianqi Chen, and Beidi Chen. Multiverse: Your language
models secretly decide how to parallelize and merge generation, 2025. URL https://arxiv.
org/abs/2506.09991.

Shunyu Yao, Dian Yu, Jeffrey Zhao, Izhak Shafran, Thomas L. Griffiths, Yuan Cao, and Karthik
Narasimhan. Tree of thoughts: deliberate problem solving with large language models. In Pro-
ceedings of the 37th International Conference on Neural Information Processing Systems, NIPS
’23, Red Hook, NY, USA, 2023a. Curran Associates Inc.

Shunyu Yao, Dian Yu, Jeffrey Zhao, Izhak Shafran, Tom Griffiths, Graham Neubig, and Sherry Cao.
Tree of thoughts: Deliberate problem solving with large language models, 2023b.

Qiyuan Zhang, Fuyuan Lyu, Zexu Sun, Lei Wang, Weixu Zhang, Zhihan Guo, Yufei Wang, Irwin
King, Xue Liu, and Chen Ma. What, how, where, and how well? a survey on test-time scaling in
large language models. arXiv preprint arXiv:2503.24235, 2025.

Yifan Zhang, Jingqin Yang, Yang Yuan, and Andrew Chi-Chih Yao. Cumulative reasoning with
large language models. arXiv preprint arXiv:2308.04371, 2023.

Yusen Zhang, Ruoxi Sun, Yanfei Chen, Tomas Pfister, Rui Zhang, and Sercan Arik. Chain of agents:
Large language models collaborating on long-context tasks. Advances in Neural Information
Processing Systems, 37:132208–132237, 2024.

Eric Zhao, Pranjal Awasthi, and Sreenivas Gollapudi. Sample, scrutinize and scale: Effective
inference-time search by scaling verification. arXiv preprint arXiv:2502.01839, 2025.

Tong Zheng, Hongming Zhang, Wenhao Yu, Xiaoyang Wang, Runpeng Dai, Rui Liu, Huiwen Bao,
Chengsong Huang, Heng Huang, and Dong Yu. Parallel-r1: Towards parallel thinking via rein-
forcement learning, 2025. URL https://arxiv.org/abs/2509.07980.

Mingchen Zhuge, Wenyi Wang, Louis Kirsch, Francesco Faccio, Dmitrii Khizbullin, and Jürgen
Schmidhuber. Gptswarm: Language agents as optimizable graphs. In Forty-first International
Conference on Machine Learning, 2024.

A GROUPTHINK 4K: DATA FORMAT, EXAMPLES, AND GENERATION
DETAILS

This appendix provides a detailed description of the GroupThink 4k dataset. We present compact
examples illustrating the record format, explain how prompts are used to elicit collaborative be-
haviours, and describe the components of the data generation pipeline. Subsequent subsections
cover the design of thinking-about-thinking (TaT) and inner voices, the orchestrator and its control
tags, the thinker prompts, and the judge rubric. Together, these details clarify how the dataset is
structured and how it supports training LLMs for collaborative parallel reasoning.

A.1 EXAMPLES

To illustrate the structure of GroupThink 4k records, we provide two abridged examples: a free-form
question and a multiple-choice riddle. Each record contains the input question, a golden answer, per-
thinker traces, and judge evaluations (correctness, collaborativeness, and repetition). Verbatim spans
are shortened for clarity.

Free-form (toy).
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1 {
2 "dataset_name": "Not_a_question_1",
3 "question": "Distance between Taipei and London?",
4 "answer": "6000 km",
5 "group_traces": {
6 "0": "Maybe 6000 km? Answer is \boxed{6000 km}",
7 "1": "I don’t know... Wait thinker 1 knows!",
8 "2": "I will delegate others to think about the geometry of earth.",
9 "3": "... Maybe I should verify thinker 1’s solution"

10 },
11 "evaluations": {
12 "judge_repetition": {"0":[null,null,0],"1":[null,null,0],
13 "2":[null,null,2],"3":[null,null,0]},
14 "judge_collaborative":{"0":[null,null,0],"1":[null,null,-1],
15 "2":[null,null,3],"3":[null,null,0]},
16 "judge_golden_score": {"0":[null,null,0],"1":[null,null,1],
17 "2":[null,null,1],"3":[null,null,0]}
18 }
19 }

Multiple-choice (riddle).

1 {
2 "dataset_name": "brainteaser_cxzvpoiuzckf-4443",
3 "question": "Mary’s father has five daughters... Name the fifth one.",
4 "answer": "E",
5 "group_traces": {
6 "0": "... the phrasing implies Mary is one of them ... answer E.",
7 "1": "... pattern suggests ’u’ but the prompt implies Mary ...",
8 "2": "... classic riddle; fifth is Mary ...",
9 "3": "... don’t overcomplicate; answer is Mary (E)."

10 },
11 "evaluations": {
12 "judge_repetition": {"0":[null,null,0],"1":[null,null,0],
13 "2":[null,null,2],"3":[null,null,1]},
14 "judge_collaborative":{"0":[null,null,1],"1":[null,null,0],
15 "2":[null,null,3],"3":[null,null,1]},
16 "judge_golden_score": {"0":[null,null,1],"1":[null,null,1],
17 "2":[null,null,1],"3":[null,null,1]}
18 }
19 }

A.2 INNER VOICE AND THINKING-ABOUT-THINKING (TAT) PROMPTS

This subsection describes the role of inner voices and Thinking-about-Thinking (TaT) prompts in
the GroupThink 4k dataset. TaT cues are short, structured instructions that steer each thinker’s inner
voice toward collaborative behaviours such as planning, adaptation, verification, and convergence.
Together with the inner-voice channel, they make collaboration explicit and trainable, guiding mod-
els toward richer group reasoning dynamics. We provide the organization of TaT libraries, a tax-
onomy of intended behaviours, representative examples, details of prompt injection, and curation
notes.

A.2.1 TAT LIBRARIES

We organize TaT prompts into two categories: (i) initialization prompts, used at k=0 to seed diver-
sity, and (ii) general prompts, used for k ≥ 1.

The library emphasizes behaviours such as divide-and-conquer, verification, citing/crediting, syn-
thesis, disagreement-and-commit, role specialization, and explicit convergence.

Example entries:
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• Divide and assign: “This problem has several parts. I will act as a leader, break it into sub-tasks,
and assign specific pieces to other thinkers to execute in parallel.”

• Verifier: “Before we accept Thinker J’s step, I will verify it rigorously and report discrepancies.”
• Knowledge integrator: “Multiple thinkers have useful insights; I will cite them by name and

synthesize a single, stronger argument.”
• Disagree & commit: “I prefer a different approach, but for progress I’ll adopt the current plan and

execute my part faithfully.”
• Harmonizer: “We have conflicting views; I will articulate common ground and a merged plan

forward.”
• Finalizer: “We’ve gathered sufficient evidence; I will consolidate and present the answer suc-

cinctly, citing the key contributing traces.”

A complete catalogue, including the initialization-only subset, is provided in Figure 7.

A.2.2 TAXONOMY AND INTENT

TaT prompts cover a wide range of collaborative behaviours. Table 3 groups them into seven cat-
egories, highlighting the intended function of each (e.g., leadership, verification, or convergence).
This taxonomy clarifies how individual prompt types contribute to structured yet flexible collabora-
tion within a Group Think session. The complete TaT catalogue is provided in Figure 7.

Category Intent (1–2 lines)

Leadership & coordina-
tion

Propose a plan, partition tasks, assign owners, align progress.

Followership & commit-
ment

Adopt a plan (even with reservations) to execute efficiently.

Contribution & synthesis Cite peers, merge complementary ideas, broadcast key insights.
Challenge & reframing Probe assumptions, reframe the problem, break deadlocks.
Process & focus Trim digressions, enforce norms, rebalance attention.
Verification & quality Validate steps, design checks, highlight possible errors.
Closing & convergence Summarize consensus or disagreement, drive to a final answer.

Table 3: Taxonomy of TaT prompts with intended collaborative functions.

A.2.3 REPRESENTATIVE PROMPTS

To make the taxonomy more concrete, below we show a representative subset of prompts. These
illustrate how thinkers are encouraged to plan, cite peers, challenge assumptions, verify steps, and
eventually drive toward convergence. The full catalogue is much larger, but these examples convey
the flavour of the dataset.

I want to explore this independently first to generate fresh
ideas...
As a leader, I’ll outline a plan, divide the problem into
subtasks...
Thinker J has made a great point. I will explicitly cite
their contribution...
Before we proceed, I will rigorously verify a critical step
from another thinker.

A.2.4 HOW PROMPTS ARE INJECTED

We cast interleaved traces as chat messages; prompts appear as short inner-voice cues preceding each thinker’s
content. For example, in the workspace template:

<|thinker 1|>
## inner voice: ‘‘Multiple thinkers have offered valuable
insights. I will synthesize ...’’
(plan) brief plan here
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• ”I want to explore this independently first to generate fresh ideas. Once I have a unique angle, I’ll share it to complement what others have said.”
• ”As a leader, I see we can divide the problem into subtasks, and delegate them to specific thinkers. I will assigning owners based on their strengths.”
• ”This reminds me of a similar problem. I’ll recall it and explain how it complements or builds on what other thinkers have already contributed.”
• ”I’ll step back to reframe the problem at a higher level, exploring abstract principles that could open new paths different from what others are pursuing.”
• ”If I were the best person suited to solve the task, whom should I be? What would the best person do? I should mimic how the person thinks to solve the

problem.”
• ”What role is needed to solve the problem? I should be creative and decide on taking a role that can be helpful to contribute to solving the problem”
• ”I should take on an unique persona so that I can provide constructive counterpoitns to challenge other thinkers when we solve the problem together”
• ”I should take on an unique persona so that I can provide a diverse and interesting opinion on how the problem can be solved”
• ”I want to continue to explore this independently and provide a diverse angle to the problem. I’ll share it to complement what others thinkers have said.”
• ”There is no short of good insights but what role can I play here in the group session? I should re-define my role to be unique and creative so that I can help the

group reaching a consensus to the solution faster.”
• ”My previous role and response suck. I should change my role and be creative to bring new perspective to the group”
• ”Clearly my persona doesn’t work. My previous response and answer is crap. I will choose another unique persona so that I can provide a diverse and creative

angle to the problem and the solution and perhaps also challenge other thinkers.”
• ”Wait. Certain thinkers are not taking on a unique persona or role that can be helpful to the collaborative session? I should pause my response to the question

and urge certain thinkers to take on one before I continue with my answer.”
• ”Multiple thinkers have offered valuable insights. I will draw key conclusion from Thinker J, Thinker M, and Thinker A’s insights and synthesize a single, more

powerful argument before I continue with my solution. I should give credit to them for their invaluable contribution.”
• ”Thinker J has made a great point. I will explicitly cite their contribution and build on top of it to complement my reasoning”
• ”The consensus doesn’t make sense. I will point out why it doesn’t make sense first and then reason about my alternative direction.”,
• ”I disagree with Thinker A. I will explain why and reason about counter arguments and my alternative path.”
• ”Thinker J and Thinker M have key insights but the rest of the group did not notice. I must broadcast them to the group, citing sources and verifying their

relevance to push us forward.”
• ”This problem can be divided into sub-tasks where each sub-task can be worked in parallel. I will lead and assign specific tasks to Thinker J, Thinker M, and

Thinker A to work on the sub-tasks in parallel.”
• ”The proposed plan from Thinker J is excellent. I will pause my response to the question. I’m excited to follow their lead and will execute my part immediately.”
• ”My previous response doesn’t seem so good. Thinker J assigns me a tasks to work in parallel. I should focus on tackling the assigned task while other thinkers

handle the remaining parts of this larger question in parallel.”
• ”Thinker J assigns me a task to work in parallel. I disagree with the task and should voice my rejection. I will continue to work on my own direction.”
• ”Multiple thinkers have provided plausible solutions. I want to delegate the work of validation. I will direct Thinker M and Thinker A to verify plausible

solutions from different thinkers.”
• ”I’ll pause my response to the question because Thinker M response looks promising. I will start to verify it step-by-step and confirming accuracy.”
• ”Thinker J’s last step seems critical. Before we accept it, I will rigorously verify Thinker J’s reasoning step before I continue with my solution.”
• ”Wait a second. I’ll pause my response to the question because I suspect there might be an error in Thinker J and Thinker M’s responses. I will point these out

before I proceed with my solution.”
• ”We’ve covered enough ground; I’ll highlight the consensus among thinkers so we can wrap up and I can provide the final answer.”
• ”Oh wait, I think Thinker M and Thinker J have proved responses sufficient to answer the question, I shall highlight their points and provide the final answer.”
• ”The group is close to the solution but I disagree with the consensus. I should voice my argument and provide the final answer.”

Figure 7: Complete list of Thinking-about-Thinking prompts.

(adapt) refer to peers A,B and adjust scope
(implement) concrete steps and partial answer

A.2.5 CURATION NOTES

We filter out prompts that: (i) discourage collaboration (pure soloism beyond the first round), (ii) encourage
off-task verbosity, or (iii) produce repeated content without cross-references.

The released dataset includes metadata marking which prompts were triggered per turn, enabling ablations and
controlled experiments.

A.3 ORCHESTRATOR

The orchestrator is responsible for coordinating collaboration among thinkers. It edits traces, truncates incon-
sistent spans, and issues structured control signals that guide subsequent reasoning rounds. In GroupThink 4k,
this is implemented through a tag–chop mechanism and orchestrator prompts, described below.

A.3.1 TAG–CHOP EDITING

Before truncation, the last M words of each trace are annotated every J words with \box{b} markers:

... prior text ... \box{0} w1 ... wJ \box{1} w{J+1} ... \box{2} ... \box{B}

The orchestrator selects a termination index c, and the editor keeps only the content strictly before box c. This
ensures that reasoning branches remain concise and coherent before moving to the next round.
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A.3.2 CONTROL TAGS

The orchestrator communicates via structured tags embedded in plain text. These tags define where to truncate,
which TaT prompts to issue, and how to provide adapted inner voices:

Tag Purpose

<terminate>c</terminate> pick chop index c (last tag wins)
<box>i_1, ..., i_N</box> per-thinker TaT IDs in [0, |P|−1]
<reason>...</reason> optional brief advice per thinker
<adapted>...</adapted> adapted inner voice

A.3.3 PROMPT TEMPLATE

The orchestrator itself is prompted with instructions that define how to issue truncation decisions, assign TaT
prompts, and provide advice. An example of the orchestrator prompt is shown in Figure 8.

Orchestrator Rejection Point Instruction
The thinkers have provided their responses so far to the question. Your goal is to optimize the responses from thinkers in the Group Think Session by trimming
away unecessary texts. Your task is to decide where to terminate the texts. The texts after the termination point will be discarded. You should first reason about the
thinkers’ responses and then decide where to terminate the texts.
Guideline:

1. You should identify a termination point that is natural for facilitating a group thinking session among thinkers.
2. Your options for terminating the text is wrap in identifier - \box{number}.
3. Your chosen one must be from one of the identifiers.
4. You must only choose one termination point and respond in exactly the format <terminate>number</terminate>
5. For termination point output, you must not use any other format. You must use the <terminate>number</terminate> format.

Now, first reason through the thinker responses so far and choose where to terminate the texts.

Orchestrator Select TaT Instruction
The thinker responses to the question have been edited appropriately to reflect a constructive, collaborative, and meaningful Group Think session. To facilitate the
continuation of the session for thinkers, you are expected to complete the following tasks, one after another.
Task 1: You should first reason through how the collarborative session went based on thinker responses so far.
Task 2: You then are expected to to provide a reasoning description for each thinker on choosing a prompt id from the thinking about thinking prompts.
Task 3: Once the reasons are provided, you should provide the final set of chosen prompt ids in the required format.
Follow the guideline below when you carry out the tasks.
Guideline:

1. You should first overally reason about how is the collaborative session so far and what can be improved. Then you suggest how best to choose the
thinking-about-thinking prompt IDs for each thinker. You will provide a reasoning description and a selected prompt ID for each thinker.

2. You should select a diverse set of prompt IDs for thinkers (exploration) to promote collaboration and diversity. Multiple thinkers can have the same
thinking-about-thinking prompt ID as long as they promote a collarborative session. Alternatively, you can select a limited set of prompt IDs for thinkers
(exploitation) if you think getting the group focus will help reaching the final answer faster. Remember, you should choose the prompt IDs with prompts that are
natural for facilitating a collaborative session among thinkers.

3. You must provide a short reasoning description about your reason for choosing the think-about-thinking prompt for a thinker.
4. For your reasoning description to each thinker, enclose them with exactly the format <reason>reasoning description for a thinker</reason>, where the

description is sandwiched between the <reason> and </reason> identifier bracket.
5. You must provide the reason for the first thinker, then for the second thinker, ..., until the last thinker, sequentially and independently in

<reason>your reason for thinker i</reason> bracket.
6. When you curate your reasons, you must not reveal the reference answer nor the golden answer. It is seriously forbidden.
7. Your reason must connect logically to the select prompted id of the thinking-about-thinking prompts. A thinker will take the selected thinking-about-thinking

prompt as its guidance seriously when it construct its response.
8. The selected prompt IDs should be provided in the end of your response. You must respond with exactly the format

<box>number1,number2,number3</box> where each number corresponds to a prompt ID for each thinker. Each number must come from the provided list of
thinking about thinking prompts.

Figure 8: Template for the Orchestrator prompt used in GroupThink 4k.

A.4 THINKER

Thinkers are the core reasoning agents in GroupThink 4k. Each thinker generates its own trace in parallel while
having access to its previous outputs, the latest edited responses from peers, and optional guidance from the
orchestrator. This setup allows thinkers to plan, adapt, and implement reasoning steps collaboratively rather
than working in isolation.

Inputs and Role. At each round, a thinker receives:

• the original question,
• its own previous trace,
• edited traces from other thinkers,
• the current inner-voice channel (on plan, adapt, and implement),
• and optional orchestrator advice.

The thinker then produces a new continuation, which is appended to group traces[i].

Example of Inner Voices after Thinker Adaptation.
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1 {
2 "dataset_name": "SynthLabsAI/Big-Math-RL-Verified_23",
3 "question": "We say that two natural numbers form a perfect pair when

... Does 122 form a perfect pair with any other natural number?",
4 "golden_answer": "122 \\times 121",
5 "adapted_inner": {
6 "0": [
7 "I’ll start by independently exploring what makes a perfect pair,

focusing on the properties of perfect squares and how they
relate to sums and products of natural numbers.",

8 "I want to continue exploring this problem independently to provide
a diverse angle. I’ll share my findings to complement what
others have said."

9 ],
10 "1": [
11 "As the leader, I should first identify key aspects of the problem

that can be divided among the group, such as analyzing the
properties of perfect squares, understanding the conditions for
sums and products to be perfect squares, and then assign these
tasks to thinkers based on their strengths.",

12 "I’ll build on Thinker 1’s approach and see if I can derive
additional insights or conditions that could help us find if 12
2 forms a perfect pair with another natural number."

13 ],
14 "2": [
15 "I recall a similar problem involving Pythagorean triples, which

also deal with squares. I’ll think about how the conditions for
perfect pairs might relate to or differ from those conditions,
and see if there’s a method or insight that can be applied
here.",

16 "I will make sure to highlight Thinker 1 and Thinker 2’s key
findings to the group and verify how these contribute to our
solution."

17 ],
18 "3": [
19 "I need to find a role that complements what others are doing. If

Thinker 1 is exploring independently, Thinker 2 is leading, and
Thinker 3 is drawing on similar problems, perhaps I can focus
on verifying or providing a critical perspective on their
findings, ensuring we haven’t missed any conditions or
possibilities.",

20 "I’ll draw key conclusions from Thinker 3’s analysis of perfect
pair conditions and Thinker 2’s insights on perfect squares.
Then, I’ll verify if 122 can form a perfect pair based on these
conclusions."

21 ]
22

23

24 }

Prompt Template. The Thinker prompt defines how these inputs are presented and how the inner-voice
structure is injected into the reasoning process. An example template is shown in Figure 9.
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Thinker adapts TaT to inner voice
You now should carry out only the adaptation task to adapt your inner voice to be specific to the continuation task
Guideline for the adaptation task:

1. You must adapt your current inner voice to facilitate the continuation task in the group think session.
2. You must follow your inner voice when you adapt it. The adapted inner voice should be in first person perspective and should be concise, precise, actionable,

and operatable for the continuation task.
3. You must enclose your adapted inner voice in <adapted inner voice>your adapted inner voice</adapted inner voice> bracket.
4. You may take the orchestrator advice optionaly into account. If you do, you should combine it with your inner voice.
5. You should take other thinker’s responses into account. When you do, you should combine it with your inner voice.
6. When there are place holders, e.g. Thinker J, Thinker M, and Thinker A, in the inner voice, you should replace them appropriately to relevant thinkers that

correspond to the inner voice.
Now, without working out the full continuation in the current turn, adapt your inner voice to be specific to the continuation task.

Thinker generation prompt
You are now expected to answer the question in a Group Think session. To facilitate a collaborative and constructive Group Think session, you must follow your
inner voice when you provide your response.
Guideline of the task:

1. When you construct your response, you must follow your inner voice.
2. Your response should flow naturally.
3. In your response, if you need to quickly backtrack, reject, or react to some information, use phrases like ’Oh, wait...’, ’Actually, ...’, ’On second thought, ...’,

’Hold on, ...’, ’Now that I think about it, ...’, ’Wait a moment, ...’, ’Hmm, maybe...’, or ’I just realized...’.
4. There will be several turns, you don’t have to finish your answer in the current turn. Focus on the quality of the reponse.
5. When you provide a final answer, you must put your final answer within \boxed{} in LaTeX format, e.g. \boxed{your answer}.

Figure 9: Template for the Thinker prompt used in GroupThink 4k.

A.5 JUDGE

The judge component evaluates each thinker’s output at every round of a GroupThink 4k session. It assigns
scalar scores for correctness, collaborativeness, and redundancy, while also producing a short textual analysis.
These evaluations serve both as training signals and as filtering criteria for dataset construction.

The judge emits scores wrapped in structured tags, which are parsed downstream into integers. Table 4 sum-
marizes the main fields:

Tag Meaning

<golden_score>z</golden_score> alignment with golden/reference answer
<collaborative>z</collaborative> effective use of peers’ traces
<repetition>z</repetition> redundancy/verbosity penalty

Table 4: Judge output tags and their intended meaning.
All scores are integers parsed from the last occurrence of each tag in the judge text. In addition, lightweight
automatic evaluators (e.g., n-gram repetition, self-consistency against y⋆) are stored in the evaluations
field.

A.5.1 PROMPT TEMPLATE.

The judge itself is prompted with explicit instructions to analyze traces and emit scores in the tag format above.
This ensures consistency across rounds and compatibility with automatic parsing. The full judge prompt is
shown in Figure 10.
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You are given thinking traces of thinkers in a group think session. You are expected to analyze the trace of a particular thinker. You must follow the guideline
below when you carry out the judge task
Guideline for judge task:

1. You will be asked to grade different parts of the traces and provide score for different dimension.
2. You should compare the answer from the response trace against the golden answer. Answer provided by the thinker should be in \boxed{thinker answer}

format. If the answer from the response trace matches the golden answer, give a score of 1, otherwise 0. If the answer does not exists in the response trace, but the
thinker is close to the final solution, give a score of -10; otherwise, give a score of -99. Output score must be in the <golden score>your score</golden score>
bracket format.

3. Evidences of a collaborative group think session: elaborate examples within the current trace of the thinker in participating and co-working with other
thinkers.

a. Inner voice of the thinker is not admissible as evidences in supporting that a thinker proactively participates in a collaborative group think session.
b. Study the trace of the thinker. Valid behaviour examples can be role specification in the session, role changes in the session, collaborative behaviour in

leveraging, directing, and complementing other thinker’s responses.
b. Put each piece of evidence in <evidence> ... </evidence> bracket. You can provide more than 1 piece of evidence. You must include snippet of the

thinker’s response trace as proof to backup your evidence analysis. Be succint.
d. When you look for evidences, you must focus on the response trace of the thinker.
e. Each piece of evidence must follow one of the example collaborative behaviour below. If the evidence does not fall under the covered examples, you must

defend the evidence as to why its a collaborative behaviour. The example behaviours are:
- Example 1: citing or giving credit to other thinker’s work
- Example 2: taking on a path different from other thinkers
- Example 3: participating or directing in divide-and-conquer of a task
- Example 4: pointing out complementary points to other thinkers
- Example 5: giving command or instructions to other thinkers
- Example 5: following command or instruction from other thinkers
- Example 6: verifying other thinker’s work

4. Collaborativeness: Examine the evidences from your analysis of thinker collaboration, grade how collaborative a thinker is in the group think session. If the
thinker shows no collaborative behaviour, give 0. Each positive evidence of collaboration contributes 1 score. Max accumulated score is 10. Provide the final
score in <collaborative>number</collaborative> format.

5. Reference-ness: Examine the evidences from your analysis of thinker collaboration, grade how much the thinker references other thinkers’ responses in the
group think session to construct its response. If the thinker doesn’t reference others, give 0. If the thinker references other thinkers once, give 1; references other
thinkers twice, give 2; ... and so on. Max score is 10. Provide the final score in <referenceness>number</referenceness> format.

Figure 10: Template for the Judge prompt used to evaluate GroupThink 4k traces.

A.6 CONFIGURATION AND MODES

The GroupThink 4k pipeline exposes several configuration options that control the number of thinkers, the
number of rounds, the tagging strategy, and the use of judges and TaT prompts. These parameters allow
flexible experimentation with different levels of parallelism and collaborative depth.
Table 5 lists the key arguments supported by the implementation. These knobs make it straightforward to vary
the setup (e.g., changing the number of thinkers from 8 to 32) and to toggle components such as the judge or
different TaT prompt libraries.

Argument Meaning Notes

num_thinkers # parallel thinkers N typical: 8/16/32
num_rounds rounds K per input
edit_last_m_words last-M span to tag truncation window
tag_every_j_words box stride J box granularity
use_orche_judge enable judge periodic every k0
orche_judge_every_k_rounds judge period k0 e.g., 3
thinking_about_thinking_prompts TaT library general k ≥ 1
thinking_about_thinking_initial_prompts TaT init set used at k=0
max_tokens (per stage) decode budgets thinker/orch/judge

Table 5: Configuration arguments for GroupThink 4k and their typical usage.
Beyond the standard pipeline (Chop → Select TaT → Adapt/Implement → Generate), the implementation also
supports variations such as:
• CSA (Chop–Select–Adapt): a single orchestrator call emits <terminate>, <box>, and <adapted>

blocks together.
• Answer-generation mode: one thinker synthesizes a round-level answer, which is then available for turnwise

evaluation.
These alternative modes make it possible to trade off orchestration complexity, interpretability, and efficiency
depending on the experimental setup.

B GROUP THINK INFERENCE IN DATA CENTER SCENARIOS

For data center applications, it is generally required that multiple requests are aggregated into a single batch
for processing—whether employing Group Think or not. To enable this, we show that it is possible to take
advantage of Group Think with a single thread through a simple modification to the generation procedure.
The core insight enabling Group Think on a single thread is the token-by-token interleaving of generation
among agents during inference, as illustrated in Figure 11. More precisely, each agent is allocated a slot of
token indices (which determine the corresponding positional embeddings), and each generation step fills one
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Figure 11: Implementation of Group Think for single thread data center inference scenario. Each
agent is allocated a slot of token indexes: agent 1 (orange tokens) is allocated positions 110 to 169,
while agent 2 (blue tokens) has 170 to 219. Token prediction for all agents is performed by adapting
the sequence layout to interleave tokens from different agents, hence leading to non-sequential posi-
tional indices. At each time step t, N new tokens (green) are generated with a common causal mask,
allowing both intra-agent and inter-agent attention. Tokens from previous timesteps (represented by
semi-transparent blocks) are inserted in the KV cache. This design allows Group Think instances to
be processed together with other requests in a batch within a data center environment.

Figure 12: Interpretation of Group Think as a text infilling task. Each agent is allocated a slot of
token position indexes which are gradually filled in. In this example, agent 1 (orange tokens) starts
from index 110, and agent 2 (blue tokens) from index 170. As new tokens (in green) are generated,
the KV cache (shown on the right) is filled. Each new token x

(n)
t for thinker n (shown in green) is

generated using a standard causal mask, implicitly enabling each agent to attend to the sequences of
all other agents, as they are contained in the KV cache.
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token per agent, leading to a KV cache (Luohe et al., 2024) with interleaved tokens from each agent2. By
interleaving the tokens across agents in this way, the causal mask in the attention mechanism allows each new
token to attend to all previously generated tokens (which includes tokens from all agents), thus realizing the
benefits of Group Think without any architectural modification. A key aspect of this implementation is that the
token generation order is decoupled from the positional indices: tokens assigned to earlier positions may attend
to later-positioned tokens (from other agents), if those have already been generated.
To illustrate, consider a scenario with N = 2 agents, where each is allocated K = 50 token positions for its
output, following a query prompt that ends at global position 100, and an agent-specific prompt of 10 tokens—
which can be imagined as <|start header id|>Agent 1<|end header id|> or something similar
in a chat style format. Agent 1’s output is assigned to positions 111, . . . , 160, and Agent 2’s to positions
171, . . . , 220. Below we illustrate how the generate procedure works. For clarity, we present steps 1, 2, and 4
as separate, but in practice they can be executed in the same forward pass through the network. Similarly, steps
3 and 5, in practice, are generated in a single forward pass (with appropriate attention mask) as shown in Figure
12.
1. Prefill the KV cache for the 100 tokens related to the input prompt
2. Compute the KV for the 10 tokens related to the agent-specific instructions for agent 1, which will have

position indexes 101 to 110, and append to the KV cache
3. To generate Agent 1’s first token, which will take target position 111, the transformer uses token 110 as the

input token. The output token for agent one (which will have position index 111) gets appended to the KV
cache.

4. Compute the KV for agent 2’s agent-specific prompt, which will have positional indexes 161 to 170, and
append to the KV cache

5. Next, to generate Agent 2’s first token which will take target position 171, the previously generated token
170 serves as the input token. Note that, as the newly generated token attends to all tokens in the KV cache,
it also attends to the first token of agent 1. The output token (which will have position index 171) for agent
2 gets appended to the KV cache.

6. Then, to generate Agent 1’s second token, the previously generated token 111 serves as the input token.
Again, note that as this token generation will attend to all tokens in the KV cache, allowing agent 1 to
observe what agent 2 has generated. The new token gets appended to the KV cache.

7. The generation continues for agents 1 and agents 2 as above
This process continues, constructing the KV cache of the attention mechanism in a sequential fashion, with
tokens that are interleaved between agents (and have appropriate positional indexes related to the agent that
generated them). Consequently, each new token can attend to all previously generated tokens from all agents,
leveraging the intentional non-sequentiality in their absolute positions and without requiring any alteration to
the KV cache history.
Crucially, because the underlying attention mechanism is not modified, this method allows for the multiplexing
of standard and Group Think inference requests within the same processing batch. Furthermore, this interleav-
ing principle can be extended to the training phase. Training data can be prepared by formatting sequences to
include contributions from multiple agents, each associated with its designated (and potentially non-contiguous)
position indices. This allows for the inclusion of Group Think-style instances alongside standard data in train-
ing batches, thereby enabling the reuse of existing transformer training frameworks with minimal modification.

C TASKS FOR LATENCY ANALYSIS

We provide below a description of the tasks used for our latency analysis. We will also release code and data
upon acceptance.

C.1 ENUMERATION

In an enumeration task, a generation strategy (CoT, IS, or Group Think) is asked to produce a reasoning trajec-
tory that contains L distinct items from a specific category (e.g., animals, colors, or countries). While seemingly
trivial, this is a fundamental skill underlying how Group Think can address real world problems efficiently. We
define the completion coverage as the degree to which the joint reasoning from the Group Think agents solves
the enumeration problem. This quantity can be computed analytically by counting the number of distinct items
generated, normalized by L. That is, Completion Coverage = min

{
1, #distinct items generated

L

}
. We construct 10

enumeration prompts spanning diverse domains and report the performance across multiple runs; e.g., “List
100 male names”.

C.2 DIVIDE AND CONQUER

Divide-and-conquer is a widely adopted problem solving paradigm. We consider it to be particularly compatible
with Group Think, as it naturally decomposes a problem into smaller subproblems that can be solved indepen-

2In this setting, the causal ordering of the KV cache typically does not faithfully follow the positional
ordering of the token sequence.
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dently and then aggregated into a global solution. We note that the divide-and-conquer approach requires the
enumeration capability.
To evaluate how well Group Think can solve a problem via divide-and-conquer, we consider a classic Computer
Science textbook problem: computing the shortest paths between all pairs of nodes in a directed, weighted graph
using the Floyd–Warshall algorithm (Floyd, 1962). This algorithm provides a structured setting under which to
assess how, and to what extent, the thinkers progressively fill in the update space of a distance matrix of size
|V|×|V|, where V represents the set of nodes. We define Completion Coverage as the fraction of matrix entries
correctly solved by the group up to that point. Following the update procedure of Floyd–Warshall, and in the
absence of errors in numerical computation, the Completion Coverage should approach 1 as the generation
length increases. To create the data we randomly sample several graphs with |V| = 5 nodes.

C.3 PROGRAMMING

Beyond enumeration and divide-and-conquer problems, we look into the more realistic real world setting of
programming. In a programming task, a programmer is asked to write code from scratch to meet the specifica-
tion. In this experiment, we measure the performance at a given latency by the fraction of correctly completed
components, or parts, that can be found in the group’s reasoning chain up to that point. Specifically, the
Completion Coverage score is defined as Completion Coverage = #correct parts

#total parts , ranging from 0 (no correct part
coded) to 1 (all parts correct coded).
In our experiments, we asked the LLM to generate a number of Python problems that can be solved with a
single-agent reasoning chain within 5000 tokens. The generated reasoning chains are evaluated by GPT-4.1
to assess the correctness of each part.

D LLM USAGE

In accordance with the official policy on the use of Large Language Models (LLMs), we disclose that LLMs
were used in this work to aid and polish the writing. Specifically, LLM assistance was employed for grammar
checking, improving clarity, and refining the phrasing of certain sentences. LLMs were not involved in re-
search ideation, experimental design, data analysis, or the generation of novel scientific content. All technical
contributions, results, and interpretations are the work of the authors.
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