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Abstract: Real-world manipulation datasets for robotic arms remain scarce due
to the high costs, rigid hardware dependencies, and complex setup procedures
associated with existing data collection methods. We introduce FastUMI, a re-
designed Universal Manipulation Interface (UMI) that addresses these challenges,
enabling low-cost, scalable, and rapid deployment across heterogeneous platforms.
FastUMI achieves this through: (i) hardware decoupling via extensive mechani-
cal reengineering, which removes dependence on specialized robotic components
while preserving a consistent visual perspective; (ii) replacement of complex vi-
sual—-inertial odometry with a commercial off-the-shelf tracker, simplifying the
software stack without compromising pose estimation accuracy; and (iii) the provi-
sion of an integrated ecosystem that streamlines data acquisition, automates quality
control, and ensures compatibility with both standard and enhanced imitation-
learning pipelines. To facilitate further research, we release an open-access dataset
comprising over 15,000 real-world demonstrations spanning 24 tasks—constituting
one of the most extensive UMI-like resources to date. Empirical evaluations show
that FastUMI supports rapid deployment, reduces operational overhead, and deliv-
ers robust performance across diverse manipulation scenarios, advancing scalable
data-driven robotic learning.
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1 Introduction

The scarcity of large-scale, high-quality, real-world interaction data remains a major bottleneck to
progress in robotic manipulation, primarily due to challenges associated with efficient and scalable
data collection methods [1, 2, 3, 4]. Current methods can be broadly categorized into teleoperation-
based techniques [5, 6, 7, 8], vision-driven demonstrations [1, 9, 10, 11, 12], and sensor-enhanced
interfaces [13, 14, 15]. While teleoperation enables precise data acquisition, it remains labor-
intensive, costly, and constrained by the challenges of non-intuitive and task-specific human-to-
robot mapping[16, 17, 18]. Vision-driven approaches can provide large-scale, low-cost data but
typically lack the rich, fine-grained interaction dynamics essential for policy learning. In contrast,
sensor-enhanced interfaces—exemplified by systems such as the Universal Manipulation Interface
(UMI) [2]—offer a promising alternative. They directly capture diverse, multimodal signals that
closely align with a robot’s onboard sensory modalities, preserving fidelity and precision, while
enabling human demonstration data to be seamlessly transferred into robotic frameworks. In doing
so, they narrow the gap between human demonstrations and autonomous robotic execution, enabling
rapid and high-quality data collection.
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Figure 1: Physical prototypes of FastUMI. Left: The handheld device, used fo collect demonstration
data from human operators. Middle: A robot-mounted device, used for executing learned policies
on the robotic arm, mirrors the handheld configuration. Right: FastUMI can be easily deployed on
various robotic arms and grippers. Color coding is used to differentiate FastUMI’s hardware from the
original UMI. Component details are provided in Appendix 8.1.

While the UMI system addresses key challenges in human demonstration data collection and supports
action policy learning in diverse scenarios, its current system design and implementation suffers
from two key limitations. First, its tight coupling with specific robotic components (e.g., the Weiss
WSG-50 gripper) restricts adaptability and increases both financial and logistical burdens. The
second limitation arises from the software framework, particularly the reliance on a GoPro-based
VIO (Visual-Inertial Odometry) pipeline in conjunction with open-source SLAM algorithms [19].
Through experimental evaluation, we observe that the UMI system encounters difficulties in tasks that
involve prolonged occlusions, such as hinged operations. As a result, the UMI software configuration
struggles to maintain robust operation when visual signals are intermittently lost, thereby diminishing
data quality and reducing its utility for subsequent learning tasks.

As a key contribution, our proposed FastUMI presents an extensive redesign structured around three
primary objectives: 1) Enhancing adaptability through hardware decoupling. By removing strict
dependencies on specific robotic components, our hardware design can be seamlessly integrated with
a wide range of robotic arms and grippers, facilitating rapid deployment across diverse platforms. 2)
Improving efficiency with software-driven plug-and-play functionality. Our software stack emphasizes
immediate usability, requiring minimal configuration and user training. This design choice facilitates
rapid data collection and significantly reduces operational complexity. 3) Establishing a robust
ecosystem to ensure data quality and algorithmic compatibility. Our ecosystem is designed to support
various imitation learning algorithms (e.g., Action Chunking with Transformers (ACT) [16] and
Diffusion Policy (DP) [20]) by providing essential data types, such as end-effector trajectory and joint
trajectory. To address the distinctive data properties of FastUMI, we further introduce three refined
algorithms—Smooth-ACT, Pose ACT, and Depth-Enhanced DP—which enhance policy smoothness,
cross-platform generalization, and precision under limited perceptual depth perception.

Experimental evaluations demonstrate that the redesigned system delivers an integrated, user-friendly
solution that seamlessly aligns the handheld interface with robot-mounted equipment, effectively
enabling efficient and scalable data acquisition for robotic learning. We open-source over 15,000
demonstration trajectories collected in real-world settings across 24 everyday tasks, establishing
our dataset as one of the most comprehensive UMI-like collections in terms of rask variety.

2 Hardware-Centric Prototype Design

The FastUMI system embodies a hardware-centric redesign based on a decoupled design philosophy.
This section introduces the guiding principles behind this approach and provides an overview of
the hardware components. Aligned with the stated objectives, our hardware design must overcome
several critical challenges. The first involves decoupling the system from specific robotic hardware.
By designing mechanical components that seamlessly integrate with diverse robotic arms and grip-



pers—each varying in size, shape, and mechanical interface—we aim to minimize redesign efforts
and configuration overhead. The second major challenge is maintaining visual consistency between
handheld and robot-mounted devices, which is essential for effective policy transfer in robotic learn-
ing algorithms. Given the wide range of possible gripper dimensions, preserving uniform camera
perspectives across different hardware setups becomes essential.

In addition, our design must accommodate a wider variety of robot-mounted grippers, moving beyond
the parallel-jaw restriction and thereby broadening its applicability across various robotic platforms.
Furthermore, fast deployment is a key requirement, so we strive for a plug-and-play solution that
streamlines user setup, minimizing calibration and configuration efforts to promote widespread
adoption. Finally, ensuring high data quality underlies the entire effort. Reliable hardware is crucial
for obtaining accurate and consistent data, thus mitigating barriers in downstream learning tasks and
enhancing overall system performance. To address these challenges, FastUMI adopts a decoupled
design philosophy that underpins its hardware architecture. The system is systematically decoupled
along three primary dimensions, which are summarized below. Further implementation details are
provided in Appendix 8.2, 8.3, and 8.4.

* Physical Decoupling: Standardized interfaces and modular components enable seamless integra-
tion across robotic platforms, eliminating the need for extensive hardware-specific modifications.

* Visual Consistency: Uniform camera perspectives between handheld and robot-mounted con-
figurations ensure that data acquired in one setting can be readily transferred to another without
requiring extensive recalibration. This consistency allows data from human demonstrations to be
directly applicable to robotic execution.

* Operational Independence: The system incorporates self-contained tracking and sensing modules,
reducing reliance on external computational frameworks and ensuring robust performance across
diverse deployment scenarios.

3 Software-Focused Framework

3.1 Raw Data Acquisition and Quality Assessment

FastUMI employs three core ROS nodes to record multimodal demonstration data. First, a camera
node continuously streams wide-angle images (e.g., 1920x 1080 at 60 fps) from a GoPro Camera.
Second, a tracking node provides pose estimates from the T265 or RoboBaton MINI sensor at a higher
rate (e.g., 200 Hz). Each pose is represented as (X,y,2,¢x, gy, 4z, qw), Where (x,y,z) represents the
translation vector and (gx, qy,¢-,qw) represents orientation in quaternion form. Finally, a storage node
aggregates and synchronizes these streams in an Hierarchical Data Format version 5 (HDFS5) file
for subsequent processing. Because each sensor runs independently, the system is readily extensible
to accommodate additional modalities (e.g., tactile sensors) by adding corresponding ROS nodes.
FastUMTI’s reliance on the T265 not only improves reliability under partial occlusions but also
removes the need for extensive calibrations and VIO parameter tuning, significantly accelerating
deployment. Nonetheless, it introduces more demanding dual-sensor synchronization and drift
management requirements, as discussed in Appendix 8.5 and 8.6. To ensure reliable demonstrations
for downstream learning, we also implement a data quality assessment pipeline based on sensor
confidence checks and trajectory smoothness metrics. Full implementation details and evaluation
criteria are provided in Appendix 8.7.

3.2 Data Preparation for Training

To address the requirements of diverse imitation learning algorithms, we categorize trajectory data
into two main types—TCP trajectories (both absolute and relative), and joint trajectories. At
the software level, FastUMI facilitates seamless integration of various data formats and evolving
algorithmic needs with minimal configuration.

The principal raw inputs are pose estimates from the T265 camera, given by p; (position) and R;
(orientation) in the camera’s local frame. The following additional information is also required: (i)
The known robotic arm’s Unified Robot Description Format (URDF). (ii) The known offset A, from



f
the T265 camera center to the gripper center (expressed in the cam- K
era frame), as shown in Figlfre 2 (Left). (iii) The known pose
(p;,zg,R;,zg) of the gripper center in the robot base frame, as shown
in Figure 2 (Right), where pyy, is the position, and Ry, is the rota-
tion. We assume that the hand-held device motion precisely mirrors  Figure 2: Illustration of offset
that of the robot end-effector. Under these conditions, the follow- Ay, from T265 center to the
ing trajectories can be derived: 1) Absolute TCP trajectories, 2) gripper center, and the gripper
Relative TCP trajectories, and 3) Absolute joint trajectories. Full ~center pose (pb2g7Rb2g) in the
computational procedures are presented in Appendix 8.8. robot base frame.

Continuous Gripper Width Computation: We propose a marker-based method that decouples
software from the underlying mechanical structure, thereby facilitating compatibility with diverse
gripper designs. Specifically, we measure the pixel distance between ArUco markers [21] on the
gripper jaws and map it linearly to the gripper’s physical opening width. This approach obviates
rigid hardware dependencies, reducing design constraints and streamlining integration of new or
differently sized grippers. Further implementation details are provided in Appendix 8.9.

4 Algorithmic Adaptations for FastUMI

In earlier sections, we introduce how FastUMI attains hardware decoupling. This design choice
lowers the cost and complexity of system deployment across heterogeneous platforms, including
handheld and robot-mounted configurations. However, while hardware decoupling supports seamless
data acquisition across various setups, it does not by itself address the distinct policy-learning
challenges arising from FastUMI’s data distributions (details in Section 4.1). Hence, hardware
decoupling alone cannot fully realize FastUMI’s potential. By incorporating data-driven refinements
into baseline algorithms to accommodate FastUMI’s unique data characteristics, we enable efficient
multi-platform deployment with consistently high performance while also laying the groundwork for
more advanced methods in the future.

4.1 Data Challenges with FastUMI

Compared to conventional third-person or fixed-base perspectives, FastUMI’s wrist- or handheld-
mounted viewpoints introduce several distinct data characteristics:

* Close-up First-Person Perspective: Cameras positioned near the end-effector capture detailed
manipulation cues but offer limited visibility of the full robotic arm, increasing dependence on
priors to maintain kinematic feasibility.

* Variable Geometry and Scene Layout: FastUMI’s hardware-agnostic design generates hetero-
geneous data across different arm configurations, base frames, and environments, complicating
efforts to achieve consistent policy learning.

* Limited Depth Information: Single-view fisheye images lack explicit three-dimensional spatial
cues, making precise depth estimation difficult. Tasks demanding accurate positioning, including
object alignment and gripper closure, are particularly vulnerable to errors when depth signals are
absent.

To address these challenges, we present adaptations for two primary imitation learning algorithms:
ACT and DP. These enhancements promote robust policy execution, ensure kinematic feasibility, and
integrate depth-awareness for tasks that require higher precision.

4.2 Enhanced ACT for First-Person Perspectives

The standard ACT predicts absolute joint trajectories for the robotic arm, performing effectively
in third-person or fixed-camera scenarios. However, under FastUMI’s first-person wrist-mounted
perspective, large portions of the robotic arm remain unseen, making ACT susceptible to producing
illicit joint configurations during inference. These configurations can exhibit extreme end-effector
orientations that violate kinematic constraints or diverge substantially from demonstration trajectories.
Consequently, we introduce two targeted refinements to the original ACT to address visibility
limitations inherent in first-person data.
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Figure 3: Illustration of the depth-mapping process from Step 0 to Step 119. The top row displays
the cropped GoPro frames (rectified from their original circular format), and the bottom row presents
corresponding depth estimations produced by Depth Anything V2.

1) Smooth-ACT: Local Temporal Smoothing. To address abrupt or infeasible joint transitions, we
introduce Smooth-ACT, which enhances action continuity by incorporating a Gated Recurrent Unit
(GRU) layer on top of the Transformer decoder [22, 23]. While the Transformer captures global
spatiotemporal patterns, the GRU refines local continuity, smoothing sudden deviations between
successive frames. During training, two action sequences are produced: a from the Transformer
decoder and dgry from the GRU layer. Both are compared against ground truth actions with the loss
function .Z:

& =|la—all1 + ||agru — a1 + AKL(u,log 6?), 4))
where KL(u,log 0'2) regularizes model outputs for stability. This hierarchical setup preserves
the Transformer’s capacity for global attention while enforcing local smoothing, thereby reducing
kinematically invalid actions.

2) PoseACT: End-Effector Pose Prediction. Beyond mitigating trajectory discontinuities, we
further enhance ACT’s robustness by introducing Pose ACT, a variant that replaces absolute joint
predictions with an end-effector (TCP) pose representation. This formulation incorporates both
absolute and relative motion trajectories, offering two key benefits: 1) Platform Independence:
Expressing actions in terms of local end-effector movement reduces sensitivity to base-frame or
arm-geometry variations, facilitating multi-platform policy transfer. 2) Numerical Stability: Relative
trajectories generally show less variability, mitigating outlier effects and improving generalization to
novel configurations. During inference, the policy outputs relative poses, which are subsequently
mapped back to absolute joint angles via the robot’s kinematic model. Our evaluations suggest
this base-agnostic approach increases policy robustness and minimizes extreme joint commands,
especially under limited first-person observations.

4.3 Depth-Enhanced Diffusion Policy

We apply DP from the original UMI (which includes relative TCP trajectory prediction and latency
matching) to our robotic platform, and observe promising initial results. However, we identify
a limitation: the DP struggle with tasks requiring high precision in depth estimation. For
instance, it occasionally fails to accurately reach the target or prematurely closed the grippers. This
reveals the inadequacy of the current policy when operating without depth information, especially in
scenarios where precise spatial reasoning is essential. To address this issue, we incorporate depth
information and utilize the cross-attention mechanism [23] to fuse features extracted from the depth
and RGB inputs to improve the original DP, resulting in a variant, called Depth-Enhanced DP. While
existing works incorporating depth into DP often rely on dedicated sensors to capture real-time depth
data [24, 25], we aim to explore a more lightweight and efficient approach without adding hardware
complexity or additional costs. Specifically, we adopt a post-processing strategy to generate depth
maps. Using the open-source depth estimation tool Depth Anything V2 [26], we supplement each
frame in our dataset with depth maps, as shown in Figure 3. Details are presented in Appendix 8.10.

4.4 Dynamic Error-Compensation Algorithm

Non-parallel-jaw grippers on robotic arms can shift the TCP as the jaws close. Because the jaws move
inward, the effective TCP often translates along the gripper’s local Z-axis, leading to misalignment
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Figure 4: Left: Representative GoPro frames from the FastUMI dataset, with orange labels indicating
specific tasks and blue numerals showing demonstration counts. Right: Two distribution plots—the
top plot depicts the proportion of various tasks in the dataset, while the bottom plot shows the
distribution of manipulation skills.

in tasks that require fine precision, such as picking up small objects. To mitigate these shifts, we
propose a dynamic error-compensation algorithm that adjusts the commanded TCP in real time. It is
structured in two principal stages; detailed procedures are provided in Appendix 8.11.

5 Open-Source Dataset

We present the FastUMI Dataset, consisting of 15,000 demonstration sequences, each containing syn-
chronized GoPro video and end-effector trajectories captured in domestic settings. The dataset covers
24 tasks, 21 object categories, and 13 distinct manipulation skills. Each demonstration comprises
approximately 120 ~ 400 frames with most sequences spanning around 400 frames. Owing to its
high frame rate and tightly coupled multi-sensor setup, FastUMI captures substantially denser and
more informative trajectories than typical teleoperation systems—yielding data that, within a few
seconds, encapsulates the equivalent manipulation richness of much longer conventional demonstra-
tions. Figure 4 (Left) illustrates representative frames from selected collection environments; orange
text boxes denote specific tasks, while blue numerals indicate corresponding demonstration counts.
Figure 4 (Right) provides two distribution plots: the upper plot details task-level proportions, whereas
the lower plot illustrates the breakdown of manipulation skills (e.g., pick, open, etc.). Details on data
acquisition and storage format are provided in Appendix 8.12 and 8.13, respectively.

6 System Evaluation

We assess our system across four primary dimensions: 1) Baseline Performance, 2) Algorithmic
Enhancements, 3) Data Quality, and 4) Further Analyses. We present the results for Baseline
Performance and Algorithmic Enhancements in Sections 6.1 and 6.2, while the evaluations of Data
Quality and Further Analyses are provided in Appendix 8.14 and 8.15, respectively.

We begin by demonstrating the system’s effectiveness across a diverse set of manipulation tasks, estab-
lishing baseline performance through comprehensive experiments with ACT and DP methodologies.
We then quantify the performance gains achieved via our algorithmic enhancements, which address
challenges such as trajectory smoothness, perceptual robustness, and cross-platform generalization.
To validate data quality, we conduct a reliability assessment of the T265 and MINI tracking modules,
ensuring that the collected datasets meet accuracy and consistency requirements for downstream
applications. Finally, we present further analyses that evaluate additional factors—including the
impact of fisheye camera utilization, training dataset scale, and a quantitative performance compared
with the original UMI—thereby providing a holistic benchmark of system improvements.

Prior to presenting the experimental results, we introduce the 12 tasks employed for policy inference
evaluation, as illustrated in Figure 5. These tasks are designed to encompass a broad spectrum
of real-world manipulation challenges, including hinged operations and pick-and-place activities,
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Figure 5: Twelve tasks used for policy inference evaluation, covering a broad range of real-world
manipulation challenges. These include hinged operations (Tasks 1-4), pick-and-place activities
(Tasks 5-10), pick-push manipulation (Task 11), and button press actions (Task 12), providing a
comprehensive benchmark for the proposed system.

thereby providing a comprehensive benchmark for assessing the proposed system. Unless otherwise
specified, all experiments are conducted using an xArm 6 robotic platform.

6.1 Baseline Performance

Table 1: Success rates for DP and ACT in different tasks, sorted by manipulation type.

Index Task Manipulation Type Success Rate (%) of DP  Success Rate (%) of ACT

(Relative TCP) (Absolute Joint)
1 Open Container Hinged 93.33 86.67
2 Open Roaster Hinged 80.00 86.67
3 Open Drawer Hinged 53.33 80.00
4 Open Suitcase Hinged 40.00 86.67
5 Rearrange Coke Pick-Place 80.00 86.67
6 Fold Towel Pick-Place 93.33 73.33
7 Pick Bear Pick-Place 80.00 20.00
8 Unplug Charger Pick-Place 86.67 86.67
9 Pick Lid Pick-Place 53.33 93.33
10 Pick Pen Pick-Place 53.33 20.00
11 Sweep Trash Pick-Push 46.67 6.67
12 Open Ricecooker Button Press 20.00 80.00

We conduct a comparative study of two baseline approaches for policy inference—ACT with absolute
joint-space outputs and DP with relative TCP-based outputs—across 12 diverse manipulation tasks.
Each task is trained on 200 demonstrations, randomly selected from our open-source dataset.
Among the 200 pieces of data, every 50 pieces are a group. The robotic arm’s initial configuration
and environment in one group are fixed, while the target object’s position varies within a predefined
range. Across groups, both the arm’s starting pose and the scene arrangement are altered. Each
algorithm is trained on the same training data. During testing, we use object poses that appear in the
training set but place them in new scene contexts. Each task is attempted 15 times, and success
rates are recorded.

The results are shown in Table 1. Both ACT and DP achieve relatively high success rates on most
tasks, indicating that the collected dataset is sufficiently diverse and general to support different policy
representations. Notably, tasks involving substantial occlusion (e.g., “Rearrange Coke” and “Open
Container”) can still be effectively handled, suggesting that our data collection strategy is robust to
partial visibility.



In tasks requiring precise depth estimation —such as “Open Drawer,” “Pick Lid,” and “Open
Ricecooker”—the baseline DP algorithm’s limitations become evident. In particular, DP struggled
with pressing actions in “Open Ricecooker,” where small deviations in relative motion can prevent
successful button presses. By contrast, in the baseline ACT algorithm, tasks like “Open Suitcase,”
exhibit more accurate depth reasoning but less sensitivity to specific trajectory requirements. In “Pick
Bear,” ACT occasionally generates joint configurations unseen during training (e.g., producing a
fully inverted gripper posture when the dataset predominantly showed a downward TCP orientation),
which highlights a known limitation of the original ACT approach, typically reliant on third-person
viewpoints for global state estimation. Similar issues arise in “Pick Pen” and “Sweep Trash,” with
the latter also revealing a workspace mismatch: ACT’s absolute joint predictions sometimes yield
unreachable targets if training data contained trajectories that exceeded the xArm’s operational
envelope. By contrast, DP’s incremental relative-position strategy partly alleviated this problem,
although multi-step tasks like “Sweep Trash” remain challenging for both models.

We also investigate FastUMI’s compatibility with multiple robotic platforms: Flexiv Rizon, Z1 and
Robotiq. The results are shown in Appendix 8.15.

6.2 Algorithmic Enhancements

We evaluate our algorithmic refinements on two tasks—*“Pick Lid” and “Open Ricecooker”—where
the baseline DP approach most struggles with depth estimation. We retain the same training data and
parameters as in the previous experiment for both ACT and DP and employ the same testing protocol.

In the Depth-Enhanced DP, we incorporate depth information into the original DP algorithm. As
shown in Table 2, success rates increase by 26.67% on “Pick Lid” and 73.33% on “Open Ricecooker.’
These results highlight the importance of depth cues for precise object manipulation tasks, particularly
those requiring accurate vertical alignment or force application. For ACT, we introduce two variants
called Smooth-ACT and PoseACT, which incorporate GRU-based temporal modeling and integrates
TCP (end-effector state) inputs. We demonstrate that these two variants yield substantial improve-
ments in success rate compared to the original ACT, as shown in Table 3. Furthermore, we explore
relative TCP to reduce dependence on absolute coordinates, aiming to capture the shape and dynamics
of the trajectory more robustly. As the table indicates, this enhancement performs well on tasks with
extended or repetitive trajectories (e.g., “Sweep Trash”). However, for tasks requiring precise height
estimation (e.g., “Pick Bear”), removing absolute pose information can degrade vertical positioning
accuracy, underscoring a trade-off between relative and absolute coordinate representations.

l

Table 2: Comparison of success rates for DP Table 3: Comparison of success rates for different
and DP + Depth in tasks with significant depth- ACT variants across representative tasks.

estimation challenges. Joint TCP

Success Rate (%) of  Success Rate (%) of PoseACT  PoseACT
Task Original DP Depth-Enhanced DP Task ACT Smooth-ACT (Absolute) (Relative)
Pick Lid 53.33% 80.00% Pick Bear 20.00% 60.00% 80.00% 73.33%
Open Ricecooker 20.00% 93.33% Sweep Trash  6.67% 26.67% 53.33% 60.00%

7 Conclusion

In this work, we introduce FastUMI, a redesigned system built on the original UMI to streamline real-
world data collection for robotic manipulation. Our hardware modifications enable quick deployment
across diverse arms and grippers, removing dependencies on specialized components. By replacing
complex SLAM with a modular tracking system (e.g., T265 and MINI), FastUMI reduces calibration
overhead and maintains robust performance despite occlusions. We also open-source a dataset of
15,000 real-world demonstrations spanning 24 daily tasks. Experiments confirm that FastUMI lowers
costs, simplifies deployment, and supports large-scale data-driven policy learning. Future work will
focus on integrating richer sensing modalities and extending FastUMI to more complex platforms.



Limitations. While FastUMI demonstrates effective policy execution across diverse tasks, several
limitations remain: 1) Limited Sensing Modalities. FastUMI currently relies on visual data, which
may prove insufficient for tasks requiring precise force or tactile feedback—such as handling fragile
objects. Integrating tactile or force sensors could enable richer environmental representations and
more robust policy learning, particularly for tasks necessitating delicate or high-precision interactions.
2) Restricted Robot Compatibility. Although FastUMI accommodates single-arm or dual-arm
platforms, it is not yet adapted for more complex morphologies, including mobile manipulators
requiring whole-body control. Future endeavors could focus on expanding the hardware and software
ecosystem to support advanced platforms with larger workspaces and non-static bases.
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8 Appendix

8.1 Component Details

Figure 6 presents an expanded view of the FastUMI hardware, with each component labeled and
annotated to clarify its specific role within the system.
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Figure 6: Physical prototypes of FastUMI. Left: The handheld device, used to collect demonstration
data from human operators, includes a GoPro® for visual feedback, a RealSense T265® for end-
effector pose tracking, fingertip markers@® to measure the gripper aperture, and a top cover® to
secure both the GoPro and T265. Middle: A robot-mounted device, used for executing learned poli-
cies on the robotic arm, mirrors the handheld configuration. It features an ISO-standard-compatible
camera mounting solution (including gopro mount®, extension arms@®, and flange plate®) that
adapts to varying arm and gripper geometries. This design maintains consistent GoPro perspectives
across different setups, enabling direct transfer of human demonstration views to autonomous robotic
executions. Right: FastUMI can be easily deployed on various robotic arms and grippers.

8.2 Handheld Device Design

The handheld device (see the left subfigure in Figure 6) enables manual data collection for training
action policies. It comprises three primary components:

* Fisheye Camera Module@: A GoPro camera with a fisheye extension captures wide-angle images
with a 169-degree field of view (FOV), significantly reducing occlusions and providing a broad
perspective for robotic tasks. This FOV is substantially larger than that of commonly used cameras
such as the RealSense D435i, whose narrower field of view has proven suboptimal for first-person
view (FPV) data collection in our tests. In contrast, the wider coverage of a fisheye camera
effectively captures more environmental context and enhances visual feature extraction, thereby
improving policy learning outcomes.

Figure 7: Left: D435i camera with a narrower field of view. Right: GoPro with a 155-degree
wide-angle view.
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* Pose Tracking Module®: The handheld interface lacks intrinsic joint feedback or an external
motion-capture system, so we incorporate a RealSense T265 for robust tracking. The T265, fea-
turing a high-performance integrated IMU, replaces UMI’s visual odometry solution, eliminating
complex calibration steps and enhancing usability. In our experiments, this module consistently
delivers stable pose estimation across a wide range of scenarios, including those involving partial
visual occlusions (e.g., opening cabinets and drawers). This improved hardware design accom-
modates a broader set of conditions, which is crucial for data collection. Moreover, our system
is robust to different camera models, allowing smooth integration of alternative sensors without
major modifications to the existing pipeline. For instance, we have verified that the RoboBaton
MINI provides performance comparable to the T265 while maintaining a fully compatible data
interface, ensuring high-quality data collection and continued availability. A comparison of the
T265 and MINI is presented in Section 8.16.

» Top Cover, Fingertip, and Marker®@®: In the original UMI design, the top cover often appears
in the GoPro’s field of view, preventing complete hardware decoupling. To address this limitation,
we reposition the GoPro closer to the fingertips and ensure the top cover remains outside the
fisheye lens range, thereby accommodating setups where the cover may be absent (e.g., when
mounted on a robot). Although moving the camera closer to the fingertips naturally introduces
greater image distortion, we tackle this challenge by optimizing both the size and placement of the
markers. These refinements minimize lens distortion effects, improve marker detection accuracy,
and enhance durability and ease of attachment. This redesign increases system flexibility and
reliability.

In this configuration, the camera is factory-calibrated and aligned with the fingertips, requiring
no further user adjustment and enabling a straightforward plug-and-play experience. We employ
two camera modules in FastUMI, each serving a distinct function: the T265 provides accurate
pose tracking even under partial occlusions, while the GoPro delivers an expansive view crucial for
environmental context capture, demonstration verification, and learning algorithm support. Because
the GoPro is not responsible for pose tracking, it can be mounted more flexibly to maintain consistent
viewpoints across both handheld and robot-mounted devices, whereas the T265 is placed in a more
protected location to ensure stable pose tracking performance.

8.3 Robot-Mounted Device Design

The robot-mounted device (see the middle subfigure in Figure 6) follows the same design principles
as its handheld counterpart but is engineered for broad compatibility with a wide range of robotic
arms and grippers. Unlike the handheld configuration, the robot-mounted device does not include a
T265 camera. Its main components include:

* Flange Plate®: Designed in compliance with ISO standards, the flange plate is compatible with a
wide range of robotic arms, ensuring seamless integration and significantly reducing setup time.

* Plug-in Fingertip®: Outwardly identical to the attachments used in the handheld device, these
modules are internally contoured to accommodate varying gripper shapes while preserving uniform
external interaction points, thereby facilitating effective policy transfer. Interchangeable fingertip
modules establish standardized physical interaction points, supporting compatibility with various
robotic and handheld grippers. To accommodate a wide range of robotic grippers, we design five
customized fingertip attachments (e.g., the xArm gripper and Robotiq 2f-85) based on commonly
used grippers in open-source datasets such as Open X-Embodiment [4], covering over 90% of
the grippers in these datasets. Although not all gripper types are yet supported, our design can
be readily adapted as needed. Figure 9 illustrates our fingertip design integrated with the xArm
Gripper.

* Adjustable Camera Mounting Structure®@®: Modular extension arms facilitate precise align-
ment of the GoPro with the gripper’s fingertips, ensuring consistent viewpoints across different
robot setups. This structure comprises two key parts: 1) GoPro Robotic Mount® serves as the
primary attachment point for the GoPro. 2) GoPro Extension Arm@® enable both lateral position-
ing (indicated by the blue arrow) and vertical positioning (indicated by the red arrow) to align the
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camera with the robot gripper, as demonstrated in Figure 6. Standardized male-female interfaces
allow sequential connections of extension arms, providing adjustable length with minimal vibration
(tested up to three extensions). By adjusting the extension arm, users can replicate the handheld
device’s camera perspective, even when grippers vary widely in size or shape. Insertable fingertip
extensions further ensure consistent viewpoints across heterogeneous hardware configurations.

Visual Alignment: To ensure visual consistency between the handheld and robot-mounted devices,
we adopt a straightforward rule: “The bottom of the GoPro’s fisheye lens image aligns with the
bottom of the gripper’s fingertips.”, as illustrated in Figure 8. This standard viewpoint ensures that all
users capture nearly identical observations, enhancing interoperability across different deployments.
Although alternative standards could be defined, deviating from this alignment would reduce the
utility of shared datasets for broader applications. If gripper sizes vary, our adjustable mechanical
design accommodates fine-grained arm adjustments to maintain visual alignment. In practice, the
handheld device employs a fixed camera configuration, whereas the robot-mounted device requires
an adjustable setup due to variations in arm geometries and end-effector designs.

—— Observation Space —|

Continuous Gripper Tracking

Figure 8: Visual alignment between the handheld device (Left) and the robot-mounted device (Right).
The two views demonstrate the consistent positioning of the GoPro’s fisheye lens image, with the
bottom of the gripper’s fingertips aligned to the red dashed lines.

Although our handheld device is a parallel-motion gripper, many robot-mounted grippers, such as
the xArm Gripper or Robotiq Gripper, do not strictly maintain parallel motion. For example, the
xArm Gripper’s effective length changes by approximately 1 centimeter as it moves between fully
open and closed positions (see Figure 9). This discrepancy in gripper motion can create mismatches
in the observed camera view, especially when transferring demonstrations collected on the handheld
device to different robot-mounted setups. To resolve this challenge, we develop a dynamic error-
compensation algorithm that compensates for gripper-specific motion differences during inference,
thereby preserving consistent visual alignment between human demonstrations and robotic executions
(see Section 4.4 for details).

Fingertip

§0°092

Xarm Gripper

Figure 9: Our plug-in fingertip design integrated with the xArm Gripper; The effective length of
the xArm Gripper changes by approximately 1 centimeter between fully closed and open positions,
potentially causing misalignment when transferring demonstrations.
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8.4 Other Design Optimizations

To improve the stability and durability of FastUMI, we introduce three structural enhancements:
* Reinforced Key Mount Structure: Increased structural integrity to reduce vibration.
* Carbon Fiber Components: Strengthened material properties while minimizing weight.

* Standardized Male-Female Interface Design: Allowed sequential connection of extension arms to
adjust length without significant vibration.

Overall, the extensive hardware-related designs ensure reliable performance during data collection
and simplify hardware adjustments for users. Additionally, our system configuration allows for a
single standardized handheld device to be shared among multiple users, while the robot-mounted
device can be adapted to various grippers or robotic arms. This decoupled arrangement preserves
uniform data collection workflows and advances our goal of making FastUMI accessible to a broader
user community.

8.5 Data Sub-Sampling and Synchronization

In multisensor data fusion, differing sampling rates and data patterns often hinder precise alignment.

To address these challenges, we employ a unified ROS clock for consistent timestamping, a multi-
threaded buffering mechanism to handle each sensor stream independently, and synchronized sub-
sampling at the greatest common frequency. This integrated strategy ensures robust multi-modal
alignment without compromising data integrity. Such measures are necessary because certain sensors
(e.g., the T265 at 200 Hz and the GoPro at 60 Hz) exhibit mismatched rates, increasing the risk of
misalignment and overload. In practice, each sensor’s data is tagged with the unified clock and routed
into a dedicated thread-safe queue to prevent data loss under high throughput. Before each recording
session, these queues are reset to maintain orderly buffers. We then sub-sample both streams at 20
Hz—identified as the greatest common frequency between 200 Hz and 60 Hz—by retaining one
in every three camera frames and pairing each retained frame with the temporally nearest T265
pose. This approach achieves sub-millisecond offsets, well within half the T265’s 1/200 s interval,
minimizing interpolation errors and ensuring consistently synchronized data for downstream learning
tasks.

8.6 Accumulated Drift Correction for T265

Although the T265 provides robust pose estimates, it can accumulate drift during substantial motion
(e.g., sudden accelerations). To address this, we employ two main strategies: /) Reinitialization. The
simplest remedy is to restart the T265 in a stationary, predefined reference pose. This action resets
the device’s internal state and restores accurate pose tracking. 2) Loop Closure. Another strategy
leverages a visually distinct reference region—a blue 3D-printed groove on the table (Figure 10
Left)—to facilitate loop closure. When the T265 revisits this area, it re-encounters previously mapped
visual features, typically realigning the estimated trajectory with the initial reference (highlighted as a
green dashed box in Figure 10 Right) in RVIZ under minor drift. However, if significant misalignment
persists even after returning to the marked area, loop closure is deemed ineffective, and the T265
must be reinitialized to restore accurate pose tracking.

8.7 Raw Data Quality Assessment

Ensuring reliable demonstrations is crucial for downstream learning tasks; however, to our knowledge,
no existing work fully quantifies what constitutes “ideal” data quality. In practice, we enforce
consistency through sensor confidence and trajectory smoothness checks. The T265 provides four
discrete confidence levels—Failed, Low, Medium, and High; to avoid prolonged low-confidence
data, we first validate the environment by confirming that at least 95% of sample poses achieve High
confidence. Our tests indicate that lighting conditions notably affect the T265’s performance, with
dim or low-light environments often leading to reduced confidence levels and increased drift. During
actual recordings, any low-confidence pose is excluded and interpolated from neighboring frames
to maintain continuity. Meanwhile, user-defined thresholds on velocity, acceleration, and relative
orientation identify abrupt transitions, further refining data fidelity. Although these strategies cannot
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Figure 10: Left: The blue 3D-printed groove on the table, serving as a clear visual reference to aid
loop closure. Right: The T265’s trajectory in RVIZ, illustrating alignment with the initial reference,
highlighted as a green dashed box, after revisiting the blue groove.

guarantee an absolute benchmark for data quality, they help establish rigorous collection standards
and minimize errors that could propagate into subsequent modeling and inference.

8.8 Trajectory Computation

Absolute TCP Trajectory: To calculate the absolute TCP trajectory, we first computed the pose
of the T265 camera in the robot base frame, and then used this pose to calculate the TCP pose in
the robot base frame. Specifically, at each timestamp i, the T265 provides (pi,Ri) , describing the
camera’s motion relative to its initial pose. The camera’s absolute pose in the robot base frame is
given by:

pga)m = Pb2g +pi — Rb2g AcZga (2)
R, =Ry, - Ry, 3)

The absolute TCP pose (pé’e),RgQ) is then obtained by incorporating the camera-to-gripper offset
Aczg:

PL = plim + Rt Acag, “
RY =R, )
The resulting sequence {(pge) , Ré’e) )} yields the absolute TCP trajectory in the robot base frame.

Relative TCP Trajectory: This trajectory is formed from consecutive absolute TCP frames. For

adjacent frames i and i 4 1, with absolute poses (péle) , RQQ) and (pgjl), jol)), the relative transforms
are:
pl) =pl — pll, ©)
R( = (RY)" - REY. ™)

This formulation removes dependence on a global reference, facilitating more uniform data distribu-
tions and improving generalization when the base pose varies.

Absolute Joint Trajectory: To obtain it, inverse kinematics (IK) is solved for each absolute TCP
pose (péQ Rge)) using the robot’s URDF, typically via an iterative solver. To maintain continuity, the
solution at frame i serves as the initial guess for frame i + 1. If the URDF only extends to the flange,

the flange-to-gripper offset is accounted for in the IK computations to ensure accurate joint solutions.

8.9 Details of Dynamic Error-Compensation Algorithm

In our setup, we attach two ArUco markers to the gripper and define two hyperparameters: dp,x and
dmin- These values represent the pixel distances between the markers at the gripper’s maximum and
minimum openings, respectively. For each image frame, we detect the markers and compute the pixel
distance d. If only one marker is identified, we estimate d by mirroring the known marker about the
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gripper’s central axis; if no markers are detected, an imputed value is inserted to maintain continuity.
Consequently, each frame is guaranteed a valid marker distance. Finally, the physical gripper width,
denoted as W, is determined by normalizing the measured distance with respect to dmax and dpin,
then scaling by Gax, which denotes the jaws’ maximum physical opening:

d—dy;
W=—""1 % Gmax. 8)

Figure 11: Generation of cropped Depth and RGB Images in FastUMI. (a) is the original image, (b)
left is the cropped image for depth map generation, (b) right is the resulting depth map, and (c) is the
cropped RGB input.

However, our images contain significant black margins due to the fisheye lens, which negatively im-
pact the performance of Depth Anything V2 [26]. To address this, we preprocess the images by crop-
ping them to retain only the rectangular regions inscribed within the circular area. Specifically, before
generating depth maps, we tightly crop the 1920x1080 image to its inscribed rectangle—removing
22% from the left and right, and 17% from the top and bottom—to eliminate high-contrast black
margins that could cause estimation errors, as shown in Figure 11(b). Although this cropping reduces
the range observable by the fisheye camera, we focus more on the depth information in the areas
related to the gripper’s contact operations. For the input of RGB images, to keep the field of view
as consistent as possible with the depth map while preserving the full fisheye content, we crop 13%
from the left and right edges—keeping the top and bottom intact—to produce a rectangular image
that fully encompasses the circular region, as shown in Figure 11(c). This dual-cropping approach
ensures both high-quality depth maps and alignment with the relevant operational workspace.

During training, we employ cross-attention[23] to fuse features from the metric estimated depth
and the RGB image. Specifically, the metric estimated depth serves as the query tokens, while the
RGB image provides the key and value tokens. This design allows the depth information to guide
attention over the RGB features, enriching them with geometric structure and spatial cues. The
fused representations are then concatenated and passed to the downstream policy network for action
prediction.

For real-time inference during the diffusion policy rollout, we implement Depth Anything V2 with
its large pre-trained model [26], achieving an inference frequency of 20 Hz on an RTX 4090 GPU.
This improvement is achieved without the need for additional sensors or multi-view camera setups,
providing a practical and efficient solution to enhance policy performance in precision-critical
applications.

8.11 Implementation of Dynamic Error-Compensation Algorithm

Stage 1: Compensation Distance. Let W (i) be the measured gripper width at frame i, and denote
the gripper’s maximum width by Wp,x. We define a compensation distance d(i) to counteract TCP
displacement caused by non-parallel jaws. Let d;josc be the maximum compensation distance when
the gripper is fully closed, and dopen be the minimum distance when it is fully open. We then compute

d —d
d(i) = d¢lose — ww(i)' 9
max

As W (i) decreases, the end-effector is shifted further along the negative Z-axis of TCP frame, thereby
offsetting the forward motion introduced by closing gripper jaws.
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Stage 2: Pose Correction. Let pgg and Rg? be the desired TCP position and orientation at frame i,
respectively. The rotation matrix Réle) defines the TCP coordinate frame’s orientation relative to the
robot’s base frame. To determine the direction of displacement, we first extract the TCP frame’s local
Z-axis, expressed in the base coordinate frame:

7, = RUE, (10)

axis

where &, = [0, 0, 1]T is the local Z-axis of the TCP coordinate frame. The corrected TCP position
p/e(e') in the base coordinate frame is then computed as:

ped) = pld — d(i)2l), (1)
Finally, inverse kinematics (IK) is solved using the corrected TCP position pé(ci) , while maintaining

the original orientation Ré?, yielding the joint vector 00

60 = 1K (pi, RY). (12)

8.12 Dataset Acquisition Process

The dataset is collected by five operators using three FastUMI devices, ensuring diversity in user

interactions and environmental contexts. Each recorded task involves a fixed target object (e.g.,
a specific drawer or container), while the surrounding background (e.g., table clutter, lighting) is
randomized to introduce variability. During acquisition, operators utilize RVIZ for real-time visual-
ization, enabling verification of the T265 sensor output and ensuring high-quality demonstrations. We
enforce a quality-assurance protocol by continuously monitoring critical metrics (e.g., T265 tracking
confidence) and discarding or re-recording sequences affected by sensor drift.

8.13 Dataset Storage and Format

All raw sensor data are initially recorded locally before undergoing post-processing. To support
various imitation learning and control paradigms, we provide multiple data representations—most
notably, joint trajectories and TCP trajectories. Each demonstration is stored in a dedicated HDFS file,
encapsulating both observations (e.g., images, tracked poses) and actions (e.g., gripper commands)
within a unified dataset. For broader compatibility, we also provide scripts to convert HDFS5 files
into Zarr format, which maintains a hierarchical structure while offering greater flexibility in storage
backends, chunking, compression, and parallel access. Detailed specifications of the dataset schema
and file organization are provided in Section 8.17.

8.14 Data Quality

Table 4: Error analysis of trajectories for different tasks (values in mm).

Pose Tracking Module Task Trajl Traj2 Traj3 Traj4 Traj5 Traj6 Traj7 Traj8 Traj9 Trajl0

RealSense T265 Pick Cup 11 10 12 11 11 12 11 10 7 10
Open Container 19 16 18 17 19 17 17 17 18 19
Rearrange Coke 36 21 21 20 19 22 21 25 22 26

RoboBaton MINI Pick Cup 17 15 16 14 13 15 15 14 16 17
Open Container 10 11 10 11 11 12 11 12 12 12

In Table 4, we summarize the pose estimation errors of both T265 and MINI across three representative
tasks: “Pick Cup,” a straightforward pick-and-place action (as shown in Figure 12 Right); “Open
container,” which involves hinged motion and partial occlusion; and ‘“Rearrange Coke,” a more
complex scenario with substantial occlusion. To establish ground-truth trajectories, four reflective
markers are affixed to the handheld device and tracked by an optical motion-capture system (Figure 12
Left). Simultaneously, the device poses are recorded through our data collection pipeline. All data
streams are synchronized within ROS via unified timestamps, and ten trajectories per sensor are
collected for each task. The evo toolkit is used to compute all reported errors [27].
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Figure 12: Left: Four reflective markers attached Figure 13: Representative T265 VIO error over
to the FastUMI handheld device, tracked by an time during the “Pick Cup” task. Error peaks ap-
optical motion-capture system for ground-truth pear when the gripper nears the table and occludes
trajectory collection. Right: Example scenarios visual features, then recover once it returns to the
from the “Pick Cup” task. original viewpoint.

In the “Pick Cup” scenario, where occlusion is minimal, T265 achieves an average positioning error
of 10.5 mm, while MINT’s error averages 15.2 mm. In the “Open Container,” T265’s error increases to
17.7 mm, reflecting the partial obstruction of its field of view, whereas MINI’s error decreases to 11.2
mm. T265’s performance degrades further in the “Rearrange Coke,” where placing an object inside a
cabinet induces significant occlusion. These findings indicate that T265 is particularly susceptible to
severe visual obstruction at close range. In contrast, MINI demonstrates relatively stable cross-task
performance—albeit with slightly reduced accuracy in low-occlusion scenarios. T265 offers superior
localization when visual inputs are largely unobstructed, whereas MINI exhibits more consistent
performance under varying levels of occlusion. We also observe that the VIO error typically remains
low at the beginning and end of each trajectory but grows noticeably in the middle. Figure 13
illustrates this pattern for T265 during the “Pick Cup” task: as the gripper moves closer to the table,
occlusion reduces visible features and causes two pronounced error peaks. During intermediate
movement, partial visibility leads to moderate errors, though still higher than at the outset. By the final
stage, returning to the original viewpoint restores abundant features, and loop-closure mechanisms
recover tracking accuracy to near-initial levels.

Table 5 compares the orientation errors (in degrees) for both T265 and MINI. The Intel T265 achieves
a lower mean orientation error (2.64°, max 3.69°) than the RoboBaton MINI (3.18°, max 4.42°) over
ten pick-cup trials. Although the MINI slightly outperforms the T265 on Trajectories 3 and 7, the
T265 demonstrates greater overall consistency.

Table 5: Orientation Estimation Errors (in degrees)

Sensor Task Trajl Traj2 Traj3 Traj4 Traj5 Traj6 Traj7 Traj8 Traj9 Trajl0
T265 Pick Cup  2.48 2.17 2.78 3.69 2.87 2.80 3.31 2.12 2.14 2.02
RoboBaton MINI  Pick Cup  2.77 3.33 2.47 4.42 4.11 3.34 2.39 245 3.32 3.22

8.15 Further Analyses

We further investigate the influence of camera configurations and training data size on policy inference
performance. Table 6 compares different camera setups for both pick-and-place and hinged operations.
For each configuration (i.e., camera model and lens type), we collected 50 demonstrations under
identical scene settings, with only the target object’s position randomly varied within a small range.
All trajectories were obtained via direct teleoperation. The original ACT algorithm is then evaluated
on object positions seen during training but under new trials, each repeated 15 times to compute
the success rate. Notably, a fisheye lens at the end-effector achieves performance comparable to
multi-view setups, potentially because its wide field of view captures richer contextual information
for decision-making.
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Next, to assess how the amount of training data affects generalization, we conducted an experiment
on a “Pick Cup” task with 200, 400, and 800 demonstrations (Table 7). In this scenario, the cup
and coaster were each placed in five distinct positions, repeated three times with different handle
orientations. The original ACT model must learn not only positional information but also handle
orientation to generate an appropriate grasp trajectory. As the dataset grew larger, success rates
significantly improved, indicating that data abundance bolsters the model’s capacity to generalize
across varied object placements and orientations.

Table 6: Comparison of task performance under varying camera setups (lens type and viewpoint).

D435i GoPro with Flat Lens
(First-Person) (First-Person)
Pick Bear 0% 6.67%
Open Container 0% 93.33%
D435i GoPro with Fisheye Lens
(First-Person&Third-person) (First-Person)
Pick Bear 86.67% 80.00%
Open Container 100.00% 100.00%

Table 7: Success rates in the “Pick Cup” task using different training dataset sizes.
Task Data Size (200) Data Size (400) Data Size (800)
Pick Cup 20.00% 26.67% 53.33%

We further provide a quantitative comparison of FastUMI and UMI. FastUMI weighs 732¢g, a modest
10% increase over UMI’s 663g. Despite this, handling remains comparable, with both systems
maintaining a data collection rate of 9s per task. In practice, our recent work shows that FastUMI
supports prolonged and large-scale use: for instance, 10 operators continuously collected about
3000 long-horizon tasks (~20s each) over an 8-hour shift without reported fatigue or performance
degradation. Table 8§ outlines the pipeline of FastUMI, effectively eliminating several time-intensive
steps required by UMI. Table 9 compares the SLAM success rates between UMI (using GoPro) and
FastUMI (using T265) across several tasks. UMI exhibits substantially lower performance, with
many trajectories either not generated or of poor quality with missing key points, whereas FastUMI
consistently achieves a 100% success rate.

Table 8: Comparisons of Pipeline Between FastUMI and UMI

Collection Pipeline FastUMI UMI

1. Camera Intrinsic Calibration 0 Over 1200s

2. Prepare Scene 120s 120s

3. Mapping and Gripper Calibration 0 80s

4. SLAM Trajectory Generation 0 639s / 20 Trajectories.

Table 9: Comparisons of SLAM Success Rate (SR)

Task Open Container Rearrange Coke  Unplug Charger  Open Drawer
SLAM SR (FastUMI) 100% 100% 100% 100%
SLAM SR (UMI) 46% 46% 38% 38%

FastUMI has been deployed across a range of robots with diverse gripper configurations, with the
results summarized in Table 10.
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Table 10: Performance of FastUMI on Different Platforms

Platf XArmé6 Flexiv Rizon XArmé6 71

atlorm + xArm Gripper + Robotiq 2F-85 + Robotiq 2F-85 + Custom Gripper
Algorithm DP/ACT DP/ACT DP/ACT DP/ACT
Open Container 93.3% / 80.0% 86.7% / 86.7% 93.3% / 86.7% 86.7% / 80.0%
Unplug Charger 86.7% / 80.0% 93.3% /1 80.0% 86.7% 1 86.7% 73.3% 1 66.7%

8.16 RealSense T265 vs. RoboBaton MINI

We present a comparative overview of the key specifications of the T265 and MINI devices. Figure 14
shows the product image of the MINI.

Table 11: Device Specifications Comparison

T265 MINI
Output Frequency (Hz) 200 20
Accuracy (mm) 10 10
164.7°(D)
FOV 163°(D) 164.7°(H)
123.8°(V)
Resolution 848x800 640x480
Weight (g) 55 68 Figure 14: The RoboBaton MINI
Dimensions (mm) 108x24.5x12.5  101.6x32.25x17.70 ~ Productimage.
SDK Windows/Linux Windows/Linux
ROS1 HTTP/ROS2

8.17 FastUMI Dataset

Our dataset is composed of more than 10000 demonstrations from 22 daily tasks. The dataset has
been split into smaller parts. Users need to merge the files after downloading to reconstruct the
original dataset. Each file is named with its corresponding task name and contains no more than 50
HDFS5 files. Each HDFS5 file corresponds to a single episode and encapsulates both observational data
and actions. Below is the hierarchical structure of the HDFS5 file:
episode_<idx>.hdf5
observations/
images/
<camera.-name_l1> (Dataset)
gpos (Dataset)
action (Dataset)
attributes/
sim = False

The variable “sim” indicates whether the data was recorded in simulation (True) or real-world (False).
The “images” stores image data from cameras as uint8 and has a shape of (num_frames, height=1920,
width=1080, channels=3). The “qpos” stores position and orientation data for each timestep and has
a shape of (num_timesteps, 7), where the 7 columns correspond to [Pos X, Pos Y, Pos Z, Q_X, Q_Y,
Q_Z, Q_W]. The “actions” stores action data corresponding to each timestep. In this script, actions
mirror the qpos data.
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8.18 Related Work
8.18.1 Data Collection Methods

High-quality data is fundamental to the success of learning algorithms [28]. Here, we introduce
several data collection systems and compare them to our Fast-UMI. Teleoperated systems represent
one of the most widely adopted methodologies for data collection in imitation learning. This approach
enables researchers to intuitively gather demonstration data, establishing a direct correspondence
between observed visual inputs and associated actions [15]. Various control interfaces, including AR
controllers [29, 30], haptic controllers [31, 32], 3D spacemouses [33], and newly explored leader-
follower systems [8] are developed to build teleoperated systems. However, these systems inherently
depend on real robotic arms during data collection. Additionally, hardware-specific constraints often
necessitate modifications to enable cross-platform compatibility, significantly reducing efficiency. In
contrast, Fast-UMI requires only a handheld device, enabling portable and flexible data collection.

An alternative data collection paradigm involves capturing multi-view human demonstration videos.
Robots can extract actionable knowledge from these recordings by leveraging adversarial learning
objectives [34], contextualized annotations [35, 36], and hybrid CNN-probabilistic parsing tech-
niques [37, 38]. This approach circumvents the need for physical robotic platforms and facilitates the
construction of reusable datasets. However, it presents several inherent limitations. Since the action
data are inferred from raw videos, these actions sometimes may not precisely reflect the true actions,
which hinders the formation of generalizable policies. Furthermore, the embodiment mismatch
remains a persistent challenge, as discrepancies between the domain in which data is collected and
the deployment environment can lead to policy failures [39]. In contrast, Fast-UMI directly collects
precise action information during demonstrations and minimizes domain shift by aligning video
observation of wrist-mounted cameras on both the hand-held device and the on-robot device.

Sensor-enhanced interfaces (i.e., handheld grippers) offer a promising alternative for data collection,
addressing some of the aforementioned challenges. However, obtaining precise TCP pose information
remains nontrivial. Existing solutions incorporate SLAM-based estimation from video streams [2],
motion capture systems [14], and vision-based tracking algorithms [40]. These techniques, however,
often necessitate extensive post-processing or rely on fixed infrastructure, reducing overall efficiency.
In contrast, Fast-UMI employs the T265 to directly capture accurate pose data, eliminating the need
for cuambersome SLAM pipelines or motion capture systems. Additionally, its wrist-mounted gopro
camera records high-resolution visual data at variable frame rates, providing a rich observational
dataset to support policy learning.

8.18.2 Imitation Learning

Unlike methods that heavily rely on human programming [41] and task-specific reward functions [42,
43], Imitation Learning (IL) enables robots to autonomously perform tasks by learning from expert
demonstrations [44, 45, 46, 47, 48]. With the large-scale collection of robotic manipulation datasets in
recent years [4, 49, 50, 51, 52, 53], IL has been widely adopted in robotic manipulation, demonstrating
remarkable performance across diverse task domains. Depending on the nature of the collected data,
IL algorithms can leverage real-robot demonstrations [16, 18, 17], video-based observations without
explicit action labels [14, 1], or data obtained from decoupled handheld tracking devices [2, 54, 55].
Furthermore, in dexterous hand manipulation tasks, IL has been extended to learn from human hand
motion demonstrations [56, 30]. The ACT algorithm applies imitation learning to absolute joint
pose data collected from robotic arms and utilizes temporal ensemble techniques over fixed-length
action sequences to enable smooth and autonomous dual-arm control [16]. The work [17] integrates a
language modality into the ACT algorithm, fine-tuning a vision-language model to facilitate language-
based interaction with dual-arm robots. DP generates actions in the robotic action space through a
conditional denoising process, offering advantages such as expressing multimodal action distributions,
handling high-dimensional output spaces, and providing stable training [20]. UMI demonstrates that
UMI-like data can be effectively used to train diffusion policy, and yield promising results [2]. In
our work, we validate our system’s performance using data collected through ACT [16] and DP [20].
We further analyze the characteristics of the data collected by Fast-UMI and evaluate its impact on
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these algorithms. Based on this analysis, we implement a series of optimizations and adaptations,
enhancing the performance of these algorithms when applied to Fast-UMI data.
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