Vid2Sim: Realistic and Interactive Simulation from Video for Urban Navigation
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Figure 1. Vid2Sim converts monocular video captured by a hand-held camera into realistic and interactive 3D simulation environments.
It facilitates RL training of navigation agents in digital twins of urban scenes and provides realistic observations like RGB and depth to
reduce the sim-to-real gap. The pink mobile robot in the image is a food delivery bot that avoids collisions with pedestrians and obstacles.

Abstract

Sim-to-real gap has long posed a significant challenge for
robot learning in simulation, preventing the deployment of
learned models in the real world. Previous work has pri-
marily focused on domain randomization and system iden-
tification to mitigate this gap. However, these methods are
often limited by the inherent constraints of the simulation
and graphics engines. In this work, we propose Vid2Sim,
a novel framework that effectively bridges the sim2real gap
through a scalable and cost-efficient real2sim pipeline for
neural 3D scene reconstruction and simulation. Given a
monocular video as input, Vid2Sim can generate photo-
realistic and physically interactable 3D simulation environ-
ments to enable the reinforcement learning of visual navi-
gation agents in complex urban environments. Extensive ex-
periments demonstrate that Vid2Sim significantly improves
the performance of urban navigation in the digital twins and
real world by 31.2% and 68.3% in success rate compared
with agents trained with prior simulation methods. Code
and data will be made publicly available.

1. Introduction

Developing intelligent agents navigating and interacting
within complex urban environments is crucial for many
robotic applications like food delivery bots and assistive
electric wheelchairs. Real-world experimentation is often
challenging due to safety risks and efficiency constraints. In
recent years, learning in simulation [32, 43, 51] has become
an essential tool to provide a safe, controlled, and cost-
effective alternative for training agents on complex tasks
such as robotic manipulation [22, 28, 31] and autonomous
driving [13, 26, 57, 64]. However, transferring the models
trained in a simulated environment into the real world re-
mains challenging due to the significant sim-to-real gap.

Substantial efforts have been made to bridge this gap.
Prior approaches often leverage domain randomization [42,
50, 52] and system identification [8, 40, 49] methods that
enhance the agent’s robustness by simulating real-world
noises and aligning agent dynamic model with the real-
world settings. While these methods have achieved some
success, their effectiveness is fundamentally limited by the
simulator’s capabilities. Traditional simulators often fail to



provide realistic observations, dynamic interactions, and di-
verse environmental variations. It is thus difficult to accu-
rately reproduce the digital twins of real-world scenarios
for agent training, limiting the agent’s capacity to general-
ize effectively beyond the simulation environments. Recent
advances in neural rendering techniques such as NeRF [35]
and 3DGS [24] emerge as a potential solution to bridge
the sim2real gap by reconstructing realistic 3D scenes from
real-world data. However, most works [3, 19, 24, 35] only
focus on enhancing photorealism for novel view synthesis
and often fall short in constructing fully interactive envi-
ronments that can support embodied agent training. While
recent work Video2Game [59] attempts to extend NeRF-
based neural reconstructions for interactive game develop-
ment, its applications remain limited to gaming contexts,
and its visual fidelity is limited by the textured mesh repre-
sentation. Consequently, its effectiveness in training gener-
alizable embodied agents remains constrained.

To tackle these issues, in this work, we present Vid2Sim,
a novel real-to-sim (real2sim) framework that can convert
causal videos captured in the real world into a fully realistic
and physical interactive simulation environment and facili-
tate the reinforcement learning of urban navigation agents
with minimal sim-to-real gap. By leveraging abundant web
video data, our method offers a scalable and cost-efficient
solution to build a realistic and diverse simulation envi-
ronment for embodied agent training, as illustrated in Fig-
ure 1. Our pipeline consists of two main components: 1)
geometry-consistent scene reconstruction and 2) realistic
interactive simulation construction. Given a video as input,
we design a geometry-consistent scene reconstruction ap-
proach that utilizes monocular cues to regularize Gaussian
Splatting training in a scale-invariant way, thereby enhanc-
ing the reconstruction of fine-grained geometric details. In
addition, we introduce a screen-space 2D covariance culling
method to improve post-training rendering quality when the
agent’s camera trajectory deviates substantially from the
training views.

To achieve realistic and interactive scene reconstruction,
we propose a novel hybrid scene representation that com-
bines Gaussian Splatting (GS) representation with mesh
primitives. The GS provides real-time, photorealistic visu-
als for the agent, while the underlying mesh enables phys-
ical interactions and collision detection, which are essen-
tial for navigation training. Using Vid2Sim, we gener-
ate a diverse dataset of real2sim environments from web
videos, encompassing a wide range of real-world urban set-
tings for navigation agent training. These environments
are further populated with static obstacles and other dy-
namic road users to replicate challenging real-world nav-
igation scenarios. We augment these scenes through 3D
scene editing and particle systems in different lighting,
styles, and weather conditions to further improve the gen-

eralizability of our agents. Experiments in both simula-
tion and real-world settings show that agents trained with
Vid2Sim achieve substantially higher success rates and ex-
hibit zero-shot sim2real transfer ability in real-world de-
ployment. Compared to the agents trained with traditional
simulation methods, Vid2Sim agent demonstrates enhanced
robustness and lower collision rate, highlighting its poten-
tial as a scalable and efficient solution for bridging the sim-
to-real gap. We summarize our contributions as follows:

1. Real2Sim simulation environment from monocular
video: We introduce Vid2Sim, a novel real-to-sim
(real2sim) framework that can convert monocular videos
into photorealistic and physically interactive simulation
environments.

2. Geometry-consistent reconstruction with hybrid rep-
resentation: We develop a scene reconstruction method
that improves scene reconstruction quality and agent
visual observation quality through geometry-consistent
GS training and screen-space covariance culling. We
further propose a hybrid scene representation that com-
bines GS with mesh primitives to enable photorealistic
rendering and accurate physical interactions for urban
navigation training.

3. Comprehensive and diverse scene augmentation: We
present a scene composition method that integrates static
obstacles and dynamic agents to construct interactive
and diverse navigation environments, replicating com-
plex real-world navigation challenges. Our method also
supports extensive scene augmentation to environment
layouts, lighting conditions, and weather for robust vi-
sual navigation training in complex urban environments.

2. Related Work

3D scene reconstruction 3D scene reconstruction has
long been an active research topic in computer vision that
aims to reconstruct the 3D scene representation from 2D
image inputs. Recently, advances in neural reconstruction
methods have achieved impressive results. Techniques like
Neural Radiance Fields (NeRF) [35] and Gaussian Splatting
(3DGS) [24] have demonstrated impressive abilities to re-
construct complex scenes from 2D inputs with photorealis-
tic rendering. Building upon these methods, various exten-
sions have been developed to address specific challenges,
such as few-shot 3D reconstruction [10, 21, 38, 60, 61, 71]
and reconstruction in unbounded, in-the-wild settings [3,
33, 68], further enhancing their applicability to real-world
data. Other works [14, 19, 30, 53, 55, 56, 67] have focused
on surface reconstruction task to better reconstruct object
surface and capture the scene geometry. Despite these ad-
vancements, most works remain limited to photo-realistic
reconstructions and cannot simulate physical interactions.
In this work, we explore the possibility of extending GS



representation to create a physically interactive and realistic
simulation from monocular videos, facilitating agent train-
ing in real-world consistent digital twins.

Sim-to-Real transfer The sim-to-real (sim2real) gap re-
mains a significant challenge in deploying Al models from
simulation to real-world environments. Traditional ap-
proaches like domain randomization [42, 50, 52] and sys-
tem identification [8, 40, 49] aim to bridge this gap by mim-
icking real-world variations and aligning simulations with
actual setups. However, their effectiveness is limited by the
inherent fidelity of simulation environments.

Recent efforts [27, 47, 54] have leveraged image gen-
erative models to produce high-quality 2D observations
for agents training. These methods often lack realistic
physics, hindering physical interactions and closed-loop
evaluations necessary for embodied agent training. Other
studies [66, 70] attempt to integrate physics simulators with
controlled 2D generation to ensure consistent observation
simulation with physical interactions. However, they still
rely on traditional simulators with limited environments
for interaction and image layout control, preventing them
from fully capturing real-world complexity. In our work,
we resolve these issues by introducing a scalable and cost-
efficient real2sim pipeline that can construct photo-realistic
and interactive simulations from real-world videos. As a re-
sult, our method can significantly reduce the sim2real gap
while avoiding the appearance and cost limitations intro-
duced by traditional graphics simulators.

Data-driven simulation Data-driven simulation genera-
tion is crucial for creating realistic, diverse environments
for embodied agents training. Traditional systems [26, 43,
48, 57, 58] use data-driven simulators to support navigation
and manipulation tasks within diverse simulated environ-
ments. Despite progress, their scalability and fidelity re-
main limited. Recent works like Sim-on-Wheels [45] try
to resolve this issue by incorporating a vehicle-in-the-loop
framework that directly integrates real-world driving tests
with virtual, safety-critical simulations. However, it still
faces cost inefficiency and high time demands due to re-
quired real-world vehicle integration and continuous oper-
ation. Video2Game [59] leverages neural radiance fields to
create interactive scenes from video for game engines, but
its visual quality is constrained by textured mesh represen-
tation, and it mainly targets game development, limiting its
use in embodied Al simulation. Our proposed method in-
troduces a hybrid scene representation that combines GS
with structured meshes, enabling the generation of photo-
realistic, physically interactive simulations from real-world
monocular video input in a data-efficient way.

3. Preliminary: 3D Gaussian Splatting

3DGS [24] has emerged as a popular point-based method
for 3D scene reconstruction that explicitly represents the
scene as a set of 3D Gaussian primitives. For each gaussian
splat G;(x), it’s been parametrized by its means j; € R3,
3D covariance ; € R3%3, opacity o, and color c; as:

Gi(x) = exp (—%(X —u) ST (x = ). (D

During rendering, these 3D Gaussian splats G; are projected
onto the image plane as 2D Gaussians g; . The projec-
tion process can be represented as: E; = JWS,WwtJT,
where E; represent the 2D screen space gaussians covari-
ance, W is the world-to-camera transformation matrix and
J is the Jacobian of the perspective projection equation.
To maintain a positive semi-definite 3D covariance >; dur-
ing optimization, ¥; is then reparametrized using a scal-
ing matrix S € R? and a rotation matrix R € R3*3 as
3 = R;S; ST RT. The color of pixel ¢(z) can then be ren-
dered through a volumetric alpha-blending process:

c(z) = Ticioi(x), T; = 1:[(1 —ai(x), @)
€N 1=1

where «;(x) = 0;G;(x) represents the alpha value of the
Gaussian Splats G; at point x € R? and c; is the color of
G; evaluated by its spherical harmonics (SH) coefficients.
Similarly, we can extend and render out the per-pixel me-
dian depth and normal for the Gaussian Splats as:

D(z) = Z Tid; o (x), N(z) = Z n;aT;,  (3)

iEN i€EN

where d; is the i"* Gaussian Splat distance to the camera and
n; is the normal direction based on the shortest axis direc-
tion of its covariance. Parameters of the 3DGS are then op-
timized by a photometric rendering loss in 2D image space.

While 3DGS effectively reconstructs visually realistic
scenes, it struggles with accurate geometry reconstruction,
tends to overfit training views, and cannot support physical
interaction, limiting its use in interactive robotics learning.
We introduce our Vid2Sim framework in the next section to
overcome these challenges.

4. Vid2Sim Framework

Given a monocular video, the goal of Vid2Sim is to gener-
ate a realistic and physically interactive simulation environ-
ment for embodied navigation training with minimal sim-
to-real gap. To achieve this, Vid2Sim employs a two-stage
pipeline: We first reconstruct a high-quality 3D scene rep-
resentation with geometry-consistent Gaussian Splatting. In
the second stage, we combine the reconstructed splats and
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Figure 2. Vid2Sim framework consists of three key stages: (1) Geometry-consistent reconstruction for high-quality environment creation,
(2) building a realistic and interactive simulation with hybrid scene representation and diverse obstacle and scene augmentation for visual
navigation training, and (3) Sim2Real validation through real-world deployment.

mesh into a hybrid scene representation, building a photo-
realistic and interactive training environment with diverse
obstacles and augmentations to support robust visual navi-
gation training in complex environments.

4.1. Geometry-Consistent Scene Reconstruction

Accurate geometry reconstruction is important for agent
navigation training to support accurate collision detection
and realistic physical interactions. However, reconstructing
the high-quality 3D structure of a scene from casual monoc-
ular video footage remains challenging due to the inherent
geometric uncertainties and the lack of multi-view informa-
tion. To overcome this challenge, we propose a geometry-
consistent reconstruction method that utilizes monocular
cues to regularize GS training, enhancing geometry recon-
struction for accurate agent-environment interactions.

Scale-Invariant Geometry Supervision Current ad-
vancements [5, 62, 63] in monocular depth estimation can
be used to provide a strong geometry prior for in-the-wild
scene reconstruction. However, most of these methods of-
ten implement a scale-shift-invariant (SSI) loss [5, 34] to
predict relative depth rather than absolute metric depth.
Directly minimizing the differences between rendered and
predicted depth may cause ambiguities, since the Gaus-
sian Splats is initialized with a specific depth scale from
Structure-from-Motion (SfM) [44] point clouds,

As illustrated in Fig. 2, we propose to use scale-invariant
losses over the depth and normal to tackle that issue. Specif-
ically, a patch-based normalized cross-correlation (NCC)
loss is applied between the rendered depth D and the pre-
dicted depth D generated from an off-the-shelf depth esti-

mator [63] for supervision. The patch-based NCC loss eval-
uates the local similarity between depth maps while being
less sensitive to global scale discrepancies:

B DR LN

pEPk 1

Ldepth =

where P is the set of all patches extracted from the depth
map, and the inner sum over k represents the summatlon of
the NCC scores within a single patch of size K x K. D

and Dp, .. are the mean-centered values of the rendered and
predicted depths at pixel k within patch p, respectively. The
0p and o, are standard deviations of the rendered and pre-
dicted depth maps within the patch. This approach ensures
that depth alignment is based on local structural similarity
rather than absolute scale, which is more robust to noise and
occlusions.

For normal supervision, we also employ a scale-invariant
loss that directly measures the alignment between rendered
and predicted normals based on their cosine distance:

Y e R ®

ﬁnormal
i=1 j=1 i,J H

Ni, ; and IN; ; represent the rendered surface normal and the
pseudo GT normal at pixel (7, j). The pseudo GT normal is
derived from the predicted depth map D by applying PCA
on the projected point clouds to estimate the normal direc-
tion. H and W are the height and width of the rendered
normal image.

Geometry-Consistent Loss We further enhance the re-
construction geometry consistency by introducing a novel



Geometry-Consistent Loss. This loss function aims to en-
force smoothness and maintain structural integrity by ensur-
ing that the normal vectors of adjacent pixels align consis-
tently. This is particularly important in regions with mini-
mal depth variation where the surfaces should appear con-
tinuous. The proposed Geometry-Consistent Loss Lge, is
defined as:

20 Wi (1 ~Ni;- Ni+Am+Ay)
205 Wi (6)

wij=1- H\/(VwDi,j)2 + (Vwa-)QH :

Egeo =

Here, (i + Az, j + Ay) are the coordinates of adjacent pix-
els to pixel (3, j), which include right and bottom neighbors
(Az, Ay € {0,1}). Weight w; ; is computed from the local
depth gradients, which assign higher weights to pixels in re-
gions with less depth change to ensure normal consistency.

Inspired by 2DGS [19], we further regularize 3D gaus-
sian into 2D disk shape to better represent the scene
geometry by minimizing its shortest axis scale S; =
diag(s1, s2, 53) With Lacale = 7 ;e n || min(sy, s2, s3],
here N represents the number of Gaussian splats. By com-
bining the scale-invariant depth loss and normal loss, our
method achieves robust supervision that enhances the accu-
racy and consistency of 3D scene reconstructions. Our final
optimization loss can be defined as:

Etotal = »Crgb + Edcpth + Enormal + »Cgco + Escalm (7)

Screen-Space Covariance Culling During RL training,
the agent must explore and interact with the environment
to learn a robust navigation policy. However, such ran-
dom explorations often lead to significant discrepancies be-
tween the agent’s camera trajectory and the views encoun-
tered during training. These substantial changes in viewing
angles can result in rendering artifacts and floaters, partic-
ularly near the ground surface. (Shown in Supp Sec. B.2)
These floaters may obstruct the agent’s view and be mis-
takenly considered as the obstacles that block the robot and
create unexpected collisions.

To mitigate these issues, we propose a simple yet effec-
tive screen-space covariance culling technique that adjusts
the visual input by selectively removing artifacts based on
the size of Gaussian splats when rasterized to 2D space:
Xl > o - Aimg, Where ||X']| denotes the maximum
norm of the covariance matrix and Ajn, = H x W rep-
resents the total image area with the image height 4 and
width W. « is a proportionality constant that scales the
threshold relative to the image size. This approach effec-
tively filters out splats that exceed the defined image por-
tion, helping to maintain visual clarity and mitigate the im-
pact of artifacts in simulation due to view discrepancy.

4.2. Realistic and Interactive Simulation

An effective simulation environment should enable agents
to interact with the environment and adapt to environment
changes for closed-loop evaluation. The standard GS rep-
resentation, however, is unsuitable as a simulator because it
lacks support for agent-environment interactions.

Hybrid Scene Representation To enhance the interactiv-
ity and realism of our simulation, as illustrated in Fig. 2,
we introduce a hybrid scene representation that combines
our GS representation with its scene mesh primitives to
create a realistic and interactive simulation environment.
As shown in Fig. 3(c), our geometry-consistent GS recon-
struction enables the extraction of high-quality environment
meshes. In our hybrid scene representation, the GS pro-
vides photo-realistic visual observations for our agent train-
ing, and scene mesh is baked to support physical interaction
and accurate collision detection to ensure interactive agent-
environment interaction.

Specifically, we use the Truncated Signed Distance
Function (TSDF) [11] to export a high-quality mesh from
our GS representation and employ Unity engine [16] to
provide real-time physics simulation. During simulation,
the GS representation and the extracted scene mesh are im-
ported concurrently. We use a custom Unity shader to sup-
port real-time photo-realistic rendering from GS, and the
mesh material is set to be invisible and operates as the col-
lision and agent interaction primitive without impacting vi-
sual fidelity. This hybrid design combines the strength of
both GS and mesh representation to support physical inter-
action while maintaining high-quality visual rendering for
effective agent training.

Interactive Scene Composition While our hybrid scene
representation offers realistic visuals and basic physical in-
teractions, it does not fully capture the dynamic and com-
plex situations that agents may encounter in real-world en-
vironments, such as new obstacles and other road users.
To closely simulate real-world navigation scenarios, we in-
corporate two types of obstacles into our simulation envi-
ronments: 1) static objects to simulate fixed obstacles and
2) dynamic agents to emulate other road users typically
present in real-world settings.

As shown in Fig. 3, during training, static objects such
as traffic cones, trash bins, traffic lights, and poles are ran-
domly selected and placed as obstacles within the scene.
These common objects are frequently found in urban envi-
ronments and greatly increase the complexity and diversity
of our simulation environments with real navigation chal-
lenges. We achieve seamless composition between fore-
ground objects and the background GS scene by combin-
ing GS rasterization with mesh rendering for both RGB and
depth views. The occlusion relationships between the fore-
ground objects and background scene are handled through
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Figure 3. Interactive Scene Composition with Vid2Sim: Our method is able to combine reconstructed environments with 3D assets to
create diverse simulation scenarios. Here we show the (a) original real2sim environment, (b) interactive scene composition with static and
dynamic obstacles, (c) scene mesh for physical collision detection, (d) agent’s RGB observations, and (e) depth rendering from our hybrid

scene representation that could serve as an extra sensory modality.
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Figure 4. Scene augmentation with various overall stylization

z-buffering [7] to ensure depth consistency and accurate ob-
ject visibility. The dynamic obstacles like pedestrians are
imported and programmed with A* planning algorithm to
move between random points within the scene following the
shortest path, providing interactions that the agents must ef-
fectively predict and respond to. These introduced obstacles
significantly increase the diversity of our environments and
enable diverse interactions between the training agent and
the environment, creating a comprehensive, data-rich set-
ting that is crucial for effective navigation training.

Moreover, as shown in the second row of Fig. 3, our
framework can simulate various safety-critical scenarios,
such as falling trash cans or road construction involving
roadblocks and workers. These situations are often consid-
ered out-of-distribution corner cases in autonomous naviga-
tion research [2, 69] and are extremely crucial for training a
safe and robust navigation policy.

Diverse Scene Augmentation Enhancing the training en-
vironment with a multi-level augmentation approach intro-
duces greater variability and realism to agent learning. On
the scene level, we integrate and extend the popular scene
editing method [36] to support video-length consistent edit-
ing with improved temporal consistency. In this way, we
can augment the training environments and generate mul-
tiple diverse scene variants that capture changes in light-
ing, seasons, and semantics (Fig. 4). Additionally, similar

to ClimateNeRF [29], Vid2Sim can also support simulat-
ing different weather conditions such as rain, fog, and snow
through particle simulation. With 3D layout editing and ad-
vanced weather simulations, we can create diverse, realis-
tic environments that enrich our dataset. This variety helps
our agent develop a general and robust navigation strategy
across different scenarios.

5. Experiments

To evaluate the effectiveness of Vid2Sim, we curate a
dataset of real2sim environments by reconstructing 30 di-
verse scenes from web-sourced videos. These videos cap-
ture a range of complex urban scenarios, providing a ro-
bust foundation for in-the-wild visual navigation training.
Please see the supplementary for the dataset preview. Our
experiments are designed to evaluate three main aspects of
Vid2Sim’s effectiveness: 1) its ability to reconstruct high-
quality 3D environments from monocular videos for sim-
ulation, 2) its capability to support the training of robust
navigation agents, and 3) its effectiveness in minimizing
the sim2real gap. We conduct extensive evaluations in both
simulated and real-world environments. Results show that
Vid2Sim effectively builds high-quality simulations for em-
bodied navigation training. Agents trained with our pipeline
demonstrate better performance and exhibit a significantly
reduced sim-to-real gap compared with agents trained in
conventional environments with mesh-based observations.

5.1. Reconstruction Evaluation

We first evaluate our geometry-consistent reconstruction
method by comparing it with other state-of-the-art recon-
struction methods on our Vid2Sim dataset. The Vid2Sim
dataset contains 30 diverse scenes. Each scene is a 15-
second video at 30 fps, containing 450 frames. In every
eight frames, there is one frame reserved for testing, result-
ing in a total of 393 training images and 57 test images per
scene. As shown in Tab. 1, our method consistently outper-
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Figure 5. Surface normal renderings of different methods: results show that our approach reconstructs scene geometry with finer surface
details and less artifacts compared to 3DGS [24], Video2Game [59], and 2DGS [19].

Rendering Quality Simulation Capability

Methods PSNRT SSIMT LPIPS| | Real Time Interactive RL Training

Instant-NGP [37] 27.50 0.827 0.240 X X X
3DGS [24] 31.85 0.921 0.136 X X
2DGS [19] 30.82 0.915 0.154 X X
Video2Game [59] | 28.32 0.834 0.275 X
Ours 3241 0.927 0.127

Table 1. Comparison of rendering quality and simulation capabil-
ity between Vid2Sim and other methods. Our method achieves the
highest reconstruction quality among other methods and offers the
most comprehensive simulation capabilities.

forms all compared methods in terms of PSNR, SSIM, and
LPIPS. In Fig. 5, we further show the qualitative compari-
son between our method and other methods in surface nor-
mal rendering to compare the surface reconstruction qual-
ity between different methods. Our method can reconstruct
finer and more accurate geometric details that align with the
real-world scene compared with other methods.

In supplementary we further demonstrate the effective-
ness of our screen-space covariance culling method. Qual-
itative and quantitative results demonstrate this technique
can effectively remove floater artifacts that obstruct the
agent’s view and significantly improve agent observation
quality at extreme viewing angles.

5.2. Urban Navigation Training

In this section, we describe our experimental setup and eval-
uation metrics for training and testing our agents. We aim
to test the agent’s navigation capability in diverse Vid2Sim
environments and compare the performance with the tra-
ditional mesh-based simulator and other baseline variants.
Depending on the task, the agent must learn to avoid col-
liding with the environment, static obstacles, and dynamic
pedestrians, which reflects real-world challenges.

Experiment Setup We deploy Vid2Sim on a four-wheeled
wheeled delivery robot. The robot is equipped with a front-
facing RGB camera for visual observation. For compari-
son, an oracle agent setup with a ground-truth depth sensor
is also implemented in simulation. We stack the current im-
age observation with the past 5 timesteps to incorporate the
historical information. Visual observation and the goal ob-
servation including the distance and heading angle to the
goal point are then combined as the final policy observa-
tion. The agent action space includes two continuous con-
trol variables normalized in [—1, 1]: one for adjusting wheel

PointNav SocialNav
Methods ‘ Obs ‘ SRt SPLt Costl ‘ SR+ SNSt Costl
Mesh? 432% 0991  1.04

RGB | 488% 0496  0.34
Depth | 92.0% 0.937  0.57

Vid2Sim (Oracle) 85.6% 0992  0.75

Vid2Sim (No Obj) RGB | 68.8% 0.695 145 | 61.6% 0.973 179
Vid2Sim (Static) RGB | 80.8% 0.818 094 | 71.2% 0.980 1.74
Vid2Sim (Dynamic) | RGB | 81.6% 0.824  0.86 | 74.4% 0.987 1.21

Table 2. Evaluation of agent navigation performance in simula-
tion. Mesh' represents only use our reconstructed mesh for visual
observation to simulate the mesh-based simulation method [59].

rotation speed and the other for modulating speed. The sim-
ulator settings are calibrated to match real-world physical
constraints to ensure a reliable sim2real transferability of
the navigation policies.

Tasks and metrics We design two common navigation
tasks, Point Navigation (PointNav) and Social Navigation
(SocialNav), to test agent performance in both static and
dynamic scenarios. In both tasks, the agent must navigate
through the environment from a starting location to a goal
point which are randomized across different episodes to en-
sure robust policy learning. For PointNav, the agent needs
to avoid hitting the environment and static obstacles placed
within the scene, while in SocialNav, the agent must avoid
colliding with both static obstacles and other moving pedes-
trians by adapting its path according to their movements.

Our agents are trained across 30 unique Vid2Sim simula-
tion environments with the off-policy reinforcement learn-
ing algorithm Soft-Actor-Critic (SAC) [15] for 1.5M steps
and tested on 5 hold-out testing scenes which the agent has
never seen during training. The agent’s performance on
each task is evaluated based on the success rate (SR) [1],
success rate weighted by path length (SPL) [4], hit num-
ber (Cost) and social navigation score (SNS) [12]. All trials
are rolled out 25 times to mitigate result variance. For each
trial, O to 5 static objects are randomly sampled and placed
between the agent starting point and goal point as obsta-
cles. For social navigation dynamic pedestrians are placed
within the scene and animated to walk across the movable
area randomly. We report the average score across all 125
trials. Specific details including hyper-parameter settings,
reward shaping, training, and testing scene descriptions are
available in supplementary Sec. D.

Performance Evaluation As there is no existing method
that can convert videos into a functional simulation envi-
ronment for RL training, we simulate a comparable mesh-
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Figure 6. Generalization Results: This table compares (a) the suc-
cess rate (SR) and (b) success rate weighted by path length (SPL)
across varying numbers of training environments. Increasing the
number of training environments leads to a higher test success rate
and SPL, which indicates improved agents generalizability.

based approach using our reconstructed colored mesh rep-
resentation for agent visual navigation, similar to the ap-
proach taken by Video2Game [59] for game development.

We report the performance of agents trained under three
conditions: without obstacles, with static obstacles, and
with both static and dynamic obstacles, and compare their
results across these setups. Additionally, we evaluate agents
trained with the oracle depth observations to better under-
stand the capabilities of different policies. Tab. 2 shows that
the agents trained with both static and dynamic obstacles
achieved the best performance with an 81.6% success rate
on the PointNav task and a 74.4% on the SocialNav task.
It achieves a significant 32.8% and 31.2% performance im-
provement compared to traditional mesh-based simulation,
respectively. Notably, even when trained only with static
obstacles, our agent still demonstrates emergent capabilities
in SocialNayv task by reaching a 71.2% success rate.

Fig. 6 shows that our agent generalizability is substan-
tially improved by increasing the number of training envi-
ronments, where we evaluate performance across 1, 5, 15,
25, and 30 training environments. The test scene success
rate increases significantly when training with 15 environ-
ments and continues to rise with additional training envi-
ronments. For SPL, the trend is similar. In general, the vari-
ances of SR and SPL continue to decrease as the number
of training environments increases, indicating more robust
navigation performance.

5.3. Sim-to-Real Deployment

To evaluate the effectiveness of the proposed Vid2Sim
pipeline in bridging the sim-to-real gap, we deploy agents
trained in Vid2Sim environments to the real world in zero-
shot settings. Fig. 7 demonstrates our real-world experi-
ment settings in diverse environments. We further show
a qualitative comparison between the simulation and real-
world digital-twin environments in supplementary Fig. 10
to illustrate our reduced sim-to-real gap. Other real-world
experiment details can be found in supplementary Sec. E

Experiment Setup We test the policy in real-world urban
environments which is not included in the Vid2Sim train-

Figure 7. Real-world experiment settings

Method (Env N) ‘ Go Straight ~ Static Obstacle Dynamic Obstacle

Baseline (30) 0% 0% 0%
Vid2Sim (1) 0% 30% 0%
Vid2Sim (5) 60% 40% 0%
Vid2Sim (30) 85% 65 % 55%

Table 3. The navigation performance of trained agents in the real
world. The number in the parenthesis indicates the number of en-
vironments the agent is trained on.

ing dataset. Each environment has a walkable region of at
least 3m in width and 20m in length, sufficient for the robot
to avoid obstacles. In each trial, we randomly sample start-
ing and ending positions in the walkable region with a travel
distance between Sm and 15m and evaluate the performance
on the following tasks: 1) Go Straight: reach the goal in an
empty environment without obstacles. 2) Static Obstacle:
reach the goal while avoiding static objects placed in be-
tween the starting and goal points. 3). Dynamic Obstacle:
reach the goal while avoiding dynamic pedestrians walking
towards the robot. The robot succeeds if it reaches within
0.5m of the goal and fails if it either collides with other ob-
jects or moves out of the walkable region. We perform 20
trials for each task and report the final success rate.

Results As shown in Tab. 3, the mesh reconstruction base-
line fails to complete all three tasks. This shows the large
sim-to-real gap with the RGB observation from mesh rep-
resentation. On the contrary, Vid2Sim performs better by
training with more environments, similar to what is ob-
served in Fig 6. Note that all results are from zero-shot
deployment without fine-tuning. This highlights the ef-
fectiveness of Vid2Sim in addressing the sim-to-real gap
and the possibility of learning a general real-world deploy-
able visual navigation policy in simulation by adopting the
Vid2Sim pipeline to more videos.

6. Conclusion

This work introduces a novel framework Vid2Sim that can
convert monocular videos into a realistic and interactive
simulation environment for learning robust and general-
izable urban navigation policies. Experiments show our
method significantly reduces the sim-to-real gap and pro-
vides a scalable solution to create simulation environments
from real-world scenes. We hope to extend this framework
to many other agents like legged robots in the future.
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Appendix

A. Vid2Sim dataset

Our Vid2Sim dataset includes 30 high-quality real-to-sim
simulation environments. These environments are recon-
structed from video clips sourced from 9 web videos
recorded by individuals walking along streets with a sin-
gle hand-held camera. Each clip capture includes 15 sec-
onds of forward-facing video recorded at 30 fps, providing
450 frames per scene for reconstruction. To ensure privacy,
we mask all human faces and identifiable information in
the video frames. Commonly used Structure-from-Motion
(SfM) methods, such as COLMAP [44], often fail to recon-
struct accurate camera poses from in-the-wild videos due to
significant variations in viewpoints and lighting conditions.
Instead, we employ GLOMAP [39], an advanced general-
purpose SfM system that is more robust and efficient than
COLMAP, to obtain accurate camera poses.

In Fig. 8, We show a preview snap-shot of the 30 diverse
environments in our dataset, these environments encompass
a variety of urban navigation scenarios designed for more
robust and generalizable navigation policy training in com-
plex urban environments.

B. Geometry-Consistent Reconstruction
B.1. Implementation details

In this section, we mainly introduce the implementation
details of our geometry-consistent reconstruction method,
including training strategy, hyper-parameter settings, and
other extra details.

To avoid the influence of dynamic objects within the
original videos, for each frame, we generate a dynamic
mask to mask out all the moving objects within the scene
with an off-the-shelf video-based tracker DEVA [9]. We
train our model for 30000 iterations. We use the same train-
ing hyper-parameters as 3DGS [24] and adopt the densifica-
tion strategy from AbsGS [65]. All the depth, normal, and
geometry-consistency loss are started to apply at the 500
iterations still the end of the training.

For the mesh extraction, we first render the depth map
from each frame and fuse them into a TSDF field with
KinectFusion [20], the mesh is then extracted from TSDF
field with voxel size set to 0.1. To eliminate the poten-
tial dynamics issue caused by uneven ground reconstruc-
tions, we further remove the ground plane of the scene in
our mesh extraction through ground plane segmentation.
We found that directly applying a general segmentation
model (such as SAM [25] or SAM-HQ [23]) cannot re-
move all the ground mesh due to inaccurate segmentation
and prompt ambiguity. Instead, we propose to generate a
detailed ground mask M, by using the ground plane’s nor-

mal direction as a prior:
M, = ||arccos(N; - iiy) < 4, (8)

where N; indicates the rendered normal map of the
ith frame, ﬁ; denotes the mean normal direction of the
ground surface computed from the ground segmentation
mask given by the SAM-HQ [23] model and & denotes
the angle threshold. Pixels whose normal directions are
within § degrees of the mean ground surface normal di-
rection are grouped together to generate the final ground
mask.Incorporating normal priors results in a more precise
ground mask, enabling clean mesh extraction without the
ground surface. We set 6 = 15 degrees in our implementa-
tion.

B.2. Screen-space covariance culling

In this section, we systematically evaluate our screen-space
covariance culling method both qualitatively and quantita-
tively. Results demonstrate this technique could effectively
remove rendering artifacts and significantly improve agent
observation quality.

Since floater artifacts often appear when the viewing an-
gles and focal length differ significantly from the training
view. Therefore, standard test views that closely align with
the training view may not accurately represent real situa-
tions during agent training. For better evaluation, we sim-
ulate the agent’s camera view by adjusting the test view’s
camera focal down by 1.5x and shifting the camera down
by 1 unit. Given the fact that there is no ground-truth image
available to apply common NVS evaluation metrics (e.g.
PSNR and SSIM) to evaluate the quality of the culled im-
ages, we instead provide a quantitative evaluation of screen-
space covariance culling by computing the Fréchet Incep-
tion Distance (FID) [17] score between the training views
and the agent’s rendered observations. The qualitative re-
sults show a substantial 10.7% improvement in the FID
score after our screen-space covariance culling, which sup-
ports its effectiveness.

It is important to note that, due to the limited size of
the evaluation dataset and the significant difference between
the agent’s views and the training views, the absolute FID
values cannot be directly compared to those commonly re-
ported in generative models evaluation [ 18, 46]. Instead, the
FID score in this context serves as a relative metric for us to
better understand the improvements achieved through this
covariance culling process.

C. Simulation Environment Setup

Our simulation environment is built based on the Unity [16]
physics engine. Our agents, hybrid scene representation,



(a) Before 2D Covariance Culling

(b) After 2D Covariance Culling

Figure 9. Screen-space Covariance Culling Comparison

Metric ‘ w/o Culling ‘ w Culling ‘ Improvement (%)
FID[17] | 21447 | 19154 |  +10.70%

Table 4. Comparison of FID scores for rendered images with and
without 2D covariance culling.

and static and dynamic obstacles are imported together to
form our diverse simulation environments. The ground sur-
face is configured as a horizontal walkable area, while other
scene meshes and obstacles are tagged as collidable ob-
jects. To maintain visual consistency, the ground and scene
meshes are rendered invisible and serve only for collision
interactions.

For the agent settings, we position the agent’s camera
sensors at the front of the robot, matching the real-world
sensor placement. The robot size in the simulation is scaled
to metric scale with the background scene adjusted pro-
portionally. The agent operates using a bicycle dynamics
model, configured with a wheelbase of 0.8 meters and a
maximum turning angle of 30 degrees. We introduce ran-
dom perturbations to the camera’s position and rotation to
simulate real-world disturbances caused by uneven ground
during navigation.

In Fig. 10, We also provide an example of a digital twin
environment created using our Vid2Sim pipeline that trans-
forms a real-world environment into a simulation environ-
ment with the minimal sim-to-real gap. The agent RGB ob-
servation is provided at the top-left corner which replicates
real-world observation.

(a) Vid2Sim Simulation (b) Real-world Deployment

Figure 10. Digital-twin environment for real-world scene

D. RL Training Details

In this section, we provide the training details of our RL
agents. To enable agent training with popular RL frame-
works like OpenAl Gym [6] and Stable-Baselines3 [41], we
compiled our Unity environments and integrated them with
an environment wrapper to make them compatible with the
OpenAl Gym interface. The simulation system is running
at 50hz and the RL training is running at Shz.

During each episode, the agents are randomly initialized
from a starting point and need to navigate to another random
goal point within the scene. Typically, the distance between
the starting point and the goal point is around 10~30m. For
both the PointNav and SocialNav tasks, an agent is consid-
ered successful if it reaches the goal within 0.5m.



D.1. Reward shaping

Our reward function for the agent is defined as follows:
R= Rterm +c1 Rdist + C2R5teer + CSRcrash + C4Rtime

e Terminal reward Ry, is a sparse reward set to 410 if
the agent successfully reaches the destination and —10 if
it fails.

e Distance reward Rg;s:: 1S a dense reward defined as
Rgist = dy — dy—1, where d; represents the current dis-
tance between the agent to the goal point, which guide
agent navigates towards the goal during training. We set
the weight ¢; = 1.

* Steering smoothness reward Rgiee,: 1S a regularization
reward defined as Rgieer = —||S¢ — S¢—1]| - v to penal-
ize inconsistent steer movement during agent navigation.
The weight c; is set to 0.05

e Crash reward R.,4sp, 1s used to penalize the collision be-
tween the agent and other objects, including the environ-
ment, static obstacles, and dynamic agents. It’s a dense
negative reward defined as —1(¢;) where ¢; denotes the
collision happens at time ¢ and 1(-) is the indicator func-
tion. We set the weight of R, as cg = 1.0.

¢ Time reward Ry;,. is a dense reward defined as Ry =
—At, between two time steps the Ry is simplifies to
—1 to encourage efficient navigation by penalizing longer
episodes. We set the weight ¢4 of Ry to —0.1

At any time step t if the Rier, # 0, the episode will ter-
minate. The agent is considered as failed and receives a
Rierm = —10 under the following conditions: 1) Navigat-
ing outside the drivable area. 2) Exceeding 3000 time steps
in the episode, resulting in a timeout. 3) Accumulating more
than 3 collisions within an episode. During the testing, any
collision between the agent and other objects will result in
acost +1.

D.2. Hyper-parameter settings

We train our agent with 30 parallel environments and the
training takes around 15 hours on a single NVIDIA A5000
GPU. We provide our hyper-parameter settings in Tab. 5

SAC Hyper-parameters Value
Learning starts 10000
7 (Target critic update ratio)  0.005

Discount factor y 0.99
SDE sample frequency 64

Batch size 256
Learning rate 3x 10714
Use SDE at warmup True

Use SDE True

Table 5. SAC Hyper-parameters used in experiments.

Rain Simulation

Fog Simulation

Figure 11. Weather simulation with particle systems in Unity

E. Sim-to-real Deployment

For the real-world experiment, we deploy navigation poli-
cies trained in Vid2Sim on the same four-wheeled delivery
robot used in the simulation. The robot takes RGB images
as inputs directly from an onboard camera, which has the
same resolution of 1280x720 and the same intrinsic and ex-
trinsic parameters as the sensor specifications in simulation.
We resize the current image to 12872 and stack it with the
images from the past 5 timesteps to incorporate the histor-
ical information. We then combine the image inputs and
the distance and heading angle to the goal point from robot
odometry as the policy observation. The action output in-
cludes the normalized linear and angular velocities between
-1 and 1, and we perform system identification to align the
dynamics of the real robot with the simulation by re-scaling
the normalized velocities in real-world units, and we use the
built-in controller of the robot to convert the velocity com-
mands to the low-level motor controls for actions.

F. Particle Simulation for Weather Editing

Apart from global scene layout editing illustrated in the
main paper, we also demonstrate our ability to simulate
different weather conditions like rainy and foggy weather
through 3D particle simulations within the Unity environ-
ments in Fig. 11

G. Limitations and Future works

Though the proposed Vid2Sim framework can support ef-
ficient training in simulation environments with fast GS-
based rendering and can achieve zero-shot sim2real de-
ployment, building each simulation environment is time-
consuming as GS requires GLOMAP [39] to initialize the
point cloud and the camera poses, which takes a long time
to run. Therefore, we have only collected 30 environments
and experiment results have shown training with more en-
vironments can lead to better performance. In the future,
we will explore more efficient ways to convert the monocu-
lar videos to GS-based simulation environments and build a
larger real2sim dataset with more diverse environments. We
believe such large-scale environments can further benefit
the training of a generalizable navigation policy and extend
our pipeline to train other embodiments like humanoids and
robot dogs.
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Figure 12. Reconstruction Comparison between different methods on RGB, depth map and normal map



	. Introduction
	. Related Work
	. Preliminary: 3D Gaussian Splatting
	. Vid2Sim Framework
	. Geometry-Consistent Scene Reconstruction
	. Realistic and Interactive Simulation
	. Experiments
	. Reconstruction Evaluation
	. Urban Navigation Training
	. Sim-to-Real Deployment

	. Conclusion


	. Vid2Sim dataset
	. Geometry-Consistent Reconstruction
	. Implementation details
	. Screen-space covariance culling

	. Simulation Environment Setup
	. RL Training Details
	. Reward shaping
	. Hyper-parameter settings
	. Sim-to-real Deployment
	. Particle Simulation for Weather Editing
	. Limitations and Future works



