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Abstract

Reinforcement learning (RL) systems have countless applications, from energy-
grid management to protein design. However, such real-world scenarios are often
extremely difficult, combinatorial in nature, and require complex coordination
between multiple agents. This level of complexity can cause even state-of-the-
art RL systems, trained until convergence, to hit a performance ceiling which
they are unable to break out of with zero-shot inference. Meanwhile, many dig-
ital or simulation-based applications allow for an inference phase that utilises
a specific time and compute budget to explore multiple attempts before out-
putting a final solution. In this work, we show that such an inference phase
employed at execution time, and the choice of a corresponding inference strat-
egy, are key to breaking the performance ceiling observed in complex multi-agent
RL problems. Our main result is striking: we can obtain up to a 126% and,
on average, a 45% improvement over the previous state-of-the-art across
17 tasks, using only a couple seconds of extra wall-clock time during exe-
cution. We also demonstrate promising compute scaling properties, supported
by over 60k experiments, making it the largest study on inference strategies
for complex RL to date. Our experimental data and code are available at
https://sites.google.com/view/inference-strategies-rl.
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Figure 1: Improvement from using inference-time search over zero-shot state-of-the-art. Across
17 complex reinforcement learning tasks, we obtain consistent and significant performance gains
using only a 30 second search budget during execution.
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1 Introduction

Learning to solve sequential decision-making tasks is a central challenge in artificial intelligence
(AI), with far-reaching applications ranging from energy-grid optimisation (Ahmad et al., 2021)
and autonomous logistics (Laterre et al., 2018) to molecular discovery (Olivecrona et al., 2017) and
drug design (Popova et al., 2018). Complex sequential real-world problems that cannot be solved by
traditional optimisation techniques are inherently complex and require navigating high-dimensional
solution spaces. Reinforcement Learning (RL) presents a promising avenue to improve our capacity
to find efficient solutions to these problems, but despite stunning progress over the past decade, such
as human-level performance in Atari games (Mnih et al., 2015), defeating the world champion in
the game of Go (Silver et al., 2016) or aligning AI systems with human preferences (Stiennon et al.,
2020), current approaches are facing challenges that prevent their common deployment in most
real-world systems (Dulac-Arnold et al., 2020).

A major source of this difficulty lies in the combinatorial nature of many decision-making tasks.
As the problem size increases, the space of possible solutions grows exponentially (Karp, 1975).
In multi-agent systems, the challenge compounds: agents must coordinate in environments where
only partial information is available, the joint action space is combinatorial, and optimal behaviour
depends on precise interaction with other agents (Bernstein et al., 2000; Canese et al., 2021). These
properties make it fundamentally difficult to rely on the zero-shot performance of a trained policy,
even if that policy was optimised to convergence on a representative training distribution. This
causes the gap between zero-shot performance and optimality to grow substantially with increasing
complexity (see Fig. 1).

However, numerous practical applications are not restricted to producing a single zero-shot solution.
Instead, inference is often permitted to take place over a few seconds, minutes or hours, with a given
computational resource. Furthermore, models and simulators are often accessible and very efficient
(e.g., energy grid management, train scheduling, package delivery, routing, printed circuit board
design) and provide either an exact score or a very accurate approximation. In other applications
where the gap to reality may be larger (e.g., protein design, robotics), improving the solution under the
simulated score can still arguably provide significant improvement towards the real objective (Hayes
et al., 2025; Dona et al., 2024; Hundt et al., 2019; Rao et al., 2020).

This opens up an opportunity: rather than relying on a single attempt of the trained policy, the time
budget and compute capacity can be leveraged to actively search for better solutions using multiple
attempts, following an inference-time strategy. For instance, progressively building a tree of possible
solutions, or adapting the policy using outcomes of past attempts. Even straightforward strategies
can provide significant performance improvement with low time cost. For instance, generating a
large batch of diversified solutions in parallel, using stochastic sampling, rather than a single greedy
solution: given a modern GPU, this enables to produce hundreds of solutions, for the same wall-clock
time, enabling massive exploration at no time cost.

These strategies are rarely emphasized in existing benchmarks (Papoudakis et al., 2021; Mahjoub
et al., 2025), and many practitioners invest months of research trying to improve the zero-shot
performance of their models on scenarios where only marginal improvement may still be achieved.
Whereas they could unlock performance gains from inference-time search, at negligible wall-clock
time cost with moderate compute capacity (Fig. 1).

Research in RL for Combinatorial Optimisation (CO) has produced efficient inference strate-
gies (Bello* et al., 2017; Hottung et al., 2022; Choo et al., 2022; Chalumeau et al., 2023b), often
referred to as active search, or online adaptation methods. However, their empirical study is still
limited to a few problems, a narrow range of budget settings (Chalumeau et al., 2024b), and barely no
insight on their scaling properties. In the multi-agent case, there is no study on inference strategies
for collaborative teams: most work on team adaptation focus on Ad Hoc Teamwork (Mirsky et al.,
2022; Wang et al., 2024a; Ruhdorfer et al., 2025), which is adjacent to our objective. Interestingly,
most recent studies about the impact of inference strategies come from the Large Language Model
(LLM) literature (Snell et al., 2025; Muennighoff et al., 2025; Wu et al., 2025), where the adequate
combination of efficient models with inference strategies is currently state-of-the-art (SOTA).

In this work, we formalise and investigate the role of inference strategies in complex decision-making
tasks. To capture the full complexity of tasks described above, we formulate our problem setting as a
decentralised partially observable Markov decision process (Dec-POMDP) (Kaelbling et al., 1998).
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This is instead of the typical single-agent MDP used in many RL studies. We make this choice for
several reasons: (1) it more accurately maps onto many complex real-world problems of interest,
(2) Dec-POMDPs subsume MDPs by being strictly more complex (Bernstein et al., 2000), and (3)
because of this, we expect our findings to translate to all simpler problem formulations. Within
this setting, we provide a unifying view of popular inference-strategy paradigms, including policy
sampling, tree search (Choo et al., 2022), online fine-tuning (Bello* et al., 2017; Hottung et al., 2022),
and diversity-based search (Chalumeau et al., 2023b). Strikingly, we show that across a wide range
of specifically selected difficult RL problems, inference strategies boost performance on average by
45%, over zero-shot SOTA. Furthermore, in the best of cases, this boost can be as large as 126%. All
of this, using only a couple of seconds of additional execution time.

Our results call for a shift in how RL systems are evaluated and deployed: inference strategies are not
a minor post-processing step, but a key performance driver in realistic conditions. This work sets
the foundation for a more nuanced view of inference in sequential decision-making and provides
the tools to build systems that can scale with compute. All our code and experimental data can be
accessed at: https://sites.google.com/view/inference-strategies-rl.

2 Related work

Inference Strategies from RL for CO Beyond naive stochastic sampling, several paradigms have
been explored to generate the best possible solution using a trained policy checkpoint during inference.
Online fine-tuning Bello* et al. (2017) retrains all policy parameters with RL using past attempts.
Hottung et al. (2022) re-trains only a subset of the policy’s parameters to reduce memory and compute
overheads, enabling more attempts for a given inference budget. It also adds an imitation learning
term to the RL term, to force exploration close to the best solution found so far. Choo et al. (2022)
uses tree search, with simulation guided node estimates under budget constraints, which outperforms
Beam Search and Monte Carlo Tree Search (Coulom, 2006). Diversity-based methods: inspired by
previous diversity-seeking approaches, like unsupervised skill discovery (Eysenbach et al., 2019;
Sharma et al., 2019; Kumar et al., 2020) and quality-diversity (Chalumeau et al., 2023a; Cully and
Demiris, 2017). Grinsztajn et al. (2023) introduces an RL objective that trains a population of diverse
and specialized policies, efficient for few-shot performance. Chalumeau et al. (2023b) uses this
objective and encodes the diversity in a continuous latent space that can be searched at inference-time,
introducing the SOTA method COMPASS; meanwhile Hottung et al. (2024) uses a similar approach
but with a discrete encoding space.

These works have introduced most of the inference strategies we consider in this paper, but they
fall short on three important aspects that we aim to improve: (i) they evaluate inference strategies
on benchmarks where over 95% zero-shot optimality is already achieved, leaving little room for
meaningful gains, (ii) these benchmarks rely on domain-specific tricks such as starting points or
instance augmentations; and (iii) methods are compared under a unique budget setting, overlooking
the fact that relative performance depends on the available compute and time budget. In addition,
their ability to scale with compute remains unexplored, despite being a critical property.

Policy adaptation in Meta-RL and Offline-to-Online RL Meta-RL and offline-to-online RL both
design mechanisms for policy adaptation, thereby sharing close conceptual links with several popular
inference strategies. COMPASS (Chalumeau et al., 2023b) and VariBAD (Zintgraf et al., 2021) both
condition a policy on a latent space and search it to adapt. MEMENTO (Chalumeau et al., 2024b)
and RL2 (Duan et al., 2016) similarly rely on memory and a learned rule to search the policy space.
DIMES (Qiu et al., 2022) explicitly performs meta-RL following MAML’s methodology (Finn et al.,
2017). While we are not aware of inference strategies directly inspired by the offline-to-online RL
literature, Nakamoto et al. (2023) and Mark et al. (2025) introduce mechanisms which could be
beneficial at inference time.

It is worth highlighting fundamental distinctions between these fields. Inference strategies focus on
(i) the solutions found rather than the learned policy, (ii) maximum rather than average performance,
and (iii) single instances at test time, whereas most meta-RL and offline-to-online RL methods adapt
from a distribution to another distribution to improve generalisation.

Search and adaptation in Multi-Agent RL There is only limited work on inference strategies
for MARL. Most work about search and adaptation within MARL focus on the challenge of Ad
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1. TRAINING PHASE 2. INFERENCE PHASE

Training distribution

Decision-making policy

New instance

Trained policy

Compute & Time budget

Inference strategies
Stochastic sampling Tree search

Online fine-tuning COMPASS’ search

Figure 2: Numerous applications of RL involve two distinct phases: (1) a training phase, typically
unconstrained in time and compute, during which a policy is optimized over a representative distribu-
tion of problem instances; and (2) an inference phase, where a limited time and compute budget are
allocated to solving a new instance. The inference phase is often overlooked, despite its crucial role
in complex tasks where partial observability and the combinatorial growth of observation and action
spaces make good solutions unattainable through zero-shot execution alone.

Hoc Teamwork (Yourdshahi et al., 2018; Hu et al., 2020; Mirsky et al., 2022; Wang et al., 2024a;
Ruhdorfer et al., 2025; Hammond et al., 2025), often in the form of zero-shot coordination, where
agents must generalize to new partners at execution time. While these lines of work share some
methodological similarities, for instance using diversity-seeking training (Long et al., 2024; Lupu
et al., 2021) or adapting through tree search (Yourdshahi et al., 2018), they pursue fundamentally
different goals and remain orthogonal. In our work, our focus is primarily on solving difficult and
complex industrial optimisation tasks.

Inference-time compute for LLMs Recent advances in LLMs are closely intertwined with the
use of inference strategies (Snell et al., 2025; Wei et al., 2022; Wang et al., 2024b), and a growing
effort has gone into studying their scaling properties (Muennighoff et al., 2025; Wu et al., 2025).
However, the typical inference-time setting is usually different from ours. LLMs have very costly
forward passes, and cannot access the exact score of their answers, but can approximate them using a
reward model (Ouyang et al., 2022). Most popular strategies for LLMs are designed for few shots,
namely sampling and ensembling (e.g., majority voting).

Overall, numerous efficient inference strategies have been proposed in the literature, yet their
efficiency under various evaluation settings remains unexamined. Multi-agent RL, despite its inherent
complexity, rarely considers inference-time search beyond Ad Hoc Teamwork. Moreover, the
broader field of decision-making has not systematically studied how inference strategies scale with
compute. Our work aims at filling these gaps by extending the evaluation of inference strategies in
RL, demonstrating major performance gains over a wide range of budget settings with impressive
scaling properties.

3 Finding the best solution for a given time and compute budget

3.1 Preliminaries

We focus on RL approaches, and use a neural network (policy) that can construct a solution by taking
a sequence of actions. This policy is optimised during a training phase and then used during an
inference phase, along with an inference strategy, to construct the best possible solution to a new
problem instance under a given time and compute budget. These two phases, illustrated in Fig. 2,
have different assumptions, objectives and constraints, detailed in the following paragraphs.

Problem instances We assume that each problem instance can be formulated as a Dec-POMDP
(Kaelbling et al., 1998), defined by the tupleM =

(
N, S, O, Ω, A, R, P, γ, H

)
. Here N is the

number of agents, S is the environment state space, O =
∏N

i=1Oi is the joint agent observation space,
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Ω : S 7→ O is the observation function, A =
∏N

i=1Ai is the joint action space, R : S ×A 7→ R
is the shared reward function, P : S ×A 7→ ∆S is the environment transition function, the scalar
γ ∈ [0, 1] is the discount factor and H is the finite episode horizon. At each timestep the environment
occupies a state st which is mapped to a joint partial observation ot via Ω. The joint action is then
sampled following the joint policy, at ∼ π( · | ot) and is executed in the environment; after which
the environment transitions to the next state st+1, following P ( · | st,at), and the team receives a
reward rt = R(st,at).

Training Phase We assume a distribution of problem instances D, that can be sampled from during
training. The joint policy πθ, parameterised by θ, is used to construct a solution sequentially by
taking joint actions conditioned on the joint observation at each timestep. We use RL to train this
policy to maximise the expected return obtained when building solutions to instances drawn from the
distribution D over a horizon H: J(πθ) = ED

[∑H
t=0 γ

tR(st,at)
]
.

This training objective corresponds to a single attempt (zero-shot). Ideally, this objective should an-
ticipate the multiple attempts allowed at inference, but this is hard to scale. Recent works incorporate
such few-shot objectives (Grinsztajn et al., 2023; Chalumeau et al., 2023b, 2024b), but none can yet
scale beyond 200 attempts.

The training phase is usually loosely constrained in terms of time and compute capacity, as typically
industrial stakeholders are willing to invest days, weeks or even months of training to obtain a
high-performing policy that can generate accurate solutions when deployed in production. Hence, in
our experiments, we train all policies until convergence.

Inference Phase At inference time, a new problem instance ρ is drawn from a distribution D′

(possibly different than D). Here, there are typically hard constraints to outputting a final solution: a
fixed time limit Tmax constrains wall-clock execution, and a compute capacity Bmax constrains the
number of operations that can be done in parallel. The trained policy πθ can be used within these
constraints to generate solutions to the problem, and the best solution is ultimately used. The reward
function R can still be used to score attempted solutions and inform subsequent attempts. Inference
strategies can be defined as a function I : (ρ,πθ,Bmax,Tmax) 7→ (a∗

1, ...,a
∗
H) that uses the base

policy πθ and any additional inference-time search, adaptation, storage, or optimisation methods
under the budget Tmax and Bmax to produce the best possible solution to the problem instance ρ,
defined by the sequence of actions (a∗

i )1≤i≤H . The objective can hence be written as:

I(I) =
H∑
t=0

R(st,a
∗
t ) s.t. C(I) ≤ Bmax, T(I) ≤ Tmax

where C(I) and T(I) represent the compute and time cost of the inference strategy. This formulation
highlights that, unlike traditional RL, where zero-shot performance is the primary measure, we focus
on strategies which enable further improvement under given constraints. We provide three real-world
examples in Appendix H that correspond to this problem setting, illustrating practical scenarios where
inference-time search is both natural and feasible.

Inference strategies differ in how they explore the solution space and how they incorporate the
outcomes of previous attempts to influence future sampling. Their effectiveness depends on several
contextual factors, including the parameter count of the pre-trained policy, the problem’s underlying
structure, the episode horizon, the nature of the reward function, but most critically, on the available
time and compute budget.

3.2 One budget, many possibilities: inference-time search and adaptation

In this section, we detail four types of inference strategies and how we adapt them to work in the
multi-agent setting. We implement and release all of these methods in JAX (Bradbury et al., 2018).

Stochastic policy sampling The first natural lever to improve solution quality is to re-sample from
a stochastic policy. In other words, beyond the creation of a unique greedy solution (i.e., using
a = argmaxa′ πθ(a

′|o) over a trajectory of observations), one can sample stochastically (as in
a ∼ πθ(·|o)) in order to create diverse solutions. Multi-agent policy sampling generalises easily to
the multi-agent case by sampling from the joint action distribution, a ∼ πθ(·|o).
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Tree search These methods store information about partial solutions using past attempts to pref-
erentially search promising regions of the solution space without updating the pre-trained policy.
Simulation guided beam search (SGBS) (Choo et al., 2022) provides the best time to performance
balance in the literature, outperforming Monte Carlo Tree Search (Coulom, 2006). Like most tree
searches, SGBS has three steps: expansion, simulation, pruning. Expansion uses the policy to decide
on the most promising next actions (i.e., a = top-K(πθ(·|o)) ) from the current node (partial solu-
tion). A simulated rollout of an episode is produced greedily using πθ and the return is collected
for each node. Pruning keeps only the best nodes found so far based on the return. Solely the
expansion step needs to be adapted for Multi-agent SGBS. This is trivial when the explicit joint
actions are accessible (de Witt et al., 2020; Yu et al., 2022), since we can still select the top ones (i.e.,
a = top-K(πθ(·|o))). For methods using auto-regressive action selection (Mahjoub et al., 2025),
having access to the top joint actions is intractable, hence we sample K times stochastically from the
same node (i.e., a[1], ...,a[K] ∼ πθ(·|o)).

Online fine-tuning These methods keep updating policy parameters at inference time. Given a base
policy πθ, online fine-tuning optimises θ using inference-time rollouts and policy gradient updates:
θ′ = θ + α∇θJ(πθ), where J(πθ) represents an adaptation objective. In line with (Bello* et al.,
2017), we keep maximising expected returns (Bello* et al., 2017) over past attempts on the fixed
instance (instead of over a training distribution). Multi-agent online fine-tuning re-trains πθ on
the new instance using the MARL algorithm that was used during pre-training (Bello* et al., 2017;
Mahjoub et al., 2025; de Witt et al., 2020; Yu et al., 2022).

Diversity-based approaches These methods pre-train a collection of diverse specialised policies
which can be used to search for the most appropriate solution at inference-time. COMPASS (Chalumeau
et al., 2023b) encodes specialised policies in a continuous latent space L by augmenting a pre-
trained policy to condition on both the observation and a latent vector sampled from L (i.e., a ∼
πθ( · | o, z), z ∼ L): effectively creating a continuous collection of policies. COMPASS achieves
SOTA in single-agent RL for CO. To avoid having the latent space of Multi-agent COMPASS
growing exponentially with the number of agents, we keep one latent space L for all agents (i.e.,
a ∼ πθ( · | o, z), z ∼ L). This allows for tractable training, and for efficient inference search
with the covariance matrix adaptation evolution strategy CMA-ES (Hansen and Ostermeier, 2001).
Aside from being multi-agent, we keep the training and inference phases close to the original method
described in Chalumeau et al. (2023b), and provide further details and explanations in Appendix F.2.

Unlike other inference strategies, COMPASS includes an additional training phase, which remains
accessible since the training phase is unconstrained (all policies are trained until convergence).
Creating a COMPASS checkpoint from a pre-trained base policy involves adding parameters to
process the latent vectors (Appendix F.2), resulting in a modest increase in model size. This increase
never exceeds 2% of the total policy size, and has negligible impact on the overall computational or
memory footprint. We report all parameter counts in Appendix I.

4 Experiments

Evaluation of inference strategies

Set of 17 complex RL tasks

Wide range of settings

Connector StarCraft (SMAC) RWARE

computetime complexity

Figure 3: Overview of our evalua-
tion tasks and experimental study.

In our experimental study, we combine popular MARL algo-
rithms and inference strategies and benchmark them on a set
of complex RL tasks from the literature. Each task was specif-
ically selected for its difficulty. We evaluate all base policies
with and without inference-time search across a wide range
of budget settings. Our experiments constitute the largest-ever
study of inference strategies for decision-making.

Baselines We use three MARL approaches to obtain our base
policies: Independent PPO (de Witt et al., 2020) (IPPO) and
Multi-Agent PPO (Yu et al., 2022) (MAPPO), which are widely
used and well-known MARL methods, and the recent SOTA
sequence modelling approach SABLE (Mahjoub et al., 2025).
Each of these, referred to as base policies, is evaluated with
all four inference strategies introduced in Section 3.2, namely
stochastic sampling, SGBS, online fine-tuning and COMPASS.
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Tasks Mahjoub et al. (2025) established SOTA over the most comprehensive MARL benchmark
published in the field to date. Interestingly, their results demonstrate that there remain certain tasks
for which no existing method (including SABLE) is able to achieve good performance. Specifi-
cally, these are tiny-2ag-hard, tiny-4ag-hard, small-4ag, small-4ag-hard, medium-4ag,
medium-4ag-hard, medium-6ag, large-4ag, large-4ag-hard, large-8ag, large-8ag-hard,
xlarge-4ag and xlarge-4ag-hard from Multi-Robot Warehouse (Papoudakis et al., 2021)
(RWARE), smacv2_10_units and smacv2_20_units from the StarCraft Multi-Agent chal-
lenge (Samvelyan et al., 2019; Ellis et al., 2023) (SMAC), and con-10x10x10a and con-15x15x23a
from Connector (Bonnet et al., 2023).
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Figure 4: Training the SOTA algorithm Sable to con-
vergence is not enough to achieve optimal zero-shot
performance. We report the mean normalised perfor-
mance per task and report 95% bootstrap confidence
intervals in Appendix L.

Each environment (illustrated on Fig. 3) in-
troduces distinct challenges that contribute
to its complexity. RWARE requires agents
to coordinate in order to pick up and de-
liver packages without collision and has
a very sparse reward signal. In SMACv2
tasks, a team cooperates in real-time com-
bat against enemies across diverse scenar-
ios with randomised generation. Connec-
tor models the routing of a printed circuit
board where agents must connect to desig-
nated targets without crossing paths. All
three environments feature combinatorial
and high-dimensional action spaces, partial
observability and the need for tightly coor-
dinated behaviours, making these 17 tasks
a compelling test-bed for complex RL with
desirable properties modelling aspects of
real-world tasks. We use JAX-based imple-
mentations of Connector and RWARE from
Jumanji (Bonnet et al., 2023) and for SMAC
from JaxMARL (Rutherford et al., 2023).

Training base policies To obtain clear performance ceilings for each algorithm and best isolate the
effects of inference strategies, we train all base policies until convergence. For the sake of continuity
with previous work with truncated training budgets, typically of 20M steps, we report the zero-shot
results for each converged checkpoint compared to its previous corresponding reported performance
on Fig. 4. We observe that in most tasks (14 out of 17), the converged policy stays below 70%
normalised performance, demonstrating that the benchmark is still far from saturated. COMPASS
requires an additional training phase, which reincarnates the existing base policies to create the latent
space specialisation. For each base policy and task, we also train the COMPASS checkpoint until
convergence. This leads to 102 trained policy checkpoints.

Evaluating performance during inference Evaluating inference strategies in a way that is unbiased
and aligned with real-world settings is challenging. Most papers report results where the budget is
based on a number of attempts, hence not directly incorporating the time cost of the inference strategy.
The time costs are reported, but it is tough to analyse due to the plurality of hardware used to obtain
them. Having re-implemented all of the baselines in the same code base and setting the budget in
terms of time (in seconds), we can avoid this bias in our study. We use the same fixed hardware for
all our experiments, namely a NVIDIA-A100-SXM4-80GB GPU. For statistical robustness, we always
run 128 independent seeds. In all cases, we control for Bmax by varying the permitted number of
batched parallel attempts instead of altering hardware between experiments. For aggregation across
multiple tasks we follow the recommendations made by Agarwal et al. (2021) and use the rliable
library to compute and report the inter-quartile mean (IQM) and 95% stratified bootstrap confidence
intervals.

Hyperparameters To train the base policies, we re-use the hyperparameters reported in Mahjoub
et al. (2025), which have been optimised for our tasks. For the inference strategies, we follow recom-
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mendations from the literature (Choo et al., 2022; Chalumeau et al., 2023b). All hyperparameters
choices are reported in Appendix D.

4.1 A couple of seconds is all you need

In this section, we demonstrate that inference-time search can help reach close to maximum task
performance, using base policies for which zero-shot performance stagnates around 60%.

IPPO MAPPO Sable
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Figure 5: Performance obtained by inference strate-
gies over the benchmark. Each base policy is evalu-
ated with each possible inference strategy. We report
the inter-quartile mean over tasks with 95% stratified
bootstrap confidence intervals.

Experiments To demonstrate that
inference-time strategies are accessible,
we use a small budget: 30 seconds, and
a compute capacity enabling to generate
64 solutions in parallel. Each base policy
is evaluated greedily for a single attempt,
and then evaluated with the search budget,
using each inference strategy. We report the
performance distribution over the 17 tasks
in Fig. 5, and the performance gains offered
by the best inference-time search over the
best zero-shot on Fig. 1.

Discussion We can draw four main con-
clusions. First, inference-time search does
provide a massive performance boost over
zero-shot, which stands for every base pol-
icy. For the SOTA zero-shot method SABLE,
this translates to pushing the best-ever
achieved aggregated performance by more
than 45% and creating a system (SABLE
+COMPASS) that achieves close to 100% win-rate in all tasks where this metric is available. Second,
the improvement enabled over zero-shot performance increases significantly (almost exponentially)
with respect to the complexity of the task (see Fig. 1). This suggests substantial gains are still ahead
as the field moves toward increasingly realistic scenarios. Third, we observe that COMPASS is the
leading strategy across tasks and base algorithms, and that SABLE remains the SOTA base policy
even when using inference-time search. Interestingly, under a small time budget, stochastic sampling
outperforms tree search and online fine-tuning. We nevertheless show in the following section that,
given more budget, online fine-tuning beats sampling, and share our interpretation of this result.

4.2 Mapping performance with compute and time budget

A recurrent limitation in previous work on inference strategies is the use of a fixed budget during
evaluation, creating a narrow view on methods, and often creating a bias towards certain types of
methods. In this section, we aim at providing a much broader perspective over inference-time search
by reporting performance over a grid of time and compute budgets.

Experiments We choose a maximum time of 300 seconds, and evaluate all inference strategies
using the leading base policy (SABLE), with a compute budget of {4, 8, 16, 32, 64, 128, 256}. All
in all, we have 4 inference strategies, 7 possible compute budgets, 17 tasks, and 128 seeds per
task, leading to 60 928 evaluated episodes. This constitutes the largest study released on inference
strategies. We report these results using contour plots, where the x-axis is time, y-axis the number
of parallel attempts allowed (our proxy for compute) and colour corresponds to the performance
achieved (win-rate when accessible or min-max normalised return) going from dark purple (min) to
yellow (max). We keep the 8 hardest tasks, the lower half based on the zero-shot performance of the
converged SABLE checkpoints (see Fig. 4), on Fig. 6 and defer remaining tasks to Appendix A.

Discussion As a sanity check, we remark that performance always increases (colours become
lighter) when time or compute increases (going towards the upper right corner). We now highlight
three main observations. First, COMPASS demonstrates impressive versatility and achieves significant
gains over other inference strategies, dominating all maps, except for con-10x10x10a, where it gets
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Figure 6: Performance contour plots of Sable with different inference strategies on a range
of time budget (x-axis) and compute capacities (y-axis), for a set of representative tasks. Colours
indicates performance, with brighter colours indicating higher values.

slightly outperformed by online fine-tuning. Second, we observe high variance for online fine-tuning:
getting close to COMPASS for large budgets on con-10x10x10a, yet struggling to match stochastic
sampling on others (e.g., RWARE’s large-8ag). This shows that fine-tuning can be detrimental
by reducing the number of attempts made within the time budget. Plus, policy gradients can be
unstable (small batch size) or converge to local optima. This observation disproves the common belief
that inference-time search is as trivial as over-fitting to the problem instance. Finally, we observe
that SGBS has good performance for high compute capacity and low time, but the greediness of its
simulation step impacts its exploration capacity, preventing to benefit from additional time budget.

4.3 Scaling with increasing budget

In practical applications, time is often more restricted than compute: a couple of seconds or minutes
can be allowed, sometimes a few hours (train scheduling for the next day), but rarely more. Being
able to improve solutions’ quality under a fixed time budget by scaling compute is a valuable property.
Consequently, methods that can scale with the compute available are particularly valuable. We look
at this property in this section.
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Figure 7: Scaling of performance with respect to
compute capacity (fixed time budget). Compute
capacity is set by limiting the number of parallel at-
tempts. SABLE +COMPASS demonstrates impressive
scaling properties, reaching the performance bounds.

Experiments We keep the time budget
fixed, 300 seconds, and we plot the final per-
formance for each possible compute budget
(still using the number of parallel attempts
as a proxy). We use SABLE as the base pol-
icy and evaluate all the inference strategies
across the 8 hardest tasks. We report results
per strategy, and aggregated over the tasks
on Fig. 7.

Discussion As expected, stochastic sam-
pling has the lowest scaling coefficient: its
search solely relies on chance, no adaptation
or additional search is happening. On the
other hand, we can see that online fine-tuning
benefits from more compute, probably due
to a better estimation of the policy gradient.
It nevertheless requires a budget of 64 paral-
lel attempts to clearly outperform stochastic
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sampling. On the other hand, COMPASS consistently provides a significant advantage. Its scaling
trend seems linear at first, with a high coefficient, and only seems to decline for higher budgets, as
performance limits are reached (over 95% win-rate when accessible, best-ever observed performance
elsewhere). We have a two-fold explanation for these particularly impressive scaling properties: (i)
the diversity contained in the latent space can be exploited by more parallelism, leading to a massive
exploration of the solution space, even when the initial policy is far from optimal, and (ii) the higher
the batch size, the better the CMA-ES search, enabling COMPASS to exploit even more information
from any additional searching step allowed within the given time budget. We discuss this further
in Appendix K.

5 Conclusion

In this work, we demonstrate that inference-time strategies are a critical and underutilized lever for
boosting the performance of RL systems in complex tasks, using multi-agent RL as a representative
test-bed. While training-time improvements have long dominated the field, our results show that
inference-time search may offer significant performance gains using only a few seconds to minutes
of additional wall-clock time during execution. We introduce a unified view of inference strategies,
extend it to the multi-agent setting, and empirically validate its effectiveness under varying compute
and time budgets.

Our large-scale evaluation, the most comprehensive to date on inference-time methods, reveals three
key takeaways: (i) inference-time search with a relevant strategy yields significant improvements,
even under tight time constraints; (ii) the gains depend on the inference budget, and our contour maps
provide practitioners with practical guidance based on their constraints; and (iii) SABLE +COMPASS
not only dominates the benchmark but also exhibits the most favourable scaling trends, making it
particularly effective for increasingly complex decision-making problems.

Altogether, our findings call for a shift in how decision-making models are evaluated and deployed:
inference-time strategies should be treated as core components of the solution pipeline, not as optional
refinements. We hope our results and open-source tools will encourage broader adoption and inspire
further innovation in the design of scalable inference-time algorithms.

Limitations and future work We focus on multi-agent RL as it better captures the complexity of
real-world decision-making systems, where successful operation often relies on coordination among
multiple agents. Nonetheless, we acknowledge that naturally single-agent tasks can also be highly
complex. In the spirit of seeding a wider investigation for future work beyond the multi-agent setting,
we provide additional results on the single-agent Craftax benchmark in Appendix C, showing that a
simple 30-second inference-time search using stochastic sampling can provide a 37% performance
boost. This provides initial (but limited) evidence that our claims hold more generally and we leave a
more thorough investigation for future work. Beyond the broader RL setting, we intend to investigate
two main future research directions. First, studying how to best combine existing inference paradigms
to leverage their complementary strengths. Second, investigating how inference strategies compare
when evaluated out-of-distribution.
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NeurIPS Paper Checklist

1. Claims
Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: /

Guidelines:

• The answer NA means that the abstract and introduction do not include the claims
made in the paper.

• The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

• The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

• It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?

Answer: [Yes]

Justification:

Guidelines:

• The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

• The authors are encouraged to create a separate "Limitations" section in their paper.
• The paper should point out any strong assumptions and how robust the results are to

violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

• The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

• The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

• The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

• If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

• While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs
Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
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Justification: No theoretical results.
Guidelines:

• The answer NA means that the paper does not include theoretical results.
• All the theorems, formulas, and proofs in the paper should be numbered and cross-

referenced.
• All assumptions should be clearly stated or referenced in the statement of any theorems.
• The proofs can either appear in the main paper or the supplemental material, but if

they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

• Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

• Theorems and Lemmas that the proof relies upon should be properly referenced.
4. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?
Answer: [Yes]
Justification: Code and model checkpoints are provided.
Guidelines:

• The answer NA means that the paper does not include experiments.
• If the paper includes experiments, a No answer to this question will not be perceived

well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

• If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

• Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

• While NeurIPS does not require releasing code, the conference does require all submis-
sions to provide some reasonable avenue for reproducibility, which may depend on the
nature of the contribution. For example
(a) If the contribution is primarily a new algorithm, the paper should make it clear how

to reproduce that algorithm.
(b) If the contribution is primarily a new model architecture, the paper should describe

the architecture clearly and fully.
(c) If the contribution is a new model (e.g., a large language model), then there should

either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that paper does not include experiments requiring code.
• Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

• While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

• The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

• The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

• The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

• At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

• Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLs to data and code is permitted.

6. Experimental Setting/Details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?
Answer: [Yes]
Justification: Yes, values are given in the appendix.
Guidelines:

• The answer NA means that the paper does not include experiments.
• The experimental setting should be presented in the core of the paper to a level of detail

that is necessary to appreciate the results and make sense of them.
• The full details can be provided either with the code, in appendix, or as supplemental

material.
7. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?
Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the paper does not include experiments.
• The authors should answer "Yes" if the results are accompanied by error bars, confi-

dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

• The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

• The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

• The assumptions made should be given (e.g., Normally distributed errors).
• It should be clear whether the error bar is the standard deviation or the standard error

of the mean.
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• It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

• For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

• If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

8. Experiments Compute Resources
Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?
Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the paper does not include experiments.
• The paper should indicate the type of compute workers CPU or GPU, internal cluster,

or cloud provider, including relevant memory and storage.
• The paper should provide the amount of compute required for each of the individual

experimental runs as well as estimate the total compute.
• The paper should disclose whether the full research project required more compute

than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

9. Code Of Ethics
Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?
Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.
• If the authors answer No, they should explain the special circumstances that require a

deviation from the Code of Ethics.
• The authors should make sure to preserve anonymity (e.g., if there is a special consid-

eration due to laws or regulations in their jurisdiction).
10. Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?
Answer: [NA]
Justification: Not relevant.
Guidelines:

• The answer NA means that there is no societal impact of the work performed.
• If the authors answer NA or No, they should explain why their work has no societal

impact or why the paper does not address societal impact.
• Examples of negative societal impacts include potential malicious or unintended uses

(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

• The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
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generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

• The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

• If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

11. Safeguards
Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper poses no such risks.
• Released models that have a high risk for misuse or dual-use should be released with

necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

• Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

• We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

12. Licenses for existing assets
Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not use existing assets.
• The authors should cite the original paper that produced the code package or dataset.
• The authors should state which version of the asset is used and, if possible, include a

URL.
• The name of the license (e.g., CC-BY 4.0) should be included for each asset.
• For scraped data from a particular source (e.g., website), the copyright and terms of

service of that source should be provided.
• If assets are released, the license, copyright information, and terms of use in the

package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

• For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

• If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

13. New Assets
Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
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Answer: [Yes]
Justification:
Guidelines:

• The answer NA means that the paper does not release new assets.
• Researchers should communicate the details of the dataset/code/model as part of their

submissions via structured templates. This includes details about training, license,
limitations, etc.

• The paper should discuss whether and how consent was obtained from people whose
asset is used.

• At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

14. Crowdsourcing and Research with Human Subjects
Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

• According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

15. Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects
Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?
Answer: [NA]
Justification:
Guidelines:

• The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

• Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

• We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

• For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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Appendix

A Additional results

Section 4.2 presents the contour plots of Sable with all inference strategies on the hardest 8 tasks of
the benchmark. We report the contour plots of the other 9 remaining tasks on Fig. 8.
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Figure 8: Performance contour plots of Sable with different inference strategies on remaining
9 tasks on a range of time budget (x-axis) and compute capacities (y-axis). Colours indicates
performance, with brighter colours indicating higher values.

Fig. 8, shows similar trends to those illustrated in Section 4.2. SABLE +COMPASS leads to the best
overall performance. Stochastic sampling provides a good and robust baseline overall. Finally, SGBS
and online fine-tuning suffer from variance: despite being able to compete close to COMPASS on a
couple tasks, they often get outperformed by stochastic sampling.

B Details about the tasks

Figure 9: Environment rendering for Connector. Task name: con-10x10-10a. Image from Mahjoub
et al. (2025).

Connector is an environment designed to model the routing of a printed circuit board (PCB). Agents
start at randomly generated initial positions and have to reach a goal position without overlapping
with each other’s paths (indicated as lower opacity coloured cells in Figure 9). Each agent has a
partial view with a fixed field of view around itself as well as its current (x, y)-coordinate on the
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grid and the (x, y)-coordinate of its goal location. At each timestep, agents receive a small negative
reward −0.03 and receive a reward of 1 for successfully connecting to a goal location. The particular
difficulty in this environment stems from the fact that agents have to select actions carefully so that
they not only reach their goal greedily but so that all agents can ultimately reach their goals.

Figure 10: Environment rendering for Robot Warehouse. Task name: tiny-2ag. Image
from Mahjoub et al. (2025).

RWARE is an environment where agents need to coordinate to deliver shelves (green cells in Figure
10) to a goal location (dark grey cells in Figure 10) in a warehouse. The reward is sparse since agents
only receiving a reward of 1 for a successful shelf delivery to the goal location and 0 otherwise. This
sparsity makes the environment particularly difficult since agents have to complete a long sequence
of correct actions in order to receive any reward signal.

Figure 11: Environment rendering for SMAX. Task name: 2s3z. Image from Mahjoub et al. (2025).

SMAC is an environment where agents need to coordinate and develop the correct micro strategies
in order to defeat an enemy team. It was shown that the original benchmark was overly simplistic
and for this reason SMACv2 (Ellis et al., 2023) was developed in order to address the shortcomings
of the original benchmark. SMACv2 randomly generates a team of allied units by sampling from a
selection of unit types and randomly generates ally starting positions at the start of each episode. The
need for generalisation is what gives this benchmark its difficulty.

JAX-based implementations. Since Connector was developed as part of Jumanji (Bonnet et al.,
2023), we make use of the JAX-based implementation directly. For RWARE we use the JAX-
based reimplementation from Jumanji and for SMAC and SMACv2 we make use of the JAX-based
reimplementation from JaxMARL (Rutherford et al., 2023), named SMAX. For a detailed discussion
on task naming conventions we refer the reader to the Appendix of Mahjoub et al. (2025).
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C Results and discussion about the single-agent case

C.1 Additional results on a single-agent challenge: Craftax

To demonstrate that our core message is not limited to the multi-agent case, we selected a single-agent
task that is still far from being solved by RL algorithms, Craftax (Matthews et al., 2024).

We trained a SABLE base policy and matched the current state-of-the-art performance reported
on the Craftax-1B leaderboard, which is 18.3% of the maximum score. We then ran a 30-second
inference-time search with the simplest inference strategy (stochastic sampling). The results are
reported in Table 1. Strikingly, and similar to our main results, using only a 30-second inference-time
search yields a 37% performance gain, reaching 25.8% of the maximum score. To further put this
into context, this performance boost is of the same magnitude as that of the last 300 million steps of
training the base policy.

These new results confirm that the significant improvement enabled by inference-time search is not
limited to multi-agent RL and is applicable to RL in general. In the next subsection, we discuss
existing results (reported in the literature) to further support the importance of inference-time search
in single-agent settings.

Table 1: Performance comparison on Craftax-1B between zero-shot inference and stochastic sampling
with a 30-second budget. Values indicate mean performance with 95% confidence intervals.

Scenario Zero-shot Stochastic Sampling (30s budget)
Craftax-1B 18.8 (18.1, 19.5) 25.8 (25.7, 26.1)

C.2 Published results on single-agent tasks

To further demonstrate the impact of inference-time strategies beyond the multi-agent case, we
discuss previous results reported in the literature. These results do not show the same impact because
they are often close to saturation, even with zero-shot. They nevertheless demonstrate that inference-
time strategies can be successfully applied to a wide range of problems and provide noticeable
improvement.

We refer to the experimental results reported in the seminal works that introduced the inference
strategies used in our paper (Chalumeau et al., 2023b; Choo et al., 2022; Bello* et al., 2017). All of
these evaluate on single-agent tasks (TSP, CVRP, JSSP, Knapsack, FFSP) and show that inference
strategies bring statistically significant improvements over zero-shot performance.

However, we recall the limitations we have identified on these experimental results: the limited
breadth of the time/compute settings, methods’ reliance on problem-specific tricks and saturated
benchmarks where zero-shot performance is already very high.

D Hyperparameters

In this section, we report the hyper-parameters used in our experiments. They can also be found in
the submitted code files.

Training - base policies Hyper-parameters used to train the base policies for this benchmark are
taken from Mahjoub et al. (2025). These hyper-parameters were tuned on each task with a budget of
40 trials using the Tree-structured Parzen Estimator (TPE) Bayesian optimisation algorithm, and are
reported in Mahjoub et al. (2025).

Hyper-parameters - COMPASS Training Hyper-parameters used to train all the COMPASS
checkpoints can be found in Table 2. Most of them were kept close to the original hyper-parameters
used in Chalumeau et al. (2023b).

Hyper-parameters - Inference-time search Most values are directly taken from original works
or kept close to these. When different, we tried to use guidance from original work to decide how
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Table 2: Hyper-parameters used for COMPASS’ training phase. The same values are used for all three
base policies (i.e., SABLE, IPPO, MAPPO).

Parameter Value
Instances batch size 128
Latent space sample size 64
Latent space dimension size 16
Latent amplifier 1
Padding with random weights True
Weight noise amplitude 0.01

to set them. The values for the CMA-ES search used with COMPASS, for all base policies, can
be found in Table 3. The values for online fine-tuning (all base policies) are reported in Table 4.
Hyper-parameters for SGBS (all base policies) are reported in Table 5, and for stochastic sampling
in Table 6.

Table 3: Hyper-parameters of the CMA-ES process used to search COMPASS’ latent space at inference
time. The same parameters are used for all tasks and all base policies (i.e., SABLE, MAPPO and IPPO).

Parameter Number of attempts
4 8 16 32 64 128 256

Latent sample size 4 8 16 32 64 128 256
Number of elites 2 4 8 16 32 64 128
Covariance matrix step size 1.0 1.0 1.0 1.0 1.0 1.0 1.0
Initial sigma 1.0 1.0 1.0 1.0 1.0 1.0 1.0
Num. components 1 1 1 1 1 1 1

Table 4: Hyper-parameters used when doing online fine-tuning at inference-time with SABLE, MAPPO
and IPPO.

Parameter Task Name Sable IPPO MAPPO
Max. trajectory size All tasks 64 64 64

Learning rate

con-10x10x10a 0.001 0.00025 0.0001
con-15x15x23a 0.001 0.0001 0.0001
large-4ag 0.001 0.0005 0.0001
large-4ag-hard 0.001 0.0005 0.00025
large-8ag 0.001 0.00025 0.0001
large-8ag-hard 0.001 0.00025 0.0005
medium-4ag 0.001 0.00025 0.00025
medium-4ag-hard 0.0005 0.0005 0.00025
medium-6ag 0.0005 0.0001 0.00025
smacv2_10_units 0.00025 0.0005 0.00025
smacv2_20_units 0.001 0.0005 0.0005
smacv2_5_units 0.001 0.00025 0.00025
small-4ag 0.0005 0.0005 0.0005
small-4ag-hard 0.001 0.0001 0.00025
tiny-2ag-hard 0.001 0.00025 0.00025
tiny-4ag-hard 0.0005 0.0005 0.0005
xlarge-4ag 0.001 0.0005 0.0005
xlarge-4ag-hard 0.0001 0.0005 0.0001

Entropy coefficient
Connector 0.05 0.00 0.00
RWARE 0.0 0.0 0.0
SMAX 0.0 0.0 0.0
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Table 5: Hyper-parameters for Simulation Guided Beam Search (SGBS). The same values are used
for SABLE, IPPO and MAPPO. Values are chosen such that expansion factor and beam width (top-k)
use fully the number of attempts allowed by batch.

Parameter Number of attempts
4 16 32 64 128 256

Expansion factor 4 4 4 4 4 4
Beam width (Top k) 1 4 8 16 32 64

Table 6: To sample stochastically from a policy (SABLE, IPPO or MAPPO), we always use the same
temperature as the one used during training: 1.0.

Parameter Value
Evaluation greedy False
Temperature 1.0

E Experimental stack

All algorithmic implementations are built by extending the JAX-based research library, Mava (de Kock
et al., 2021). Our version of CMA-ES used for searching COMPASS’s latent space comes from the
JAX-based quality diversity library, QDAX (Chalumeau et al., 2024a). Both these libraries are built to
leverage the DeepMind JAX ecosystem (DeepMind et al., 2020) and use Flax (Heek et al., 2024) for
building neural networks, optax for optimisers and orbax for model checkpointing.

F Additional details about training

F.1 Base policy training

In Section 3, we explain that in our setting, it is assumed that all methods can be trained until
convergence. For transparency and comparison with previous results in the literature, we report in
Table 7 the training budget given to the methods to reach convergence, in environment steps.

Table 7: Training budgets (in environment steps) for each method across tasks.
Task Name Sable MAPPO IPPO
con-10x10x10a 100M 200M 200M
con-15x15x23a 100M 200M 200M
large-4ag 600M 200M 200M
large-4ag-hard 600M 400M 200M
large-8ag 600M 400M 200M
large-8ag-hard 600M 200M 200M
medium-4ag 400M 200M 200M
medium-4ag-hard 600M 200M 200M
medium-6ag 600M 200M 200M
small-4ag 200M 200M 200M
small-4ag-hard 400M 200M 200M
tiny-2ag-hard 100M 200M 200M
tiny-4ag-hard 200M 200M 200M
xlarge-4ag 200M 400M 200M
xlarge-4ag-hard 200M 200M 200M
smacv2_10_units 100M 200M 200M
smacv2_20_units 600M 200M 200M
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F.2 COMPASS training

In this section, we provide details about COMPASS and our implementation. For a more in-depth
explanation, we refer the reader to the original paper (Chalumeau et al., 2023b). Our implementation
is available in the submitted code files.

COMPASS is a method, which (i) uses a pre-trained base policy and modifies it to be conditioned
by a latent vector (ii) re-trains it to enable latent vectors to create policies that are diversified and
specialised for distinct training sub-distributions. At inference-time, this enables to search for the
latent vector which performs best on the new instance to be solved.

Reincarnating a pre-trained base policy COMPASS checkpoints are not trained from scratch, they
reincarnate an existing base policy, add parameters to this policy in order to process the latent vector
which can be given as additional input. Hence, one must choose where to inject the latent vector in
the existing architecture, and must modify the existing parameters of the neural policy to account
for the new shape of the input. The latent vector must be input in a way that enables to diversify
the actions produced for the same observation (i.e., making sure that different latent vectors create
different policies). In practice, we concatenate the latent vector to the observations. When relevant,
we make sure that this is done after observation normalisation layers.

In the original work, the additional weights added to the base neural network are initialised with zeros.
In our case, we observed that this could not provide enough diversification in the first training step,
preventing any emergence of specialisation, leading to no benefit. We found that initialising these
parameters with random uniform values between −0.01 and 0.01 fixed the issue across all tasks.

Creating diversity and specialisation in the latent space Similarly to the original method, the
latent space is not learned, it is a fixed prior, and the network’s weights are learned to create diversity
from this prior space. We also use a similar prior, which is a uniform distribution between −1 and
1, over 16 dimensions. We do not need any amplification of the latent vector (i.e., we multiply by
1, whereas the original work multiplies it by 100). At each training step, a batch of instances is
sampled from the training distribution, a batch of latent vectors is sampled from that latent space,
the conditioned policy is evaluated for each instance, for each latent vector, and only the best
performing latent vectors, for each instance, are used in the computation of the loss. This creates the
specialisation (diversification). For additional motivation and mathematical formulation, we refer
the reader to Chalumeau et al. (2023b). Like all training processes in our experimental study, the
method is allowed to train until convergence. In practice, each COMPASS checkpoint was trained for
100 million steps.

G Pseudo-algorithms

In this section, we provide algorithmic descriptions for the inference strategies used in the paper,
showing how the policy is used at inference time, under the time and budget constraints. Stochastic
sampling is explained in Algorithm 1, SGBS in Algorithm 2, online fine-tuning in Algorithm 3 and
COMPASS in Algorithm 4.

Algorithms use the terminology trajectory τ , which is equivalent to solution. The symbol ◦ is used
for the concatenation of a new step transition to a partial trajectory.

H Real-world examples where inference-time search is applicable

Applying RL in real-world applications is a key driver of this research. Below, we describe three
real-world cases where we have first-hand experience. In all of these, the user allows for a time
budget, and a proxy of the solution’s quality is accessible to inform the search.

Printed Circuit Board Routing The user submits the specification of a PCB board they want to
route. This task can take up to several days or even weeks, even for an expert, depending on the
complexity of the board. Therefore, users are typically satisfied with allowing an AI model to take at
least a few minutes or even hours for search to obtain a better solution (routed board). Additionally,
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Algorithm 1 Stochastic Sampling

1: Input: policy πθ, instance ρ, time budget Tmax, compute capacity Bmax, reward functionR
2: Initialize best trajectory τ∗ ← ∅, best score R∗ ← −∞
3: while elapsed time < Tmax do
4: for parallel rollout b = 1 to Bmax do
5: Initialize trajectory τb ← ∅
6: for step t = 1 to H do
7: Observe ot from environment copy ρb
8: Sample at ∼ πθ(· | ot)
9: Execute at in ρb, observe ot+1

10: Append (ot,at) to τb
11: Rb ← R(τb)
12: if Rb > R∗ then
13: τ∗ ← τb, R∗ ← Rb

14: return τ∗

Algorithm 2 Simulation-Guided Beam Search

1: Input: policy πθ, instance ρ, time budget Tmax, compute capacity Bmax, beam width K, reward
functionR

2: Initialize beam B ← {∅}, best trajectory τ∗ ← ∅, best score R∗ ← −∞
3: while elapsed time < Tmax do
4: Bnew ← ∅
5: for partial trajectory τ in B do
6: for sample b = 1 to Bmax/|B| do
7: Let ot be the observation at the end of τ
8: Sample at ∼ πθ(· | ot)
9: Simulate greedy rollout from τ ◦ at using πθ

10: Let τ̂b be the resulting full trajectory
11: Rb ← R(τ̂b)
12: Add (τ ◦ at, Rb) to Bnew
13: if Rb > R∗ then
14: τ∗ ← τ̂b, R∗ ← Rb

15: Prune top-K trajectories from Bnew into B
16: return τ∗

Algorithm 3 Online Fine-Tuning

1: Input: base policy πθ, instance ρ, time budget Tmax, compute capacity Bmax, reward function
R, learning rate α

2: Initialize best trajectory τ∗ ← ∅, best score R∗ ← −∞
3: Initialize adapted parameters θ′ ← θ
4: while elapsed time < Tmax do
5: for parallel rollout b = 1 to Bmax do
6: Rollout τb ∼ πθ′ on ρ
7: Rb ← R(τb)
8: if Rb > R∗ then
9: τ∗ ← τb, R∗ ← Rb

10: Compute gradient: ∇θ ← 1
Bmax

∑Bmax

b=1 ∇θ logπθ′(τb) ·Rb

11: Update parameters: θ′ ← θ′ + α∇θ

12: return τ∗
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Algorithm 4 COMPASS + CMA-ES search

1: Input: latent-conditioned policy πθ(· | o, z), instance ρ, time budget Tmax, compute capacity
Bmax, reward functionR

2: Initialize CMA-ES: mean µ, covariance Σ
3: Initialize best trajectory τ∗ ← ∅, best score R∗ ← −∞
4: while elapsed time < Tmax do
5: Sample {zb}Bmax

b=1 ∼ N (µ,Σ)
6: for each zb in parallel do
7: Rollout τb ∼ πθ(· | o, zb) on ρ
8: Rb ← R(τb)
9: if Rb > R∗ then

10: τ∗ ← τb, R∗ ← Rb

11: Update (µ,Σ) using CMA-ES with {(zb, Rb)}Bmax

b=1
12: return τ∗

the user will often find it beneficial to leave more time and to grant more computation in order to
improve the board further, which could then be easier to manufacture or reduce its production cost.

Bin Packing When a logistics company wants to load containers with objects that need to be
shipped overseas, operators typically have a few hours or days to plan which objects need to be
transported, and can hence allow inference-time search. Here as well, the energy and money gains
from having a better object dispatching (thus fewer containers to ship for the same amount of objects)
will always justify a few hours of search, or the allowance of more computing spend.

Train Scheduling Designing train schedules to meet a demand forecast, while proposing a feasible
schedule (e.g., no collisions between trains), is another relevant example. This process usually
happens once or twice a year and can take months to complete. Hence, there is no need to rely on
a single rollout of the trained policy, and an inference-time search can instead be conducted over
several days.

I Parameter counts for all base policy checkpoints

Creating a COMPASS checkpoint from a pre-trained base policy requires adding new parameters to
process the latent vectors (see Appendix F.2), hence increasing the model size. However, this increase
is small, never exceeding 2% of the total base policy model size.

We report the parameter count for all base policy checkpoints and all corresponding COMPASS
checkpoints for IPPO (Table 9), MAPPO (Table 8) and Sable (Table 10). We observe that (i) for
IPPO and MAPPO, the increase in model size stays below 1.6%, and (ii) for Sable, it typically adds
0.5% to the total parameter count. Consequently, this model size increase has a minor impact on the
memory and computational footprint of the method, which is confirmed by our study of the attempts
achieved over time (reported in Appendix J).

J Discussion about the inference-time budget

Choice of the budget used in the experiments We create our experimental setting to be similar
to practical use cases. Hence, we use time as the main budget constraint, instead of number of
attempts (contrary to most literature on the topic). This enables to account for the cost of search
and adaptation. Even though we always evaluate methods on 128 instances for each task, we ensure
that each instance is solved fully independently, to avoid that the vectorisation process creates a
bias towards one method or another. We choose to study methods with time budgets ranging from
30 to 300 seconds. The lower bound is taken to be small, to show that even short inference-time
searches can provide significant benefit. The higher bound is chosen to be high enough to see which
method can really benefit from a longer search budget. Concerning the compute capacity, we choose
a range of values that seems achievable in practice. In real-world scenarios, simulations can get more
complex and require one CPU core for one simulation. We hence believed that most use cases would
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Table 8: Parameter count comparison for MAPPO.
Scenario Base Policy COMPASS Policy % Increase
small-4ag-hard 125061 127109 1.64%
medium-6ag 125317 127365 1.63%
tiny-4ag-hard 125061 127109 1.64%
xlarge-4ag 125061 127109 1.64%
xlarge-4ag-hard 125061 127109 1.64%
large-8ag 125573 127621 1.63%
tiny-2ag-hard 124805 126853 1.64%
large-8ag-hard 125573 127621 1.63%
medium-4ag 125061 127109 1.64%
large-4ag 125061 127109 1.64%
large-4ag-hard 125061 127109 1.64%
medium-4ag-hard 125061 127109 1.64%
smacv2_20_units 187417 189465 1.09%
smacv2_10_units 151567 153615 1.35%
small-4ag 125061 127109 1.64%
con-10x10x10a 124293 126341 1.65%
con-15x15x23a 125957 128005 1.63%

Table 9: Parameter count comparison for IPPO.
Scenario Base Policy COMPASS Policy % Increase
large-8ag-hard 125573 127621 1.63%
medium-6ag 125317 127365 1.63%
large-8ag 125573 127621 1.63%
tiny-4ag-hard 125061 127109 1.64%
small-4ag-hard 125061 127109 1.64%
tiny-2ag-hard 124805 126853 1.64%
xlarge-4ag-hard 125061 127109 1.64%
large-4ag-hard 125061 127109 1.64%
large-4ag 125061 127109 1.64%
xlarge-4ag 125061 127109 1.64%
medium-4ag 125061 127109 1.64%
medium-4ag-hard 125061 127109 1.64%
smacv2_20_units 187417 189465 1.09%
smacv2_10_units 151567 153615 1.35%
small-4ag 125061 127109 1.64%
con-10x10x10a 124293 126341 1.65%
con-15x15x23a 125957 128005 1.63%

fit within the limit of 256 simulations in parallel. Nevertheless, our code works for higher values and
can be used to obtain results in new settings (both in terms of time and parallel attempts).

Total number of attempts achieved within time budget To remain consistent with previous
literature, and provide a better understanding of the search and adaptation cost of each inference
strategy and each base policy, we provide the number of attempts achieved within the time limit, for
all tasks and compute capacity (i.e., number of parallel attempts allowed). Values for SABLE within
300 seconds are reported on Table 11 for COMPASS, Table 12 for online fine-tuning, Table 13 for
stochastic sampling. SGBS builds new solutions from existing partial solutions, hence the count of
the attempted solution cannot be obtained in the same way as other methods.

Values for all base policies within 30 seconds are reported on Table 14, Table 16 and Table 15.
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Table 10: Parameter count comparison for SABLE.
Scenario Base Policy COMPASS Policy % Increase
large-8ag 390096 392144 0.52%
smacv2_20_units 43363 43875 1.18%
con-10x10x10a 388422 390470 0.53%
con-15x15x23a 389907 391955 0.53%
smacv2_10_units 201435 202459 0.51%
medium-6ag 389454 391502 0.53%
medium-4ag-hard 389580 391628 0.53%
large-4ag-hard 389004 391052 0.53%
large-8ag-hard 389520 391568 0.53%
small-4ag-hard 389004 391052 0.53%
tiny-4ag-hard 1080524 1082572 0.19%
small-4ag 389196 391244 0.53%
xlarge-4ag 389004 391052 0.53%
medium-4ag 389580 391628 0.53%
xlarge-4ag-hard 1078796 1080844 0.19%
large-4ag 389004 391052 0.53%
tiny-2ag-hard 388746 390794 0.53%

Table 11: Number of attempts (solutions generated) when using SABLE + COMPASS during 300
seconds of inference-time search.

Task Name Number of attempts
4 8 16 32 64 128 256

con-10x10x10a 9960 19448 37520 67296 131456 248320 422144
con-15x15x23a 1608 3112 7744 14144 27456 53248 80896
large-4ag 2608 5208 9360 16896 30464 44032 59392
large-4ag-hard 2596 5000 9360 16832 29568 44288 59904
large-8ag 1612 3200 6240 10304 17280 23424 30976
large-8ag-hard 1708 3144 6096 10624 18880 29056 39680
medium-4ag 2088 4072 7904 15104 29376 48256 87296
medium-4ag-hard 2072 4040 7888 16992 29632 48384 87552
medium-6ag 1536 3016 5728 10816 21440 37760 74240
smacv2_10_units 7628 13248 26176 45088 74304 122624 174336
smacv2_20_units 5824 10428 18528 34112 64064 111232 180992
small-4ag 1964 3880 8672 14112 28096 61568 83456
small-4ag-hard 1876 4216 7104 15488 30464 52096 93696
tiny-2ag-hard 2736 6072 11856 22496 44544 77440 147200
tiny-4ag-hard 1384 2648 5024 10624 16640 32256 45568
xlarge-4ag 1816 3568 7952 15264 24320 45440 81152
xlarge-4ag-hard 1180 2264 5344 9696 17792 28544 51200

K Additional discussion about COMPASS

In Section 4.3 we mention explanations to why COMPASS gets good performance and scaling trends.
In this section, we elaborate on these, and highlight three main aspects.

First, COMPASS trains a “multiple attempts” objective, unlike other methods, which are training for
“single attempt” performance. Thus, COMPASS ’s training objective anticipates that what matters is
the maximum performance over multiple attempts, rather than the average performance over these
attempts. While its average solution quality may be lower, it has a higher probability of producing
one excellent solution. This makes it inherently better suited for inference-time search where multiple
attempts are allowed.
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Table 12: Number of attempts (solutions generated) when using online fine-tuning and SABLE during
300 seconds of inference-time search.

Task Name Number of attempts
4 8 16 32 64 128 256

con-10x10x10a 10608 20256 37744 64448 115392 226560 395776
con-15x15x23a 2136 3952 6864 10496 16592 32000 60928
large-4ag 1792 3296 6560 9920 13376 24448 49664
large-4ag-hard 2064 3416 6448 8832 13248 24448 46592
large-8ag 1416 2336 4592 7552 11136 19200 34304
large-8ag-hard 1140 2576 4064 6752 12736 26624 44032
medium-4ag 2000 4176 7472 9920 15744 28160 48384
medium-4ag-hard 2024 3776 7232 10816 14848 28160 48384
medium-6ag 1700 2872 6448 8704 21120 32896 65792
smacv2_10_units 6848 12576 20176 37536 68160 156672 235776
smacv2_20_units 5700 10584 18176 25216 47488 104382 155904
small-4ag 1940 3688 7072 9600 14272 30336 49408
small-4ag-hard 1940 3688 7072 9600 14272 30336 49408
tiny-2ag-hard 2572 5600 9824 13344 22848 48768 86272
tiny-4ag-hard 2572 5568 9808 13344 22784 48768 86272
xlarge-4ag 1768 3856 6368 9792 13760 24448 46080
xlarge-4ag-hard 1280 2024 3776 6368 11456 21504 40192

Table 13: Number of attempts (solutions generated) when sampling stochastically from SABLE during
300 seconds of inference-time search.

Task Name Number of attempts
4 8 16 32 64 128 256

con-10x10x10a 10632 20504 39524 70720 138624 264960 448512
con-15x15x23a 2048 4056 7840 14144 27648 54144 101376
large-4ag 2092 3624 7808 15456 30336 46464 82944
large-4ag-hard 2108 3696 8112 13344 26816 46592 82176
large-8ag 1508 2552 5824 9568 17984 30720 52480
large-8ag-hard 1324 2256 4432 8416 16576 34048 32208
medium-4ag 2388 4576 8064 15296 29760 53120 81664
medium-4ag-hard 2144 4616 7968 16992 29696 52992 88576
medium-6ag 1344 3496 6768 10848 25280 66048 66048
smacv2_10_units 7168 11056 25376 47088 94720 148608 261888
smacv2_20_units 4848 9144 17584 34688 55232 102144 228608
small-4ag 1472 3896 7072 16448 27840 61056 84224
small-4ag-hard 1812 3704 7072 16448 26880 59776 84224
tiny-2ag-hard 2824 6168 10432 20192 45504 77952 165632
tiny-4ag-hard 1600 2672 5888 9184 16960 33152 58880
xlarge-4ag 1832 3624 7888 13248 27584 50944 81152
xlarge-4ag-hard 1164 2280 4480 8064 15296 33152 58880

Second, COMPASS creates a dense space of diverse and specialised policies, hence creating a strong
exploration capacity. While most other methods rely on the entropy of the action distribution to
explore (i.e. sampling stochastically from the pre-trained policy), COMPASS can use the wide diversity
encoded in its latent space to build much more diverse policies.

Finally, the Covariance Matrix Adaptation mechanism (CMA-ES) used by COMPASS at inference time
enables it to navigate the latent space and identify the most adapted (suitable) latent for the problem
instance at hand. Using a CMA-ES search in a 16-dimensional space is more efficient and less prone
to getting stuck in local optima compared to using gradient descent in the entire policy parameter
space (i.e. online fine-tuning).
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Table 14: Number of attempts (solutions generated) when using COMPASS with SABLE, IPPO and
MAPPO during 30 seconds of inference-time search.

Task Name Number of attempts - Sable PPO
4 8 16 32 64 128 256 64

con-10x10x10a 996 1872 3744 6720 13120 24832 42240 65152
con-15x15x23a 160 384 768 1408 2752 5376 8192 36608
large-4ag 260 464 928 1664 3072 4480 5888 5056
large-4ag-hard 256 464 928 1664 2944 4480 6144 4928
large-8ag 160 312 624 1024 1728 2304 3072 3520
large-8ag-hard 168 304 608 1056 1856 2944 4096 3584
medium-4ag 208 392 784 1504 2944 4864 8704 5120
medium-4ag-hard 208 392 784 1696 2944 4864 8704 5056
medium-6ag 152 288 576 1088 2112 3840 7424 4416
smacv2_10_units 760 1304 2608 4480 7424 12288 17408 30464
smacv2_20_units 584 928 1856 3392 6400 11136 18176 26880
small-4ag 196 432 864 1408 2816 6144 8320 5248
small-4ag-hard 188 352 704 1536 3072 5120 9216 5248
tiny-2ag-hard 272 592 1184 2240 4480 7680 14592 6848
tiny-4ag-hard 136 248 496 1056 1664 3200 4608 5312
xlarge-4ag 180 392 784 1536 2432 4480 8192 4160
xlarge-4ag-hard 116 264 528 960 1792 2816 5120 4288

Table 15: Number of attempts (solutions generated) when using stochastic sampling with SABLE,
IPPO and MAPPO during 30 seconds of inference-time search.

Task Name Number of attempts - Sable PPO
4 8 16 32 64 128 256 64

con-10x10x10a 1060 2048 3940 7040 13760 26240 44800 103680
con-15x15x23a 204 400 780 1408 2752 5376 10112 51456
large-4ag 208 360 768 1536 3008 4608 8192 5312
large-4ag-hard 208 368 800 1312 2688 4608 8192 5184
large-8ag 148 248 576 928 1792 3072 5120 3904
large-8ag-hard 132 224 432 832 1664 3328 3200 3712
medium-4ag 236 456 800 1504 2944 5248 8128 5120
medium-4ag-hard 212 456 784 1696 2944 5248 8832 5312
medium-6ag 132 344 672 1056 2496 6528 6528 4480
smacv2_10_units 716 1104 2528 4704 9408 14848 26112 33408
smacv2_20_units 484 912 1744 3456 5504 10176 22784 31808
small-4ag 144 384 704 1632 2752 6016 8384 5184
small-4ag-hard 180 368 704 1632 2688 5888 8384 5248
tiny-2ag-hard 280 608 1040 2016 4544 7808 16512 4544
tiny-4ag-hard 160 264 576 896 1664 3328 5888 5312
xlarge-4ag 180 360 784 1312 2752 5120 8128 4416
xlarge-4ag-hard 116 224 448 800 1536 3328 5888 4352

L Additional experimental details and error bars

In Fig. 4, we report the zero-shot performance of SOTA method SABLE, and compare it with the best
results observed for 30 seconds of inference-time search. We report the error values in Table 17 and
the figure with error bars in Fig. 12.

We report the mean and 95% bootstrap confidence intervals. The 20M timestep values are aggregated
over 10 independent runs and computed directly from the benchmarking data provided along with the
Sable paper (Mahjoub et al., 2025), for the policy trained to convergence and for COMPASS, we give
the results aggregated over 128 independent runs.
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Table 16: Number of attempts (solutions generated) when using online fine-tuning with SABLE, IPPO
and MAPPO during 30 seconds of inference-time search.

Task Name Number of attempts - Sable PPO
4 8 16 32 64 128 256 64

con-10x10x10a 1060 2024 3760 6432 11520 22656 39424 23680
con-15x15x23a 212 392 672 1024 1600 3200 5888 5888
large-4ag 176 328 656 992 1280 2432 4864 3136
large-4ag-hard 204 336 640 864 1280 2432 4608 2944
large-8ag 140 232 448 736 1088 1920 3328 2304
large-8ag-hard 112 256 400 672 1216 2560 4352 2112
medium-4ag 200 416 736 992 1536 2816 4608 2880
medium-4ag-hard 200 376 720 1056 1472 2816 4608 2880
medium-6ag 168 280 640 864 2112 3200 6400 4160
smacv2_10_units 684 1256 2016 3744 6784 15616 23552 8960
smacv2_20_units 568 1056 1808 2496 4736 10368 15360 7936
small-4ag 192 368 704 960 1408 2944 4864 2816
small-4ag-hard 192 368 704 960 1408 2944 4864 2816
tiny-2ag-hard 256 560 976 1312 2240 4864 8448 3904
tiny-4ag-hard 256 552 976 1312 2240 4864 8448 3904
xlarge-4ag 176 384 624 960 1344 2432 4608 2944
xlarge-4ag-hard 128 200 368 608 1088 2048 3840 2432

Figure 12: Training the SOTA algorithm Sable to convergence is not enough to achieve optimal
zero-shot performance, but using 30 seconds of search enables to consistenly reach above 85%
normalised performance across the whole benchmark. We report the mean and 95% bootstrap
confidence intervals.
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Table 17: Performance comparison between the base policy (after 20M timesteps and after conver-
gence) and COMPASS. Values indicate mean performance with 95% confidence intervals.

Scenario 20M Timesteps Converged COMPASS
con-10x10x10a 0.388 (0.372, 0.404) 0.500 (0.414, 0.586) 0.953 (0.914, 0.984)
con-15x15x23a 0.075 (0.067, 0.083) 0.078 (0.039, 0.125) 0.867 (0.805, 0.922)
large-4ag 0.246 (0.200, 0.283) 0.642 (0.618, 0.664) 0.949 (0.940, 0.957)
large-4ag-hard 0.175 (0.113, 0.225) 0.609 (0.581, 0.633) 0.933 (0.922, 0.943)
large-8ag 0.203 (0.197, 0.208) 0.496 (0.464, 0.526) 0.953 (0.947, 0.959)
large-8ag-hard 0.209 (0.202, 0.216) 0.516 (0.489, 0.541) 0.957 (0.950, 0.963)
medium-4ag 0.376 (0.346, 0.396) 0.666 (0.642, 0.686) 0.947 (0.941, 0.953)
medium-4ag-hard 0.253 (0.220, 0.282) 0.701 (0.677, 0.721) 0.949 (0.943, 0.955)
medium-6ag 0.240 (0.227, 0.250) 0.702 (0.668, 0.733) 0.958 (0.954, 0.963)
smacv2_10_units 0.648 (0.623, 0.675) 0.852 (0.789, 0.914) 0.977 (0.945, 1.000)
smacv2_20_units 0.599 (0.548, 0.639) 0.719 (0.641, 0.797) 0.969 (0.938, 0.992)
small-4ag 0.384 (0.243, 0.484) 0.728 (0.706, 0.746) 0.963 (0.956, 0.969)
small-4ag-hard 0.349 (0.327, 0.371) 0.707 (0.687, 0.725) 0.955 (0.948, 0.962)
tiny-2ag-hard 0.664 (0.646, 0.684) 0.810 (0.799, 0.821) 0.978 (0.967, 0.989)
tiny-4ag-hard 0.548 (0.529, 0.566) 0.783 (0.756, 0.806) 0.958 (0.951, 0.964)
xlarge-4ag 0.193 (0.118, 0.261) 0.485 (0.465, 0.504) 0.905 (0.893, 0.916)
xlarge-4ag-hard 0.065 (0.001, 0.161) 0.394 (0.373, 0.413) 0.892 (0.879, 0.906)

35


	Introduction
	Related work
	Finding the best solution for a given time and compute budget
	Preliminaries
	One budget, many possibilities: inference-time search and adaptation

	Experiments
	A couple of seconds is all you need
	Mapping performance with compute and time budget
	Scaling with increasing budget

	Conclusion
	Additional results
	Details about the tasks
	Results and discussion about the single-agent case
	Additional results on a single-agent challenge: Craftax
	Published results on single-agent tasks

	Hyperparameters
	Experimental stack
	Additional details about training
	Base policy training
	COMPASS training

	Pseudo-algorithms
	Real-world examples where inference-time search is applicable
	Parameter counts for all base policy checkpoints
	Discussion about the inference-time budget
	Additional discussion about COMPASS
	Additional experimental details and error bars

