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Abstract

Reinforcement learning is a powerful framework for training agents to navigate different
situations, but it is susceptible to changes in environmental dynamics. Generating an
algorithm that can find environmentally robust policies efficiently and handle different
model parameterizations without imposing stringent assumptions on the uncertainty set of
transitions is difficult due to the intricate interactions between policy and environment. In
this paper, we address both of these issues with a No-Regret Dynamics framework that utilizes
policy gradient methods and iteratively approximates the worst case environment during
training, avoiding assumptions on the uncertainty set. Alongside a toolbox of nonconvex
online learning algorithms, we demonstrate that our framework can achieve fast convergence
rates for many different problem settings and relax assumptions on the uncertainty set of
transitions.

1 Introduction

Reinforcement learning (RL) is a powerful subset of machine learning that enables agents to learn through
trial-and-error interactions with their environment. RL has succeeded in various applications such as game
playing, robotics, and finance (Sutton & Bartol |2018). However, when a trained policy operates in different
environmental dynamics than the training environment, it often underperforms and achieves suboptimal
rewards (Farebrother et al) 2018; Packer et al., 2018; |Cobbe et al., 2018; |Song et al., 2019; Raileanu &
Fergus), 2021). Mitigating disastrous failures of RL-trained agents in practice can prevent many undesirable
outcomes (Srinivasan et al., [2020; |Choi et al.l 2021). Robust Markov Decision Processes (MDPs) have emerged
as a promising solution to mitigate this problem and address the issue of the sensitivity of reinforcement
learning to changing environments. The Robust MDP problem is finding a policy that maximizes some
chosen objective function in the worst-case environment. By optimizing policies against hostile environmental
dynamics, Robust MDPs provide a more stable approach to training agents (Nilim & Ghaoui, |2003}; Bagnell
et al.; [Iyengar) |2005]).

While the Robust MDP is a powerful framework for changing environments, designing robust algorithms that
solve such MDPs still presents significant challenges. One primary difficulty arises from the nonconvexity
of many objective functions in Robust MDPs. Additionally, the intricate interactions between policy and
environment in many MDPs make the problem difficult to handle. Many Value Iteration based approaches
have been studied to solve Robust MDPs under a Direct Parameterization setting (Nilim & Ghaouil, |2003;
Iyengar], |2005; Badrinath & Kalathil, [2021; Wiesemann et al., |2013; [Roy et al.l 2017; [Tamar et al., |2014)).
However, many recent works have focussed on extending these methodologies past the direct parameterization
setting (Dong et al., [2022; |Wang & Zou, [2022) by utilizing modern policy gradient methods. Such gradient
techniques are popular for their scalability and versatility to many different problem settings (Williams|
1992} [Sutton et all, [1999; |Konda & Tsitsiklis| |1999; Kakade, [2001)). Most works make convergence explicit
in Robust MDPs with such gradient techniques often by assuming that the set of possible adversarial
environments, known as the uncertainty set, take on specific shapes, such as Rectangular sets (Dong et al.,
2022), R-Contamination sets (Wang & Zou, [2022)), or Wasserstein balls (Clement & Kroer| (2021)). Finding
algorithms that can solve Robust MDPs for general shapes of uncertainty sets is a complex and open problem.
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To more fundamentally attack this problem, we want to form an algorithmic framework to design algorithms
to solve Robust MDPs under many different settings. Several works have solved finding robust minima in
different problem settings using a No-Regret Dynamics framework (Wang et all 2022a} Balduzzi et al.l 2018;
Syrgkanis et al., [2015)). Such a framework frames an algorithm to find robust minima as a two-player game
between a learner and the environment. These frameworks enjoy both versatility in design and simplicity
of analysis. Most importantly, the convergence of an algorithm from this framework can be bounded in
terms of the expected regrets of both players’ online strategies without strong assumptions. We use a
similar framework style to attack the Robust MDP to more fundamentally attack the challenges of limiting
assumptions and versatility to different settings. Our proposed game precisely consists of two players: policy
and environment players. In each round of the game, the policy player first picks a policy and tries to
maximize its objective function. After that, the environment observes the policy and then chooses a hostile
environment to minimize the policy player’s objective function. The two players repeatedly play against each
other, and the goal is to converge to a robust minimum, which naturally yields a policy that is robust to
worst-case environments. This framework has three concrete advantages. First, in each round, the framework
calls for explicitly approximating the worst-case environment. This step is critical to relax assumptions on
the shape of uncertainty set of environments. Second, both players can choose any online strategy, including
gradient-based updates. This flexibility makes this framework applicable to a host of problem settings. Third,
the time taken till the algorithm converges to a robust equilibrium is bounded by the regret of the two players’
chosen strategies. This makes both algorithm design and convergence analysis simple.

To utilize our framework, we provide various possible online strategies for each player. Given the nonconvexity
of the objective functions in Robust MDPs, we explore the existing nonconvex online learning literature to
develop our toolbox and augment it with several new nonconvex online algorithms that work well in our
framework. For the first augmentation, we make use of the fact that the environment player in our framework
can see the incoming loss function and developed two new algorithms known as Best-Response and Follow
the Perturbed Leader Plus (FTPL+), which enjoy improved regret rates with this ability to peak at the
policy player’s chosen policy. The second augmentation is that the nonconvex online learning literature often
depends on a minimization oracle that can find a global minimizer of the nonconvex loss function (Suggala &
Netrapalli, [2019). While this is impossible to build in every setting, we identify the MDP settings under which
such an oracle is accessible. To be more specific, we demonstrate that for both the policy and environmental
players, the Value Function, a common objective for Robust MDPs, exhibits gradient-dominance. Thus,
using Projected Gradient Descent (PGD) will surprisingly suffice as a minimization oracle for both players.
This choice has the added benefit of enjoying the scalability of gradient methods. Thus, under different
conditions, including simple gradient-dominance, smooth MDPs, or strongly gradient-dominated MDPs,
we build different algorithms from our framework using different algorithms that take advantage of each
setting. With our framework, proving convergence for each algorithm is simple yet powerful. For example,
in the most common setting where the objective function is the Value Function, our algorithm achieves

the strong convergence rate of O (T *%) where T is the number of iterations of our algorithm. This rate is

competitive with the most recent Robust MDP algorithms from the literature. Moreover, due to the explicit
approximation of the worst-case environment throughout the training process, we do not need an assumption
on the uncertainty set shape; instead, we only need the uncertainty set to be convex.

We utilize our algorithmic framework to provide different algorithms for Robust MDPs with gradient-
dominance, smooth MDPs, and strongly gradient-dominated MDPs. We also prove robust convergence rates
with only a convexity assumption on the uncertainty set of environments. Alongside these guarantees, we
run several small experiments on the convergence behavior of our algorithm where the Value Function is the
optimization objective in the GridWorld MDP. Our small experiments corroborate this convergence rate in
Section

Contributions Our contributions are as follows.

1. We design an algorithmic framework for generating algorithms to solve Robust MDPs based on No-
Regret Dynamics. Alongside our framework, we develop novel, no-regret online learning algorithms
to use with our framework. This framework is versatile and can work for various problem settings,
including direct parameterization. Moreover, due to the explicit approximation of the worst-case
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environment during training, we need only the uncertainty set of transitions to be convex to guarantee
convergence.

2. Many of the no-regret online algorithms in our framework require access to a Minimization Oracle. We
show that when the objective function of the game is gradient-dominated for both players, we can use
Projected Gradient Descent as the oracle. We also provide tools for identifying the conditions under
which the gradient-dominated property of an objective function is ensured. For example, we show
that when the MDPs’ objective function is the Value Function in the tabular setting, both players’
objective functions enjoy gradient-dominance. We then prove that when the objective function is the
Value Function in the direct parameterization setting, our framework can generate an algorithm that

yields an O (T_%) convergence rate. We empirically verify that our algorithm finds a robust policy

at a rate of roughly O (T*%) in the GridWorld MDP across several uncertainty set shapes and sizes.

3. Finally, we demonstrate that even faster convergence rates can be obtained when the objective
function is Lipschitz smooth or enjoys strong gradient-dominance with advanced online dynamics.
To our knowledge, this is the first work to study Robust MDPs with strong gradient-dominance.

2 Related Works

Robust MDPs Some of the first algorithms to solve Robust MDPs with convergence guarantees and
empirical performance are via transition dynamics set assumptions(Nilim & Ghaoui, |2003; Lyengar} |2005),
Robust Policy Iteration (Mankowitz et al. [2019; Tamar et al., 2014; [Sinha & Ghate, 2016)) or Robust
Q-Learning (Wang & Zou, [2021)). After the introduction of Robust MDPs, several works studied the setting
where only samples from the MDP are accessible (Wang & Zou, [2022; Badrinath & Kalathil, [2021} Roy et al.
[2017; [Tessler et all [2019). [Goyal & Grand-Clement| (2023)) expanded the rectangular uncertainty set using
Factor Matrix Uncertainty Sets to be more general. |Zhang et al. (2021) introduced a different adversary
where the stochastic samples from the central MDP are adversarial. This work focuses solely on optimizing
the policy where the uncertainty set is known. Regarding robust policy optimization, Mankowitz et al. (2018
proposed robust learning through policy gradient for learning temporally extended action. Mankowitz et al.
used Bellman contractors to optimize the robust objective but did not provide any sub-optimality
guarantees, only convergence. |Dong et al| (2022)) used an online approach similar to ours but used rectangular
uncertainty set assumptions and did not utilize any no-regret dynamics. Wang et al.| (2023)) and |Tamar|
discussed a policy iteration approach to improving the Average Reward Robust MDP using
Bellman Equations. Wang et al.| (2022b)) uses a similar game framework but does not use no-regret dynamics
or sophisticated online learning algorithms to achieve their guarantees, achieving a worse convergence rate
with less robust guarantees.

|Wang & Zou| (2022)) is one of the best-known algorithms for solving Robust MDPs in this setting with policy
gradient methods. Unlike our work, they rely on the uncertainty set taking the form of R-Contamination
set, while our algorithm needs no such assumption. Moreover, |Clement & Kroer] (2021)) do approximate
the worst-case environment iteratively. However, unlike our work, they utilize Wasserstein uncertainty set
assumptions and focus on direct parameterizations. There are also other forms of Robust MDPs, including
distributionally robust MDPs (Xu & Mannor, |2010; Ruszczynski, 2010; [Shapiro, 2016; Xu & Mannor}, 2009
Petrik, |2012; (Ghavamzadeh et al., |2016; |Chen et al., |2019), soft-robust MDPs (Buchholz & Scheftelowitsch
[2019; |Lobo et al., 2020; [Steimle et al., [2021)), and noise robustness (Pattanaik et al., [2017; [Eysenbach &/

Levine|, 2021)).

No-Regret Learning In the context of game no-regret learning, McMahan & Abernethy| (2013)) used a
similar game framework to solve linear optimization. In contrast, Wang et al.| (2022a) used this framework for
solving binary linear classification. [Wang et al.| (2021) used these frameworks to solve Fenchel games, phrasing
many optimization algorithms. Daskalakis et al. (2017)) showed that using a similar framework using online
players for training GANs yields strong theoretical and empirical improvements. The classical
uses No-Regret Dynamics to solve social welfare games. Balduzzi et al. (2018) helped show the
convergence of these games even in adversarial settings and explained gradient descent as a two-player game.
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3 Preliminaries

In this section, we present the problem setup along with some standard assumptions and definitions.

3.1 Notation

We denote our infinite horizon, y-discounted MDP as a tuple of (S, A, Py, R), where S is a set of states, A
is a set of actions, Py is a transition dynamics function parameterized by W that maps a state-action-state
triple s,a,s’ € S x A x S to a probability between 0 and 1, and R is a reward function that maps a state
s to a reward r. Here, W parameterizes the transition dynamics belonging to some bounded convex set
W. Moreover, we will denote Ry,.x as a constant denoting the largest possible value of R. We will assume
that both § and A are finite sets. We will design a policy my parameterized by a term 6 € T where T is a
bounded convex set of vectors of dimension d for some constant d. This policy my maps a state action pair
s,a € S X A to a probability [0,1]. For most of this paper, we will refer to my as = where clear. We will
not specify the form W and 6 take since that depends on the parameterization of the policy and transition
dynamics. For example, under direct parameterization for both transition dynamics and policy, W belongs to
probability simplex W € AISIXIAIXISI and 6 belongs to the probability simplex 8 € AlSIXIAl

We denote the value function V' of a state s under the policy 7 and transition dynamics Py, as Vij,(s). This
function is the expected value function of arriving in a state s. We will define 1 € AlSI as some probability
distribution over the initial states. Moreover, we will slightly abuse notation and call Vij,(u) = ,uTVV?, where
Vi, is the vector of value functions for all states. Moreover, we will define dYY (s) and df, (s) as the probability
distribution over the occupancy of states when a policy m interacts with an environment of dynamics W
given the initial state so. Formally, this is written as

o0

dib (s) = d7,(s) = (1 =) D 7'B(s: = s|so,m, W),
t=0

We choose to use either di¥ (s) and d (s) based on the context. Moroever, the state visitation distribution

under initial state distribution p is formally d7i(s) = E [dT (s)] and d)} (s) = E [d¥¥ (s)].
so~p so~p

3.2 Robust Policies

Our main goal is to create a policy m where some objective function over the initial state distribution is as
large as possible against the worst environments. Within different formulations of Robust MDPs, there may
be different objective functions for the robust optimization, which we denote as g(m, W). One common setup
of Robust MDPs is where g(m, W) is simply the Value Function given 7 and W, specifically g(m, W) = Vif,(1).

Definition 3.1. We are in the infinite horizon setting where v serves as a discount factor and is a positive
constant less than 1. Given a policy m and a transition dynamics Py, we define the value function recursively

Viv(s) = R(s) +v > _ m(a,s) > Pw(s',a,8)Vii(s).

acA s'eS

In this setting, the Robust MDP problem is simply the task of finding a policy 7 that maximizes the Value
Function under worst-case transition dynamics as in

= argmax min , W) =argmax min V{7 (u).
™ = argmax min g(m, W) g max min, w (1)
However, in different setups such as Control or Regularized MDPs (Bhandari & Russo}, [2022), it may be
desirable to find a policy solving a similar robust optimization problem with a different objective function. For
example, one may wish to regularize the policy parameter as in g(mg, W) = Vij? (1) — ||0]|*>. To generalize the
Robust MDP problem to all such possible MDPs, we will denote the optimization problem as the following.

Definition 3.2. The Robust MDP problem is that of finding m such that m = arg max I%/mrvlv g(m, W).
€T €
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To connect this more clearly to work on repeated games, we will view this as finding a policy 7 that minimizes
the suboptimality, i.e., argmax min g(7*, W) — min g(m, W). Improving the robustness of the policy can
meT WEW Wew

similarly be seen as reducing the difference between our policy’s robustness and the best policy’s robustness.
The second definition intuitively connects to the online learning literature definition of regret. We will
similarly use this algorithmic perspective to design a Robust Policy Optimization algorithm that minimizes
the suboptimality of the learned policy with the least amount of computational complexity possible. Similar
min-max games have been solved in the past using No-Regret Dynamics, a powerful and versatile framework
for algorithm design. Given its existing connection to robustness (Wang et al. 2022a)), we explore how to use
a No-Regret Dynamics based framework to solve the Robust MDP problem.

4 No Regret Dynamics

In this section, we present a general No-Regret Dynamics framework. We then demonstrate how such a
framework can be used to generate algorithms for Robust MDPs.
Algorithm 1: No-Regret RL

4.1 The General Framework Data: T
for t € [T] do
OL"™ chooses a policy: 7w < OLT;
OLW sees the policy: OL"W « 7;;
OLW chooses transition dynamics: W, <

oL":
OL™ sees the transition dynamics: OL™ + Wy;

Our No-Regret framework is presented in Al-
gorithm [I] Intuitively, we iteratively choose
a policy that performs well in previously seen
adversarial environments, and we iteratively
look for adversarial environments. In the end,
the policies produced at the later rounds will
become more and more robust. Specifically, in OLY incur losses: OL" « I,(W});
each round ¢ of this algorithm, our policy player OL™ incur losses: OL™ = hy(m);
called OL™, chooses a policy 7y at time step t. end

Our second player is a W-player, called OL",
which will see the policy m; outputted by the policy player and, then, outputs a transition dynamic W;. The
policy player then sees the W, that was chosen. The policy player incurs a loss h¢(m;), and the environment
player then incurs a loss [;(W;) corresponding to their decision. They repeatedly play this game until an
equilibrium is reached. Here, the online players OL™ and OL" can be any online strategy. In Wang et al.
(2022a), example strategies for online players include Mirror Descent and Follow the Leader. The performance
of a strategy for either online players can be measured in terms of regret. By definition, the regret of the
W -player is equivalent to

T T
Regy, = th(Wt) - I&}PZ L(W*
t=0

t=0

Similarly, for the 7 player, we have that
T T
Reg, = th(m) - H;I*IIZ hi(7™)
t=0 t=0

This framework is a simple and versatile method of solving many optimization problems. We need only choose
the online algorithms that the m-player and W-player employ and the loss function they see. The benefit of a
No-Regret Dynamics framework is that when the loss functions for both players are negative of the others,
the algorithm’s convergence is simply the convergence for two players. By setting I;(W;) = g(Wy, m¢) and
hy(m¢) = —g(Wy, m¢), we have Theorem [4.1]

Theorem 4.1. We have the difference between the robustnesses of the chosen policies and any policy T is
upper bounded by the regret of the two players

TW%ZQ " —*W@é%ng 1) < Regyy + Reg,.
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Here, Regy, and Reg, are the two average regrets of the two players OL™ and OL™.

As in Theorem[£.T] the convergence of Algorithm [T]is explained by the regret of the two players. This framework
is both powerful and intuitive. Say we are in the traditional Robust MDP setting where g(W,m) = Vij,(1).
We can get convergence guarantees for the robustness of our setting by configuring the loss functions I; and
h¢ in the following way. In this setting, the ¢th loss function for the W-player is I,(W;) = Vi3/ (1) and for the
m-player is hy(m) = —Vig! (u). Setting the loss functions according to the above, we similarly get the following
convergence guarantee based on the regret of the two players, just like in Theorem [4.1] Therefore, despite the
nonconvexity, we have a simple framework for solving the Robust MDP problem. Since we approximate the
worst-case environment at every round, we only need an assumption that the uncertainty set of transitions
is convex. Moreover, we have the flexibility to generate many algorithms for different settings by choosing
different online learning algorithms for both players. However, many recent online learning results require
the underlying loss functions to be convex or strongly convex. Regrettably, in the simplest setting where
g(W, ) = Vi, (1), neither of these properties are satisfied. Therefore, we must look for efficient online learning
algorithms for nonconvex loss functions. We now present a toolbox of such online learning algorithms.

4.2 Online Learning Toolbox

To generate an algorithm from our No-Regret framework in Algorithm [T} we need only choose strategies for
both players. Here, we develop a toolbox of nonconvex online learning algorithms usable in our framework.
We summarize our toolbox in Algorithm

Online algorithms for the n-player First, we present two existing algorithms from [Suggala & Netrapalli
(2019), namely Follow the Perturbed Leader and Optimistic Follow the Perturbed Leader, which achieves
strong convergence in expectation in nonconvex settings and is suitable for the m-player. At each time step,
the Follow the Perturbed Leader algorithm generates a random noise vector o; according to an Exponential
distribution with parameter 7. Intuitively, this noise vector helps the online learner avoid local minima. It
then chooses x; = O, (Zf;i h; — ai>. Here, O, is an Approximate Optimization Oracle that approximately
minimizes the received loss function h; to accuracy «. The Optimistic Follow the Perturbed Leader follows
a similar procedure, except it chooses z; = O, (mt + Zf;i h; — Ui) where m; is some optimistic function.
The main dependency of their regret bounds is that there exists an Approximate Optimization Oracle O,.

Definition 4.1. An optimization oracle is a function that takes some nonconvex function f and returns an
approrimate minimizer x* such that

1) = (o,2") < [inff () — (o,2)] +

Throughout this section, we will assume the presence of such an oracle and discuss how to set this oracle
later. [Suggala & Netrapalli| (2019) prove a regret bound for Follow the Perturbed Leader and Optimistic
Follow the Perturbed Leader algorithms when they can access such an oracle.

Online algorithms for the W-player Note that, for our framework, the environmental player can see

the incoming loss function before choosing an environment, but neither of the aforementioned methods can

account for this. To address this problem, we prove that a "Best Response" algorithm achieves an even smaller

upper bound regarding regret. The Best Response algorithm assumes knowledge of the coming loss function

and returns the value that minimizes the incoming loss function. Formally, the Best Response algorithm

outputs x; = argmin l;(z). This is a useful algorithm given that the W player can see the output of the =
xT

player when mak'i/ng its decision and greatly reduce its regret. We prove this in the following regret bound.

Lemma 4.1. Suppose we have an incoming sequence of loss functions f; for t € [T]| with an optimization
oracle that can minimize a function to less than « error. The Best Response algorithm satisfies the following
regret bound

1 & ) -
th:;ft(l‘t)_fflgg(;ft(x)ga
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Algorithm 2: A set of useful online learning algorithms

Input: n, O,
fort=1,...,7 do

Sample o € R? and o; ~ Exp(n) where i € [d]

t—1
FTPL : 2, = O, (Z fi(x) — (o, :v>>

OFTPL[my] : ¢t = O, X_:fb(a:) + my(z) — (o, m})

i=1
Best-Response : 2y = O, (fi(x))

FTPL+ : x; = O, (Z filz) = (o, x>>

i=1

end

We will also prove the regret of one more algorithm, Follow the Perturbed Leader Plus. Similar to the Follow
the Leader Plus algorithm from |[Wang et al.| (2021)), Follow the Perturbed Leader Plus assumes knowledge of the
incoming loss function and then outputs the minimizer of the sum of all the seen loss functions minus the noise
term. Formally, Follow the Perturbed Leader Plus outputs z; that satisfies z; = argmin ._, li(z;) — (0, z1).

While this algorithm achieves worse regret than Best Response, it produces more stable outcomes. This will
be useful for later extensions, such as Smooth Robust MDPs. In fact, Follow the Perturbed Leader Plus is
equivalent to OFTPL, when the optimistic function m; = [; is the true loss function I;. We present the regret
of this algorithm here.

Lemma 4.2. Let n be the constant parameterizing the exponential distribution from which the noise oy is
drawn and d be the dimensionality of the set of choices X . Moreover, denote D as the mazimum distance

between any two points in X, i.e. D = max ||x — a'||2. Assume access to an optimization oracle that yields
T, x' €X

solutions with at most error a. Given a series of choices by FTPL+ x1,...,xp with loss functions Iy, ... I,
the regret in expectation is upper bounded by
dD
<O(—=+a].
B (nT i )

We summarize these online strategies in Algorithm [2] These two algorithms are suitable choices for the
environmental player, and the two algorithms from [Suggala & Netrapalli (2019)) are suitable choices for the
policy player. However, we still have the issue that an Approximation Optimization Oracle is generally
challenging to parameterize. However, we exploit a unique characteristic of many Robust MDP variants.
While the objective functions of Robust MDPs do not exhibit convexity, they exhibit Gradient-Dominance in
some settings. This property helps us design a sufficient Approximation Oracle.

1« 1 d
BT e = 7 o, 2 he)

5 Constructing the Optimization Oracle

The online learning algorithms demonstrated in the previous section require having access to an approximate
optimization oracle. However, designing the approximate optimization oracle can be a complex problem.
In this section, we first show that such an oracle can be easily constructed when the objective function
is gradient-dominated. We then demonstrate that under direct parameterization, the gradient-dominance
property is satisfied.
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5.1 Gradient-Dominance Algorithm 3: Projected Gradient Descent

At . di domi 4 if the diff Data: Initial guess zq, step size 3, projection
unction is gradient-dominated if the difference operator Projy

between the function value at a point x and the for t =0 to T — 1 do

minimal function value is upper bounded on the | 2441 < Projy(z: — BV f(24))
order of the function’s gradient at the point z. We
formalize this in the below definition.

end

Definition 5.1. We say a function f is gradient-dominated for set X with constant K if

f(z) = min f(2") < —Kmin(z — 2,V f(2)).

TxEX

Here, K is some constant greater than 0.

As noted by Bhandari & Russo| (2022)), this gradient-dominated property is relatively common for many
different RL settings, including Quadratic Control or direct parameterization. It is useful for proving
convergence guarantees for traditional policy gradient methods (Agarwal et al.,[2019). For gradient-dominated
functions, one can use projected gradient descent to minimize the function f. We recap projected gradient
descent in Algorithm |3] Namely, |Bhandari & Russo| (2022) shows that

Lemma 5.1. The below property only holds if f is gradient-dominated and § < min W L% Here,

- L

To is the number of iterations of Projected Gradient Descent runs. Moreover, the function c, is used for
brevity for cx and cw later. Also, D = maXXHas —2'||2. Given that V f is L-Lipschitz continuous, the sequence
x,x’' €

241 = Projy(xy — BV f(x1)) enjoys the property

2D2K2(f(xo) — 1;1*ff(x*))
BTo

flere) — inff(a7) < \/
= CI(T(), /C)

Ideally, we would like to use projected gradient descent as our Approximate Optimization Oracle for OL™
and OLYW since it is simple and utilizes scalable gradient-based techniques. However, this would require the
loss functions I; and h; to be gradient-dominated. While not generally true, this is known to hold in many
cases. Gradient-dominance is a well-known phenomenon for the m-player when the Value Function is the
objective function, as seen in |Agarwal et al.| (2019). We formally list some helpful conditions here.

Condition 5.1. Here, we list the conditions we have.

1. The function Zf filx) — (o, z) is gradient-dominated, enabling the use of FTPL+

2. The function Zﬁ_l fi(x) = (o,x) is gradient-dominated, enabling the use of FTPL.

3. The function EE_I fi(@) + fi—1(x) — (o, z) is gradient-dominated, enabling the use of OFTPL.
4. The function fi(z) is gradient-dominated, enabling the use of Best Response.

We will first provide tools useful for showing when these conditions hold.

5.2 Tools for Demonstrating Gradient-Dominance

Here, we will provide the tools to show that any of these conditions hold for the objective functions for either
the m or W players. We have a gradient term within the terms of gradient-dominance from Definition [5.1]
In many cases, the loss function will often contain the Value Function. Therefore, we must know what the
gradients of the Value Functions will be for both players. While this is known for the policy player from the
Policy Gradient Theorem (Sutton & Barto, [2018]), we demonstrate a similar result for the gradient of the
Value Function for the W-player.
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Lemma 5.2. The gradient of the value function VW with respect to the parameter W, denoted as Vi VW (s),
s given by
ViwVW(s) = —— Z dW m(a, s)VPw (s, a,s)VV(s).

S(ZS

Now, we express the suboptimality of a transition dynamics parameter W in terms of the gradient of the
Value Function.

While this is shown via the Performance Difference Lemma from Kakade & Langford| (2002) for the policy
player, we need a similar lemma for the transition dynamics. The Performance Difference Lemma relies
on the Advantage function. We will define an analogous advantage function for the transition dynamics.
Intuitively, this Advantage Function is the value of taking state s’ over the expected value over all states.
Given this, we can provide an analog of the Performance Difference Lemma for the W-Player. We provide
such a lemma here.

Lemma 5.3. Given two different transition dynamics parameters W and W', we have that

Viv (1) — Vi (1 Z 4} (s)Pw (s, a, s)m(a, s)AV (s, a, s).

Here, we define the W -Advantage Function as AW (s',a,s) = vV (s') +r(s,a) — iy (s).

We have presented the tools necessary to demonstrate gradient-dominance in many cases. While many
MDP settings exhibit gradient-dominance (Bhandari & Russol 2022), we demonstrate how to prove gradient-
dominance for both players’ loss functions under direct parameterization.

5.3 Direct Parameterization

We now begin with the direct parameterization case with standard Robust MDPs. This setting is one of the
most standard settings for MDPs. Here, Py (s, a, s) = Wy 4,5 directly parameterizes the transition dynamics,
7(a, s) = 05,4, and g(W,m) = Vi7,(1n). Moreover, the set of transition dynamics is some convex bounded set,
such as a rectangular uncertainty set (Dong et al.| [2022)). We demonstrate that in this setting, Subcondition
holds for the loss function of the policy player, and Subcondition [4] holds for the loss function of the W-player.
Lemma 5.4. Let the objective function be the Value Function. For any positive noise term o, we have that
under direct parameterization, 2271 l;(-) = {o,") and Zﬁfl hi(-) = (o,-) are both gradient-dominated for the

w* T

W -player and the m-player on sets W and T with constants Ky = ﬁ i and K, = — % ’
respectively. Therefore, Subcondition [ hold for both the loss functions for both plzoyers. =
Algorithm 4: Algorithm under Direct Parameterization
Data: T
for t € [T] do

Sample o ~ Exp(n);

m 4 Oy (Zf;i —Vigh (1) — <Ut,7rt>) /* Follow the Perturbed Leader */

Wy < Oq (Viit (1)) /* Best-Response */
end

Now, we have shown that when the objective function is the loss function, the loss functions for the policy
player satisfy Subcondition [2l Therefore, we can use Follow the Perturbed Leader for OL™. Now, we wish to
show Subcondition [4] holds for the loss function of the W player.

Lemma 5.5. Under direct parameterization, we have that the Viy (1) is gradient-dominated with constant

A
Kw = P

as in for an arbitrary W € W and the optimal parameter W* € W, we have

©w
0o

Viv (1) — Viv- (1) < —Ky min [(W W) Vi Vv ()
wew
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Here, we have that Subcondition[§] holds for the W -player.

Now that we have that Subcondition [4] holds for the W player, we know we can use Best Response for the
OL"W player. Thus, in the direct parameterization setting with standard Robust MDPs, we can use our
framework from Algorithm [1f with Follow the Perturbed Leader for OL™ and Best Response for OL"Y where
both use Projected Gradient Descent as their Approximate Optimization Oracle. We present our algorithm in
Algorithm [4] We can now prove the convergence and robustness of our framework using our proof framework.

5.4 Overall Convergence Rates

Now, if the policy player employs FTPL and the environment player employs Best-Response, we get the
following convergence bound when the objective function is the Value Function.

Theorem 5.1. Assume that the set of possible transition matrices W is convex. Let L, be the smoothness
constant of hy with respect to the {1 norm, D, = maXTHW —7'||2, and d, be the dimension of the input
T, €

for the m-player. Let OL™ use FTPL and OLYW use Best-Response. Under direct parameterization, when

n= Lﬂ\/lﬁ the robustness of the set of trained algorithms is for any 7

min Virh (1) Nii ~ +cx (To, Kx) + cw (To, Kw) .

W*ew

L ] Qd;%rD,,L
< -
W*ew

T
min Z Vive(p) —E
t=0

t=0

We formalize this in Algorithm Ek Here, we have shown that in this simple setting, we have that the robustness

in expectation is O (Tfé +T, §) with simple gradient-dominance assumptions.

5.5 Comparison to Existing Rates and Algorithms

Our resulting algorithm is similar to that of [Wang et al.|(2022b)). Both algorithms iteratively optimize the
policy and transition matrix in turns. However, their policy update is a single step of Projected Gradient
Descent, and our framework utilized different updates for the policy player. With our framework, our method
gets a more powerful convergence rate with less stringent assumptions. Moreover, [Wang & Zou/ (2022) only
update the policy on each step by using the gradient of the worst-case Value Function. However, their method
relies on stringent assumptions on the uncertainty set to make the gradient computable. [Clement & Kroer
(2021) in structure is similar to that of Wang et al.| (2022b)) given that it iteratively updates both the policy
and environment by directly optimizing the objective function. Instead, our method uses different updates,
such as OFTPL. Overall, our algorithm differs from existing algorithms by optimizing both the policy and
environment and exploring different updates for each, resulting in better convergence rates with weaker
assumptions.

Both our algorithm and [Wang & Zou| (2022) achieve rates of roughly O (T_%). However, they assume the
uncertainty set is a R-Contamination set. Moreover, [Clement & Kroer| (2021) achieves a slightly faster rate of
O (T‘g). However, their analysis is limited to the tabular setting and relies on the uncertainty set being a

Wasserstein ball. To our knowledge, these are the fastest rates in the literature that solve Robust MDPs with
gradient-based updates. Thus, our work roughly meets or comes near the fastest rates for solving Robust
MDPs while requiring the least stringent assumptions. However, given some additional properties, it may be
possible to improve this bound. We will investigate this in the following sections.

6 Faster Rates

Our framework can be applied with only the gradient-dominance property of each player’s loss function.
However, with different assumptions, the algorithm’s convergence rate can be improved by utilizing different
properties. The two properties we will investigate are smoothness and strong gradient-dominance.

10



Published in Transactions on Machine Learning Research (06/2024)

6.1 Smoothness

As in|Agarwal et al.| (2019)), for the direct parameterization, we have that the Value Function is smooth with

respect to the m-player as in Vi, (1) — Vi (1) = O (%Hﬂ - 7T'||2) .

Algorithm 5: Algorithm under Smoothness
Data: T
for t € [T] do

Sample o; ~ Exp(n);

7 Oq (Zf;i =Vt (1) = (oe, ™) — V&il(u)) /* Optim. Follow the Perturbed Leader */

W + O, (2221 Vv, (1) — (W, ot>) /* Follow the Perturbed Leader Plus */

end

If our objective function is the value function and we can sufficiently demonstrate that the difference of
value functions under different transition dynamics is smooth, we can improve our bounds by exploiting this
smoothness. Formally, such smoothness would take the form of Condition

Condition 6.1. The difference in value functions between subsequent rounds is smooth with respect to policies
such that for all s € S8 and policies m and 7', we have that

ViF (1) = Vi ()] = [V () = Vi ()] < LIW = W lullw — 7).

In general, it is difficult to show that such an L is smaller than the value that of the Lipschitz constant of the
Rumax
i
this by using Optimistic Follow the Perturbed Leader Plus for the m-player where the optimistic function is
simply the last loss function h;_;. If Condition holds, we have that h; — hy;_1 is very smooth, and we can
directly improve our rate of convergence. However, from the formulation of Condition we also need to
choose an online strategy for the environment such that ||W — W’||; is bounded, which we can demonstrate
is the case if the W-player uses FTPL+. We summarize these algorithmic choices in Algorithm [5] In the
direct parameterization setting with the traditional objective function, we also show that the loss functions
seen by OFTPL for the policy player and FTPL+ satisfy our gradient-dominance properties. In the direct
parameterization case with traditional objective, these conditions hold as shown in the appendix respectively
(see Lemma and Lemma . Furthermore, in this setting, we have the robustness as such. Indeed, if L

is small here, we can improve the convergence and robustness of our trained algorithm.

Value Function, However, if we are in a setting such that L is small, we can take advantage of

Theorem 6.1. Assume that the set of possible transition matrices VW is conver and we are in the direct
parameterization setting. Let OL™ use OFTPL and OLY wuse FTPL+. Given that Condition holds, we

2 ~
20L D D
Oba(dulwtd:Da) "Dy ThaT,

have that the robustness of the algorithm is for any ™ when setting n = \/
<of

We now explore another extension: strong gradient-dominance. Moreover, in specific parameterizations,
the objective functions for Robust MDPs will obey strong gradient-dominance, also known famously as the
Polyak-Lojasiewicz condition (Polyak,|1963). This condition helps improve convergence in nonconvex settings,
analogous to the strong convexity condition. We formally state such a property in Condition [6.2]

T

T
i Vi (n)—E | mi Vit
iy 2 Vi (0 [W@gav 2 Vi)

drL\/Dx(dypDy + drDy)
5L.Tce(To, Kr)

+1

cx(To, Kx)+ew (To, Kw) ) .

6.2 Strong Gradient-Dominance

Condition 6.2. A function a(x) satisfies IC, 0-strong gradient-dominance if for any point x € X,

s
: *) > : I - I 2
Iina(z?) 2 a(z) + min | K(z" — 2, Va(z)) + gll2" - 2|3

11
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In general, this is useful for achieving even tighter optimization bounds. Indeed, from [Karimi et al.| (2016)), if
we have this, Projected Gradient Descent enjoys better convergence.

S

Lemma 6.1. Here, x* = argmin a.(z*) is the minimizer of a;. ¢

z*eX
continuous and is K, d-strongly dominated, we have that using projected gradient descent gets global linear
convergence as in

is used for brevity. Given ay is L-Lipschitz

.
ar(me) — ar(a®) < (1 - zch) (au(xo) — an(@*)) = ¢ (k,,K).

6.3 Direct Parameterization with Regularization

Say we are in a setting where we want to maximize V{j, and ensure that the policy 7 is regularized according
to the £5 norm. In this way, we can redefine the loss function to be g(W, ) = Vi (1) — ||7||3. Again, the sets
W and T are bounded convex sets in this setting.

Algorithm 6: Algorithm under Regularization

Data: T'
for t € [T] do
Sample o, ~ Exp(n);
e — Oq (Zf;% —Vigt () + |7 l3 — <O’t,7Tt>) /* Follow the Perturbed Leader */
Wi + O, (VVTIZ (1) + ||me]|3) /* Best-Response */
end

Lemma 6.2. We have g(W,7) = Vii.(n) — ||7||3 is K, L strongly gradient-dominated on set T

In this setting, if the 7 player employs FTPL where its Approximate Optimization Oracle enjoys even
better convergence and the W-Player employs Best Response, we have the robustness bound as follows.
We summarize this algorithm in Algorithm [6] Indeed, given strong gradient-dominance, we have that the
dependence on the complexity for the Optimization Oracle is better for the m-player, slightly improving the
robustness bounds.

Theorem 6.2. We are in the direct parameterization setting where the objective function is the reqularized
Value Function. Assume that the set of possible transition matrices W is convex. Let OL™ use FTPL and
OLY wuse Best-Response. Under direct parameterization, given that C’ondz’tz’on holds and n = ﬁ, we
have that the robustness of Algorithm[1] is for any 7

T

T 3
. 7 _ . 2d7 Dr Ly
min > Vi (1) = [[7ll* = min Y ViEL (@)0]|m|* < =2
Wrew Wrew VT

1

+c (T(:),K:W, 2) + Cw(T@,ICw).

7 Experiments

We now turn to explore how our algorithm finds robust minima empirically. We will use Algorithm [4] to
optimize a policy in the GridWorld MDP (Sutton & Barto, [2018)). This setting is a traditional MDP where
the world is a grid where the initial state is one corner of the grid. The goal state is the opposite corner
of the grid. At each step, the policy can take any of four actions. The next state is sampled respectively
from the transition matrix. If the policy lands in the goal state, it receives a reward of 10, and the MDP
is finished. Otherwise, it receives a reward of —1. We experiment in the setting where the grid is 5 states
tall and 5 states wide. We wish to measure how quickly the robustness of policy is improved through each
iteration of our algorithm. As a metric to measure robustness, given a policy, we choose the transition matrix
that minimizes the expected reward of the initial state and reports the initial state’s expected reward. We do
this for every iteration of our algorithm. We will do this over different adversarial transition matrix sets. The
sets in question will be
T={Tst. |T—Tollq <7}

12
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Figure 1: We plot the convergence of our algorithm over many different transition matrix uncertainty set
shapes. We see that over all shapes, our algorithm converges in roughly the predicted ﬁ rate predicted by
our results. The convergence curves of DRPG and our algorithms are very similar.

Here, T} is some randomly generated initial transition matrix, ¢ is a hyperparameter affecting the shape of the
transition set, and 7 is the radius of the transition set. We demonstrate robustness improvement over several
values of 7 and ¢. We plot the convergence of our algorithm over ¢ € {1,2} and 7 € {.1,.2,.3,.5} in Figure
As a baseline, we provide the convergence results for Double-Loop Robust Policy Gradient (DRPG) from
Wang et al.| (2022b)). We see in these convergence plots that our algorithm roughly achieves a convergence rate

of O (T ’%). This is achieved across all uncertainty set shapes and radii. This corroborates the theoretical

results of our framework’s versatility and efficiency in different environmental settings. When comparing our
results to the baseline, we see that our method and DRPG achieve similar convergence curves. Overall, these
results suggest that, empirically, this algorithm performs competitively with existing algorithms and slightly.

7.1 Implementation of the Practical Algorithm

We have provided a GitHub repository to reproduce our experiments. We use the OpenAl Gym environment
to set up our experiments. For all optimization tasks, we utilitize the constrained optimization libraries in
SciPy. Moreover, implementing projected gradient descent unfortunately requires manually designing the
gradient calculation depending on the problem setting.

8 Discussion and Limitations

In this paper, we developed a nonconvex No-Regret framework that has decoupled the convergence for Robust
MDP algorithms. Based on the proposed framework, we designed different Robust MDP algorithms under
standard gradient-dominance, strong gradient-dominance, and smooth MDPs. The proven convergence results
are some of the strongest in the literature, with only a convexity assumption on the set of possible transition
matrices. Possible extensions include using this nonconvex No-Regret Framework for other nonconvex
problems, such as other nonconvex games, or exploring how different minimization oracles could empirically
improve the performance of our algorithms. Another possible avenue could be studying Robust MDPs where
the optimization objective obeys the strict saddle property.

Limitations However, our work has several limitations. Firstly, we require some gradient-dominance
conditions for the policy and environmental dynamics player. In many settings, the objective function for the
Robust MDP does not satisfy this. This assumption does reduce the scope of our work. Moreover, many
of our convergence guarantees are only made in expectation, while many other bounds in the literature are
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made absolutely. Moreover, we do not generate a single policy that achieves strong robustness but, instead, a
series of policies that, if used together, obey our convergence guarantees.
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Symbol Meaning

¥ Discount Factor

S Set of Actions

Py Transition Matrix parameterized by W

R Reward Function

w Parameter for Environment

Rmax Maximum Reward

0 Parameter for the policy

T Set of Policy Parameters

T, T Policy

I Distribution over starting states

Viv Value Function

dg‘o/, dg, Occupancy Measure of state

g Objective function of Robust MDP

Iy Loss Function for Environmental Player

hy Loss Function for Policy Player

Regy Regret Of Environment Player

Reg, Regret Of Policy Player

O, Optimization Oracle

o Noise Vector for Online Algorithms

n Parameter for the Noise Distribution

Kw, Kx Gradient Dominance Constant for W and 7
To Number of Iterations for Optimization Oracle
¢ (To, K) Suboptimality of Projected Gradient Descent
L, Lipschitz Smoothness Constant of h;

D, Radius of Set of Policies

dr Dimension of 6

ew (To,Kw)  Suboptimality of Projected Gradient Descent for Environment Player
cjr(T@7 Kr) Suboptimality of Projected Gradient Descent for Policy Player

L Lipschitz Constant of Difference of Objective Functions
0 Constant for Strong Gradient Dominance
i (To,K) Suboptimality of Projected Gradient Descent under Strong Gradient Dominance

Table 1: Table of Notation

A Proof of Preliminary Theorems

A.1 Proof of Theorem [4.1]

Theorem 4.1. We have the difference between the robustnesses of the chosen policies and any policy T is
upper bounded by the regret of the two players

T T
. e ooy L .
7 min ;_O g(W*,7) — 7 min tE_Og(W ;) < Regy, + Reg,.

Here, Regy, and Reg, are the two average regrets of the two players OLY and OL™.
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Proof. By definition, the regret of the W-player is equivalent to

T T
Regy, = th<Wt) - %PZQ(W )
t=0 t=0
T T
= ;g(Wm&) - HV%}P;)Q(W ) Tt)

Similarly, for the 7 player, we have that

T T
Reg, = th(ﬂt) - H}Ti,}lzlt(ﬂ' )
=0

T
:H;Va*, Z (Wi, Zg Wy, ) (1)
t=0

t=0

Therefore, we can upper bound the sum of objective functions throughout our training process as
T

T
Zg Wy, m) = RegW—l-mang ).

t= t=0

We similarly lower bound the sum of value functions throughout our training process as

T T
Zg Wy, ) H}T%XZQ(Wt,W*) — Reg,

t=0 t=0

Combining Equation and Equation , we have our desired statement
T T

min ;Q(Wﬂ ) — min ;Q(W*, ) < Regy + Reg,.

B Proofs of Gradient Dominance

B.1 Proof of Lemma

Lemma 5.2. The gradient of the value function VW with respect to the parameter W, denoted as Vy V"W (s),

s given by

Vi VW (s) Z d¥ (s)m(a, s)VPw (s',a, )V (s).

sas
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Proof. We wish to calculate the gradient of the value function V"W with respect to Py (s’, a, s). We have that

a

- Z vWQw(S a)

= Zﬂ(ms)vw

= Z'wr(m s) Z VwPw (s’ a,s)VT(s') + Pw (s, a,s) Vi V™ (s')]

VWVW(S) =Vw (Z m(a, $)Qx(s, a))

R(s,a) +7 Y Pw(s',a,8)V7(s) (3)

= nyw a,s)Pw (s’ a,s)Vi V(s +Z m(a, s)YVwPw(s',a,s)V7(s")

a,s’ s’,a

Here, the Equation comes from the definition of the @) function. Unrolling this makes it such that we have

oo

Viw VW (u) = Z Z Pr(s; = s|u)y'n(a, s)VPw (s, a,s)VW(s")

t=0 s’,a,s

Z dW (a, 8)VPw (s, a,s)VV(s)

9&?

We have now arrived at our desired quantity. O

B.2 Proof of Lemma [h.3

Lemma 5.3. Given two different transition dynamics parameters W and W', we have that

Viv () — Vi (1 Z d (s)Pw (s, a, ) (a,5) AV (s, a, s).

6(16

Here, we define the W -Advantage Function as AW (s',a,s) = vV (s') +r(s,a) — Viy (s).

Proof. This proof follows mainly from the proof of the Performance Difference Lemma from Kakade &
Langford| (2002).

Viv (1) = Vivr (1) =By = 3 3'7(s0,a0) = VW ()
t=0

=Epy x nytr(st, a) + 7 Vv (se) — 7' Vi (se)
Lt=0

— VW ()

=Epy o |7 7(50000) + 7 Vi (se41) — 7 Vv (s)

o0
t AW’
=Epy n | DAY (5141, a1, 51)
Lt=0

1 /
=1 {fytdxv(s)ﬂpw(s’,a,s)ﬂ(a, 5) AW (sl,at,s)] (4)
-7 s’ a,s
Here, Equation comes from our definition of the Advantage function for the W-player. This concludes the
proof. [
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B.3 Proof of Lemma [5.5

Lemma 5.5. Under direct parameterization, we have that the Viy () is gradient-dominated with constant
we
I

as in for an arbitrary W € W and the optimal parameter W* € W, we have

oo

Vi (1) = Viv- (1) < ~Kw min [(W = W) FowViy ()]
wew

Here, we have that Subcondition [ holds for the W -player.

Proof. We can use Lemma to prove this. We will lower bound the difference between the optimal Viy«(u)
and the Vi (u). In order to prove Gradient Dominance, we need that Viy (u) — iy« (1) to be upper-bounded.
We will equivalently lower bound the negative of this. We have

Viw () — Vi (1) = % [wtdEV%s)w(a,s)PW*<s’|a,s>AW<s',a,s>]
<1% Z [ t)Y (s)m(a s)mln (AW(sl,a,s))} (5)

N

dW ~1

< (max dW(( ))> i /Z [Wtd,‘jv(s)w(a,s) min (AW(sﬂa,s))}
s’,a,s

Here, the Equation comes from seeing that the value Py« (s'|a, s)AW (s',a, s) is minimized when Py -

puts the most weight on the state minimizing the advantage function. Looking only at that last term, we can

bound it in the following manner

— 3 [ ermtas) min (47 (0.9
; ;_lfymmi/n > [y d (s)m(a, s) Py (s, a,5) (AV (5, a,9))] (6)
I Y (51, 8) By (s 5) — P o) (¥ as)] (D)
= {—min 3 D ehma,s) (Bp(ssa5) = Pur(s'0,) (i ()] ®)
— —min [(W - | 7w) Vi Vir ()| ()

Here, Equation @ comes from seeing that the value Py (s'|a,s)AY (s', a, s) is minimized when Py« puts
the most weight on the state minimizing the advantage function. Equation comes from the fact that the
Yo Pw(s',a,s)AY (s',a,s) = 0. Equation (8) comes from the definition of the W-player advantage function.
Finally, Equation (@ comes from Lemma Combining these yield

o
Viv (1) — Viv- (1) < - ‘ZW sin [ = ) Vi Vi )]
S fa i
S || min [0 =) v ()] (10)

Equation comes from the fact that dXV* (s) > (1 —v)u(s) by definition. Here, flipping this, we have

Vi () — Vi) < — [ S| (W = W) " Y Viw ()]
— Viy~ — n — /
K W=1z vl Ll H
This is a satisfying definition of gradient dominance. O
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B.4 Proof of Lemma 5.4l

Lemma 5.4. Let the objective function be the Value Function. For any positive noise term o, we have that
under direct parameterization, 2271 l;(-) = {o,") and fol h;(-) = (o,-) are both gradient-dominated for the

w* 1 dﬂ'*

" — i
and K, =

M 4 1=y || n

OO0

respectively. Therefore, Subcondition[3 hold for both the loss functions for both players.

W -player and the w-player on sets W and T with constants Ky = ﬁ

o0

Proof. We can use Lemma [5.3] to prove both. We start with the T player.
t—1
D Vi () = Vi () = (o, W = W) =

Z Z (4 (s)ms(als) P+ (5'|a, $) A% (s, a,5)| = (o0, W = W) (11)

SG.S

dV (s
< (mgx ) [Z > [d als) Pw-(s'|a,s) (AV (s',a,s))]

sas

- <Ja W — W*>]

dEV*( W* ! Wt
s<max L >mmlzl_ 5 [ mlals)Puslas) (Y 0)] (2

SGS

— (o, W — W>]

Here, Equation (11) comes from the fact that the maximum of the interior of the RHS is always nonnegative,
and Equation (12)) comes from using the minimizing transition dynamics W. Looking at the inside term, we
have that

l -1 Z Z s)mi(als) Py (s, a,8) (A" (s',a,8))] — (o, W = W)

saaz

= min =t Z Zl s)mi(als) (P (s, a,8) — Pw (s’ a, ) (A (s, a,5)) (13)

éaé’b

— o, W — W)]

— —mi [‘1 S ay (s)milals) (P (s a,s) — Pw(s',a,5)) (Vig(s))] (14)

9(1‘3‘1

— (o, W — W}]

—min l(W — W)T Vw
w

>V (n) — (o, W>H (15)

i

Equation comes from the fact that the Y., Pw(s',a,s)A" (s, a,s) = 0. Equation (14)) comes from the
definition of the W-player advantage function. Finally, comes from Lemma Combining these, we have
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that

ZV“’( )=V (1) — (o, W = W*) <
w o
2] o o7 [0 ]|

Moreover, we use the fact that d}}’ (s) > (1 —7)u(s) by definition. We now do this for the 7-player. By the
Performance Difference Lemma,

Z_:VVT{/ -V, = (o, —7") = . Z Zd:j*(s)w*(a, $)AT(s,a) — {o,m — ) (16)

< 7mln

|
M
g
%
:1 |
Cn
Q
:J>
Py
»
3
?
3
|
3
—_

ar -
< - dﬁ; min Z Zd;( (s,a) — (o, — 7r>1
ar t—1
=— dl; mi}n Z Z dr —7(a,s))A"(s,a) — (o, 7 — 7T>] (17)

=— & min ZZd (s,a) —m(a,s))Q"(s,a) — <U,7_T7T>1 (18)

1 dﬂ_x _

Here, Equation comes from the Performance Difference Lemma, Equation comes from the fact that
> am(a,5)A™(s,a) = 0, Equation comes from the definition of the Advantage Function for the m-player,
and Equation comes from the both the Policy Gradient Theorem and the fact that d7;(s) > (1 —y)u(s).
We now have proven both claims of our lemma. O]

Lemma B.1. The w-player enjoys S’ubconditz’on@ ie. 22_1 hi(*) + hi—1(-) — o is gradient-dominated with

ok

©w

m

constant 1—
5

oo

Proof. For simplicity, we will call > . h;(-) = S hi(s) + he—1(-) where j indexes over the set

K3

{h1,.. . ht—2,ht—1,ht—1}. With this, we can follow through with our proof. By the performance difference
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lemma,

= ﬁ Z Z dz* (s)m*(a,s)A"(s,a) — (o, 7" — ) (20)

-1

< ﬁmﬁin fZZd’T (s,a)A™(s,a) — (o, —7)
dr’

< - dL” H}rin ZZd” 7(s,a)A™(s,a) — (a,w—w)}
dr’ | -1 o i _

- _ @ min mZZdu(s)(w(s,a) —m(a,s))A"(s,a) — (o, T — 7T>] (21)
dr’

- de Ir}rin chzﬂ (s,a) — m(a,s))Q"(s,a) — (0,7 —w>1 (22)

dr’
|| (S @

Here, Equation comes from the Performance Difference Lemma, Equation comes from the fact that
> oam(a,s)A™(s,a) = 0, Equation comes from the definition of the Advantage Function for the w-player,
and Equation comes from the both the Policy Gradient Theorem and the fact that dj;(s) > (1—v)u(s). O

Lemma B.2. Subcondition 1s satisfied for the W -player, i.e. Zf l; — o is gradient dominated.

Proof. We can use Lemma to prove both. We start with the W player.

t

STV )=V (1) = (o, W — W) =

%

Z Z (4 ()i (als)Pow- (50, 5) AW (50, 5)| = (0, W = W)

sae

w S
- Cil”W((s)) [Z Z als) Py (s'|a, s) (AY (s, a,s))]
—<U,W—W*>]
w* s
- (iZVY((S)) lmmzl— Z[ $)mials)Pyy (0, 5) (AV (s',a,9) | (24)

— (o, W = W)
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Here, Equation 1) comes from using the minimizing transition dynamics W. Looking at the inside term,
we have that
[ s’ ,a, S 7

Z Z s)mi(als) Py (s, a,s) (A (s',a,5))] — (o, W = W)
W [ s’,a,s 1

Z S [dY (s)milals) (P (s a,s) — Pw(s',a,5)) (AY (s, a,5))] (25)

= min[ 1 Z Z [dzv(s)m(ab) (Py (s, a,8) — Pw(s',a,s)) (Vi (s))] (26)

= min [(W - VV)T Vw
w

> Vi) = (o W>H (27)

Equation comes from the fact that the Y., Pw(s',a,s)A" (s, a, s) = 0. Equation (26)) comes from the
definition of the W-player advantage function. Finally, Equation comes from Lemma Combining
these, we have that

t

S TVE () -V (1) = (o, W = W) <

i

—1 ||d" _ -
— || min|(W-W) V Vit (n) — (o, W
e e Ut S|
Moreover, we use the fact that d}} (s) > (1 — y)u(s) by definition. O

C Proofs for Convergence

Here, we detail a lemma on the convergence of FTPL and OFTPL as proven in |Suggala & Netrapallil (2019).

Lemma C.1. Let D be the {, diameter of the space X. Suppose the losses encountered by the learner are
L-Lipschitz w.r.t 1 norm. Moreover, suppose the optimization oracle used has error . For any fixed n, the
predictions of Follow the Perturbed Leader satisfy the following regret bound. Here, d is the dimension of the

noise vector.
1 & 1 d
= — —inf
T thl fulwe) = 75 o, thl fi(@)

For OFTPL, suppose our guess g; is such that g — fi is Li-Lipschitz w.r.t £1 norm, for all t € [T]. The
predictions of Optimistic Follow the Perturbed Leader satisfy the following regret bound.

1 <& 1 T L? dD
— _ < 2 A
T ;:1 Je(wy) Tmlgc ;:1 fi(z)| <O (nd DE L T + )

C.1 Proof of Lemma &1l

dD
<0 (ndQDL2 + = +a> .
nT

Lemma 4.1. Suppose we have an incoming sequence of loss functions f; for t € [T]| with an optimization
oracle that can minimize a function to less than « error. The Best Response algorithm satisfies the following

regret bound
1 « 1 . —
T ; filw) - ﬂg{; filz) < a
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Proof. The regret term is defined as Z?:l fil@e) — 7 in/fy Zthl fi(x) where x; are the choices taken by the
EAS

BestResponse algorithm. For an arbitrary time step ¢, we have that
fi(e) = foz) < minfi(a”) +a — fi(z) (28)
<a

where Equation comes from the fact that an optimization oracle is used to calculate z; and has error
upper bounded by «. Therefore, we have that

1 & 1 T
2 i) = it 3 i) < o
t=1 t=1

O
D Proofs for Extension Section
D.1 Proof of Lemma [D.1]
Lemma D.1. Given a series of choices by FTPL+ x1,...,xp with smooth and gradient dominated loss

functions fi,..., f; and noise sampled o ~ Exp(n), the stability in choices is bounded in expectation by

[0
E - < 125nLd*D + —
([ze1 — el1) < n + 20L

To prove this, we will first prove two properties of monotonicity of the loss function on an input of noise o.
Much of this proof structure is inspired by |Suggala & Netrapalli (2019)).

Lemma D.2. Let z¢(0) be the solution chosen by FTPL+ under noise sigma. Let o' = o + ce; for some
positive constant c, then we have that

2a
zi(0") > wi(0) — -

Proof. Given that the approximate optimality of x;(o), we have that

S o)) 4+ mialo)) - {o,0(0) (29)
i=1
t—1
<Y Aleuo) + mela(o) ~ (o ailo) +a (30)

= i filwi(0)) + mi(21(0”)) = (o', 2:(0")) + (0" — 0, 24(0")) +

t—1
< Zfi(wt(a)) +my(2e(0)) = (0, 24(0)) + (0" — 0, 24(0”)) + 20 (31)
= ifi(ft(ff)) +mu(2(0)) = (0,24(0)) + (0" — 0, 24(0") — 24(0)) + 200 (32)

Here, Equation comes from the fact that z;(o) is an approximate minimizer for the loss function, and
Equation comes from the fact that x;(¢’) minimizes the loss function with noise set to o’ by definition.
Combining Equation and Equation , we have that

0< (0" —0,2(0") — z4(0)) + 2«
< (@ (o) — x@i(0)) + 20

We, therefore, get that x(;;)(0") > x4 () — QTQ O
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Moreover, we have that the difference between predictions made by our algorithm at sequential timesteps is
close.

Lemma D.3. If ||z:(0) — z¢11(0)||1 < 10d|z¢;(0) — 2441,:(0)| and o’ = 100Lde; + o, we have that
min (e14(0"), 2141,4(0")) 2 max(@rs(0), w1414(0)) = el (0) = 2e1.4(0)] = s
Tt,i\O )y Tt41,i\0 = ax(T¢,i\0 ), Tt41,i\0 10 Tt i\O Tt41,i\0 100Ld

Proof. We have that

ifi(fﬂt(a)) — (o, 24(0)) + fi(ze(0)) + miy1(zi(0))

< z_: fi(@e41(0)) = (0, 2041 (0)) + fe(2e41(0)) + +mep1(2e(0)) + o (33)
< i fi(zt11(0)) — (o, 2141(0)) + fe(Te41(0)) + miy1(z41(0)) (34)

+ Lzt (o) — (o)l +

Here, we have Equation from the approximate optimality of z;(0) and Equation from the smoothness
of the optimistic function. Moreover, from the opposite direction, we have that

i fi(zi(0)) = (o, 24(0)) + fi(@e(0)) + mug1(z4(0))
= Z_: fi(@e(0)) = (o', 2e(0)) + (0" = 0,24(0)) + fe(24(0)) + Mus1(2e(0))

= ti fi(z(a")) = (0", 2141(0")) 4 (0" — 0, 24(0)) + fr(41(0")) (35)
- +ms1(241(0") —

= ti filxi(0") = (0, 2011(0")) + (0" = 0, 24(0) = 2441(0")) + fr(we11(0"))
- +m1(z41(0")) —

2 thfi(w» —{0,2441(0)) + (0" = 0,24(0) — 2e41(0")) + fir(T141(0)) (36)

+ mig1(ze41(0)) — 200

Here, Equation (35]) from the approximate optimality of z;(¢’) and Equation (36]) from the approximate
optimality of x;(c). From these and our original assumption, we have that,

10Ld||zt11,:(0) — z,:(0) |11 + @ > 100Ld(x¢ i(0) — T41.4(0)) — 2.
Using a similar argument, we have that

10Ld||$t+1’i(0) - xt’i(J)Hl + « 2 100Ld($t+1’i(0) - xm-(ol)) — 2a.

/ —3a / —3a
Morequ, from Lemma we 1.<now that 2441,(0") — 2411,i(0) > 15519 and @4i(0") — 24:(0) > 15519
Combining these, we have our claim. O

We can now finally prove our claim. This proof is very similar to the proof of Theorem 1 in [Suggala &
Netrapalli| (2019).
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Proof. We note that we can decompose the ¢, norm in E [||x;(c0) — x¢41(0)]|,] as

d

E [Ix¢(0) = xer1(0)1] = D Elx0,i(0) = xer1,4(0)]].

=1

To bound E [||x¢(c0) — x¢41(0)]|;] we derive an upper bound for each dimension E [|x; (o) — x¢11,(0)|], Vi €
[d). For any i € [d], define E_; [|x;,,(0) — x¢11,:(0)]] as

B [%(0) = Xe1,4(0)] = E [x1.:(0) = Xe11,6(0)] | {03} 1.1

where o; is the j'' coordinate of o. Intuitively, we are computing in expectation of the noise of a single
dimension while holding the other dimensions’ noise constant. Let Xmax,i(0) = max (x¢,(0),X¢41,:(c)) and
Xmin,i (0) = min (x¢;(0),%¢11,:(0)). Then, by definition, we have that

E_; [[xt,i(0) = %¢4+1,:(0)]] = E—; [Xmax,i(0)] — E—; [Xmin,i(0)] -
Define event £ as
E={o:|xi(0) = xt11(0)ll; £10d - [x1,i(0) — X¢11,i(0)|}

For notational ease, let P = exp(—100nLd) be a constant. Consider the following

E_; [Xmin7i(0)] = ]P)(O'i < 100Ld> E_; [Xmin,i(a) | o; < 100Ld]
+ P (Ji Z ].OOLd) ]E,i [Xmin,i(g) | g; Z ].OOLd]
> (1= P) (B Kmaxa(0)] = D) (37)
+ P]E_Z [Xmin,i (O’ + 100Ldez)] (38)

where Equation (37) follows from the fact that the domain of i*" coordinate lies within some interval of
length D and since E_; [Xmin,i(0) | 0 < 100Ld] and E_; [Xmax,:(0)] are points in this interval, their difference
is bounded by D. We can further lower bound E_; [Xmin,:;(c)] as follows

E_i [Xmin,i(0)] >(1 = P) (E—; [Xmax,i(0)] — D)
+ PP_i(E)E_; [Xmin,i (0 + 100Lde;) | £]
+ PP,,L (50) E,Z‘ [Xmin,i (0’ + IOOLdez) ‘ gc]

where P_;(€) is defined as P_;(£) :=P (5 | {o; }j#). We now use the monotonicity properties proved in
Lemma and Lemma to further lower bound E_; [Xmin,i(0)]. Then

E s omini ()] =(1 — P) (B [Xunasci(0r)] — D) (39)
+PP_,(E)E_; |:Xmax,i(0') - Tlo |Xtai(g) o Xt+1’i(0)| B % | g:|
+ PP_; (56) E_; |:Xmin,i(0') - 10200.261 I ¢
2(1 — P) (E—i [Xrnax,i(a)] - D) (40)
1 3a
+PP_;(E)E_; |:Xmax,i(0) 10 [%4,i(0) = Xe41,4(9)| — 100Ld | 5}

. 1 2a .
+ PP (€ [masi ()~ 15 I0) =~ 010l = 1575 1€

where Equation follows from Lemma and Lemma Equation follows from the definition of
£¢. Rearranging the terms in the RHS and using P_;(£) < 1 gives us
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E_; [Xmin,i(0)] >(1 = P) (E—; [Xmax,i(0)] — D)
3a

+PE_; l:Xmax,i(O') = 100Ld

1 1
~PE- g xea(o) = a0 + g (o) = a0l
3a

> . ) — —
>E_; [Xmax,i(0)] — 100nLdD 100Ld (41)
1 1
-E_; LO |Xtv( ) — Xt+1,z‘(0)| 10d [x¢(0) — Xt+1(0)||1}

where Equation uses the the fact that exp(z) > 1 + z. Rearranging the terms in the last inequality gives
us

1 1000 E_;la
E_,; [|Xt,i(0) — Xt+1,i(‘7)|] S@Eil [HXt(U) — Xt+1( )” ] + ——nLdD + 3()[[/d}

(42)

Since Equation holds for any {c; }j 2i» We get the following bound on the unconditioned expectation

E {Jx.(0) ~ xexr (o)) + LD + Aok (43)

1
) — . <—
E [|x¢,i(0) — x¢41,i(0)]] < 30Ld

9d
Substituting Equation with the above yields the following bound on the stability of predictions of FTPL+

E[l|x¢(0) — x¢41(0)];] < 1250 Ld*D + 207L

Utilizing Appendix [D-1] gives us the required bound on regret. O

D.2 Proofs for Strong Gradient Dominance

We will first prove what the gradient of the value function is with respect to € in this setting.

Lemma 6.2. We have g(W, ) = Vii.(n) — ||7||3 is Kr, L strongly gradient-dominated on set T
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Proof. By the Performance Difference Lemma,

SV =Y Vg, —(om— ) + 7|3 - |13
t t

= ﬁ SN dr (s)m*(a,5)AT(s,a) — (o, — 7*) + |73 — ||l (44)
< —min [ sz A™(s,a) — (o, 7" — ) — ||7*||3 + |13
dﬂ . -1 T \= x _ — 12 2
< d” min T+ Zt:;du(s)ﬂ(saa)f‘l (s;a) = (o, —m) — |75 + [I=]]2
ar _
= % mﬁin ll _1,7 Xt:sza:dl’;(s)(ﬁ(s, a) —7(a,s))A"(s,a) — (o, 7 — ) (45)
— =3+ |7r||§]
dy; . i _
— % min |}_ ZZd (s,a) — 7(a, s))Q"(s,a) — (o, 7 — ) (46)
— =3+ |7r||§]
dar’ , - . _
[ @ min ll_ ZZd (s,a) — 7(a,s))Q™(s,a) — (o, 7 — ) (47)
— @27 —7) — |7~ wl%}
L [@rw ( >V A ) - T||7r7r||2] (45)
11—~ p 7 Wy = 2 5 2

Here, Equation comes from the Performance Difference Lemma, Equation comes from the fact that
> um(a,s)A™(s,a) = 0, Equation comes from the definition of the Advantage Function for the w-player,
and Equation comes from the both the Policy Gradient Theorem and the fact that dj,(s) > (1 — v)u(s).
Moreover, Equation comes from the following logic

T

—|F—n3=—[7T7 -2 7+ 7]
T

T

T2t n+2n m—7 ﬂ

_ [ﬁ-
= — [I7l5 = I3 + 2(z — 7, 7)]
= —[17l13 + lIxll5 + 2(7 — 7, 7)

From this, we have that the value function done in this manner is strongly gradient dominated with constant
T
T O
2

D.3 Proof of Theorem b.1]

Theorem 5.1. Assume that the set of possible transition matrices W is convex. Let L, be the smoothness

constant of hy with respect to the {1 norm, D, = maxTHW — 7'||2, and d, be the dimension of the input
‘e

for the m-player. Let OL™ use FTPL and OLYW use Best-Response. Under direct parameterization, when
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n= Lﬂx}ﬁ the robustness of the set of trained algorithms is for any 7

Wrew WHeW &= VT

G g 242 Dy L

min ZVVT{/*(N) —E l min Vit (u)] < T 4 (To,Ky) + ew (To, Kw) -
t=0

Proof. From Theorem [£.1] we have that

T T
in STV (1) —min SV (1) < R Reg. .
Iglvlzl; e (1) rgvlp; (1) < Regyy + Reg,,

When the m-player is using FTPL, its regret is bounded according to

dr D,
E(Reg,) < O (ndiDﬂLi + T + a) .

Setting 1 = + \}ﬁ to minimize this, we have

3
2

242D, L,
E(Reg, ) < O | 22T 4.
(Reg,) < Wi )

Moreover, « is the Oracle Error term. Therefore, given that we have gradient dominance, using Projected
Gradient Descent yields from Lemma [5.]
3
2d2 D, L,
VT

Given the W-player employs Best-Response, we have that the regret of the W-player is bounded by the
following by Lemma [1]

E(Reg,) <O < + ¢ (To,ic,r)> .

E(Regy) < «

where « is the optimization error. Given that we have gradient dominance properties for the W-player as
well, we have that using the Projected Gradient Descent for

E(Regy ) < ew (To,Kw) .
Adding these two inequalities together gets our final result. O
D.4 Proof of Theorem

Theorem 6.1. Assume that the set of possible transition matrices W is convexr and we are in the direct
parameterization setting. Let OL™ use OFTPL and OLY use FTPL+. Given that Condition holds, we

PR
have that the robustness of the algorithm is for any ™ when setting n = \/QOL"(d“’ngrd”D") D, LyaT,

<of

T T
. 7 . o . 7Tt* < )
min ;—o Vi« (1) — min ;_0 Vvt (1) < Regyy + Reg,.

T

T
in > Vi (n)-E | mi Vit
Wiy 2 - ) L&?@WZO ()

drL\/Dx(dyDy + dsDy)

+1
5LyTcr(To, Kr)

cx(To, Kx)tew (To, Kw) ) .

Proof. From Theorem we have that

Given the m-player employs OFTPL, we have from Lemma [C.]] that the regret is upper bounded by

T
L? d.D

Reg, <O (ndiDﬂZt+M+a> .
P T nT
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However, we have that

]E(L?) = iQHWt - Wt—l”l

< j2 2 o
<L (12577L,,d,rD,T + QOLW)

Here, the last inequality comes from the fact that the W-player uses FTPL+, and the decisions made by
FTPL+ are stable from Lemma Using this above, we have that

- @ d=D
< 2 2 2 et T )
Reg, <O (ndﬂDﬂL (12577L,rd7rD,r + %0 n) + " + a)

Since our w-player enjoys gradient dominance for its loss function, we have from Lemma that
a<cr (To,Kx).

Moreover, given the W-player is employing FTPL+, from Lemma we have that regret of the W-player is
bounded by

dw Dw
Regy §(9( T —i—a).

In this setting, the W-player still enjoys gradient dominance properties, so using Projected Gradient Descent
has
a<cw (To,Kw).

Adding these together yields

- dwD drDr
Reg, + Regyy < O(nd2D, L (12577L,rdfrD,r T ) wlw + +

20L, T
cr (To,Kx) + ew (To, Kw)).

7 -
Setting n = \/20L’“(d’“gw+d"D") D, LydT, we have that

drL\/Dyx(dyDy + drDy)

+1
5L.Tcr(To, Ky)

Reg,. + Regy <O <l

exr(To, Kx) + cw (TOaICW)> .

D.5 Proof for Theorem

Theorem 6.2. We are in the direct parameterization setting where the objective function is the reqularized
Value Function. Assume that the set of possible transition matrices W is convex. Let OL™ use FTPL and
OLY wuse Best-Response. Under direct parameterization, given that C’ondition holds and n = #m, we
have that the robustness of Algorithm 1] is for any 7

T

T
i Vig- () = ||7[? = mi Vigh (w)0]lme|* <
Wrrgg;v; () = 171 = i, D Vi (u)0liml” <

Jwoleo
g

2d2 DL,

1
+c; (To,/Cm 2) +cw (To, Kw).

3

Proof. From Theorem we have that
T T
. 7 i - . ﬂ—t* < .
min ; Viv- (1) — min ; Vit (1) < Regyy + Reg,

When the w-player is using FTPL, its regret is bounded according to

dr Dy
E(Reg,) <O (ndfrD,rL?T - T + a) :
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Setting n = L\}ﬂ to minimize this, we have

3
242D, L,
E(Reg,) <O < + 04) .

VT

Moreover, « is the Oracle Error term. Therefore, given that we have strong gradient dominance, using
Projected Gradient Descent yields from Lemma [6.1

3

2d2D L, 1
E(Reg,) <O | =227 4 4¢8 (To, Kny = ) | -
(Heer) (ﬁ <‘° 2>>

Given the W-player employs Best-Response, we have that the regret of the W-player is bounded by the
following by Lemma [1]
E(Regy) < o

where « is the optimization error. Given that we have gradient dominance properties for the W-player as
well, we have that using the Projected Gradient Descent for

ERegy) < cew (To,Kw) .

Adding these two inequalities together gets our final result. O
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