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ABSTRACT

We present key aspects of our approach to the ManiSkill Challenge, where we
used Imitation Learning on the provided demonstration dataset to let a robot learn
how to manipulate interactive objects. We present what is to our knowledge the
first application of super-convergence via learning rate scheduling to Imitation
Learning and robotics, enabling better policy performance with a training time
reduced by almost an order of magnitude. We also present how we used Multi-
task Learning to reach a top score on unseen object of 1 task of the challenge.
It shows that the strategy can unlock generalization performance on some tasks,
corroborating other work in the field. We also show that simple data augmentation
strategies can help push the model performance further.

1 OVERVIEW

The ManiSkill Challenge (Mu et al., 2021)) consists of object manipulation tasks to be performed
by a mobile robot arm in the SAPIEN simulation environment (Xiang et al., [2020). 4 tasks are
available in the challenge: OpenCabinetDrawer, OpenCabinetDoor, PushChair and MoveBucket.
For each task, a given robot must interact with an object of a specific class (e.g. a cabinet) to make
it reach a desired state (e.g. the upper drawer is opened). In our work, we focus on the two first
tasks, where a single robotic arm mounted on a mobile base must open either a drawer or a door of
a cabinet.

We worked on the No Interaction track of the challenge, in which the agent policy is to be trained via
offline Imitation Learning (Hussein et al.| [2018), relying only on a provided dataset of successful
demonstrations, and without additional interaction with the simulated environment. The dataset
(containing 300 trajectories per environment) provides sequences of robot joint states and 3D point
clouds from the robot’s sensors along the execution of each task. A segmentation of the point cloud,
provided as input, specifies the target door/drawer to be opened. The resulting policy is evaluated
by measuring the success rate (ratio of successfully opened doors/drawers) in the simulator on both
demonstration cabinet and unseen cabinets.

1.1 CHALLENGES HIGHLIGHTED IN THE CHALLENGE BENCHMARK IMPLEMENTATION

The original study achieves up to 76% success rate on a single environment, and the performance
drops to 37% when trained on all the training environments (Mu et al.,|2021). This suggests limita-
tions in either the learning capacity of the architecture, or the training process.

Object level generalization appears challenging. Success rates show a significant performance drop
on test objects, for example from 30% to 11% on the OpenCabinetDoor task. This suggests oppor-
tunities for improvements in terms of generalization.

1.2 BASE ARCHITECTURE & KEY ASPECTS OF SUBMISSION

We use Behavior Cloning (Pomerleau, | 1988)) as an Imitation Learning strategy, coupled with a Point-
Net (Q1 et al., [2017)+Transformer (Vaswani et al., [2017) architecture, which showed the best gen-

*Use footnote for providing further information about author (webpage, alternative address)



Presented at the Generalizable Policy Learning in the Physical World Workshop (ICLR 2022)

eralization performance in the challenge benchmark implementation (Mu et al.l 2021)). Behavior
Cloning enables a model to train under an end-to-end supervised learning regime, from perception
to control.

We present below 2 key aspects of our submission: The first is learning rate scheduling for training
efficiency. The second is the use of multi-task learning and network modifications for improving
generalization.

2 LEARNING SCHEDULE EFFECT ON TRAINING SPEED

The impact of learning schedule is remarkable on policy-based architectures, including policy per-
formance, data requirements and learning speed (Schrittwieser et al.,[2020). In this experiment, we
try to induce super-convergence (Smith & Topin, 2017), “extremely” fast learning, using a single cy-
cle learning rate schedulecoupled with the AdamW optimizer(which has been shown to generally
offer better generalization performance than Adam (Loshchilov & Hutter, [2019)).

We train the baseline model on the OpenCabinetDrawer task, using the data split in Table [2} and
compare the results of using no scheduler with 150k gradient steps (as in the original implementa-
tion, which is roughly equivalent to 12 epochs in this setting) to the OneCycle scheduler on different
cycle length. Results are compiled in table 1]
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Figure 1: (Left) L2 loss on predicted vs demonstration action vector; (Right) mean train and valida-
tion reward, as defined in Mu et al.[(2021). Data from 40 trials on OpenCabinetDrawer.

We note that since the learned policy influences the distribution of inputs on which it will be tested,
the Behavior Cloning setting violates the i.i.d hypothesis of supervised learning, which means we
cannot estimate the policy performance from loss alone (Ross & Bagnell, 2010). Typically, the
agent will show an inability to exhibit recovery behaviors which are unlikely to have been encoun-
tered during training. Consequently, we track additional performance metrics by performing regular
online evaluations during training and measuring reward and success rate provided in the context of
the Challenge. We rely on only 40 trials for those evaluations, as they are time-consuming. Reward
proves to be the most relevant metric as a proxy for performance during training, being more gran-
ular and thus providing more signal than the success rate (which is noisy and may remains at O for
validation). Our experiments do not show over-fitting in the range of training length tested, however
the validation reward does appear to stagnate, as observable on the bottom right graph on figure [I]

Table 1: Average success rate on training and validation environments, with 10 trials per environ-
ment, for the OpenCabinetDrawer task (34 environments used for training).

Learning mode Adam 150k OneCycle 25k | OneCycle S0k | OneCycle 75k
training 0.26 £0.21 0.47 £ 0.25 0.62 £0.18 0.64 = 0.20
validation 0.10£0.13 0.14 £0.15 0.16 £0.17 0.19 £ 0.15

In the final evaluations (Table[I)), we observe diminishing returns with a lot less improvement be-
tween 50k and 75k steps, as opposed to the difference between 25k and 50k steps. There may not
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be margin for much further improvement with longer training in the OneCycle case. Compared to
the baseline, the OneCycle schedule with 25k steps yields more than 50% improvement in success
rate in 1/6th of the training duration. OneCycle with 75k steps roughly doubles the success rate in
half the training duration. We reuse the OneCycle learning rate scheduling with 75k gradient steps
in the rest of the paper.

3 MULTI-TASK LEARNING

We next investigate the impact of Multi-task Learning by training a single model on the (OpenCabi-
netDoor, OpenCabinetDrawer) pair of tasks. We expect that doing so will allow the single model to
benefit from more training data and will improve generalization by learning higher level representa-
tions (Caruanal (1997).

The action domain space being the same for the 2 tasks, no adaptation is required on the output side
of the model. The model input for the 2 tasks is also directly compatible, with semantically equiva-
lent segmentation (target part being a Door/Drawer depending on the task) and does not require any
change. Moreover, since the 2 tasks deal with the same class of objects (cabinets), we expect the
learned internal representations to be highly compatible.

3.1 TASK ENCODING

While we could let the model infer the task from input only, we choose to help the model by adding
an additional input to do task conditioning, similarly to related work (Ebert et al.,[2021)), especially as
some doors could be confused as drawers. In practice this is done by appending a one hot encoded
identifier to the state vector. In our experiments the identifier £ can take only 2 vector values:
t = [0,1] or t = [1,0]. The growth of model parameters due to the additional input is negligible
compared to the overall model complexity (see details[A.2).

3.2 DATA AND EXPERIMENTAL SETUP

For each task, we create 2 training splits and one evaluation split, as listed in table 2] This setup
makes sure that the same variety of training demonstrations is provided for single task models (using
Trainingl & Training 2 of the task), and multi tasks models (using theZrainingl split of both tasks),
and ensures that single and multi-task models are evaluated on the same samples. Cabinets having
demonstration data available for both tasks are included in the Training! splits, thus preventing data
leakage when evaluating the performance of the multi-task solution (making sure that the cabinet are
unseen by the model through the other task). This allows for a fair comparison between the 2 types of
models. We also expect that the use of common cabinets between tasks will improve generalization
of the multi-task model by preventing it learning of associations between cabinet model and task.

Table 2: Number of demonstration environments for each task.

split Trainingl (single&multi) | Training?2 (single) Evaluation | Total
OpenCabinetDrawer || 17 17 8 42
OpenCabinetDoor 17 17 22 56

3.3 ON THE FLY DATA AUGMENTATION

As data augmentation usually contributes to reducing risks of over-fitting and improving general-
ization, we introduce “on the fly” randomization during training on input point clouds, similarly to
related work [Chen et al.| (2020). Jittering is applied on XYZ coordinates for each point individu-
ally, constrained to modify the coordinates within precision requirements for gripping tasks. Since
object colors should have only limited impact for scene understanding, the input point clouds being
pre-segmented, we also apply random color jittering and RGB channel swapping (details in[A.4).
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3.4 MODEL CAPACITY INCREASE

To evaluate how the multi-task model (with augmentation) scales, we then increase the number of
environments used for training to the the 68 training environments of OpenCabinetDoor and Open-
CabinetDrawer combined. Since we notice that the performance improves only marginally on the
OpenCabinetDrawer (see Table|[T)), we choose a larger model to evaluate whether extra capacity can
address this limitation. The new model, labelled Multi-task++ in Table m keeps the same architec-
ture, with increased layer sizes, number of attention heads and embedding dimension (see[A.2.T).

3.5 ANALYSIS

A summary of the results is presented in Table[3] Generalization on unseen environments is highly
variable, as seen in the high standard deviation of the results across environments (additional details
in[A.5). It could be interesting to further analyse which properties of the cabinets influence the
generalisation performance (e.g. apperance, mechanical properties). Moreover, while we manage
to obtain satisfying generalization results on the OpenCabinetDrawer task, the OpenCabinetDoor
task does not result in good generalization. We think that this may be due the more complex co-
ordination required to pivot an object vs pulling it. The various handle to hinge distance of doors
may increase the variety of trajectories required, and more data may help resolving the generaliza-
tion gap. While the multi-task model trained on 34 environments does not generally outperform

Table 3: Mean and standard deviation of average success rates on training and validation environ-
ments of each task over 10 different runs.

Task OpenCabinetDrawer OpenCabinetDoor
Split Training Validation Training Validation
Drawer Only (17+17) 0.64 +0.20 | 0.19+£0.15 N/A N/A

Door Only(17+17) N/A N/A 0.55 +0.13 0.03 £0.08
Multi-tasks w/o augm 0.63£0.19 0.13£0.14 0.52£0.25 0.05 + 0.21
Multi-tasks w/ augm 0.64 +0.13 | 0.19+£0.19 0.54 £0.19 0.05 +0.14
Multi-tasks w/ augm (68) || 0.65 +=0.17 0.21 £0.17 0.54 £0.26 0.05 £0.15
Multi-tasks ++ (68) 0.67 +£0.17 | 0.33 +£0.33 0.58 + 0.18 0.04 £0.15

the single-task model, it also does not exhibit significant performance drop, except for validation
on OpenCabinetDrawer. Once randomization is added, we observe a small overall performance im-
provement on both training and validation, obtaining the best results of all models, with the exception
of the OpenCabinetDoor validation. Additional testing would be required to show the significance
of the result. We think that the diversity of cabinet and environments provides enough input vari-
ability, and data augmentation provides only marginal additional diversity.

Finally, we observe that the larger model does yield better overall results, in particular a significant
jump in generalization on the Drawer validation.

4 CONCLUSION & FURTHER EXPLORATION

Regarding learning optimization, we showed that OneCycle learning rate scheduling can dramat-
ically decrease training duration. We think exploring further learning strategies, like Curriculum
Learning (Bengio et al.,2009), can be very valuable. This would mean organising the presentation
of new object instances and tasks to the model in a way that optimizes learning.

Having noticed potential limitations in the model, as well as the stability issue inherent to naive
behavior cloning, we think it would be useful to enforce more temporal coherence. This could be
done by replacing PointNet with a model capable of integrating a sensory sequence like [Fan et al.
(2021), or by learning to predict multiple actions ahead of time (Jang et al.,|2021).

Finally, we think it would be worth testing multi-task learning on the (PushChair, MoveBucket) pair
of tasks, which are similar in nature, and also investigating how to apply multi-task learning when
the body is different (different number of arms), by learning on the 4 tasks of the challenge.
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A APPENDIX

A.1 DATA
The demonstration dataset contains:

* OpenCabinetDoor: 42 unique cabinets (56 cabinet/door pairs)
* OpenCabinetDrawer: 25 cabinets (42 cabinet/drawer pairs)
10 cabinets are present in demonstrations for both OpenCabinetDoor and OpenCabinetDrawer. 300

demonstrations are provided for each environment, an environment being a Cabinet/Door or Cabi-
net/Drawer pair (Cabinets can have multiple doors and drawers as seen in the figure below).

Figure 2: Robot arm attempting to open a drawer.

A.2 MODEL ARCHITECTURE

We reuse the architecture from (2021)), as shown in figure where our modifications
are highlighted.
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Figure 3: Architecture diagram.



Presented at the Generalizable Policy Learning in the Physical World Workshop (ICLR 2022)

A.2.1 LARGE MODEL

For the large model (MultiTasks ++), we switch from 4 to 8 attention heads, and double the size of
all the non-constrained layers, resulting in an increase parameter count as seen in Table [

Table 4: Parameter count in each model

model parameter count relative to baseline
baseline 5,234,855 -

MultiTask 5,238,439 +0.07%
MultiTask++ 15,115,303 +189%

A.3 OBSERVED TRAINING DURATIONS

Training duration for the experiments on a Ryzen3700X with a RTX2060Super GPU are shown
below.

Table 5: Training Duration for each learning setting, including evaluation times. The evaluation
times tends to be shorter on success.

Learning Adam 150k OneCycle 25k | OneCycle 50k | OneCycle 75k
mode
duration 6h47m 1h8m 2h16m 3h24m

A.4 DETAILS OF ON THE FLY DATA AUGMENTATION
We perform 3 on the fly input randomization:

* RGB color channel swapping, applied to the whole point cloud (In order to preserve global
coherence)

* color jittering with uniformly distributed noise in the range +/- 0.025 of the RGB channels
unit scale, applied to the whole point cloud (In order to preserve global coherence)

* XYZ jittering with uniformly distributed noise in the range +/- 1mm, applied to each point
individually.

A.5 PER CABINET MODEL RESULTS

The tables [6 and [7] show the individual success rates for 10 trials on each of the environments.

While most of the validation environments don’t yield any successes, some manage to be repeatedly
successful.

Table 6: Results on validation environment for OpenCabinetDrawer

env success
OpenCabinetDrawer_1013_link_0-v0 0.0
OpenCabinetDrawer_1040_link_0-v0 0.6
OpenCabinetDrawer_1032_link_0-v0 0.2
OpenCabinetDrawer_1066_link_0-v0 0.0
OpenCabinetDrawer_1033_link_2-v0 0.0
OpenCabinetDrawer_1005_link 3-v0 0.8
OpenCabinetDrawer_1021_link_0-v0 0.3
OpenCabinetDrawer_1082 _link _2-v0 0.7
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Table 7: Results on training environment for OpenCabinetDrawer

env success
OpenCabinetDrawer_1045_link_0-v0 0.6
OpenCabinetDrawer_1067 _link_0-v0 0.9
OpenCabinetDrawer_1000_link_0-v0 0.9
OpenCabinetDrawer_1052_link_0-v0 0.8
OpenCabinetDrawer_1027_link_0-v0 0.6
OpenCabinetDrawer_1044 _link_1-v0 0.7
OpenCabinetDrawer_1016_link_1-v0 0.5
OpenCabinetDrawer_1054 _link_0-v0 0.7
OpenCabinetDrawer_1061 _link_0-v0 0.6
OpenCabinetDrawer_1044 _link _0-vO 0.2
OpenCabinetDrawer_1016_link_0-v0 0.7
OpenCabinetDrawer_1000_link_1-v0 0.7
OpenCabinetDrawer_1016_link_3-v0 0.7
OpenCabinetDrawer_1063_link_0-v0 0.7
OpenCabinetDrawer_1016_link _2-v0 0.6
OpenCabinetDrawer_1027 _link_1-v0 0.6
OpenCabinetDrawer_1038_link_0-v0 0.9
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