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Abstract

Integrating combinatorial optimization layers into neural networks has recently
attracted significant research interest. However, many existing approaches lack
theoretical guarantees or fail to perform adequately when relying on inexact solvers.
This is a critical limitation, as many operations research problems are NP-hard,
often necessitating the use of neighborhood-based local search heuristics. These
heuristics iteratively generate and evaluate candidate solutions based on an ac-
ceptance rule. In this paper, we introduce a theoretically-principled approach
for learning with such inexact combinatorial solvers. Inspired by the connection
between simulated annealing and Metropolis-Hastings, we propose to transform
problem-specific neighborhood systems used in local search heuristics into pro-
posal distributions, implementing MCMC on the combinatorial space of feasible
solutions. This allows us to construct differentiable combinatorial layers and asso-
ciated loss functions. Replacing an exact solver by a local search strongly reduces
the computational burden of learning on many applications. We demonstrate our
approach on a large-scale dynamic vehicle routing problem with time windows.

1 Introduction

Models that combine neural networks and combinatorial optimization have recently attracted sig-
nificant attention [14, 39, 8, 6, 50, 5, 34, 43, 7]. Such models enable the transformation of learned
continuous latent representations into structured discrete outputs that satisfy complex constraints.
They enrich combinatorial optimization algorithms by providing them with context-dependent fea-
tures, making decisions more resilient to uncertainty. An important subset of this line of research
involves integrating, within a neural network, a linear programming layer of the form:

6 — argmax (0,y) C argmax (0,y), @)
yey yEconv(Y)
where ) is a finite set of feasible outputs. In the graphical model and structured prediction literature,
this is often called the maximum a posteriori (MAP) problem [51]. The main challenge in using
such layers lies in their end-to-end model training. Indeed, as piecewise-constant, discontinuous
functions, such layers break the differentiable programming computational graph, and prevent one
from backpropagating meaningful gradients from the final output of the model to its parameters.

Many approaches have been proposed to derive relaxations and loss functions for this setting; see
Appendix A for a detailed review and overview of relevant related work. To methodologically
position our work, Table 1 provides a high-level overview of foundational approaches, contrasting
them based on the type of oracle they assume access to. Some rely on an oracle for solving a
regularized version of Eq. (1), such as a quadratic or entropy-regularized program. They typically
perform a single oracle call per data point. Some other approaches assume access to an oracle
for solving the original linear program (i.e., a MAP oracle), but perform multiple oracle calls, for
smoothing reasons. Their theoretical guarantees usually assume an oracle returning exact solutions.
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Table 1: The proposed approach leverages the neighborhood systems used by local search heuristics
(inexact solvers) to obtain a differentiable combinatorial layer when usual oracles are not available.

Regularization Oracle Approach
Differentiable DP (2009, 2018) Entropy Exact marginal DP

SparseMAP (2018) Quadratic Exact MAP Frank-Wolfe
Barrier FW (2015) TRW Entropy Exact MAP Frank-Wolfe
IntOpt (2020) Log barrier Interior point solver Primal-Dual
Perturbed optimizers (2020) Implicit via noise Exact MAP Monte-Carlo
Blackbox solvers (2020) None Exact MAP Interpolation

Contrastive divergences (2000) Entropy Gibbs / Langevin sampler MCMC

Proposed Entropy Local search MCMC

Unfortunately, many problems in operations research are NP-hard in nature (e.g., routing, scheduling,
network design), making access to an exact oracle difficult. In contrast, operations research applica-
tions often rely on local search heuristics, such as simulated annealing. These heuristics iteratively
generate a neighbor of the current solution, and either accept it or reject it based on an acceptance
rule. The aim of this work is to provide a theoretically-principled approach for learning with such
inexact solvers. To do so, we propose to leverage unexploited links between neighborhood-based,
local search heuristics used to approximately solve combinatorial problems, and Markov chain
Monte-Carlo (MCMC) methods used to perform approximate marginal inference in graphical models.

Contributions. (i) We enable the integration of local search heuristics as layers into ML models, by
converting their neighborhood systems into proposal distributions for a discrete MCMC sampler over
the combinatorial set of solutions. (ii) We extend our framework to handle local search heuristics that
leverage a diversity of neighborhood systems, enabling this powerful class of solvers to be used as a
unified MCMC sampler. (iii) We show that there exist Fenchel-Young losses [8] whose stochastic
gradients are given by the proposed layer (even with a single MCMC iteration), leading to principled
learning algorithms in both supervised and unsupervised settings, for which we provide a convergence
analysis. (iv) We demonstrate our approach on the EURO Meets NeurIPS 2022 challenge [27], a
large-scale, ML-enriched dynamic vehicle routing problem with time windows (DVRPTW), which
involves an intractable combinatorial optimization problem. In Appendix B, we also empirically
validate the quality of the proposed gradient estimators through abundant experiments.

Problem setup. In this paper, our goal is to learn models with an optimization layer of the form
Y : 0 — argmax (0, y) + o(y), )
yey

where 8 € R% and Y C R is a finite but combinatorially-large set. This formulation is a general-
ization of the standard linear objective in Eq. (1). The function ¢ : JJ — R is an integral part of the
problem definition, capturing any structural costs or preferences (e.g., routing distances, fixed costs)
that are independent of 8. We focus on settings where this optimization problem is intractable and
only heuristic algorithms are available to obtain an approximate solution. We distinguish between
two settings. In the unsupervised setting, our goal will be to learn & € R from observations
Y1,-..,yn € R In the supervised setting, we will assume that @ = gy (z) and our goal will be to
learn the parameters WV from observation pairs (€1, ¥41),- .., (TN, YN)-

2 Local search based MCMC layers

In this section, we show how to design principled combinatorial layers without relying on exact MAP
solvers, by transforming local search heuristics into MCMC algorithms.

2.1 From local search to MCMC

Local search and neighborhood systems. Local search heuristics [19] iteratively generate a
neighbor y’ € N (y*)) of the current solution ¢(*), and either accept it or reject it based on an
acceptance rule. In this context, a neighborhood system N defines, for each feasible solution y € YV,
a set of neighbors A/(y) C V. Neighborhoods are problem-specific, and must respect the structure of
the problem, i.e., must maintain solution feasibility. They are typically defined implicitly via a set of
allowed moves from y. For instance, Table 4 lists example moves for a vehicle routing problem.
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Algorithm 1 SA / MH as a layer Algorithm 2 Neighborhood mixture MCMC
Inputs: 0cR?, yO Y, (tx), KEN, N, q Inputs: 6 cR% y(Ve ) t, KeN, (N,,q:)5_,

fork =0: K do fork=0: K do
Sample a neighbor in NV (y*)): Sample a neighborhood system:
y ~q(y®,-) s ~UQ(y™))
a(y® y') < 1(SA) or Sample a rzgghbor in Ny (y®):
(k) tﬂi y' ~qs(y'"™, -
™Y g (MH) (k)( / )IQ(y("’))\ as (v .y ™)

U ~U([0,1]) (YY) < ToGT ™)

AR (6, y') +o(y") (0, y ™)) —p(y ™) U ~U([0,1])

p® = a(y®, ) exp (AW /1) A (0, y')+o(y')— (0, y™) —p(y™)

If U < p®), accept move: y*+1) «— ¢ p®) < a (y™, y) exp (AW /1)

If U > p®), reject move: y*+1) ¢ If U < p®), accept move: y*+1) « 4
end for If U > p), reject move: y*+1) « 4
Output: §(8) ~ y™) (SA) or end for
5:(0) =Er, [Y]~ £ S0 y® (MH) Output: §,(0) =E,,, [V] ~ = S0 y®

Formally, we denote the neighborhood graph by G == (), Enr), where edges are defined by /. We
assume the graph is undirected, i.e., y’ € N (y) if and only if y € N (y’), and without self-loops —
i.e., y & N(y). A stochastic neighbor generating function is also provided, in the form of a proposal
distribution ¢(y , - ) with support either equal to N'(y) or N (y) U {y}.

Link between simulated annealing and Metropolis-Hastings. A well-known example of local
search heuristic is simulated annealing (SA) [26]. It is intimately related to Metropolis-Hastings
(MH) [21], an instance of a MCMC algorithm. We provide a unified view of both in Algorithm 1.

The difference lies in the acceptance rule, which incorporates a proposal correction ratio for MH,
and in the choice of the sequence of temperatures (¢ )rcn. In the case of SA, it is chosen to verify
tr, — 0. In the case of MH, it is such that ¢;, = t. In this case, the iterates y(k) of Algorithm 1 follow
a time-homogenous Markov chain on )/, defined by the following transition kernel:

0 (y, ') min |1, 58 oxp (L0 ReW- 0N W) ify e N (y),

’q
PorW,9) = 31— % enriy) Pore (4> ") ify'=y.
0 else.

In past work, the link between the two algorithms has primarily been used to show that SA converges
to the exact MAP solution in the limit of infinite iterations [36, 17]. Under mild conditions — if the
neighborhood graph Gy is connected and the chain is aperiodic — the iterates y*) of Algorithm 1
(MH case) converge in distribution to the Gibbs distribution (see Appendix E.1 for a proof):

mo.1(y) o< exp ([0, y) + ¢(y)] /1) .- ©)
Proposed layer. Algorithm 1 and this result motivate us to define the combinatorial MCMC layer
gt(a) = ]Eﬂ'e,f, [Y] ) (5)

where 6 € R¢ are logits and ¢ > 0 is a temperature parameter, defaulting to ¢ = 1. Naturally, the
estimate of ; (@) returned by Algorithm 1 (MH case) is biased, as the Markov chain cannot perfectly
mix in a finite number of iterations, except if it is initialized at g ;. In Section 3, we will show
that this does not hinder the convergence of the proposed learning algorithms. The next proposition,
proved in Appendix E.2, states some useful properties of the proposed layer.

Proposition 2.1. Let @ € R We have the following properties:

y:(0) € relint(C), u;(0) —— argmax(0, y) + , and
5(6) € relin(C).  5(0) —— argmaxi0. y) + oly) 5.(6) Iyly;yy

1 COVry, [Y].

Moreover, Yy is differentiable and its Jacobian matrix is given by Joy:(0) = ;
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2.2 Mixing neighborhood systems

Central to local search algorithms in combinatorial optimization is the use of multiple neighborhood
systems to more effectively explore the solution space [37, 10]. We now present a tractable way to
incorporate such diversity of neighborhood systems into the proposed layer, while preserving the cor-
rect stationary distribution, by mixing the corresponding proposal distributions. A discussion giving
intuition on why the proposed method is crucial to get tractable updates is given in Appendix C.1.

Definitions. Let (N ) ,—1 be a set of different neighborhood systems. Typically, all neighborhood
systems are not defined on all solutions y € Y, so we note Q(y) C [1, 5] the set of neighborhood
systems defined on y (i.e., the set of allowed moves on vy). Let (gs) s€Q(y) be the corresponding

proposal distributions, such that the support of g5 (y, - ) is either N;(y) or Ns(y) U {y}. Let N be
the aggregate neighborhood system defined by N : y Usea) Ns(y).

qs(y \Y)

are tractable. The
FACET)

We assume that the individual Metropolis correction ratios & (y, y') ==
proposed procedure is summarized in Algorithm 2.

Proposition 2.2. If each neighborhood graph G, is undirected and without self-loops, and the
aggregate neighborhood graph Gy is connected, the iterations y %) produced by Algorithm 2 follow
a Markov chain with unique stationary distribution e ;.

See Appendix E.3 for the proof. Importantly, only the connectedness of the aggregate neighborhood
graph G 5 is required. This allows us to combine neighborhood systems that could not connect
Y if used individually, i.e., an irreducible Markov chain can be obtained by mixing the proposal
distributions of reducible ones. Such an example is given with the moves defined in Table 4.

3 Loss functions and theoretical analysis

We now derive and study loss functions for learning models using the proposed layer. The analysis
for the case where only one iteration of MCMC is performed (KX = 1) is given in Appendix C.2.

3.1 Negative log-likelihood and associated Fenchel-Young loss

We now show that the proposed layer 4; () can be viewed as the solution of a regularized optimization
problem on C = conv(Y). Let A;(8) ==t -log>_ .y exp([(0, y) + ¢(y)] /t) be the cumulant
function [51] associated to the exponential family defined by mg ;, scaled by the temperature t. We
define the regularization function €2; and the corresponding Fenchel-Young loss [8] as:

Qu(p) = Af(p) = ;UH@(H, 0) — Ai(6), and £(0;y) = (2)"(0) + u(y) — (0, y).
€
Since 0, = Aj is strictly convex on relint(C) (see Appendix E.4 for a proof) and 4, (0) = Vg A,(0),
the proposed layer is the solution of the regularized optimization problem

Y1(6) = argmax {(0, ) — Qu(p)}, (©6)
pec

the Fenchel-Young loss ¢ is differentiable, satisfies £;(0,y) = 0 < 9:(0) = y, and has gradient
Voli(0;y) = y:(0) — y [8]. Itis therefore equivalent, up to a constant, to the negative log-likelihood
loss, as we have —Vg log mg +(y) = (4 (0) — y)/t. Algorithms 1 and 2 can thus be used to perform
maximum likelihood estimation, by returning a (biased) stochastic estimate of the gradient of /,.

3.2 Empirical risk minimization

In the supervised learning setting, we are given observations (x;, yl)fil € (RP x Y)", and want

to fit a model gy : R? — RY such that §;(gw (x;)) ~ y;. This is motivated by a generative model
where, for some weights Wy € RP, the data is generated with y; ~ T, (:),t- We aim at minimizing
the empirical risk Ly, defined below along with its exact gradient VL :

N

N
=D blow@)im) and VL) =S Jwow (@) @Glow (@) - ).
= i=1
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Doubly stochastic gradient estimator. In practice, we cannot compute the exact gradient above.
Using Algorithm 1 to get a MCMC estimate of y;(gw (;)), we propose the following estimator:

Vw Ln(W) = Jwgw (x:) (sz(k) '>7

where y( ) is the k-th iterate of Algorithm 1 with maximization direction 8; = gy («;) and tem-
perature t. This estimator is doubly stochastic, since we sample both data points and iterations of
Algorithm 1, and can be seamlessly used with batches. The vector-jacobian product with Jy gw ()
is computed via autodiff. The Markov chain initialization methods for the supervised and unsupervised
settings are inspired from the contrastive divergence literature [22] and detailed in Appendix C.5.

3.3 Convergence analysis in the unsupervised setting

In the unsupervised setting, we are only given observations (yz) ~, € YV and want to fit a model g ¢,
motivated by an underlying generative model such that y; ~ g, ; for an unknown true parameter 6.
We assume here that C = conv())) is of full dimension in R¢. We have the following empirical L
and population Lg, Fenchel-Young losses:

Ln(6;y1,...,yn) Zet 0;91)  Loy(0) = Eqy) mg, yon [LNO;y1s- - yn)]

which are minimized for 8 such that g;(8) = Yy := % Zfil y;, and for 0 such that y;(0) = y:(0y),
respectively. Let 8% as the minimizer of the empirical loss L. For it to be defined, we assume N is
large enough to have Yy € relint(C) (which is always possible as g, ; has dense support on )V). A
slight variation on Proposition 4.1 in Berthet et al. [6], proved in Appendix E.5, gives the following
asymptotic normality as N — oo.

Proposition 3.1 (Convergence of the empirical loss minmizer to the true parameter).

* D _
VN(B — 60) 2 N (0, 2 covy, , Y] 1) .

We now consider the sample size as fixed to N samples, and define 6., as the n-th iterate of the
following stochastic gradient algorithm:

Kni1
. . _ 1
0ni1 =0, + i1 |V — y o ylnthh 7
+1 + Ynt1 | YN Ko 2= Y ; @)

where y(”“’k) is the k-th iterate of Algorithm 1 with temperature ¢, maximization direction én,
and initialized at y("t11) = ¢("&») This initialization corresponds to the persistent contrastive
divergences (PCD) algorithm [48], and is further discussed in Appendix C.5.

Proposition 3.2 (Convergence of the stochastic gradient estimate). Suppose the following assumptions
on the step sizes (), >, sample sizes (K,,), ., and proposal distribution g hold:

* Yn =an~? withb E}; 1} and a > 0,

o Kpp1 > Ll—l—a CXp(gRC |\én|\)J

<a'"n"¢ wztha”>0andc>1—f

e <

23* ify € N(y)
a(y,y) =9 1-%8 jry =y
0 else,

where d(y) = |N (y)| is the degree of y in G, and d* = maxycy d(y).

Then, we have the almost sure convergence 6, = 0% of the iterates 6., defined by Eq. (7).

See Appendix E.6 for the proof. The assumptions on g are used for obtaining a closed-form
convergence rate bound for the Markov chain, using graph-based geometric bounds [23].
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Figure 1: Overview of the vehicle routing pipeline, represented at request wave w.

4 Experiments on dynamic vehicle routing

We demonstrate our approach on the EURO Meets NeurIPS 2022 Vehicle Routing Competition,
a large-scale, ML-enriched dynamic vehicle routing problem with time windows (DVRPTW). A
detailed introduction to the challenge with precise notations, together with precise explications on
the reduction to supervised learning, the proposed approach, the perturbation-based baseline, full
experimental details and additional results, are given in Appendix D.

Approach. We adopt the winning strategy of Baty et al. [4], which reduces the problem to a
supervised learning task. This involves decomposing the DVRPTW as multiple prize-collecting
problems (PC-VRPTW) for each wave w, where a model gy predicts a prize vector 8 for serving
each request. This fits our general problem formulation y(6“) = argmax,, (0, y) + »(y), where
(y) represents the negative routing cost. The overall pipeline is shown in Fig. 1. To train the
model gy, we use the Fenchel-Young loss associated with our proposed MCMC layer. The proposal
distributions for the MCMC sampler are derived from the local search moves used by the state-of-the-
art PC-HGS solver y, which are summarized in Table 4. At inference, we use the trained model gy
with the PC-HGS solver, forming the policy fi := 4 o gww. We compare our learning algorithms to
the perturbation-based baseline from Baty et al. [4], which sacrifices the theoretical guarantees of the
general framework from Berthet et al. [6] it instantiates by using an inexact solver (y).

Results. We evaluate performance using the competition’s metric: the routing cost relative to an
anticipative (oracle) baseline. Fig. 2 shows that initializing the MCMC chain with the ground-truth
solution significantly outperforms a random start and that performance improves with more MCMC
iterations (K'). Table 2 compares our method with the baseline under a fixed time budget for the
layer’s forward pass. Our approach significantly outperforms the perturbation-based method in
low-time-limit regimes (1-100 ms), enabling faster and more efficient training.

©
o
L

80 1 80 1

Initialization K K
S —— Random ’\ 10° 10°
+ 60 —— Ground-truth 60 \, 10t 60 10!
(o} P 5 »
G d-truth + h ti 2 2
. s ~——— —
2 40 40 4 R 40 4
© — 10* — 10!
(7] 5 5
o e 10Jj —_ 1(1”i
B 20 204 6 204 6
— 10 — 10
& N\
0 T T T T 0 T T T T 0 T T T T
0 10 20 30 40 50 0 10 20 30 40 50 0 10 20 30 40 50
Epoch Epoch Epoch

Figure 2: Test relative cost (%). Left: varying initialization method. Center: varying number of
Markov iterations K with random initialization. Right: varying K with ground-truth initialization.

Table 2: Best test relative cost (%) for different training methods and time limits.

Time limit (ms) 1 5 10 50 100 1000
Perturbed inexact oracle 65.2+58 13.14+34 87+19 65+1.1 63+076 55+04
Proposed (y<0):y) 100+1.7 120+26 11.8+28 9.1+1.7 84417 7.7+1.1

Proposed (y®'=y+heuristic) 7.8 +£0.8 7.24+0.6 6.3+07 6.2+08 59407 5906
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A Background and Related Work

A.1 Combinatorial optimization as a layer

Because the function in Eq. (1) is piecewise constant and discontinuous, a frequent strategy consists
in introducing regularization in the problem so as to obtain a continuous relaxation. In some cases,
we may have access to an oracle for directly solving the regularized problem. For instance, when the
unregularized problem can be solved by dynamic programming, its entropic regularization can be
computed using a change of semi-ring [31] or by algorithmic smoothing [35]. As another example,
interior point solvers can be used to compute a logarithmic barrier regularized solution [33].

We focus settings where only a MAP oracle is available for the original, unregularized optimization
problem. While many prior works are limited to the linear form in Eq. (1) for the latter, our framework
is more general and also handles problems of the form in Eq. (2). Frank-Wolfe-like methods can
be used to solve the regularized problem using only MAP oracle calls [39, 28]. Another strategy
consists in injecting noise perturbations [6] in the oracle. This approach can be shown to be implicitly
using regularization. In both cases, a Fenchel-Young loss can be associated, giving a principled way
to learn with the optimization layer. However, formal guarantees only hold if the oracle used is exact,
and in practice it is typically called multiple times during the forward pass. Our proposal enjoys
guarantees even with inexact solvers and a single call.

Regarding differentiation, several strategies are possible. When the approach only needs to differ-
entiate through a (regularized) max, as is the case of Fenchel-Young losses, we can use Danskin’s
theorem [13]. When the approach needs to differentiate a (regularized) argmax, we can either use
autodiff on the unrolled solver iterations or implicit differentiation [3, 1, 9]. Differently, Vlastelica
et al. [50] propose to compute gradients via continuous interpolation of the solver.

A.2 Contrastive divergences

An alternative approach to learning in combinatorial spaces is to use energy-based models (EBMs)
[30], which define a distribution over outputs via a parameterized energy function Fg:

po(y) x exp(Eo(y)), with Velogpe(y) = VeEe(y) — Ey~p, [VeLe(Y)].
Therefore, we can perform maximum likelihood estimation (MLE) if we can sample from pg, but this
is hard both in continuous and combinatorial settings, due to its intractable normalization constant.
Contrastive divergences [22, 11, 44] address this by using MCMC to obtain (biased) stochastic
gradients. Originally developed for restricted Boltzmann machines with ) = {0, 1}% and a Gibbs
sampler, they have also been applied in continuous domains via Langevin dynamics [15, 16].

MCMC in discrete spaces. Contrastive divergences rely on MCMC to sample from the current
model distribution. Unfortunately, designing an MCMC sampler is usually case by case, and MCMC
on discrete domains has received comparatively less attention than continuous domains. Recent efforts
adapt continuous techniques, such as Langevin dynamics [53, 45] or gradient-informed proposals
[20, 40], to discrete settings. However, these works typically assume simple state space structure, like
the hypercube or categorical codebooks, and do not handle complex constraints that are ubiquitous in
operations research problems. Sun et al. [46] allow structured state spaces via relaxed constraints in
the energy function, yet ignore these structures in the proposal supports. Notably, we emphasize that
all these works focus on sampling, not on designing differentiable MCMC layers.

B Experiments on empirical convergence of gradients and parameters
In this section, we evaluate the proposed approach on two discrete output spaces: sets and «-subsets.
These output spaces are for instance useful for multilabel classification. We focus on these output

spaces because the exact MAP and marginal inference oracles are available, allowing us to compare
our gradient estimators to exact gradients.

B.1 Polytopes and corresponding oracles

The vertex set of the first polytope is the set of binary vectors in R?, which we denote V¢ := {0, 1},
and conv(Y?) = [0, 1]¢ is the “hypercube”. The vertex set of the second is the set of binary vectors
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with exactly x ones and d — & zeros (with 0 < k < d)
Vi={ye{0,1}*: (y,1) = x},

aso and conv (YY) is referred to as “top-x polytope” or “hypers1mplex . Although these polytopes would
391 not provide relevant use cases of the proposed approach in practice, since exact marginal inference
392 oracles are available (see below), they allow us to compare the Fenchel-Young loss value and gradient
393 estimated by our algorithm to their true value.

394 Marginal inference. For the hypercube, we have:
exp ((6,y)/t)

Yi
5 Ty ey ep (0.1 /1)
d
Z exp (Zj:l ijj/t)
Yi
d
ye{0,1}4 Zy/e{m}d exXp (Zj:l Gjyé/t)

Z Z exp (@:yi/t + 2 ojyj/t>
Yi
yi€{0,1} y_;€{0,1}4-1 Zy;e{m} ny_ze{m}dfl exp (91'92/75 + Zj;éi 9‘7‘%‘/75)

= Z exp (0iyi/t) _ Z exp (Zj;ﬁi ajyj/t)
- > reto.n oxp (Bayi/D) " 0.4/t
yie{0,1) —¥i€{0.1} i g e{01}41 Doy cqo,13a-1 XD (205 0515/
exp (0;y:/t)
y:€{0,1} 2yeqo.y P (05y;/1)

_ 0 exp(0) + 1 -exp (6;/t)
xp(0) + oxp (6,/7)
e (01
1+ exp (6;/1)

()

aes  which gives E, , [Y] = o ( ) where the logistic sigmoid function o is applied component-wise.
396 The cumulant function is also tractable, as we have

log Z exp ((0,y)/t) = log Z exp (Z Hlyl/t>

yey yE{O 1}d

g3 Y e <Z 0.0 /t)

y1=0y>=0 yqa=0

10gH Z exp (0:yi/t)

= 1y7

E

To,t [Yl] =

= log H (exp(0) + exp (0: /1))

d

= log [] (1 +exp (6:/1))

=1

d
= Z log (1 +exp (6;/t)) .

i=1
397 Another way to derive this is via the Fenchel conjugate.
398
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For the top-« polytope, such closed-form formulas do not exist for the cumulant and its gradient.
However, we implement them with dynamic programming, by viewing the top-x MAP problem
as a 0/1-knapsack problem with constant item weights, and by changing the (max, +) semiring
into a (LSE, +) semiring. This returns the cumulant function, and we leverage PyTorch’s automatic
differentiation framework to compute its gradient. This simple implementation allows us to compute
true Fenchel-Young losses values and their gradients in O(dk) time and space complexity.

Sampling. For the hypercube, sampling from the Gibbs distribution on @ has closed form. Indeed,
the latter is fully factorized, and we can sample y ~ 7g ; by sampling independently each component
with y; ~ Bern (o (6;/t)). Sampling from 7, is also possible on }¢, by sampling coordinates
iteratively using the dynamic programming table used to compute the cumulant function (see, e.g.,
Algorithm 2 in Ahmed et al. [2] for a detailed explanation).

B.2 Neighborhood graphs

Hypercube. On V%, we use a family of neighborhood systems N £ parameterized by a Hamming
distance radius r € [d — 1]. The graph is defined by:

Vyy' €V Yy eNL(y) & 1<du(y,y) <
That is, two vertices are neighbors if their Hamming distance is at most . This graph is regular,
with degree |[VZ(y)| = >i_, (Czl) This graph is naturally connected, as any binary vector y’
can be reached from any other binary vector y in ||y’ — y||; moves, by flipping each bit where
y; # y;, iteratively. Indeed, this trajectory consists in moves between vertices with Hamming dis-
tance equal to 1, and are therefore along edges of the neighborhood graph, regardless of the value of 7.

We also use a slight variation on this family of neighborhood systems, the graphs A", defined by:

Vy,y €V y e Nl(y) & du(y,y) =
These graphs, on the contrary, are not always connected: indeed, if r is even, they contain two
connected components (binary vectors with an even sum, and binary vectors with an odd sum).

We only use such graphs when experimenting with neighborhood mixtures (see Algorithm 2), by
aggregating them into a connected graph.

Top-« polytope. On V%, we use a family of neighborhoods systems A/¢ parameterized by a number
of “swaps” s € [1, min(x, d — x)]. The graph is defined by

Vy,y €V y e NF(y) & dy (y, y) = 2s.

That is, two vertices are neighbors if one can be reached from the other by performing s “swaps”,
each swap corresponding to flipping a 1 to a 0 and vice-versa. This ensures that the resulting vector is
still in V9. All s swaps must be performed on distinct components. The resulting graph is known as
the Generalized Johnson Graph J(d, k, k — ), or Uniform Subset Graph [12]. It is a regular graph,

with degree [N (y)| = (%) (*,"). Itis proved to be connected in Jones [24], except if d = 2x and

S
s = £ (in this case, it consists in 3 (%) disjoint edges).

When s = 1, the neighborhood graph is the Johnson Graph J(d, ), which coincides with the graph
associated to the polytope conv(Y?) = Ay . [41].

B.3 Convergence to exact gradients

In this section, we conduct experiments on the convergence of the MCMC estimators to the exact
corresponding expectation (that is, convergence of the stochastic gradient estimator to the true
gradient). The estimators are defined as

K
1
U = ~N § (k)
yt(e) Eﬂ'e,f, [Y] K — KO Yy,
k=Ko+1
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where y(k) is the k-th iterate of Algorithm 1 with maximization direction 0, final temperature ¢, and
K is a number of burn-in (or warm-up) iterations. The obtained estimator is compared to the exact
expectation by performing marginal inference as described in Appendix B.1 (with a closed-form
formula in the case of V¢, and by dynamic programming in the case of Y¢).

Setup. For T > Ky, let E(0,T) = T%KO ZZ: Kot1 y*) be the stochastic estimate of the
expectation at step 7. We proceed by first randomly generating ® € R™*? with M being the

number of instances, by sampling @, ; ~ N(0, 1) independently. Then, we evaluate the impact of
the following hyperparameters on the estimation of Er, [Y], fori € [M]:

1. Ky, the number of burn-in iterations,
2. t, the temperature parameter,
3. C, the number of parallel Markov chains.

Metric. The metric used is the squared Euclidean distance to the exact expectation, averaged on the
M instances

M
1 -
17 2 IEro, ¢ V] — E(©;, T)]I3,
i=1
which we measure for T’ € [Ky + 1, K].

Polytopes. For the hypercube )% and its neighborhood system N Zoweused = 10and r = 1,
which gives | V4| = 210 and |V. £(y)| = 10. For the top-x polytope V¥ and its neighborhood system
N¢, weused = 10, kK = 3 and s = 1, which gives | V4| = 120 and |N*(y)| = 30. We also
use a larger scale for both polytopes in order to highlight the varying impact of the temperature
t depending on the combinatorial size of the problem, in the second experiment. For the large
scale, we use d = 1000 and r = 10 for the hypercube, which give || = 21090 ~ 103! and
|N£ (y)| ~ 2.7 x 103, and we use d = 1000, x = 50 and s = 10 for the top-# polytope, which give

|V4 = 9.5 x 108* and |N*(y)| =~ 1.6 x 1033

Hyperparameters. For each experiment, we use K = 3000. We average over M/ = 1000 problem
instances for statistical significance. We use Ky = 0, except for the first experiment, where it varies.
We use a final temperature ¢ = 1, except for the second experiment, where it varies. We use an initial
temperature ty) = ¢t = 1 (leading to a constant temperature schedule), except for the first experiment,
where it depends on K. We use only one Markov chain and thus have C' = 1, except for the third
experiment, where it varies.

(1) Impact of burn-in. First, we evaluate the impact of K, the number of burn-in iterations.
We use a truncated geometric cooling schedule ¢, = max (¥ - tg, t) with v = 0.995. The initial
temperature ( is set to 1/(y%°), so that Yk > K+ 1, t;, = t = 1. The results are gathered in Fig. 3.

(2) Impact of temperature. We then evaluate the impact of the final temperature ¢ on the difficulty
of the estimation task (different temperatures lead to different target expectations). The results for the
small scale are gathered in Fig. 4, and the results for the large scale are gathered in Fig. 5.

(3) Impact of the number of parallel Markov chains. Finally, we evaluate the impact of the
number of parallel Markov chains C on the estimation. The results are gathered in Fig. 6.
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Figure 3: Convergence to exact expectation on the hypercube and the top-~ polytope, for varying
number of burn-in iterations /;. We conclude that burn-in is not beneficial to the estimation, and

taking Ky = 0 is the best option.
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Figure 4: Convergence to exact expectation on the hypercube and the top-~ polytope, for varying final
temperature ¢ (small scale experiment). We conclude that lower temperatures facilitate the estimation.
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beneficial to the estimation when the solution set is combinatorially large.
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Figure 6: Convergence to exact expectation on the hypercube and the top-~ polytope, for varying
number of parallel Markov chains C. Running 10 times more chains in parallel provides roughly
the same benefit as extending each chain by 10 times more iterations, highlighting the advantage of
massively parallelized estimation.

B.4 Convergence to exact parameters

In this section, we conduct experiments in the unsupervised setting described in Section 3.3. As a
reminder, the empirical Ly and population Lg, Fenchel-Young losses are given by:

N
1
Ln(@;yr,...,yn) = N E 11 (0; y;)
i=1

N
= At(e) + N ZQt(yz) - <07 ?N>
—0(6; Vi) + C1(Y), ®)

and
Loy (0) = E(y )~ | (rp, yen LN (091, yn)]
= A (0) + Erp, , [2(Y)] — (0, 5:(60))
= 1:(6; Y:(60)) + C2(60), ©

where the constants C7(Y') = %Z?;Qt(yz) —(Yn) and C(80) =Eqry , [2:(Y)] = (9:(60))
do not depend on 6. As Jensen gaps, they are non-negative by convexity of €2;.

2D visualization. As an introductory example, we display stochastic gradient trajectories in Fig. 7.
The parameter @ € R? is updated following Eq. (7) to minimize the population loss Lg, defined
in Eq. (9), with 8, = (1/2, 1/2). The polytope used is the 2-dimensional hypercube V2, with
neighborhood graph A7 (neighbors are adjacent vertices of the square). We present trajectories
obtained using MCMC-sampled gradients, comparing results from both 1 and 100 Markov chain
iterations with Algorithm 1. For comparison, we include trajectories obtained using Monte Carlo-
sampled (i.e., unbiased) gradients, using 1 and 100 samples.

General setup. We proceed by first randomly generating true parameters ® € RM >4 with M
being a number of problem instances we average on (in order to reduce noise in our observations),
by sampling ©, ; ~ N(0,1) independently. The goal is to learn each parameter vector (®); €
R? i € [M], as M independent problems. The model is randomly initialized at O, and updated
with Adam [25] to minimize the loss. In order to better separate noise due to the optimization process
and noise due to the sampling process, we use the population loss L(e,), for general experiments,
and use the empirical loss Ly only when focusing on the impact of the dataset size V. In this case,
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Figure 7: Comparison of stochastic gradient trajectories for a SA / M-H oracle on )? and unbiased
stochastic gradients obtained via Monte Carlo sampling. Increasing the number of Markov chain
iterations yields smoother trajectories, similar to the effect of using more Monte Carlo samples in the
case of perturbation-based methods [6].

we create a dataset Y € RM*N*d with V being the number of samples, by sampling independently
YiJ ~ (@) Vi e [M], Vj c [N}

i

We study the impact of the following hyperparameters on learning:

1. K, the number of Markov chain iterations,

2. C, the number of parallel Markov chains,

3. the initialization method used for the chains (either random, persistent, or data-based),
4. N, the number of samples in the dataset.

Metrics. The first metric used is the objective function actually minimized, i.e., the population loss,
averaged on the M instances:

1M

i=1
where (©,,); is the n-th iterate of the optimization process for the problem instance i € [M]. We
measure this loss for n € [nmax], With ny. the total number of gradient iterations. For the fourth
experiment, where we evaluate the impact of the number of samples IV, we measure instead the
empirical Fenchel-Young loss:

M

1 ~

i g Ly((®y)i; Yi1,...YinN)
im1

In both cases, the best loss value that can be reached is positive but cannot be computed: it
corresponds to the constants C; and C5 in Eq. (8) and Eq. (9). Thus, we also provide "stretched"
figures, where we plot the loss minus the best loss found during the optimization process.

The second metric used is the squared euclidean distance of the estimate to the true parameter, also
averaged on the M instances:
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As the top-« polytope is of dimension d — 1, the model is only specified up to vectors orthogonal to
the direction of the smallest affine subspace it spans. Thus, in this case, we measure instead:

M
7 IR ((©0)) — P ((6a):) I,

where P is the orthogonal projector on the hyperplane D = {x € R¢ : (1, ) = 0}, which is the
corresponding direction.

Polytopes. For the hypercube V¢ and its neighborhood system A2, we use d = 10 and r = 1,
except in the fifth experiment, where we use a mixture of A" neighborhoods (detailed below). For
the top-+ polytope V¢ and its neighborhood system N, we use d = 10, s = 3 and s = 1.

Hyperparameters. For each experiment, we perform 1000 gradient steps. We use Ky = 0, final
temperature ¢ = 1 and initial temperature to = ¢ = 1 (leading to a constant temperature schedule).
We use K = 1000 Markov chain iterations, except in the first experiment, where it varies. We use
only one Markov chain and thus have C' = 1, except for the second experiment, where it varies. We
use a persistent initialization method for the Markov chains, except in the third experiment, where we
compare the three different methods. For statistical significance, we average over M = 100 problem
instances for each experiment, except in the third experiment, where we use M = 1000. We work in
the limit case N — oo, except in the fourth experiment, where N varies.

(1) Impact of the length of Markov chains. First, we evaluate the impact of K, the number of
inner iterations, i.e., the length of each Markov chain. The results are gathered in Fig. 8.

(2) Impact of the number of parallel Markov chains. We now evaluate the impact of the number
of Markov chains C run in parallel to perform each gradient estimation on the learning process. The
results are gathered in Fig. 9.

(3) Impact of the initialization method. Then, we evaluate the impact of the method to initialize
each Markov chain used for gradient estimation. The persistent method consists in setting y(+1:0) =
y(™ %) the data-based method consists in setting y("*:%) = y; with i ~ U([N]), and the random
method consists in setting y(* 1) ~ 1/ () (see Appendix C.5 and Table 3 for a detailed explanation).
The results are gathered in Fig. 10.

(4) Impact of the dataset size. We now evaluate the impact of the number of samples N from

g, (i.€., the size of the dataset (yi)i]il) on the estimation of the true parameter 6. The results are
gathered in Fig. 11.

(5) Impact of neigborhood mixtures. Finally, we evaluate the impact of the use of neighborhood
mixtures. To do so, we use mixtures {N7s}9_, once with {r,}5_, = {5} opposed to {r,}J ; =
{1,5}, and once with {rs}5_; = {66} (which gives a reducible Markov chain as 6 is even, so that the
individual neighborhood graph A/Y is not connected, and has to connected components) opposed to

{rs}5_; = {1,2,3,6}. The results are gathered in Fig. 12.
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C Additional material

C.1 Mixing neighborhood systems: a discussion

In this section, we give intuition on why the update proposed in Section 2.2 and Algorithm 2 is crucial
as a tractable way to mix different neighborhood systems.

A naive way to combine these neighborhoods (N;)?_; and proposals (gs)5_; would be to use

Algorithm 1 by defining a unique aggregated proposal ¢(y, - ) with support N'(y) or N'(y) U {y} as,
ie.:

! . 1 /
a(y.y) = 0@ Se%(:y) as(y.y).

However, this would lead to non-tractable updates because of the computation of the Metropolis-
Hastings correction ratio. Indeed, the latter would be equal to:

«a n o |Q(y)| . ZsGQ(y’) qs(y/’y)
.9 = QW) Yo ¥ ¥)

This calculation is prohibitively expensive because it involves summing the forward proposal prob-
abilities for all move types in Q(y) and the reverse probabilities for all move types in Q(y’). The
main difficulty is that multiple, distinct proposal types can generate the same solution y’ from y. For
example, in the vehicle routing application presented in Section 4, relocating a pair of clients (using
the relocate pair move from Table 4) before the first one in a route of 3 gives the same solution y’
as relocating the first client (with the relocate move) at the last position. Identifying and calculating
all these potential forward and reverse pathways for every step is a significant computational hurdle.

In contrast, the update we propose in Algorithm 2 only requires computing the single individual ratio

as(y'y
a5 (y,y’)

for the unique move type s that was actually sampled.

C.2 Associated Fenchel-Young loss with a single MCMC iteration

To obtain an unbiased gradient estimator for the Fenchel-Young loss ¢; associated with 4;, the MCMC
sampler must be run until it reaches its stationary distribution 7g ;. This requirement makes any
practical estimator with a finite number of steps K inherently biased.

Although our convergence analysis in Section 3.3 shows that this bias does not hinder the convergence
of the proposed learning algorithms, we now demonstrate that when a single MCMC iteration is used
(K = 1), there exists another target-dependent Fenchel-Young loss such that the stochastic gradient
estimator is unbiased with respect to that loss. See Appendix E.7 for the construction of €2,, and the
proof.

Proposition C.1 (Existence of a Fenchel-Young loss when K = 1). Let pél,‘)y denote the distribution

of the first iterate of the Markov chain defined by the Markov transition kernel given in Eq. (3),
with proposal distribution q and initialized at ground-truth y € Y. There exists a target-dependent
regularization function §,, with the following properties: Qy is t /By, ||Y — 1yl |2-strongly convex;
it is such that
E,oo V)= argmax  {(6.1) — ()}
v peconv(N (y)U{y})

and the Fenchel-Young loss (g, generated by €y, is E
and such that Velo, (0 ;y) = E o Y] -v.
6,y

a(y, )Y — y||3/t-smooth in its first argument,

A similar result in the unsupervised setting with data-based initialization is given in Proposition C.2.
Interestingly, theses results contrast with prior work on the expected CD-1 update. Indeed, when
applied with Gibbs sampling to train restricted Boltzmann machines, the latter was shown in Sutskever
and Tieleman [47] not to be the gradient of any function — let alone a convex one.

Note that, similarly to the regularization €2, the target-dependent §2,, extends the influence of ¢ from
the set N'(y) U {y} to its convex hull in a principled way. As a verification, we give properties of the
regularized maximizer E o, [Y] in Proposition C.3.

6,y
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C.3 Fenchel-Young loss for K’ = 1 in the unsupervised setting

This proposition is analogous to Proposition C.1, but in the unsupervised setting, when using a
data-based initialization method — i.e., the original CD initialization scheme, without persistent
Markov chains. See Appendix C.5 for a detailed discussion about this.

Proposition C.2. Let pg%—/N denote the distribution of the first iterate of the Markov chain defined

b)() ghe Markov transition kernel given in Eq. (3), with proposal distribution q and initialized by
0

y" = y;, with i ~ U([1, N]). There exists a dataset-dependent regularization Q. with the
following properties: Qv is tN/ Zf\; Eq(ys:, 1Y — yil[3-strongly convex; it is such that:
E o Y] = argmax {(6, 1) — Qy, (1) };
Povy pnecony(UiL {N (i) U{wi}})

and the Fenchel-Young loss Lo, ~generated by Qy, is + Zil Eq(ys, 1Y — yill3/t-smooth in its

first argument, and such that Vo Lo, (0;y) = E o Y] -v.
0, ¥y

i

The proof is given in Appendix E.7.

C.4 Properties of the expected first iterate

Proposition C.3. Let@ ¢ R%, y € ). Let
Noewer(y) = {y" € N(y) | (0,9") +»(¥) > (8,y) + »(y)}

denote the set of improving neighbors of y for the unregularized objective function. We have the
following properties:

E,m [Y] € conv (N (y) U{y}),

/ !/
BV ——>y+ > awy) o -)
Yy G./\/hmzr(y)

and E o [Y] ——y+ Y minf(y.y).q"y)] @ - v).
Y v EN(y)

The proof is given in Appendix E.8. Thus, as the set Npeyer is defined according the value of the
original, unregularized objective function y (0,y) + ©(y), the low temperature behavior of
the regularized maximizer E PGl [Y] effectively reflects the fact that the regularization function ,,

extends the influence of ¢ from ‘the vertices ' (y) U {y} to their convex hull.

C.5 Markov chain initialization

In contrastive divergence (CD) learning, the intractable expectation in the log-likelihood gradient is
approximated by short-run MCMC, initialized at the data distribution [22] (using a Gibbs sampler in
the setting of Restricted Boltzmann Machines).

Here, we note, at the n-th iteration of gradient descent:

K
VwLy(W,) = |B‘ZJW9W ( Z b )

1€EB,

for the supervised setting, with B,, being the mini-batch (or full batch) used at iteration n, y; the
ground-truth structure associated to x; in the dataset, and yl(”H’ *) the k-th iterate of Algorithm 1,
with maximization direction g3, (;), and initialization point yi"“’ %) We also note:

K
R 1 _
VoL (0n) ~ 2 y gyt — vy
k=1
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for the unsupervised setting, with 3+ ¥) being the k-th iterate of Algorithm 1, with maximization
direction 0,,, and initialization point y("*1-9),

In CD learning of unconditional EBMs (i.e., in our unsupervised setting), the Markov Chain is
initialized at the empirical data distribution [22, 11], as explained earlier. Persistent Contrastive
Divergence (PCD) learning [48] modifies CD by maintaining a persistent Markov chain. Thus,
instead of initializing the chain from the data distribution in each iteration, the chain continues from
its last state in the previous iteration, by setting (10 = 4" K)_This approach aims to provide a
better approximation of the model distribution and to reduce the bias introduced by the initialization
of the Markov chain in CD. These are two types of informative initialization methods, which aim at
reducing the mixing times of the Markov Chains.

However, neither of these can be applied to the supervised (or conditional) setting, as observed
in [38] in the context of conditional Restricted Boltzmann Machines (which are a type of EBMs).
Indeed, on the one hand, PCD takes advantage of the fact that the parameter 6 does not change too
much from one iteration to the next, so that a Markov Chain that has reached equilibrium on én is
not far from equilibrium on én+1- This does not hold in the supervised setting, as each x; leads to a
different 0; = gyiy (zi). On the other hand, the data-based initialization method in CD would amount
to initialize the chains at the empirical marginal data distribution on ), and would be irrelevant in a
supervised setting, since the distribution we want each Markov Chain to approximate is conditioned
on the input x;.

An option is to use persistent chains if training for multiple epochs, and to initialize the Markov
Chain associated to (x;, y;) for epoch j at the final state of the one associated to the same data point
(z;,y;) at epoch j — 1. However, this method is relevant than PCD in the unsupervised setting, as

changes a lot more in a full epoch than 6 in just one gradient step in the unsupervised setting. It
might be relevant, however, if each epoch consists in a single, full-batch gradient step. Nevertheless,
it would require to store a significant number of states yfn K) (one for each point in the dataset).
The solution we propose, for both full-batch and mini-batch settings, is to initialize the chains at
the empirical data distribution conditioned on the input ;, which amounts to initialize them at the

ground-truth y;.

This discussion is summed up in Table 3.

Table 3: Possible Markov Chain Initialization Methods under each Learning Setting

Setting
Init Unsupervised Supervised, Batch Supervised,
Method Mini-Batch
Persistent y(nt10) — 4 (n.K) y§"+1=0) = yl.(”*K) /
Data-Based y("flvo) = y;, with Yt =y, y "t =y,
J~U([1,N])
Random YO~ U(Y) y Y~ u() y"hY ~u)

Remark C.4. The use of uniform distributions on ) for the random initialization method can naturally
be replaced by any other different prior distribution.

C.6 Proposal distribution design for the DVRPTW
Original deterministic moves. The selected moves, designed for Local Search algorithms on vehi-

cle routing problems (specifically for the PC-VRPTW for serve request and remove request),
are given in Table 4.
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Name Description

relocate removes request ¢ from its route and re-inserts it before or after request j

relocate pair removes pair of requests (7, next(¢)) from their route and re-inserts them before
or after request j

swap exchanges the position of requests ¢ and j in the solution

swap pair exchanges the positions of the pairs (7, next(4)) and (j, next(j)) in the solution

2-opt reverses the route segment between % and j

serve request inserts currently undispatched request ¢ before or after request j

remove request removes currently dispatched request ¢ from the solution

Table 4: PC-VRPTW Local search moves

Move Vi (y) V2 (y)li]

relocate D(y) \ D1(y) D(y)

relocate pair D(y) \ {D2(y) UD™(y)} D(y) \ {next(s)}

swap D(y) D(y)

suap pair D(y) \ D*(y) D(y) \ {D" () U {prev(i), next(i)}}
2-opt D(y) \ D2(y) D(y) \ D2(y)

serve request D(y) D(y)UZp(y)

remove request {Dy)\Di(y)} UTi(y)

Table 5: Sets of valid clients for each move. D(y) contains all dispatched clients in solution y. D1 (y)
contains all dispatched clients that are the only client in their route. Ds(y) contains all dispatched
clients that are in a route with 2 clients or less. D'*'(y) contains all dispatched clients that are the
last of their route. D(y) contains all non-dispatched clients. Zp(y) contains the depot of the first
empty route, if it exists (all routes may be non-empty), or else is the empty set. Z; (y) contains the
only client in the last non-empty route if it contains exactly one client, or else is the empty set.

All of these moves (except for remove request) involve selecting two clients ¢ and j from the
request set R* (for example, the relocate move relocates client ¢ after client j in the solution).

In the Local Search part of the PC-HGS algorithm from Vidal [49], they are implemented as
deterministic functions used within a quadratic loop over clients, and are performed only if they
improve the solution’s objective value. The search is narrowed down to client pairs (¢, j) such that
d(i, j) is among the Nyox lowest values in {d(i, k) | k € R¥\{D, i} }, where d is a problem-specific
heuristic distance measure between clients, based on spatial features and time windows, and Npox
is a hyperparameter. These distances are independent from the chosen solution routes (they are
computed once at the start of the algorithm, from the problem features), non-negative, and symmetric:

d(i, j) = d(4,7).

Randomization. In order to transform these deterministic moves into proposals, we first adapt the
choice of clients i and 7, by sampling i uniformly from V! (), which contains the set of valid choices
of client i for move s from solution y. Then, we sample j from V2 (y)[i] \ {i} using the following
exp[=d(i,j)/B]

rev2 iy XPl=d(i.k)/B]
sampling temperature. The set V.2(y)[i] contains all valid choices of client j for move s from solution
y, and is precised along with V.!(y) in Table 5. We normalize the distance measures inside the
softmax, by dividing them by the maximum distance: d(i, ) <= d(i, )/ maxgcyz(y)[i\ (i} 404, k).

softmax distribution: Ps(j | i) = where 8 > 0 is a neighborhood

Neighborhood graph symmetrization. Then, we ensure that each individual neighborhood graph
N is undirected. This is already the case for the moves swap, swap pair and 2-opt, as they
are actually involutions (applying the same move on the same couple (i, j) from ¢y’ will result in
y). However, this is obviously not the case for serve request and remove request. Indeed, if
solution g’ is obtained from y by removing a dispatched client (respectively serving an non-dispatched
one), y cannot be obtained by removing another one (respectively, serving another one). To fix this,
we merge these two moves into a single one. First, it evaluates which of the two moves are allowed
(i.e., if they are such that V! (y) # ()). Then, it samples one (the probability of selecting "remove" is
chosen to be equal to the number of removable clients divided by the number of removable clients
plus the number of servable clients) in the case where both are possible, or else simply performs
the only move allowed. Thus, the corresponding neighborhood graph is undirected as it is always
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possible to perform the reverse operation (as when removing a client, it becomes unserved, thus
allowing the serve request move from y’, and vice-versa). We also allow the serve request
move to insert a client after the depot of the first empty route, to allow the creation of new routes. In
consequence, we allow the remove request move to remove the only client in the last non-empty
route if it contains exactly one client (to maintain symmetry of the neighborhood graph).

For the relocate and relocate pair moves, the non-reversibility comes from the fact that they
only relocate client 7 (or clients ¢ and next(4) in the pair case) after client j, so that if client ¢ was the
first in its route, relocating it back would be impossible (the depot, which is the start of the route,
cannot be selected as j). Thus, we allow insertions before clients too, and add a random choice with
probability (2 , 2) to determine if the relocated client(s) will be inserted before or after 7. We also
add this feature to the serve request move.

Correction ratio computation. Next, we implement the computation of the individual correction

ratio a, (y,y’) = ZEZ;{; for each proposal gs.

* In the case of swap and 2-opt, we have as(y,y ) 1. Indeed, let 4’ be the result of
applying one of these moves s on y when sampling i € V! (y) and j € V2(y)[i] \ {i}. We

then have:
(Y. y') = VI Xreve i exp [=d(@ k)/F]
1 exp [_d(.777’)/6]

+ : . )
V()] Zkevg(y)[j]\{j} exp [—d(j, k)/B]

where the first term accounts for the probability of selecting ¢ then j and the second term
accounts for that of selecting j then ¢ (one can easily check that these two cases are the
only way of sampling y’ from ). Then, noticing that we have |V} (y’)| = |Vl (y)|, that
these moves are involutions (selecting (4, j) or (4, %) from y’ is also the only way to sample
1), and that we have the equalities V2 (y)[i] = V2(y')[i] and V2(y)[j] = VZ(y')[j], we
actually have q(y', y) = qs(y,9').

* For swap pair, the same arguments hold (leading to the same form for ¢;), except for the
equalities V2(y)[i] = V2(y")[i] and V2(y)[j] = V2(y')[j]. Thus, we have the following
form for the correction ratio:

65y, y) _ Lrevawing P -dER) /Bl + Y keve gy @ [0, k)/5]
s(y,Y') Zkew NE\{i }eXP[ d(i, k)/B] + Zkew(y')[j]\{j} exp [—d(j, k)/B]

* In the case of relocate, let j' denote next(j) if the selected insertion type was "after”, and
prev( j) if it was "before" — where next(j) € R* denotes the request following j in solution
vy, i.e., the only index k such that y; , = 1, and prev(j) is the one preceding it, i.e., the only
k such that y, ; = 1. We have:

N exp [-d(,)/)
qs(yay)_2 Vi(y)| Zkevz ()i} €xP [—d(i, k) /B]
1 1 exp [—d(i,5')/f]
[~

2 VI Shevziingg @ [—d(i, k)/B]

Indeed, if i was relocated affer j, the same solution y’ could have been obtained by relocating
i before j' = next(j). Similarly, if i Was relocated before j, the same solution y’ could
have been obtained by relocatmg i after j' = prev(j). For the reverse move probability, the
way of obtaining y from vy’ is either to select (i, prev(4)) in the after-type insertion case,
or (7, next(7)) in the before-type insertion case (where prev and next are taken w.r.t. y, i.e.,
before applying the move). Thus, we have:

1 I exp [—d(i, prev(i)/f]

DY =5 VI Sreveung o 4G, B/
Ll eoldinet(i)/d]
2 Vi)l Zkevg(y')[i]\{i} exp [—d(i, k) /]
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* For the relocate pair move, the exact same reasoning and proposal probability form
hold for the forward move, but we have for the reverse direction:

11 expl—d(i,prev(i)/8]
u.y) = 2 |Vsl(y/)| Zkevg(y/)[i]\{i} exp [—d(i, k) /]
n 1 1 ~exp [—d(i, next(next(i))) /5]
2 Vi)l Zkev’f(y/)[i]\{i} exp [—d(i, k)/B]’

as client next(¢) is also relocated.

 For the serve request/remove request move, we have the forward probability:

H{Dy)\ Di(y)} Ui (y)| y 1
{Dy)\Di(y)} ULi(y)| + |D(y {D(y) \ D1(y)} ULi(y)|
1
|{D )\ Di(y)} UZi(y)| + [D(y)|

as(y,y') =

if the chosen move is remove request. The expression corresponds to the composition of
move choice sampling and uniform sampling over removable clients.

Still in the same case (remove request is chosen) and if the removed request ¢ was in
7, (y) (i.e., was the only client in the last non-empty route if the latter contained exactly one
client), we have the reverse move probability:

1

{DW)\Di(y)} ULi(y)| + [D(y")]
o ew[-diyd]

exp [—d(i)/B] + > kep(y) P [—d(i, k)/B]

1

- {{Dy)\ Di(y)} ULi(y)| + [D(y)|
o ew[-duyA

exp [—d(i)/B] + Zkek?é(iy) exp [—d(i, k)/B]

4y y) =

The expression corresponds to the composition of move choice sampling and softmax
sampling of the depot of the first empty route (which was the route of the removed client
1, so that ID( Y # 0 in this case). We use the average distance to dispatched clients

d(i) = y el 2 rep(y) A(i; k) as distance to the depot.
In the case where the removed request ¢ was not in Z; (y), we have instead:
0y y) = - =
{Dy)\Di(y)} UL ( ’)I+\D(y’)|
L 3exp=d(i,prev(i)] + § - exp [~ d(i, next()]
Lz )20y - exp [—d(i)/B] + ZkeD(y') exp [~d(i, k)/B]
1
- {P@)\Di(y)} ULi(y)| + [D(y)|
y 1 -exp [—d(i, prev(i))] + 5 - exp [—d(i, next(i))]

L{zp (yy20) - exp [—d(3)/B ]+Zkek1;(y> exp [—d(i, k) /8]

The right term corresponds to softmax sampling of the previous node with "after" insertion
type (which has probability 1/2) and of the next node with "before" insertion type. The
non-emptiness of Zp(y’) is not guaranteed anymore, as all routes might be non-empty
(indeed, we did not create an empty one by removing i, as i € D(y) \ D1 (y) in this case).
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Similarly, if the chosen move is serve request, we have the forward probability:

D)) B

{D(y) \ Di(y)} Ui (y)| + |D(y)|

% + €Xp [—d_(Z,])} + % - €Xp [—d(Z,]/)]
L{zpy)20} - exp [—d(i)/B] + > kep(y) &P [—d(i, k)/B]
if the selected insertion node j is not in Zp (y) (i.e., is not the depot of the first empty route
in y), where j' = prev(j) if the insertion type selected was "before" (which has probability
1/2), and j’ = next(j) if it was "after".
We have instead the forward probability:

4(y,y') =

X

1
{D(y)\ Di(y)} ULi(y)| + |D(y)|
y e [-d()/8]
exp [—d(i)/B] + X yep(y) exp [—d(i, k) /5]
if the selected insertion node j is in Zp (y) (i.e., is the depot of the first empty route in y).

In every case, we have the reverse move probability:
1

{Dy)\ Di(y)} ULi(y)| + |D(y)|

4s(y.y') =

4y’ y) =

In each case, we set d(i, D) = +o0 to account for the fact that the depot can never be sampled during
the process (except in the serve request/remove request move, where we allow the depot of
the first empty route / last non-empty route to be selected, for which we use the average distance to
other requests as explained earlier) — in fact, the distance measure from a client to the depot is not
even defined in the original HGS implementation.

The second correction factor needed is I‘g( y)l‘ (see Algorithm 2). We compute it by checking if each

move is allowed, i.e., if there exists at least one i € V}(y) such that V2(y)[i] \ {i} # (. This can be
determined in O(R¥) for each move.

D Details on the DVRPTW

D.1 Overview of the challenge.

We evaluate the proposed approach on a large-scale, ML-enriched combinatorial optimization prob-
lem: the EURO Meets NeurIPS 2022 Vehicle Routing Competition [27]. In this dynamic vehicle rout-
ing problem with time windows (DVRPTW), requests arrive continuously throughout a planning hori-
zon, which is partitioned into a series of delivery waves W = {[ro, 7], [11, 2], ..., [Tw)—1, 7w ] }-

At the start of each wave w, a dispatching and vehicle routing problem must be solved for the set of
requests R* specific to that wave (in which we include the depot D), encoded into the system state
x“. We note ) (x*) the set of feasible decisions associated to state x*.

A feasible solution y* € ) (x*) must contain all requests that must be dispatched before 7, (the rest
are postponable), allow each of its routes to visit the requests they dispatch within their respective
time windows, and be such that the cumulative customer demand on each of its routes does not exceed

a given vehicle capacity. It is encoded thanks to a vector (yf J)l S eRw where y;’; = 1 if the solution

contains the directed route segment from i to j, and y;’; = 0 otherwise. The set of requests R¥*Lis
obtained by removing all requests dispatched by the chosen solution y* from R* and adding all new
requests which arrived between 7, and 7,4 1.

The aim of the challenge is to find an optimal policy f: X — ) assigning decisions y* € Y(x*) to
system states £ € X. This can be cast as a reinforcement learning problem:

minE [ew(f)], with ew(f) = e(f(@*)),
wew
where ¢ : Yy = 37, . r. cijyi; gives the routing cost of y* € Y* and where ¢; ; > 0 is the
routing cost from 7 to j. The expectation is taken over full problem instances.
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D.2 Reduction to supervised learning.

We follow the method of [4], which was the winning approach for the challenge. Central to this
approach is the concept of prize-collecting dynamic vehicle routing problem with time windows
(PC-VRPTW). In this setting, each request ¢ € R* is assigned an artificial prize 85 € R, that reflects
the benefit of serving it. The prize of the depot D is set to 6%, = 0. The objective is then to identify a
set of routes that maximizes the total prize collected while minimizing the associated travel costs. The

model gy predicts the prize vector 8 = gy (). Denoting ¢(y) := —(c, y), the corresponding
optimization problem can be written as
§O°) = argmax 3 07yi;— D, cisyis = (0%y) + o). (10)
yeY(xv) i,j ER® i,j ER®

The overall pipeline is summarized in Fig. 1. Following [4], we approximately solve the problem
in Eq. (10) using the prize-collecting HGS heuristic (PC-HGS), a variant of hybrid genetic search
(HGS) [49]. We denote this approximate solver y ~ v, so that their proposed policy decomposes
as fy = y o gw. The ground-truth routes are created by using an anticipative strategy, i.e., by
solving multiple instances where all future information is revealed from the start, and the requests’
arrival times information is translated into time windows (thus removing the dynamic aspect of the
problem). This anticipative policy, which we note f* (which cannot be attained as it needs unavailable
information) is thus the target policy imitated by the model — see Appendix D.7 for more details.

D.3 Perturbation-based baseline.

In [4], a perturbation-based method [6] was used. This method is based on injecting noise in the
PC-HGS solver y. Similarly to our approach, the parameters W can then be learned using a Fenchel-
Young loss, since the loss is minimized when the perturbed solver correctly predicts the ground
truth. However, since ¥ is not an exact solver, all theoretical learning guarantees associated with this
method (e.g., correctness of the gradients) no longer hold.

D.4 Proposed approach.

Our proposed approach instead uses the Fenchel-Young loss associated with the proposed layer, which
is minimized when the proposed layer correctly predicts the ground-truth. At inference time, however,
we use fiy = ¥ o gw. We use a mixture of proposals, as defined in Algorithm 2. To design each
proposal ¢,, we build randomized versions of moves specifically designed for the prize-collecting
dynamic vehicle routing problem with time windows. More precisely, we base our proposals on
moves used in the local search part of the PC-HGS algorithm, which are summarized in Table 4. The
details of turning these moves into proposal distributions with tractable individual correction ratios
are given in Appendix C.6.

We evaluate three different initialization methods: (i) initialize y(*) by constructing routes dispatching
random requests, (ii) initialize y(?) to the ground-truth solution, (iii) initialize y(°) by starting from
the dataset ground-truth and applying a heuristic initialization algorithm to improve it. This heuristic
initialization, similar to a short local search, is also used by the PC-HGS algorithm gy, and is set to
take up to half the time allocated to the layer (a limit it does not reach in practice).

D.5 Performance metric.

As the Fenchel-Young loss ¢; actually minimized is intractable to compute exactly, we only use the
challenge metric. More precisely, we measure the cost relative to that of the anticipative baseline,
ew (fw)—cw (f*)

o , which we average over a test dataset of unseen instances.

D.6 Results.

In Fig. 2, we observe that the initialization method plays an important role, and the ground-truth-based
ones greatly outperform the random one.

We observe that the number of Markov iterations K is an important performance factor. Interestingly,
the ground-truth initialization significantly improves the learning process for small K.
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In Table 2, we compare training methods with fixed compute time budget for the layer (perturbed
solver or proposed MCMC approach), which is by far the main computational bottleneck. This
parameter limits the time allowed for a single forward pass through the combinatorial optimization
layer (be it the perturbed inexact oracle or the proposed method). In both cases, the backward pass
through the layer is immediate, as a property of the expression of the gradient of Fenchel-Young
losses. The models are selected using a validation set and evaluated on the test set. We observe that
the proposed approach significantly outperforms the perturbation-based method [6] using ¥ in low
time limit regimes, thus allowing for faster and more efficient training.

Full experimental details and additional results on the impact of temperature are given in Ap-
pendix D.7.

D.7 Additional experimental details and results for Section 4

Model, features, dataset, hyperparameters, compute. Following Baty et al. [4], the differentiable
ML model gy is implemented as a sparse graph neural network. We also use the same feature
set, which represents the system state £ as a vector comprising request-level features, such as
coordinates, time windows, demands, travel time to the depot, and quantiles from the distribution
of the travel time to all other requests (named complete feature set, and described in the Table 4 of
their paper). We use the same training, validation, and testing datasets, which are created from 30, 15
and 25 problem instances respectively. The training set uses a sample size of 50 requests per wave,
while the rest use 100. The solutions in the training dataset, i.e., the examples from the anticipative
strategy f* imitated by the model, are obtained by solving the corresponding offline VRPTWs using
HGS [49] with a time limit of 3600 seconds. During evaluation, the PC-HGS solver y is used with
a constant time limit of 60 seconds for all models. We use Adam [25] together with the proposed
stochastic gradient estimators, with a learning rate of 5 - 10~3. Each training is performed using only
a single CPU worker. For Fig. 2, we use a temperature ¢ = 10%. For Table 2, we use 1 Monte-Carlo
sample for the perturbation-based method and 1 Markov chain for the proposed approach (in order to
have a fair comparison: an equal number of oracle calls / equal compute).

Statistical significance. Each training is performed 50 times with the same parameters and different
random seeds. Then, the learning curves are averaged, and plotted with a 95% confidence interval.
For the results in Table 2, we report the performance of the best model iteration (selected with respect
to the validation set) on the test set. This procedure is also averaged over 50 trainings, and reported
with 95% confidence intervals.

Additional results. In Fig. 13, we report model performance for varying temperature ¢. Inter-
estingly, lower temperatures perform better when using random initialization. In the ground-truth
initialization setting, a sweet spot is found at t = 102, but lower temperatures do not particularly
decrease performance.
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Figure 13: Test relative cost (%). Left: varying temperature ¢ with random initialization. Right:
varying temperature ¢ with ground-truth initialization.
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E Proofs

E.1 Proof of Eq. (4)

Proof. At fixed temperature t;, = ¢, the iterates of Algorithm 1 (MH case) follow a time-homogenous
Markov chain, defined by the following transition kernel Py ;:

¢ (y,y') min |1, ggyg; exp ((9,1/ )+o(y )t*<9,y>*w(y))} ify' € N(y),
A .
Por(y:4) = V1= eniy) Por(y,y") ify' =y,
0 else.

Irreducibility. As we assumed the neighborhood graph G »r to be connected and undirected, the
Markov Chain is irreducible as we have Vy € V,Vy' € N(y), Po.+(y,y’) > 0.

Aperiodicity. For simplicity, we directly assumed aperiodicity in the main text. Here, we show

that this is a mild condition, which is verified for instance if there is a solution y € ) such that
q(y,y) > 0. Indeed, we then have:

ngt(y, y) =1 _Z PG,t(ya y/)

Y EN (v)
/ / AN _
“1- Y q(.y)mn [ngy,z{; exp(<9,y>+<p(y)t 6, y) w(y))]
e a(y, y
>1- Y qy.y)
Y EN(y)
> q(y,y')
> 0.

Thus, we have Pg +(y,y) > 0, which implies that the chain is aperiodic. As an irreducible and
aperiodic Markov Chain on a finite state space, it converges to its stationary distribution and the latter
is unique [18]. Finally, one can easily check that the detailed balance equation is satisfied for g 4,
ie.

Vy,y' €Y, mo.1(y)Po.t(y,y') = mo..(y') Po.t (¥, y),
giving that g ; is indeed the stationary distribution of the chain, which concludes the proof. O

E.2 Proof of Proposition 2.1

Proof. Let @ € R% and t > 0. The fact that g;(0) € relint(C) = relint(conv()))) follows directly
from the fact that 4 (0) is a convex combination of the elements of ) with positive coefficients, as
Yy € Y, mo.(y) > 0.

Low temperature limit. Let y* := argmax,cy(6,y) + ¢(y). The argmax is assumed to be
single-valued. Let y € Y \ {y*}. We have:

exp (M)
To.4(Y) = Zy’Gy exp (M)
_ exp (M)
" exp (20
. (<<o,y> +¢(y)) ]«9’ y*) + so(y*”)

0,

t—0+
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as (0,y) + p(y) < (0,y*) + p(y*) by definition of y*. Thus, we have:
To(y") =1— Z 70,:(Y) ol L.
yeV\{v*}

Thus, the expectation of 7 ; converges to y*. Naturally, if the argmax is not unique, the distribution
converges to a uniform distribution on the maximizing structures.

High temperature limit. For all y € ), we have:

exp ((&y):rw(y))

ey OXP ((9»y’>;rsa(y/))
I
t—o+oo” Y|’
as exp(z/t) m 1 for all z € R. Thus, mg ; converges to the uniform distribution on Y, and its

70,t(y) =

expectation converges to the average of all structures.

Expression of the Jacobian. Let 4; : 6 — ¢ -log}_, . exp ((0,y) + ¢(y)) be the cumulant
function of the exponential family defined by 7g ¢, scaled by ¢. One can easily check that we have
Vo A:(0) = y;(0). Thus, we have Joy;(0) = Vi A:(0). However, we also have that the hessian
matrix of the cumulant function 6 — 1 A4,(8) is equal to the covariance matrix of the random vector
% under 7g ; [51]. Thus, we have:

Joyi(0) = V5 Ai(0)
=t Vt% (11‘%(9))

=1t1-cov {}
— b ot
Tt

1
=7 COVrg, [Y].

E.3 Proof of Proposition 2.2

Proof. Let Kg ; be the Markov transition kernel associated to Algorithm 2, which can be written as:

1 : R W' Wmer(¥)) Y
2 sealy) @t % (Y ¥') min (1’ QW qs<y,y'>wi,tt<y)) if y' € N(y),

K n_ st qs(y,y')>0 .
07t(ya Y ) 1— Zy“EJ\T(y) K@,t(y7 y//) if y/ =y,

0 else.

AsVy € Y, Vy' € N(y), Ko.(y,y') > 0, the irreducibility of the chain on ) is directly implied by
the connectedness of G .

Thus, we only have to check that the detailed balance equation 7 :(y)Ko,(y,y’) =
70,4 (y') Ko +(y',y) is satisfied for all y’ € N (y). We have:
!

n_ sy Y )moe(y) (1 QW ¢y y)mo.(y)
oy y) = 2 e (g vt

st gs(y,y')>0
The main point consists in noticing that the undirectedness assumption for each neighborhood graph

G, implies:

{s€ QW) a4y, y) >0} ={s € QW) : as(¥',y) > 0}
Thus, a simple case analysis on how |Q(y)|qs(y', y)mo,:(y') and |Q(y')|¢s(y, Yy’ )70, (y) compare
allows us to observe that the expression of mg . (y)Kg . (y,y’) is symmetric in y and y’, which
concludes the proof. O
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E.4 Proof of strict convexity

Proof. As A, is a differentiable convex function on R? (as the log-sum-exp of such functions), it is
an essentially smooth closed proper convex function. Thus, it is such that

relint (dom((A)*)) € VA;(R?) C dom((A4;)*),
and we have that the restriction of (A4;)* to VA;(RY) is strictly convex on every convex subset
of VA;(R?) (corollary 26.4.1 in Rockafellar [42]). As the range of the gradient of the cumulant
function 8 — A;(0)/t is exactly the relative interior of the marginal polytope conv ({y/t,y € V})
(see appendix B.1 in Wainwright and Jordan [51]), and (A;)* =: €, we actually have that
relint (dom(€2;)) C relint(C) C dom(€,),

and that €, is stricly convex on every convex subset of relint(C), i.e., strictly convex on relint(C) (as
relint(C) is itself convex).

As A; is closed proper convex, it is equal to its biconjugate by the Fenchel-Moreau theorem. Thus,

we have:
Ai(0) = sg£d{<0,u> —(A)"(n)} = Sg£d{<0,u> — Qe (p)}

Moreover, as VA;(R?) = relint(C), we have |[VA.(0)|| < Rc = max,cc ||p||, which gives
dom(€2;) C B(0, R¢). Thus we can actually write:
A(0) = sup  {(6, ) — Qu(p)},
neEB(0,Re)
and now apply Danksin’s theorem as B(0, R¢) is compact, which further gives:
0AL(0) = argmax {(O,u) — Q(p)},
neB(0,Rc)
and the fact that A, is differentiable gives that both sides are single-valued. Moreover, as VA, (R?) =
relint(C), we know that the right hand side is maximized in C, and we can actually write:

VA(8) = argemcax{<97u> —(p)}.

We end this proof by noting that a simple calculation yields VA:(8) = Er, , [Y] = 9:(0). The
expression of Vg/:(0 ;y) follows. O

Remark E.1. The proposed Fenchel-Young loss can also be obtained via distribution-space regular-
ization. Let sg .= ({6, y) + ©(¥)) ey € RI¥I be a vector containing the score of all structures, and

L_ii : RYI 5 APl — R be the Fenchel-Young loss generated by —t H, where H is the Shannon
entropy. We have V., (—tH)*(sg) = mg,;. The chain rule further gives Vo(—tH)*(sg) = Er, , [Y].
Thus, we have Vo L_;x (56 ;Py) = Veol:(0;y), where p,, is the dirac distribution on y. In the case
where ¢ = 0 and t = 1, we have Q;(p) = — (max,e | H*(p) s.t. Ep [Y] = p), with H* the
Shannon entropy [8], and ¢; is known as the CRF loss [29].

E.5 Proof of Proposition 3.1

Proof. The proof is exactly the proof of Proposition 4.1 in Berthet et al. [6], in which the setting is
similar, and all the same arguments hold (we also have that 7g, is dense on ), giving Y € relint(C)
for N large enough). The only difference is the choice of regularization function, and we have to
prove that it is also convex and smooth in our case. While the convexity of €, is directly implied by
its definition as a Fenchel conjugate, the fact that is is smooth is due to Theorem 26.3 in Rockafellar
[42] and the essential strict convexity of A; (which is itself closed proper convex). The latter relies
on the fact that C is assumed to be of full-dimension (otherwise A; would be linear when restricted to
any affine subspace of direction equal to the subspace orthogonal to the direction of the smallest affine
subspace spanned by C), which in turn implies that A, is strictly convex on R?. Thus, Proposition 4.1
in Berthet et al. [6] gives the asymptotic normality:

VN(B3 — 80) —"— N (0, (V3A:(60)) " cova, , [V] (V3A:(60)) ) -

Moreover, we already derived V3 A;(6) = 1 COVry, . [Y] in Appendix E.2, leading to the simplified
asymptotic normality given in the proposition.

O
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E.6 Proof of Proposition 3.2

Proof. The proof consists in bounding the convergence rate of the Markov chain (y(k)) keN (which

has transition kernel Py ;) for all 6, in order to apply Theorem 4.1 in Younes [52]. It is defined as the
smallest constant A\g such that:

JA>0: Yy eV, [Py™ =y) — mo.(y)] < AN

More precisely, we must find a constant D such that 3B > 0 : \g < 1 — Be POl in order to
impose K q1 > Ll +d exp (2D\|én\|>J.

A known result gives \g < p(8) with p(0) = maxycg,\ (1} |A| [32], where S is the spectrum of the
transition kernel Py ; (here, 1 — p(@) is known as the spectral gap of the Markov chain). To bound
p(0), we use the results of Ingrassia [23], which study the Markov chain with transition kernel Py ,,

such that Py ; = % (I + PAt). It corresponds to the same algorithm, but with a proposal distribution
¢’ defined as:

* ify € N(y),
7 (y)=1-"9 ify =y,
0 else.

As P, , is a row-stochastic matrix, Gershgorin’s circle theorem gives that its spectrum is included
in the complex unit disc. Moreover, one can easily check that the associated Markov chain is also
reversible with respect to g ;, and the corresponding detailed balance equation gives:

Vy,y' €V, m0.+(y)Po (¥, y") = T0.:(y') Po (¥, ¥),

which is equivalent to:

7T9,t(y) ’ no__ 7r19-,t(y/)
To.4(y’) 0:(4:Y) = To.t(Y)

as mg ¢ has full support on Y, which can be further written in matrix form as:

vy,y/ S yv é,t(y/7y)

1/2 1/2 1/2 1/2
/Py 11y % =11, 2 Pyl 1y %,

where Iy = diag(mg.;). Thus, the matrix Hl/ QP;) ,H 1/2 is symmetric, and the spectral theorem
ensures its eigenvalues are real. As it is 51m11ar to the transition kernel P ; (with change of basis
matrix H_l/ %), they share the same spectrum S, and we have S C [—1,1]. Let us order S as
1N < <M <N, =1 As Poy = %(IJFPG’,J), we clearly have p(§) = 12,

Thus, we can use Theorem 4.1 of Ingrassia [23], which gives A, < 1 — G - Z(0) exp(—m (0)) (we
keep their notations for Z and m, and add the dependency in 8 for clarity), where G is a constant
depending only on the graph G s, and with:

Zexp( , Y) +<p(y) g}g§[<9,y’>:w(y’)b

yey
1
- [ . :
> IyeXp(t [gﬂn(b’, y) + minp(y) — max(6, y') — max o(y’ )D

2R, 2R
> |yexp( ‘3|0||—)7
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and:

) < max{max [ + oy’ )} Oy + sa(y)} B Qmin{max {<0, y') t+ w(y’)} (8, y) +o(y)
yey (y'ey t yey |y’ ey t

~ ma { )}_min[@ y>+¢(y)}
y'e yey t

< % ( )+ maxsa( ") - gleijr}@ Y) — ryﬂglg@(@/))

< 2]+ ﬁ

where Re = maxycy ||y|| and R, = maxycy [¢(y)|. Thus, we have:

4R 4R
Ny <1—GlY|exp <_t¢> exp( C|9||)

and finally:

G|Y|exp _ AR, 4
No <1- 2( : )exp (— fCHHI),

so taking D = 4R/t concludes the proof.
O

Remark E.2. The stationary distribution in Ingrassia [23] is defined as proportional to exp (—H (y)),
with the assumption that the function H is such that miny,ey H(y) = 0. Thus, we apply their results

with
. 0,y)+oy)] (0,y)+9(y)
Hly) = zrln?%[ t } a t

(which gives correct distribution g ; and respects this assumption), hence the obtained forms for
Z(0) and the upper bound on m(8).

E.7 Proofs of Proposition C.1 and Proposition C.2

Proposition C.1. The distribution of the first iterate of the Markov chain with transition kernel defined
in Eq. (3) and initialized at the ground-truth structure y is given by:

(Phay) (W) = Po.i(y,y)
gy, y') min |1, L2 exp([<0,y’fy>+s0(y’)*s0(y)]/t)] ify’ € N(y),

=41 = eniy (Po), (") ify =y,
0 else.

Let ay(0,y') == E y,g exp ([(0,y" — y) + o(y') — v(y)] /t). Define also the following sets:
Ny (0) ={y' e N(y) [ ay(0,9) <1}, N (0) = {y' € N(y) [ ay(6,9) > 1}.

The expectation of the first iterate is then given by:

Eo Y= > )W) v+ (1= (o)) | v

Yy eN(y) Yy EN(y)
=y+ > Py —y)
Yy EN(y)
=y+ Y. @, y)exp((0,Y —y) +eW) -] /)W —y) + > g
VEN, (8) vEN (0 )
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o13 Letnow fy, : R? x N(y) — R be defined as:

t-q(y,y)exp ([(0,y" —y) +o(y') — ¢(y)] /t) if ay(6,y) <1,
t-a(y.y') ([(9,y’—y>+<p(y’) e(y)] /t+1—log EZ”yg) if ay(6,y") > 1.

fy : (e;y/)'_){

Let Fy : 0 — (0,Y) +3_, cn(y) fu(6:9'). We define the target-dependent regularization function
2y and the corresponding Fenchel-Young loss as:

Qy:p (Fy) (1), Lo, (0:y) = (2y)"(0) + Qy(y) — (6,9).

914 « Qyist/Eqy,.)|[Y — y||3-strongly convex:

One can easily check that fy(-;vy’) is continuous for all y’ € N (y), as it is defined piecewise as
continuous functions that match on the junction affine hyperplane defined by:

a(y,y")

{0 eR[ay(6:y) =1} = {9 ER'| 0.y —y) =tlog_Z=5 + o) — W) |-
Moreover, we have that f,,(-;y’) is actually differentiable everywhere as its gradient can be continu-
ously extended to the junctlon affine hyperplane with constant value equal to ¢(y, y')(y" — y). We
now show that fy (-;9') is $q(y,¥y’) - ||y’ — y||*>-smooth. Indeed, it is defined as the composition of
the linear form @ — (6, y’ — y) and the function g : R — R given by:

v)
)

X =
9 t.q(y7y’)([x+<p(y’)—<p(y)]/t—|—1 1ogq(yyg) 1f1:>tlogggy,y +

t-q(y',y)exp ([ + (y) — ¢(y)] /1) if < tlog L% + o(y) — (y),
¥

We begin by showing that g is %q(y7 y')-smooth. We have:

, A’ y)exp ([ + o(y) — e(y)] /1) ifw < tlog HE%5 + o(y) — o(v)).
g v (v,9") ’
a(y,y") if v > tlog T225 + 0(y) — o(y).

Thus, ¢’ is continuous, and differentiable everywhere except in z( := t log % + o(y) — o(y').

Its derivative is given by:

BTSN {161(1/,1/) exp ([ +@(y') — p(y)] /t) ifz < tlog LLLI yyﬂ +o(y) — oY)

0 if x > tlog Zéz’?yg +¢(y) — o(y').

915 e For x1, x5 < x9, we have:

|9/ (21) — g'(22)| < [x1 —w2|  sup  [g"()|
TE€]—00,x0]

o1 — o3 Jim |g"(@)
rx<xo

1
EQ(y,y/) : |901 - 562|~

916 * For z1,29 > x, we trivially have |¢’(21) — ¢'(x2)| = 0.
917 e For x1 < zg < x5, we have:

(9'(x1) = g'(x0)) = (¢'(22) — ¢ (x0))]

|9'(z1) — g (22)| =

<|g'(z1) = ¢'(z0)| + |¢' (x2) — ¢ (x0)|
1

< Ja(y:y) - lor — o
1

< Sy y) o — .
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Thus, we have:

—_

Vzy, 20 € R, [¢'(21) — ¢/ (x2)] < Q(ZI Y') - w1 — xa,

and g is %q(y, y’)-smooth. Nevertheless, we have fy(-,y") = g((-,y’ — y)). Thus, we have, for
01, 0, € R4

Vo fy(01,y") — Valy(02,9)l = lg' (01,9 —v) (¥ —y) — g’ (62,9 — ) (¥ — )|
l9'((01, 9" — ) — g' (62,9 — )| - ||y’ — vl

1
;q(y,y’) 01,y —y) — (02,9 —y)| - [y — vl

1
< <alwy) - Iy’ —yl|* (|61 — 62|,

and fy(-,y’)is 7q(y, y') - ||y’ — yl|*-smooth. Thus, recalling that F}, is defined as

Fy:0=0,9)+ > fy(6;9),
y'EN(y)

IN

N

we have that Fy is 3,/ n(y) 1q9(y.y') - |1y — ylI> = Egy, H||Y — yl|3/t-smooth. Finally, as
Qy = (Fy)*, Fenchel duality theory gives that €y, is t/Ey(, .)||Y — y||3-strongly convex.

* B [Y] = argmax,,cconvnv(m)uty)) 1005 1) = Qy (1) }:

Noticing that ¢ is continuous on R, convex on ]—oo,tlog ZEZ/yg;; + o(y) —¢(y’')| and on

tlog E ; +o(y) — o(y'), +o00 [, and with matching derivatives on the junction:

ttlog LU 4o (y)—p(y') 1=t log LHY 4 o(y)—p(y)
g'(t) a(y.y), g'(t) a(y.y'),
t<tlog 4%, yy; +oly)—e(¥) t>tlog LYY 1o (y)—p(y')

gives that g is convex on R. Thus, f,(-;¥’) is convex on R? by composition. Thus,
Fy:0(0,y)+ Y f,(6:9)
Yy EN(y)

is closed proper convex as the sum of such functions. The Fenchel-Moreau theorem then gives that it
is equal to its biconjugate. Thus, we have:

Fy(0) = sup {(0,pn) — (Fy)" ()} = sup {(0, ) — Qy(p)} -
HERC pHERE

Nonetheless, the gradient of Iy, is given by:

VoFy(@) =y+ Y a v)exp (6,4 —v)+9(¥)—o@)]/t) (' —y) + >, aw.y) ¥ -y
y'ENy () y'eNy (6)
=B, Y1

Thus, we have VF, (R?) C conv (N (y) U {y}), which gives:

VO € R, ||VE,(0)|| < R = max ,

IVE, O < By = max [l
so that we have dom(€),) C B(0, Rjr(y)). Thus we can actually write:
Fy(@)=  sup  {(6, 1) — Qy(p)},

HEB(0,Rpr(y))

and now apply Danksin’s theorem as B(0, R/ (y)) is compact, which further gives:

OF,(0) = argmax  {(6,1) — )},
HGB(O,RN(y))
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and the fact that F}, is differentiable gives that both sides are single-valued. Moreover, as V I, (R?) C
conv (M (y) U{y}), we know that the right hand side is maximized in conv (N (y) U {y}), and we

can actually write:
E o Y] =VF,(0) = argmax
oy peEconv(N (y)U{y})

{(0, 1) = Qy(p)} -

* Smoothness of Lo, (-;y) and expression of its gradient:

Based on the above, we have:
Lo, (0;y) = Fy(0) + Qy(y) — (0, ).
Thus, the E,(y, .)|[Y — y||3/t-smoothness of Lg, ( - ;y) follows directly from the previously estab-

lished Eqy, .)||Y" — yl|3/t-smoothness of F,. Similarly, the expression of VgLq, (6 ;y) follows
from the previously established expression of Vg Fy,(8), and we have:

VeoLa,(0;y) =VeFy(0) —y = E,m Y] —y.
O
Proposition C.2. Tn the unsupervised setting, given a dataset (y;)Y,, the distribution of the first
iterate of the Markov chain with transition kernel defined in Eq. (3) and initialized by y(*) = y;, with

i ~U([1, N]), is given by:

Py, )(Y) =

D

y' ey

al 1
<Z Lyi=yy - N) Poi(y',y)
> (Zl{yi e N) Po.y (y)
y’Ey

- N Zpe,w

Thus, keeping the same notations as in the previous proof, previous calculations give:

Y= 5 2 B, I

E o

Po vy

I

=

]
<
)
oy
=

N
Vo (;T ZF ) (6).

Let Fy, = ZZ\LI F,, Then, the exact same arguments as in the supervised case hold, and the
results of Proposition C.2 are obtained by replacing I, by Fy,, in the proof of Proposition C.1,
and notlcmg that the previously shown E . ||Y —y; H /t-smoothness of Fy, gives that Fy, is

~ Zi:l Eq(ys, ) ||Y — il[3/t-smooth. Slmllar arguments also hold for the regularized optimization
formulation, by noting that this time we have VFy. (R%) C conv (Ufil {N(y:) U {yz}}> O

E.8 Proof of Proposition C.3

Proof. The first point is directly given by the fact that ]Epu) [Y] is the expectation of a distribution
6,y
over N ( ) U {y}. For the second and third points, as derived in Appendix E.7, we have:

EoM=y+> ¢ eI/ —y) + > g

Y ENy (6) y'ENy (0 )

q(y',y)exp (8,9 —y) +o(y) —
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938 Define then:
Noetrer (y) = {y" € N(y) | (0,9) +0(y') > (0,y) + (y)},
Noorse(y) =A{y" € N(w) [ (0, 9') + o(y') < (0,y) + »(y)}
939  as the sets of improving and worsening neighbors of y respectively (assuming no neighbor of y has

a0 exactly equal objective value for simplicity, which is true almost everywhere w.r.t. 8 € R?).

941 Low temperature limit. We have:

N;(e) m -/\/;)etter(y)7 and Ny_ (0) —_— Nworse(y)-

t—0+

Then, as z < 0 = exp(z/t) — 0, we have effectively
t—0

’ r_
Eo Y ——y+ > ayy) -y
y,e-/\/i)elter(y)

942 High temperature limit. AsVz € R, exp(z/t) ﬁ 1, we have:
—+00

NS (O) —— {y e N) | q(v',y) > q(y,y')}, and N (0) o WeNw la ) < (v y)}

t——+oo

943 Thus, we have:
! / / /
Eo Vvt > ) @-w+ Y awy) W -w)
yla(y ,y)<(y,y’) y'la(y’,y)>(y,y')
944 which gives effectively:
E,o Y] ———y+ Y minfe(y,y).qy" v o - v).
’ Yy eN(y)

945 O]
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1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: In the abstract and introduction, we clearly outline the specific settings ad-
dressed in this paper and the corresponding contributions.

Guidelines:
e The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

. Limitations

Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: We include a discussion on the limitations of this work in the conclusion.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

 The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory Assumptions and Proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
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Answer: [Yes]

Justification: All proofs are included in the appendix, and provide the full set of needed
assumptions.

Guidelines:

» The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

¢ Theorems and Lemmas that the proof relies upon should be properly referenced.

. Experimental Result Reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The main contributions of the paper are high-level training algorithms, which
are described in detail. Additionally, the numerical experiments are carefully documented to
ensure they are as reproducible as possible.

Guidelines:

* The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: The data of the EURO Meets NeurIPS 2022 Vehicle Routing Competition is
accessible online. Apart from this, we only use synthetic data, for which the generation
process is detailed. We will release the code upon acceptance of the paper.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

¢ Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.

6. Experimental Setting/Details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We present the experimental setting with sufficient level of detail to fully
appreciate the results in the core of the paper, and give full details in the appendix.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

. Experiment Statistical Significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: We average experiments over multiple runs with varying seeds and report error
bars and statistical significance statements in consequence.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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10.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

¢ It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments Compute Resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: We include sufficient relevant information on the compute resources.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code Of Ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: We have carefully reviewed the NeurIPS Code of Ethics and ensured that all
aspects of the research comply with its guidelines.

Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

o If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader Impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: As this is a foundational research paper, we do not foresee direct negative
societal impacts in its current form. Potential negative impacts would depend on downstream
applications, which are beyond the scope of this work.

Guidelines:
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12.

» The answer NA means that there is no societal impact of the work performed.

o If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

 The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: this work does not pose such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: We properly credit original papers for the code we use (Vidal [49] and Baty
et al. [4]), and proper credit will be also given in the released code.

Guidelines:
* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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15.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New Assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: No assets are released.
Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and Research with Human Subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional Review Board (IRB) Approvals or Equivalent for Research with Human
Subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.
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* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
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