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ABSTRACT

Competitive programming has become a rigorous benchmark for evaluating the
reasoning and problem-solving capabilities of large language models (LLMs).
The International Olympiad in Informatics (IOI) stands out as one of the most
prestigious annual competitions in competitive programming and has become a
key benchmark for comparing human and AI-level programming ability. While
several proprietary models have been claimed to achieve gold medal-level per-
formance at the IOI, often with undisclosed methods, achieving comparable re-
sults with open-weight models remains a significant challenge. In this paper, we
present GENCLUSTER, a scalable and reproducible test-time compute framework
that attains IOI gold-level performance using open-weight models. It combines
large-scale generation, behavioral clustering, ranking, and a round-robin submis-
sion strategy to efficiently explore diverse solution spaces under limited validation
budgets. Our experiments show that the performance of our proposed approach
scales consistently with available compute, narrowing the gap between open and
closed systems. Notably, we will show that GENCLUSTER can achieve a gold
medal at IOI 2025 for the first time with an open-weight model gpt-oss-120b,
setting a new benchmark for transparent and reproducible evaluation of reasoning
in LLMs.

1 INTRODUCTION

As large language models (LLMs) have advanced in solving coding problems, traditional bench-
marks such as HumanEval (Chen et al., 2021a) and MBPP (Austin et al., 2021) have reached satu-
ration. This has motivated a shift toward more challenging benchmarks like LiveCodeBench (Jain
et al., 2025) and Codeforces (Penedo et al., 2025), which feature significantly more complex com-
petitive programming problems. Furthermore, considering the challenging aspects of understanding
and solving the competitive programming questions, they have been shown to be effective for both
training and evaluating the reasoning capabilities of LLMs (DeepSeek-AI et al., 2025). Recent
progress on these benchmarks has been driven by both improved training strategies and test-time
compute methods. For example, AlphaCode2 (Leblond et al., 2023) achieved performance exceed-
ing that of 85% of Codeforces participants by generating over one million candidate programs per
problem and then applying a pipeline of filtering, clustering, and ranking to select 10 solutions for
final submissions.

Analogous to the International Mathematical Olympiad (IMO)1, the International Olympiad in In-
formatics (IOI)2 and International Collegiate Programming Contest (ICPC)3 are widely regarded as
the pinnacle of algorithmic programming competitions. These competitions serve as an important
milestone in assessing AI competency on competitive programming and general reasoning capa-
bilities as a whole. OpenAI reported achieving a gold medal at IOI 2024 with their o1-ioi and o3

1https://www.imo-official.org/
2https://ioinformatics.org/
3https://icpc.global/
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Figure 1: The overall pipeline of GENCLUSTER for a single subtask, a process to be repeated for
every subtask in the IOI benchmark.

models (OpenAI et al., 2025), using specialized test-time compute approaches. o1-ioi is a dedicated
version of their o1 model fine-tuned for competitive programming and leveraging external tools.
Additionally, OpenAI claimed a gold medal and a 6th-place human-equivalent ranking at IOI 2025
with their latest models (Decoder, 2025), though the details of these systems have not yet been
fully disclosed. Recently, both OpenAI and Google DeepMind (Lin & Cheng, 2025) have reported
achieving gold-level performance at ICPC 2025 using proprietary methods.

Despite their impressive results, the techniques and models used to achieve gold-level perfor-
mance at such competitions are rarely disclosed. In contrast, open-weight models such as
DeepSeek-R1-0528 (DeepSeek-AI et al., 2025) and Qwen3-235B-A22B (Team, 2025) have
achieved increasingly competitive results on LiveCodeBench and Codeforces, but still lag behind
proprietary models. In this paper, we propose GENCLUSTER, a scalable test-time compute ap-
proach that substantially improves the performance of open-weight LLMs on IOI problems. Our
approach first generates a large pool of candidate solutions for each problem, which are then re-
fined through a pipeline of filtering, behavioral clustering, and ranking with tournament. Finally, a
round-robin submission strategy selects the best candidates while adhering to the same submission
constraints imposed on human contestants at IOI (Figure 1). In our experiments, we demonstrate that
GENCLUSTER enables open-weight model gpt-oss-120b (OpenAI, 2025) to achieve gold-level
performance at IOI 2025.

In our experiments, we evaluated and analyzed some of the best open-weight models pub-
licly available including DeepSeek-R1-0528 and Qwen3-235B-A22B, and we show that
gpt-oss-120b is significantly superior on IOI problems, providing better scalability in terms
of the number of generations. Furthermore, we demonstrate that GENCLUSTER improves scores
with increased compute and larger generation budgets which is an indicator of scalability of our
proposed test-time compute approach.

In summary, our contributions are as follows:

1. We propose GENCLUSTER, a scalable test-time compute approach to improve the compet-
itive programming performance of LLMs by generating many solutions in parallel and then
using behavioral clustering and tournaments to select the best candidates.

2. We demonstrate, for the first time, that gold-level performance at IOI 2025 can be achieved
using only open-weight models combined with a transparent and reproducible test-time
compute strategy.

3. We show that scaling GENCLUSTER consistently improves scores, providing a promising
path to surpass gold-level performance.

2 BACKGROUND

2.1 RELATED WORK

This paper investigates scalable test-time compute (TTC) for large language models (LLMs) applied
to coding problems, particularly those with a limited verification budget. Test-time compute refers to
allocating additional computational resources during inference to improve output quality. This can
be achieved through extended chain-of-thought reasoning (DeepSeek-AI et al., 2025; Li et al., 2025;
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Wei et al., 2022; Zhang et al., 2025b), generative verifiers for scoring and selection (Fu et al., 2025;
Mahan et al., 2024; Zhang et al., 2025a), or best-of-N strategies (Chen et al., 2025; Toshniwal et al.,
2025; Brown et al., 2024; Li et al., 2022; Leblond et al., 2023; OpenAI et al., 2025). While there
exist some limited works that have leveraged large scale test-time compute pipelines to achieve
state-of-the-art results on coding problems (Li et al., 2022; Leblond et al., 2023; OpenAI et al.,
2025), most works have explored smaller compute scales (Chen et al., 2023; Le et al., 2022; Zhang
et al., 2023) or less challenging benchmarks (Chen et al., 2021b; Inala et al., 2022; Zhao et al.,
2025; To et al., 2024). These studies have not yet explored their methods at the scale required
for competitive programming, where problems are highly complex and only a small fraction of the
generated candidates are correct. In the following, we highlight works that specifically explore
scalable approaches to competitive programming and coding competitions.

AlphaCode (Li et al., 2022) followed by its successor AlphaCode 2 (Leblond et al., 2023) were
the first to demonstrate that large-scale test-time compute can achieve competitive performance on
Codeforces contests. AlphaCode achieved results comparable to the top 54% of participants by
generating around 100K solutions per problem and selecting the top 10 via clustering and ranking.
AlphaCode 2 improved this further, surpassing 85% of the participants by scaling up to 1M solutions
and refining the selection mechanism. Both used proprietary models and their evaluations were
performed on the Codeforces benchmark.

OpenAI then showed gold-medal performance at the International Olympiad in Informatics (IOI)
by scaling test-time compute (OpenAI et al., 2025). They fine-tuned a variant of o1 (o1-ioi) for
IOI and achieved gold by generating up to 10K solutions per problem and filtering with clustering
and heuristic-based selection. They also demonstrated that their o3 model can achieve similar with
only 1K solutions per problem and a simpler selection procedure. While they reported achieving
gold again at IOI 2025 and a 6th overall ranking, details about the models and selection procedures
were not released publicly. Recently, both OpenAI (Decoder, 2025) and Google DeepMind (Lin
& Cheng, 2025) claimed gold-medal at ICPC 2025 with limited disclosed details. All these works
rely on closed models while they provide little to no detail of the test-time compute approach used.
Our work is the first to show that achieving the gold medal at competitions like IOI is feasible with
open-weight models and we provide the approach to achieve this.

2.2 IOI COMPETITION AND BENCHMARK

At the IOI 2025 competition, contestants are presented with six problems, each divided into 2-12
subtasks. Each subtask evaluates specific aspects of the solution under strict time and memory
constraints. Among the six problems, five require executable code submissions, while one accepts
either executable code or precomputed output. Scoring is determined at the subtask level, with the
contestant’s final score for a subtask being the maximum achieved across all submissions. Subtask
scores are then aggregated to yield a problem score, with each problem worth up to 100 points.
Contestants may refine and resubmit their solutions, but each problem allows a maximum of 50
submissions, making submission strategy an essential factor in performance.

Our evaluation dataset is organized at the subtask level rather than the problem level. Each of the
six problems is decomposed into its constituent subtasks following the official scoring guidelines.
For every subtask, we created a standalone instance by removing all information related to other
subtasks, isolating it as an independent evaluation unit. The resulting benchmark, IOI-2025, follows
the structure of the publicly available IOI-2024 benchmark (Hugging Face, 2025). For scoring, we
execute the solutions using the grader programs provided by the IOI organization with the same
memory and time limits.

3 PROPOSED APPROACH

In this section, we propose GENCLUSTER, a scalable test-time compute approach that improves the
performance of LLMs on the IOI competition. GENCLUSTER consists of four stages: (1) parallel
generation, (2) behavioral clustering, (3) ranking with tournament, and (4) submission. For each
subtask, we first generate a large set of candidate programs in parallel. Given the constraint of 50
submissions per problem, we must efficiently select the most promising candidates from the large
pool of solutions. We cluster solutions based on behavioral similarity under several inputs, rank
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clusters using an LLM-based tournament, and finally employ a round-robin submission policy to
maximize scores under submission constraints. The overall pipeline can be seen in Figure 1.

3.1 PARALLEL CANDIDATES GENERATION

We first generate K candidate solutions for each subtask using the prompt in Figure 8. Since gener-
ations are independent, they can be executed in parallel, making our approach scalable. Generations
that result in no parsed code or code that does not compile are filtered.

3.2 BEHAVIORAL CLUSTERING

In this stage, we group candidate solutions based on similar behavior to reduce the number of can-
didates and make ranking more effective. Inspired by OpenAI et al. (2025), for each subtask, we
first instructed the LLM to produce multiple distinct programs that generate randomized test inputs
consistent with the subtask’s specifications (prompt shown in Figure 9). To ensure the correctness
of test inputs, we also asked the model to produce multiple independent validators (prompt shown in
Figure 10). Each validator program checks whether a given input meets the specific constraints of a
subtask. Once we have created all test generators and validators, we iterate through the generators.
For each one, we produce a test input and evaluate it using all validators. If at least 75% of the
validators approve the input, we keep it as a valid test case. This process is repeated over all the
generators until we collect the required number of accepted test cases.

All candidate solutions for a subtask are executed on all the test cases, and then clustered based on
their outputs. Solutions that produce exactly the same outputs are grouped into the same cluster. For
efficiency, we compute hash values of the outputs to accelerate clustering. If solutions in a cluster
produce an empty output for any of the test inputs due to any reason such as runtime errors, that
cluster is removed completely.

3.3 RANKING WITH TOURNAMENT

Clustering the candidates results in a large number of groups of similarly behaving solutions. We
therefore require a ranking mechanism to prioritize the most promising clusters for submission.
There has been prior work on selecting the best solution among multiple generated candidates;
however, most existing approaches are not well suited to our setting or have not been evaluated under
comparable conditions (Liu et al., 2025; Toshniwal et al., 2025; Brown et al., 2024). Specifically,
(1) they do not scale to the large number of solutions required in our experiments, (2) they are
primarily designed and evaluated on tasks such as mathematics, where majority voting can trivially
identify the correct answer, or (3) they focus on selection rather than ranking of candidate solutions.
In the following section, we present our proposed approach, and report the results of some of the
alternative selection strategies in Section 4.3.

We propose to hold a tournament between clusters inspired by a partial round-robin tournament.
Each cluster plays Gn times with randomly selected clusters. We select the solution with the longest
thinking length as the representative solution from each cluster. The representatives of two clusters
are then given to the LLM which is prompted to select the better solution in a pairwise comparison
(prompt shown in Figure 11). Each play produces a single winner. After the tournament, clusters
are then ranked based on the number of wins of their representative candidate. To mitigate recency
bias (Shi et al., 2024) in the model’s judgments, we randomize the presentation order of the two
solutions; each solution appears first in approximately half of its matches.

3.4 SUBMISSION STRATEGY

We submit up to 50 solutions per problem (the maximum permitted by IOI) using a round-robin
strategy. We begin with the final subtask of each problem, which is typically the most difficult. For
each subtask, we iterate through its clusters in ranked order, selecting one solution from each cluster
and submitting it for scoring. Within each cluster, individual solutions are ranked by their reasoning
length, which we use as a proxy for correctness likelihood. We continue submitting one solution
at a time from the top-ranked clusters, cycling across clusters in a round-robin fashion and rotating
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Figure 2: Final scores of different models on IOI 2025 when generating K solutions per subtask,
assuming unlimited submissions. Medal thresholds are indicated on the chart, and the maximum
achievable score is 600.

through solutions within each cluster. Once a subtask is solved (i.e., its maximum score is achieved),
we skip its remaining clusters and proceed to the next subtask following OpenAI et al. (2025).

4 EXPERIMENTS

In our experiments, all solutions, test generators, and validators are generated in C++ since it is
the most common language for IOI competition. For each subtask, we produced 100 test generator
functions and 100 validators to obtain 100 validated test cases per subtask. We study the impact of
varying the number of test cases per subtask in Section 4.4. In all experiments, we used 10 com-
petitions per cluster, Gn = 10, and studied the impact of this parameter in Section 4.5. We used
maximum generation lengths of 120K, 120K, 64K, and 80K tokens for models gpt-oss-120b,
gpt-oss-20b, DeepSeek-R1-0528, and Qwen3-235B-A22B, respectively. The first two
values correspond to each model’s architectural limit, while 80K was recommended by Qwen de-
velopers for complex tasks such as mathematical and programming competition problems (Qwen
Team, 2025). The effect of the generation length is studied in Section 4.7. To calculate the scores
for each solution, we used the graders officially provided by IOI with the exact same time and
memory constraints (International Olympiad in Informatics, 2025b).

4.1 PERFORMANCE COMPARISON BETWEEN MODELS

To identify the most competitive open-weight models for the IOI benchmark, we eval-
uated four top-performing available candidate models: gpt-oss-120b, gpt-oss-20b,
DeepSeek-R1-0528, and Qwen3-235B-A22B-Thinking. For each subtask, we generated
up to 5000 candidate solutions to estimate the maximum potential performance of each model with-
out submission constraints. The resulting scores on the IOI 2025 benchmark, reported using the
Score@K metric, are shown in Figure 2 for K ∈ {50, 1000, 5000}. The results are averaged over
20 runs by randomly sampling from the pool of 5000 generated solutions, except for K = 5000,
which corresponds to a single run.

As illustrated, gpt-oss-120b achieves the highest score among all models by a significant mar-
gin and is the only one with the potential to reach gold medal performance with up to 5000 gen-
erations. Moreover, the gpt-oss models exhibit stronger gains as the number of generations
increases, suggesting that they scale more effectively with test-time compute. In contrast, while
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Figure 3: Performance of gpt-oss-120b on IOI 2025 with and without the 50-submission limit,
varying generation counts. Results are averaged over five runs (except K=5000, single run). Medal
thresholds are indicated on the chart, and the score reported by OpenAI is shown for comparison.

Qwen3-235B-A22B-Thinking outperforms gpt-oss-20b and DeepSeek-R1-0528 at
smaller generation budgets, its performance scales less favorably.

4.2 EVALUATING GENCLUSTER UNDER SUBMISSION CONSTRAINTS

We next study the scalability and effectiveness of GENCLUSTER with gpt-oss-120b, the best
open-weight model for IOI in our experiments. As shown in Section 4.1, it is the only model that
can potentially win a gold medal with up to 5000 generations. In this section, we use GENCLUSTER
to follow the submission restrictions of IOI akin to human contestants. Figure 3 shows the scores
when using different generation sizes, K ∈ {50, 100, 500, 1000, 5000}. We report two outcomes:
(1) the Submitted Score, which respects the 50-submission limit by using GENCLUSTER, and
(2) the Unconstrained Score@K, which assumes no submission cap and reports the best score
among the K solutions. This comparison quantifies the gap between the practical effectiveness of
GENCLUSTER and its theoretical upper bound.

As demonstrated, we achieve a gold medal with the GENCLUSTER approach and 5000 generations
per subtask while following the constraints of IOI competition. This is the first work to achieve
a gold medal with open-weight models at an IOI competition. Although this score remains below
the level claimed by OpenAI for IOI 2025, our transparent methodology provides a reproducible
baseline for narrowing the gap between the open and closed models on competitive programming
tasks. It is also worth noting that OpenAI has not disclosed the compute budget or methodology
used to obtain their reported results.

Our results reveal a clear scaling trend: larger candidate pools improve both constrained and un-
constrained scores. Even under the 50-submission limit, the submitted score steadily improves from
332.27 for K = 50 to 446.75 for K = 5000. These results demonstrate the benefits of scaling test-
time compute in conjunction with GENCLUSTER. At smaller K values, the gap between the two
is modest, but as K increases, the gap gets larger which shows the challenge of selecting the best
solutions when we have a large number of candidates. The remaining gap between constrained and
unconstrained performance highlights the need for more effective ranking and selection strategies to
fully realize the available potential.
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4.3 COMPARISON WITH OTHER TEST-TIME COMPUTE STRATEGIES

We compare GENCLUSTER with several alternative test-time compute selection strategies using
5000 generated solutions per subtask from gpt-oss-120b, evaluated under standard IOI submis-
sion constraints. We also include several GENCLUSTER variants as ablations. Results are reported
as final scores and summarized in Table 1. The following approaches are considered for comparison:

• Random: Selects solutions randomly from all available generated candidates.
• Longest: Selects solutions by longest reasoning trace determined by number of tokens.
• Cluster-Size: Ranks clusters by size, assuming larger clusters imply higher correctness

likelihood.
• Cluster-Majority: Ranks clusters based on aggregated majority vote over outputs from

generated solutions. Each unique output across the generated test inputs is treated as a
vote. For a given test case, we count how many generated solutions produced each par-
ticular output. Within each cluster, we then sum the counts of all outputs produced by
the generated solutions in that cluster. This prioritizes clusters which collectively produce
outputs that are found from the majority of all solutions.

• GENCLUSTER (Random-Rep): A variant of GENCLUSTER where each cluster’s repre-
sentative solution is chosen randomly.

• GENCLUSTER (ScoreBased): A variant of GENCLUSTER where clusters are ranked
based on their average score during competitions instead of the number of wins. During
comparison, we prompt the model to provide scores for each solution as a number between
0 to 10 (Figure 11).

• GENCLUSTER: Our proposed approach which uses the solution with the longest thinking
trace as the representative of each cluster and clusters are ranked based on the number of
their wins in the tournament.

The results clearly show that GENCLUSTER is the most effective method among those evaluated,
outperforming all alternatives by a substantial margin. Simple approaches such as selecting solu-
tions with the longest reasoning trace or random selection perform considerably worse. Heuristic-
based methods, such as ranking clusters by size (referred to as Cluster-size), are suboptimal and
yield scores comparable to random selection, a phenomenon magnified by the difficulty of prob-
lems in IOI compared to other benchmarks with easier questions. On such challenging problems
where models rarely generate correct solutions, approaches based on majority vote may not be very
effective (Cobbe et al., 2021; Yang et al., 2024; Wu et al., 2025).

To validate the selection strategy used in GENCLUSTER for choosing cluster representatives, we
compare it against a simple baseline that selects a random solution from each cluster (referred to
as GENCLUSTER (Random-Rep)). The results show that choosing the solution with the longest
reasoning trace performs better than random selection, indicating a positive correlation between
reasoning length and correctness within a cluster. Furthermore, ranking clusters by the number
of wins provides a slight improvement over using average scores (referred to as GENCLUSTER
(Score-Based)).

Table 1: Performance comparison of different test-time compute strategies with GENCLUSTER.
The results show the final scores achieved by each method after submitting up to 50 solutions per
problem. Random and Longest are non-clustering baselines, while all other methods use clustering.
“Longest” refers to the solution with the longest reasoning trace.

Method
Cluster
Representative

Cluster
Ranking

Solution
Selection Score

Random – – Random 300.10
Longest – – Longest 277.36
Cluster-Size – Size Longest 299.87
Cluster-Majority – Majority Voting Longest 314.22
GENCLUSTER (Random-Rep) Random Number of Wins Longest 406.49
GENCLUSTER (Score-Based) Longest Average Score Longest 441.11
GENCLUSTER Longest Number of Wins Longest 446.75
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4.4 IMPACT OF THE TEST SET SIZE ON CLUSTERING

To understand how the number of test cases affects our clustering mechanism, we analyzed the
impact of test set size on three key metrics: cluster purity, average cluster size, and the average
number of clusters. The results are shown in Figure 4.

We evaluate cluster purity using the F1-score, which measures how effectively our clustering sep-
arates high-quality solutions from others. A “good” solution is defined as one that achieves the
maximum achieved grade for its subtask, while other solutions are considered as “bad”. The ideal
clustering should result in clusters where all the solutions are either all good or all bad. Each solution
is assigned a binary label indicating whether it achieves the maximum score. For each cluster, the
majority of solutions would determine the prediction of the cluster. The F1-score is then computed
by comparing the cluster-level predictions to the ground-truth labels of all solutions, representing
the harmonic mean of precision and recall. A higher F1-score indicates purer clusters.

As the number of test cases increases, cluster purity improves, reaching a high F1-score that demon-
strates the effectiveness of our clustering approach. However, as more tests enhance cluster purity,
they also increase the average number of clusters while reducing the average cluster size. This intro-
duces a key challenge: although additional test cases improve our ability to distinguish correct from
incorrect solutions, they also produce a larger number of distinct clusters, making it more difficult
to identify the most promising ones under submission constraints.
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4.5 IMPACT OF THE NUMBER OF GAMES IN TOURNAMENT

In this experiment, we examine the effect of the parameter Gn (the number of tournament rounds per
cluster representative) on the final score under submission constraints. Results for gpt-oss-120b
with 5000 generations are shown in Figure 5. As shown, increasing the number of games improves
the final score but largely saturates after 10 rounds. The gap between one and ten or more games
indicates that a single competition is insufficient, and multiple rounds are necessary to obtain reli-
able judgments and rankings for clusters. Moreover, the observed saturation may reflect inherent
limitations of the LLM-as-a-judge paradigm for identifying the best solutions.

4.6 EVALUATING THE QUALITY OF THE RANKING

To assess the effectiveness of our cluster ranking method, we evaluated how often the best solution,
defined as the one achieving the highest score for a given problem, appeared within the top-K ranked
clusters. This metric provides a clear measure of ranking quality. As shown in Figure 6, in 35
out of 39 subtasks, the best solution is included among the top 50 clusters, demonstrating strong
performance while still leaving room for further improvement.

4.7 IMPACT OF THE MAXIMUM NUMBER OF TOKENS

Previous work has shown a correlation between reasoning length and accuracy on challenging prob-
lems when reasoning models are used (OpenAI, 2024). In this section, we analyze the relationship
between performance and generation length by comparing the Score@5000 of different models
under varying maximum token limits. Results are presented in Figure 7, and the rationale behind the
chosen generation limits for each model is discussed in Section 4. The scores of gpt-oss-120b,
gpt-oss-20b, and DeepSeek-R1-0528 continue to improve up to their respective token lim-
its, whereas Qwen3-235B-A22B saturates after approximately 48K tokens, below the 80K length
recommended for this model. Notably, the family of gpt-oss models generate longer reasoning traces
for difficult problems and achieve stronger performance as a result. While DeepSeek-R1-0528
and Qwen3-235B-A22B perform better at shorter reasoning lengths, the gpt-oss models surpass
them when provided with greater compute budgets.

5 CONCLUSION

In this work, we present a test-time compute approach that achieves gold-medal performance at
the IOI using open-weight models for the first time. Our method generates a large pool of can-
didate solutions in parallel, followed by a pipeline of behavioral clustering, ranking, and round-
robin submission to identify the most promising solutions within the IOI submission constraints.
Our experiments show that gpt-oss-120b, when equipped with our test-time compute approach,
consistently improves its score on IOI as the number of generated candidates increases.
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Rémi Leblond, Felix Gimeno, Florent Altché, Alaa Saade, Anton Ruddock, Corentin Tal-
lec, George Powell, Jean-Bastien Grill, Maciej Mikuła, Matthias Lochbrunner, et al.
AlphaCode 2 technical report. Technical report, Google DeepMind, December 2023.
URL https://storage.googleapis.com/deepmind-media/AlphaCode2/
AlphaCode2_Tech_Report.pdf. Accessed: 2025-01-14.

Yujia Li, David Choi, Junyoung Chung, Nate Kushman, Julian Schrittwieser, Rémi Leblond, Tom
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A PROMPTS

Solution Generation Prompt

You are an expert competitive programmer. You will be given a problem statement, test case con-
straints and example test inputs and outputs. Please reason step by step about the solution, then
provide a complete implementation in C++17. You should correctly implement the routine(s)
described in Implementation Details, without reading or writing anything directly from stdin or
to stdout, as input and output are passed through the implemented routines. Assume your code
will be run on the OFFICIAL grader, and do not add a main function, a sample grader, or any
other functionality unless it has been explicitly requested.

Put your final solution within a single code block:
‘‘‘cpp
// your code here
‘‘‘

{question}

Figure 8: The prompt used for generating the solutions

Test Data Generator Prompt

You are an expert competitive programmer. You will be given a problem statement, its con-
straints, and example test cases. Your task is to write a **test case generator** in C++17 that
produces valid inputs for the problem, following the constraints and reflecting the variety sug-
gested by the examples.

First, **reason step by step** about how to design the generator.

Then, provide the **final complete implementation** inside a single code block:
‘‘‘cpp
// your code here
‘‘‘

### Question:

{problem}
### Answer: (use the provided format with backticks)

Figure 9: The prompt used for generating the test data generators
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Test Data Validator Prompt

You are an expert competitive programmer. You will be given a problem statement, its input
format, constraints, and examples. Your task is to write an **input validator** in C++17 that
reads from stdin and checks that the input fully matches the spec and all constraints.

First, reason step by step about what must be validated.

Then, provide the **final complete implementation** inside a single code block:
‘‘‘cpp
// your code here
‘‘‘

The program should print “passed” if the input is valid, otherwise “failed” and a short error to
stderr. It must also ensure no extra tokens remain.

### Question:

{problem}
### Answer: (use the provided format with backticks)

Figure 10: The prompt used for generating the test data validators

Solution Selection Prompt

You are an expert competitive programmer. You will be given a problem statement, its con-
straints, and two solutions. Your task is to evaluate each solution’s correctness based on the
problem statement and its constraints and select the best solution.
First, **reason step by step** about each solution.

### Question:
{problem}
### Solution A
{code A}
### Solution B
{code B}
Finish your reasoning with exactly three lines, nothing else:
Score A: <0-10>
Score B: <0-10>
Judgment: [A] or Judgment: [B]

Figure 11: The prompt used for comparing the solutions in the tournament

B BEST SCORES ON IOI-2025

Table 2: Scores of the top gold and silver medalists at IOI 2025, compared with the results achieved
by GENCLUSTER and OpenAI (International Olympiad in Informatics, 2025a). Per-problem scores
and overall rankings are shown.

Rank Name S T W F M O Total Medal

1 Hengxi Liu 100.00 100.00 100.00 100.00 91.23 100.00 591.23 Gold
6 OpenAI 100.00 75.29 93.00 100.00 65.00 100.00 533.29 Gold

26 GENCLUSTER 100.00 87.66 72.00 82.00 22.09 83.00 446.75 Gold
29 Maxim Tsoy 100.00 44.83 100.00 82.00 72.89 37.00 436.72 Silver
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