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Abstract

Traditional reinforcement learning (RL) algorithms face significant limitations in
handling long-term tasks with sparse rewards. Recent advancements have leveraged
large language models (LLMs) to enhance RL by utilizing their world knowledge
for task planning and reward generation. However, planning-based approaches
often depend on pre-defined skill libraries and fail to optimize low-level control
policies, while reward-based methods require extensive human feedback or ex-
haustive searching due to the complexity of tasks. In this paper, we propose the
Progress Reward Model for RL (PRM4RL), a novel framework that integrates
task planning and dense reward to enhance RL. For high-level planning, a com-
plex task is decomposed into a series of simple manageable subtasks, with a
subtask-oriented, fine-grained progress function designed to monitor task execution
progress. For low-level reward generation, inspired by potential-based reward shap-
ing, we use the progress function to construct a Progress Reward Model (PRM),
providing theoretically grounded optimality and convergence guarantees, thereby
enabling effective policy optimization. Experimental results on robotics control
tasks demonstrate that our approach outperforms both LLM-based planning and
reward methods, achieving state-of-the-art performance. The code is available at
https://github.com/deng-ai-lab/PRM4RL

1 Introduction

Reinforcement learning (RL) has shown exceptional potential in solving sequential decision-making
problems. However, in real-world scenarios involving complex, long-term tasks with sparse rewards,
agents face significant challenges in planning and decision-making due to insufficient feedback
signals[1} 2]]. Traditional RL frameworks address these challenges primarily by focusing on two
strategies: task decomposition and reward shaping. Hierarchical RL[3} 4] simplifies decision-making
by autonomously decomposing complex tasks into hierarchical subtasks, while reward shaping
techniques provide dense training signals through the reconstruction of reward functions, such as
inverse RL[5} 16} 7] and intrinsic reward mechanisms[8]]. Despite their advantages, both approaches
heavily rely on expert data for priors[9]] or supervision[10], and the large-scale acquisition of such
data is often challenging, limiting the scalability and applicability of these methods.

Recent advancements in large language model (LLM) research have made significant progress in
areas such as dialogue[L1, [12], sequential decision-making[13} 14]], and coding[[13} [16, [17]. By
leveraging the extensive and diverse human knowledge acquired during the pre-training phase, LLMs
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possess a broad range of world knowledge and emergent reasoning abilities[18} [19]. Consequently,
LLM-Augmented RL has emerged as a promising approach to overcome the challenges faced by
traditional RL methods[20]]. To tackle the issues of long-term planning and sparse rewards, previous
LLM-based approaches have evolved into two main paradigms: LLM as a planner[21} 22, 23] and
LLM as a rewarder[24} [25| [26]], as illustrated in Figure[T] As a planner, LLM decomposes complex,
long-term tasks into a series of short-term, goal-oriented subtasks, incorporating subtask priors into
the decision-making process. As a rewarder, LLM constructs a dense reward function for sparse-
reward tasks, providing guidance to the underlying policy based on the meaningful priors encoded
within the LLM.
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Figure 1: Quick view. (a), (b) and (c) shows the structual similarities and differences between
LLM-Augmented methods. (d) is the average evaluation results on Metaworld[27] and Maniskill[28]].

However, LLM as a planner primarily focuses on high-level planning. In the absence of LLM-
augmented dense reward guidance, task decomposition alone—relying solely on natural-language task
priors—is insufficient to support the effective learning of subtasks[29} 22]. Previous approaches have
alleviated this limitation by constructing pre-trained policy libraries[21] or incorporating traditional
motion planning to link subtasks[22], yet these methods lack flexibility and efficiency due to their
non-end-to-end nature. On the other hand, LLM as a rewarder provides low-level guidance. However,
without subtask decomposition, constructing a reward function for an entire long-term, complex
task remains a significant challenge for LLMs[30l 31]. Previous methods have enhanced the quality
of LLM-generated reward functions by incorporating human feedback[24] or evolutionary search
algorithms|[25} 26], but these approaches still require extensive search and significant human expert
assistance. As shown in Figures[Th and[Ib, both of these approaches focus on a single aspect of RL,
neglecting the importance of integrating both high-level planning and low-level reward shaping.

To address the challenges of long-term planning and sparse rewards in reinforcement learning more
efficiently, we propose a novel framework, Progress Reward Model for Reinforcement Learning
(PRM4RL), which integrates both high-level long-term planning and low-level dense rewards to
provide a comprehensive solution, as illustrated in Figure [Tk. In high-level planning, the task is
decomposed into subtasks, each with termination conditions and fine-grained progress evaluations.
For low-level reward generation, we utilize the progress to construct an efficient dense reward
signal with theoretically grounded optimality and convergence guarantees. In practice, our pipeline
decomposes a complex task into a series of manageable, goal-oriented subtasks, each associated with
a natural language subtask prior. For each subtask, we build a fine-grained progress function that
dynamically tracks the execution of the task. Inspired by the potential field theorem, we regard the
progress function as a potential function and design a Progress Reward Model with optimality and
convergence guarantees. The evaluation results in Metaworld[27]] and Maniskill[28] as shown in
Figure[Td demonstrate the effectiveness of our proposed framework, with significant improvements
in success rate and reduced LLM calls, outperforming existing methods in both performance and
efficiency.



2 Related Works

2.1 LLM for Planning

Large language models (LLMs), enriched with diverse world knowledge and human priors during
their pretraining phase, possess the ability to understanding and reasoning[[18, 19,117, 16} [11]]. When
provided with relevant task information, LLMs are able to decompose complex, long-term tasks
into simpler, short-term tasks, each focused on specific objectives[32, [33]. Numerous approaches
have leveraged Task and Motion Planning (TAMP) to realize such task decomposition in robotics
scenes[34} 135]]. However, when using RL for low-level control strategies, a significant gap arises
between high-level planning and low-level control—how to efficiently leverage the natural language
plans generated by LLMs to guide policy training? SayCan[21] addresses this challenge by utilizing
a set of pretrained policies, where the LLM simply selects the appropriate policy based on the plans.
Plan-Seq-Learn[22] uses traditional motion planning to link subtasks, alleviating the burden on RL
policies. In text-based environments, ELLM][23]] trains RL policies by describing state transition in
natural language and computing the similarity between the executed actions and the plan, using this
similarity as a reward signal. However, this approach is computationally expensive and not suitable
for robotics tasks. In contrast, our method constructs an efficient and dense reward signal through
the Progress Reward Model (PRM), effectively bridging the gap between high-level planning and
low-level policy training.

2.2 LLM for Reward Generation

Reward functions are the primary mechanism to guide RL training[36} 37], leading to numerous
approaches that utilize LLMs to generate executable reward functions that provide dense rewards.
Text2Reward[24] uses LLMs to generate executable python functions based on a goal described
in natural language, with human involvement in the loop. Eureka[25]] extends this paradigm by
introducing evolutionary search and automatic reward refinement through LLMs. CurricaLLM[38]]
translates natural language description of tasks in executable task code, including the reward code
and goal distribution code. REvolve[26] translates implicit human knowledge into explicit reward
functions for training RL with human feedback. However, these methods treat the task as a whole
and do not account for the potential stage-wise features of complex tasks. As a result, the generation
process of reward function tend to be highly complex and often require human feedback[24! [26]
or extensive search[25]. In contrast, our approach simplifies the reward generation process by
decomposing the task into short-term, simple subtasks, providing more specific and clear guidance
for each stage of the task.

3 Preliminary

In standard reinforcement learning (RL)[1] tasks, the problem is typically modeled as a Markov
Decision Process (MDP), denoted by M = (S, A, T, R,~, po). Here, S and A represent the state
and action spaces, respectively, v is the discount factor, and py is the distribution of initial states. The
dynamics of environment are captured by the transition function 7 : § x A x & — [0, 1], which
defines the probability of transitioning from one state to another given a specific action. The reward
function R : S x A — R quantifies the immediate reward received for taking an action in a particular
state. A trajectory 7 = (s, ag, 7o, - - -, ST, a1, 77) describes the sequence of states, actions, and
rewards encountered by an agent following a decision-making policy 7. At each time step ¢, the agent
selects an action a; according to a; ~ m(-|st), and the environment responds by transitioning to the
next state s;+1 ~ 7T (-|s¢, a;). The state-action value function (Q-function) Q™ (s, a) represents the
expected cumulative return when taking action a in state s and subsequently following policy 7:

T
Q" (s,a) = Erp(rim) [Z “YkR(StJrka attk)
k=0

St = S,0+ = a‘| (1)

The objective in RL is for the agent to learn a policy 7 : S — A that maximizes the expected
cumulative return defined as:

t=0

T
J(?T) = ETNP(Tlﬂ') [Z ’YtR(Sta at)] (2)
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Figure 2: An overview of our framework. (a) We prompt the LLM using a Chain-of-Thought
approach in Python code format. The reasoning process is provided as comments (e.g., using #),
while the intermediate steps and final response are represented as executable Python statements. (b)
Our framework augments RL in two ways: subtask prior and the PRM rewards.

4 Method

Our framework, as illustrated in Figure 2] bridges the gap between high-level planning and low-level
training. We begin by decomposing a complex long-term task into a series of short-term subtasks,
with a determination function ¥ to classify the current subtask (Section [#.1). Next, we construct
a potential-based Progress Reward Model (PRM) derived from the progress function ®, which
generates effective reward signals that are proved to have convergence and optimality guarantees
(Section |4.2). Finally, the policy is augmented using both the PRM reward and the subtask priors
(Section4.3).

LLM usage pattern. In our framework, we prompt an LLM to decompose the tasks and generate the
determination function ¥ and progress function ®. Considering that the intermediate inference steps
and the required final response are primarily represented as Python code (as shown later in Section
B E2), inspired from PAL[39], we require the LLM to generate programs as intermediate steps, as
shown in Figure Zh. Specifically, we instruct the LLM to generate natural language reasoning steps
using comment syntax (e.g., ‘#’ in Python), while the code itself is generated normally. Through
this program-aided Chain-of-Thought reasoning, the LLM can generate both the plan and progress
function in a single interaction.

4.1 Subtask Decomposition

Decomposing a long-term task into a series of short-term, manageable tasks provides the policy
with subtask priors and alleviates the complexity of constructing the progress function. Existing
methods[21], 22]] have demonstrated that, given sufficient environment-related information, LLMs
are capable of task decomposition. In our framework, we leverage an LLM to break down the
task into a series of subtasks, each contributing to the success of the overall task. We construct a
Pythonic representation prompt that includes semantically rich contextual information such as state



Algorithm 1 PRM4RL

Require: pythonic LLM prompt prompt, sentence encoder E, policy my, MDP M =
(S, A, T,R,~, po), RL optimization algorithm Optimize_Algo
/I Request LLM

plan_list, V(s), ®(s) = LLM (prompt)

/I Augment State Space

P : prior = E(plan_list[¥(s)])

/I Augment Reward Function

RPEM — - ®(s441) — (s¢) + 1(St41) * Thonus

// Optimizing policy under augmented MDP

M/ = <S + P? Av TJ RPRM: 7> P()>

0* = Optimize_Algo(M'")

space, environmental descriptions, and task descriptions (detailed in Appendix [A.5)), providing a
high-dimensional abstraction of environment-specific information.

While decomposing the subtasks, the LLM is also required to generate a natural language form
subtask prior, which is a description of the corresponding subtask. To ensure consistency and
generalization across the robotics control domain, we designed a fixed pattern for the subtask priors.
Specifically, we instruct the LLM to output each subtask prior in a "verb + noun" format (e.g., ‘Move
to object’ or ‘Grasp object’), significantly enhancing the generalization ability of the trained policy.
The expected output from the LLM is a Python list, called plan_list, as shown in Figure Za(II), where
each element corresponds to a subtask prior.

However, guiding the policy with subtask priors presents another challenge: real-time tracking of
which subtask the policy is currently executing. Previous approaches require calling the LLM at each
timestep, either to regenerate a real-time plan[23] or to check the completion of ongoing subtasks[22],
leading to significant time and computational overhead.

Our key insight is that, with a thorough understanding of the state space, we can determine which
subtask the policy is in based solely on current state. For the previously generated plan_list, we
instruct the LLM to identify the completion condition for each subtask and locate the relevant features
in the state space. We then construct a subtask determination function ¥(s), where given state s, it
will return the index of current subtask in plan_list. As shown in Figure @(II), the LLM ultimately
generates an efficient, low-cost logical chain that ensures rigorous subtask determination.

4.2 Potential-Based Progress Reward Model

Our framework aims to construct a dense and efficient reward signal to guide the training of low-level
policies. While previous approaches[24, 25 26] directly design a reward function, we choose to
model the progress of task execution instead. This approach is more task-relevant and provides
stronger theoretical guarantees on optimality and convergence as proved later.

With the decomposition of subtasks, the focus of our progress function shifts from a long-term,
complex task to short-term, simpler subtasks. This transformation simplifies task comprehension and
the design of usable metrics. Based on the established subtask determination logic ¥, we instruct the
LLM to further define a progress function for each subtask, and then integrating these fine-grained
sub-progress indicators into an overall evaluation of the task progress ®(s), as shown in Figure (III).
The progress function offers a precise and efficient method for monitoring overall task execution.

Inspired by potential-based framework, we treat the progress function ®(s) as a form of potential and
construct the Progress Reward Model (PRM) using the temporal difference form:

RPM = 5 ®(s041) — ®(st) + Lse41) - Toonus ©)

where RI'®M is the dense reward given by PRM at timestep ¢,  is the discount factor, and the

indicator function I equals 1 when s;; meets the success conditions and O otherwise. ®(s;41)
and ®(s;) represent the progress at timesteps ¢ + 1 and ¢, respectively. The PRM reward can be
regarded as consisting of two parts: a sparse success reward and a potential-based reward shaping
term. Following [40]], we present the following theorem:



Theorem 4.1 (Policy Invariance). Define an MDP M = (S, A, T, R,~, po), where Ry = 1(8¢41) -
Thonus Tepresents the sparse reward when the task is considered successful. Giving a potential-based
reward shaping function as follows:

Fr=n-®(s41) — (st)

Let another MDP M' = (S, A, T, R+ F,~, po), then every optimal policy in M' will also be an
optimal policy in M and vice versa.

The proof of Theorem |4.1|is provided in Appendix Theorem 4. 1|indicates that RPEM does
not distort the learning of the policy by introducing "deceptive" or "short-sighted" behaviors due to
reward shaping. The optimal policy in M’ remains focused on maximizing the original task objective,
i.e. maximize success rate. Based on Theorem 4.1} we have the following corollary:

Corollary 4.2 (Convergence Guarantee). The introduction of potential-based reward shaping will
not affect the convergence of reinforcement learning algorithms.

Since the PRM reward has a theoretical convergence guarantee, we proceed to demonstrate its
efficiency in convergence, following the work of [41] (Detailed proof provided in Appendix [A.2).
Theorem 4.3 (Convergence Efficiency). Consider two MDPs: M = (S, A, T, R+ F,~, po) with
Q-function Q and M’ = (S, A, T, R,~, po). If we initialize the Q-function in M’ as follows:

Qo(s,a) = Qo(s,a) + ®(s)
Then for all timesteps t > 0 and (s,a) € S X A:

Qi(s,a) = Qi(s,a) + ®(s)
where Q; and Q) are the Q-functions of MDP M and M’ respectively.

The mathematical equivalence between PRM and Q-value initialization, as established in Theorem
3] provides two fundamental insights into why PRM accelerates convergence. First, it demonstrates
that PRM effectively provides prior knowledge-based initialization for value functions, directly
reducing the initial approximation error |Qo — Q*|. Second, the proof formally justifies that any
well-designed potential function ®(s) serves as an actionable curriculum, where the shaping term
y®(s") — ®(s) progressively guides exploration toward high-value regions without altering optimal
policies.

These theoretical results establish PRM not only as a heuristic reward design but also as a mathemati-
cally grounded approach to guide the policy with optimality and convergence.

4.3 Reinforcement Learning Augmentation

Givingan MDP M = (S, A, T, R, 7, po), our framework augment it through both high-level planning
and low-level reward shaping.

At the high level, the policy cannot directly process the natural language form of the plan_list. To
address this, we employ SimCSE[42], a sentence encoder E, to embed the subtask prior. Specifically,
the subtask prior is expressed as:

P : prior = E(plan_list[¥(s)])

where subtask prior is the embedding of current subtask corresponding to state s. The state space is
then augmented to S + P. At the low level, we use the reward R”/*M from Section 4.2]to efficiently
guide the learning of policy. Finally, the augmented MDP is expressed as:

M/ = <S + P? A7 T7 RPRM7 v, p0>

This formulation integrates both high-level planning through the subtask prior and low-level control
via the PRM reward to guide policy learning. Consequently, we can utilize existing RL optimization
algorithms to optimize the policy under the augmented MDP M. In this paper, we use Soft Actor-
Critic (SAC)[43]] and Proximal Policy Optimization (PPO)[44].

S Experiment

In this section, we evaluate PRM4RL on a diverse suite of long-term, sparse reward RL tasks, testing
its ability to provide high-level plan and guide low-level training.
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Figure 3: The learning curves of comparison methods on Metaworld and Maniskill measured by
success rate. All experiments are conducted with 5 random seeds.

5.1 Experiment Settings

The framework is implemented based on the Stable-Baselines3 framework[43]], ensuring consistency
across all methods. We employ the same RL algorithm with identical training parameters for all
methods. For all LLM-related requirements, we utilize OpenAl’s GPT-40[46]]. Details of the hyper-
parameters are provided in Appendix[A-3] To ensure robustness and reliability, all experiments are
conducted with five different random seeds.

Baselines. ELLM(ICML23) [23]] utilizes an LLM as a high-level planner, embedding subtask priors
into the policy. It serves as an example of an LLM-planner approach. T2R(ICLR24) [24] combines
LLMs and human feedback to generate dense reward functions for policy training. We use it as an
example of an LLM-rewarder approach. Oracle is the expert-written dense reward function provided
by the environment. The details of the baseline settings are provided in Appendix[A.2.2]

Environments MetaWorld[27] is an open-source simulated benchmark features a Sawyer robot
interacting with a tabletop setup that includes drawer, window, ball, faucet, door and many objects.
Maniskill[28]] is an advanced robotics simulation platform designed for high-fidelity manipulation
tasks. Further details about the environment and the tasks are provided in Appendix [A4]

5.2 Evaluation Analysis
5.2.1 Outperform previous LLM approaches

As shown in Figures [3]and @] our method consistently outperforms the comparison methods across
nearly all environments, demonstrating faster convergence and superior performance. We observe
the following advantages: (1) In complex long-term tasks such as MW-pick-out-of-hole and MS-
LiftPegUpright, the baseline methods achieve less than 15% success, while our method achieves
nearly 100% success, highlighting our ability to effectively solve challenging tasks. (2) When
compared to ELLM, our approach demonstrates a significantly improved convergence speed, which
underscores the efficiency of the Progress Reward Model in providing dense, theoretically guaranteed
rewards for the low-level control policy. This results in more stable and faster learning compared to
traditional LLM-based planning approaches. (3) In comparison with T2R, the subtask decomposition
in our framework plays a critical role in simplifying the coding process. By breaking down complex
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Figure 4: The evaluation results of comparison methods on Metaworld(With prefix ‘MW’) and
Maniskill(with prefix ‘MS’) measured by success rate. All experiments are conducted with 5 random
seeds.

tasks into more manageable subtasks, our method reduces the difficulty of understanding environment
dynamics and designing useful metrics, enabling us to solve complex tasks that T2R fails to address.
This advantage is particularly evident in tasks where the environment is more intricate and requires a
clear separation of the planning and reward stages.
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Figure 5: The evaluation results of ablation study on Metaworld measured by success rate. All
experiment is conducted with 5 random seeds.

5.2.2 Ablation Study

To further validate the effectiveness of the two augmentations in our framework, we conduct an
ablation study by constructing three additional baselines:

The results are shown in Figure[5] We observe the following findings:

(1) Compared with ‘our w.o. prm’, replacing the PRM reward with the oracle reward leads to a
significant drop in performance. This demonstrates that, without an efficient and effective reward
signal, directly feeding the subtask prior to the policy does not improve its performance. In most
cases, the training curves and evaluation results of ‘our w.o. prm’ are similar to those of the oracle,
with some instances where adding the subtask prior even causes a slight performance decrease.

(2) The performance of ‘our w.o. prior’ shows that abandoning the subtask prior results in slower
convergence in the training curves. This highlights the role of the subtask prior in enabling efficient
convergence for complex, long-term tasks. Moreover, ‘our w.o. prior’ still outperforms T2R, further
demonstrating the effectiveness of the PRM reward in guiding the policy.



w.0. PRM reward (denoted as ‘our w.o. prm’): The PRM reward is our
replaced with the oracle reward, while retaining the subtask prior.

w.o. subtask prior (denoted as ‘our w.o. prior’): No subtask prior is §*
provided, while retaining the PRM reward.

w.o. potential-based reward shaping (denoted as ‘our w.o. potential ~ * 7 .. 7 "
reward’): The progress function is used directly as the reward, while i — »
retaining the subtask prior. 0,
(3)The performance of ‘our w.o. potential reward’ further demonstrate <. 0a}

the effectiveness of our potential-based reward model, where directly ., N
using progress as reward signal lead to a significant drop in performance. o0 e e e e
We also analyzed the anomalous behavior of ‘our w.o. potential reward’, [ Rewara B Success Rate
where the success rate initially rises but then declines as training pro-

gresses. As shown in Figure[f] the episode reward increases, while the Figure 6: Training details
success rate paradoxically decreases. This suggests that the using progress ~ of our and our w.o. poten-
function directly as reward function suffers from inefficiencies, as there tial reward.

are instances where the task fails despite receiving a high reward, leading

the policy to learn in an undesirable direction. In contrast, our method

ensures stable convergence, with the PRM providing well-structured and task-relevant rewards with
optimality and convergence guarantees.

In summary, the two enhancements in our framework—the subtask prior and the PRM reward—work
synergistically to produce a "1+1 > 2" effect. Without the subtask prior, convergence speed is hindered,
and without the reward signal, providing effective and efficient guidance becomes challenging.
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Figure 7: The evaluation results of generalization experiment. The results are averaged on 5 random
seeds and 100 evaluations per seed.

5.2.3 Generalization Results

To evaluate the generalization capabilities of the trained policy, we test the trained policy’s perfor-
mance on unseen tasks in MetaWorld. Additional results and detailed information regarding the tasks
are provided in Appendix [A.2.1] As shown in Figure[7} while most methods perform well on the
original task, we observe a performance decline on the unseen tasks. In comparison to other methods,
our framework experiences the least performance loss, demonstrating relatively strong generalization
abilities. Notably, when comparing to our ‘w.o. prior’ (our framework without the subtask prior),
we observe a significant drop in performance on unseen tasks. This highlights the critical role of the
subtask prior in enhancing generalization. The "verb + noun" pattern we designed effectively captures
commonalities across different tasks, acting as a powerful prior that guides the policy to perform well
on unseen tasks. Thus, the subtask prior serves as a robust tool for improving the generalization of
reinforcement learning policies across a wide range of tasks.

6 Conclusion

In this paper, we introduced the Progress Reward Model for Reinforcement Learning (PRM4RL),
a novel framework that integrates high-level planning and low-level reward shaping to address the
challenges of long-term planning and sparse rewards in reinforcement learning. At the high level, we



decompose a complex task into manageable subtasks with subtask prior. At the low level, we design
a Progress Reward Model with optimality and convergence guarantee. The experimental results
demonstrate the effectiveness and efficiency of our method, significantly improving both convergence
speed and the ability to solve complex, multi-stage tasks.

Limitations. Similar to T2R[24]] and other methods[23] 21} 22]] that depend on LLMs for planning
or coding, our approach could be affected by LLM hallucinations during reasoning[47]. Besides,
while our method demonstrates strong performance across various tasks, its applicability to domains
outside of robotics remains unexplored. We anticipate that further optimization and adaptation of the
framework will be necessary to address diverse environments and tasks.
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A Appendix

A.1 Theoretical Proof
Theorem A.1 (Policy Invariance). Define an MDP M = (S, A, T, R,~, po), where Ry = 1(S¢41) -

Thonus represents the sparse reward when the task is considered successful. Giving a potential-based
reward shaping function as follows:

F =7 ®(s441) — P(s¢)

Let another MDP M' = (S, A, T, R + F,~, po), then every optimal policy in M’ will also be an
optimal policy in M and vice versa.

Proof. For the original MDP M, we know that its optimal @-function @}, satisfies the Bellman
Equations

Qial5:0) = Burer, ) | Rlsv0.8) 4 g Qi (50|

Some simple algebraic manipulation then gives us

Qils:0) = 9(5) = B | Blsv0 ) 4 70(5) = 0(5) + 7 mx (Qi (') — 05|

If we now define Qs (s, a) 2 Q% (s, a) — ®(s) and substitute that and F (s, a, s') = v®(s") — B(s)
back into the previous equation, we get

Qur(s,a) =By [R(s,a, s')+ F(s,a,s") + 7 max Qu (s, a’)]
a’€
— B [R(s.0.8) + 9 mx Qur (')
a’'€

But this is exactly the Bellman equation for M’. For the undiscounted case, we moreover have
Qur (s0,a) = Q%4 (s0,a) — ®(s9) = 0— 0 = 0. So, Qur (s, a) satisfies the Bellman equations
for M’, and must in fact be the unique optimal @Q-function. Thus, Q% (s,a) = QM/(s,a) =
Q3 (s,a) — ®(s) and the optimal policy for M’ therefore satisfies.

*piyy (s) € arg max Qe (s, a) “4)
ac

— argmax Qi (s.0) — B(s) )

= argmax (J} (s, a) (©6)

* and is therefore also optimal in M. To show every optimal policy in M is also optimal in M’, simply
apply the same proof with the roles of M and M’ interchanged (and using the shaping function —F).
This completes the proof. O

Theorem A.2 (Convergence Efficiency). Consider two MDPs: M = (S, A, T, R+ F,~, po) with
Q-function Q and M' = (S, A, T, R,~, po). If we initialize the Q-function in M’ as follows:

Qy(s,a) = Qo(s,a) + P(s)
Then for all timesteps t > 0 and (s,a) € S x A:

Qi(s,a) = Qu(s, a) + () ©)
where Q; and Q) are the Q-functions of MDP M and M’ respectively.
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Proof. We prove the equivalence by induction on the update steps.
Base case (¢t = 0): By initialization definition:

Qp(s,a) = Qo(s,a) +P(s) V(s,a) (8)

Inductive step: Assume Q. (s,a) = Qx(s,a) + ®(s) holds for all (s, a) at step k. Consider the
Q-learning update for both agents when transitioning from (s, a) to (s, a’) with reward r:

In MDP M:
Quri(s,a) = Qus,a) + o [r + F(s, ) + ymax Qu(s', ) = Qu(s, a)]
= Qu(s.0) + ar[r + (70(5) = ©(5)) + 7max Qu(s', ) = Qu(s,a)|
In MDP M’:
Qhoyr(5,@) = Qils, @) + a1 + Y max Qh(s'.a') = Qi (s.a)]

= [Q(s,0) + D()] + o[ + Y maxQu(s’ ') + B()] — [Qu(s,) + B(s)]]
= Qk(s,a) + <I)(s) + g |:T -+ ’YH}ZE}XQk(s” a/) + f)/(I)(s') _ Qk(s,a) — @(S)]

Simplify the difference:

Qhes(5,0) = Qusa(5,0) = B(s) + i [12(s)) = @(s)] — s [0(s') = ©(5)]
= a(s)

Thus Q1 (s,a) = Qry1(s,a) + ®(s) maintains the invariant. By induction, the equivalence holds
forallt > 0. O

A.2 Experiment Details

A.2.1 Additional Generalization Results
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Figure 8: The evaluation results of generalization experiment.

We conduct additional generalization evaluations. Specifically, for the evaluation results shown
in Section @ the original task is ‘Metaworld-faucet-open’, the unseen tasks are ‘Metaworld-
drawer-close’, ‘Metaworld-button-press-wall’, ‘Metaworld-button-press’, ‘Metaworld-coffee-button’,
respectively. For the results shown in Figure[A.2.1] the original task is ‘Metaworld-pick-place’, the
unseen tasks are ‘Metaworld-drawer-close’, ‘Metaworld-pick-place-wall’, ‘Metaworld-sweep-into’,
‘Metaworld-handle-press’, respectively. We test the trained policy in evaluation tasks, and the results
are averaged over 5 seeds and 100 test per seed.

A.2.2 Baseline Settings

ELLM(ICML23)[23]] utilizes an LLM as a high-level planner, embedding subtask priors into the
policy. Since ELLM has not been previously tested on Metaworld and Maniskill, we re-implement it
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the experiments. For goal embedding, we gave the same subtask prior as in our framework to the
policy; For reward, we then gave it the subtask success reward, which is also goal-related as in its
original application. We also use our ¥ for determining current subtask to avoid enormous LLM
calls.

Text2Reward(ICLR24)[24] utilizes an LLLM to write dense reward function. As T2R has evaluate
its performance on Metaworld and Maniskill, we directly reuse its generated reward functions. If
there are few-shot and zero-shot versions of reward functions, we always choose the few-shot version
for better performance. Specifically, for ‘Metaworld-drawer-close’, ‘Metaworld-window-open’,
‘Metaworld-button-press’, ‘Metaworld-sweep-into’, ‘Metaworld-door-close’, ‘Maniskill-LiftCube’,
‘Maniskill-PickCube’, we reuse its generated reward functions. For other tasks that are not orginally
evaluated in T2R, we generate a reward function following its code using the same GPT-40 LLM.

A.3 Hyper-Parameter Details

In this section, we provide the hyper-parameter details used for our reward function generation and
reinforcement learning backbones. For progress function generation, we base on GPT-40. In the
experiments of the main body, the temperature of sampling is set to 0.7 for each experiment.

For reinforcement learning training, we employed the open-source PPO[44] and SAC
implementation[43]] from Stable-Baselines3[45] [, and list the hyper-parameters in Table and
A3l

Table 1: Hyper-parameter of SAC algorithm applied to each task.

Hyper-parameter Value
Discount factor 0.99
Target update frequency 2
Learning rate 3x 1074
Train frequency 1

Soft update 7 5x 1073
Gradient steps 1
Learning starts 4000
Batch Size 512

# of layers 3

Hidden units per layer 256
Initial temperature 0.1
Rollout steps per episode 500

Table 2: Hyper-parameter of PPO algorithm applied to each task.

Hyper-parameter Value
Discount factor ~y 0.8

# of epochs per update 15
Learning rate 1x1074
# of environments 8

Batch size 400
Target KL divergence 0.1

# of layers 3

Hidden units per layer 256

# of steps per update 3200

We utilize a 4 NVidia Geforce RTX-3090 graphic cards, 128 core CPUs, and 256 GiB memory server
for RL training. The time required for training a policy is approximately 1 hours per task (5 seeds
running simultaneouly) for MetaWorld, and between 1 to 10 hours for ManiSkill, varying with the
task’s difficulty.

Zstable-baselines3 v2.6.0 (MIT License),
stable-baselines3

code available at https://github.com/DLR-RM/
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A.4 Tasks

In this section, we provide a full list of tasks within each simulation environment, accompanied by
their corresponding language instructions. Across all tasks, we follow the default settings of their

A.4.1 Metaworld

In METAWORLD[Z]ﬂ environment, we use a 7 DoF Sawyer robot arm with a fixed base to complete
tabletop tasks. For all tasks, the observation space is a combination of the 3D position of the robot
end-effector, a normalized measurement of gripper openness, the 3D position of the manipulated
object, the quaternion of the object, all of the previous measurements, and the goal position. The
environment adopts end-effector delta position control, which means the action space consists of the
change of the end effector’s 3D position, as well as the normalized torque the gripper should apply.
For all tasks, the initial and target positions of the manipulated object and the initial joint positions of
the robot arm are variable.

button-press door-close drawer-close faucet-open Window-open
sweep-into pick-place pick-out-of-hole sweep push

Figure 9: Tasks in Metaworld.

The task descriptions are provided in the following Table[A-4.T]

Table 3: Task list of Metaworld

Task Task Description

button-press Press a button in y coordination.

door-close Close a door with a revolving joint by pushing the door’s handle.
drawer-close Close a drawer by its handle.

faucet-open Rotate the handle counter-clockwise.

window-open Push and open a sliding window by its handle.

sweep-into Sweep a puck from the initial position into a hole.
pick-place Pick up an object and move it to the goal location.
pick-out-of-hole  Pick an object out of a hole and move it to the goal location.
sweep Sweep a puck off the table.

push Push an object to the goal location.

A.4.2 Maniskill

MANISKILL[28]environment uses a 7 DoF Franka Panda as the default robot arm. For all tasks, the
observation space consists of robot proprioception information (e.g. current joint positions, current
joint velocities, robot base position and quaternion in the world frame) and task-specific information
(e.g. goal position, endeffector position). We use end-effector delta pose control mode for this

SMetaworld v2.0.0 (MIT License), code available at https://github.com/Farama-Foundation/
Metaworld
*Maniskill3 v3.0.0 (Apache-2.0 License), code available at https://github.com/haosulab/ManiSkill
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environment, which controls the change of 3D position and rotation (represented as an axis-angle in
the end-effector frame). For all tasks, the initial and target positions of the manipulated object, the
initial joint positions of the robot arm and physical parameters (e.g. friction and damping coefficient)
are variable.

PushCube

PickCube LiftPegUpright

LiftCube PullCube

Figure 10: Tasks in Maniskill.

The task descriptions are provided in the following Table|A.4.2]

Table 4: Task list of Maniskill

Task Task Description

LiftCube Pick up cube A and lift it up by 0.2 meters.
PullCube Pull a cube to the goal position.

PushCube Push a cube to the goal position.

PickCube Pick up cube A and move it to the 3D goal position.

LiftPegUpright Move a peg laying on the table to any upright position on the table.

A.5 Prompt Details

To ground LLMs into robotics simulation environments, following Text2Reward[24]] we propose
a Pythonic prompt, which can be abstracted by the experts who developed the environment. This
class-like prompt is a more compact representation than simply listing all environment attributes
linearly, which can delete redundant information and save more tokens, and this Pythonic prompt can
also better bootstrap Python code generation. More specifically, our prompt leverages python class,
class attribute, python typing and comments to recursively define the environment. For simplicity,
here we prompt the progress function to return the current subtask index together with the main
progress.

Here we provide an example of the zero-shot prompt for Metaworld manipulation tasks:

Basic Prompt provides the foundational context for the task. The prompt establishes the user’s role
as an expert in robotics, reinforcement learning, and code generation, focusing on the development of
a Python function called ‘progress function’ for RL. The objective is to help generate code that tracks
progress during task execution, guiding the learning of a low-level policy.

Basic Propmt

You are an expert in robotics, reinforcement learning and code generation.We are going to
use a robot arm to complete given tasks. Now I want you to help me write a python function
named ‘progress function’ of reinforcement learning.

Environment Information defines the environment in which the robot operates. The BaseEnv class
describes the robot and its interaction with objects in the environment, including their positions and
states. The Robot and RigidObject classes further define the robot’s end effector, object positions,
and other relevant parameters. This context provides essential details for the task, enabling the LLM
to make informed decisions about task progress and control.
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Environment Information

class BaseEnv(gym.env):
self .robot : Robot
self.obj : RigidObject
self.goal_position : np.ndarray[(3,)]

near_object = float(tcp_to_obj <= 0.3)
success = float(obj_to_target <= 0.07)

class Robot:
self.ee_position : np.ndarray[(3,)]

self.hand_init_pos: np.ndarray[(3,)]

self.tcp = self.ee_position - [0, 0, 0.045]

class RigidObject:
self .position : np.ndarray[(3,)]

self.quaternion : np.ndarrayl[(4,)]

self.obj_init_pos : np.ndarray[(3,)]

Task Information provides a description of the task to be completed by the robot. The task
description, which needs to be filled in by the user, is crucial for decomposing the task into manageable
subtasks.

Task Information

{ Fill in the task description here. } (e.g. In pick-place, the robot need to pick up the object
and move it to the goal position.)

Basic Instructions provide guidelines for writing the code necessary for the task. The instructions
emphasize the importance of using existing Python packages only when necessary, avoiding the
invention of new variables or attributes, and incorporating step-by-step reasoning with clear comments.
These instructions ensure that the code remains efficient, understandable, and aligned with the task’s
requirements.

Basic Instruction

1. You are allowed to use any existing python package if applicable. But only use these
packages when it’s really necessary.

2. Do not invent any variable or attribute that is not given.
3. Think step by step, add comment for reasoning and thought when you write code.

Reasoning Instructions outline a step-by-step procedure for task decomposition and the generation
of key functions.

Reasoning Instructions

Follow the steps below:

a. Decompose the task and generate plan_list

a.1 Decompose the given task into a series of subtasks. Each subtask should be described in a
‘verb + noun’ form. tips: ‘move to object’, ‘grasp object’, ‘move to goal’...

a.2 Generate a python list named plan_list where each subtask is an element of the plan_list.
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b. Write a ‘determination_function’ for determine which subtask we are in based on Environ-
ment Information above.

b.1 For each subtask in the plan_list, consider when each subtask is considered completed,
express the condition in python code form. Typical completion conditions: -‘Move’ com-
pletion: distance under threshold -‘Grasp’ completion: object’s z-coordinate higher than its
initialize z-coordinate.

b.2 Write a ‘determination_function’ using ‘if” and ‘elif” to categorize the current subtask
based on Environment Information - consider the logic of determining subtasks completion,
using ‘if not’ ‘elif not’ if needed.

b.3 The ‘determination_function’ return the current subtask’s index in plan_list.

c. Write a ‘progress_function’

c.1 For each subtask, construct a progress metric named ‘subprogress’ indicating the progress
of the corresponding subtask. The ‘subprogress’ should be range from O (no progress) to 1
(completed) Typical subprogress metric: the distance between the robot’s gripper and target
object normalized by its initial distance;

c.2 Based on the ‘determination_function’, add the ‘subprogress’ computation codes in the
corresponding ‘if” or ‘elif” block.

c.3 Add the ‘main_progress’ computation codes in each subtask’s ‘if’ or ‘elif” block. -
‘main_progress’ is the progress of the entire task. - typically, main_progress can be calcu-
lated by adding the current subtask idx and current subprogress, regarding all completed
subprogress as ‘1’. The completed progress can be set to ‘1’ without computing again.

c.4 ‘progress function’ return the main_progress and the current subtask’s index in plan_list.

A.6 Example of Generated Progress Function

In this section, to help better understand the generation ability and results, we provide zero-shot
generated reward function on Metaworld. The response of the prompt defined in Appendix[A.3]is as
follows:

LLM response in Metaworld-pick-place

import numpy as np
def generate_plan_list():

plan_list = [

]

return plan_list

def determination_function(env, plan_list):

if np.linalg.norm(env.robot.tcp - env.obj.position) > 0.3:
return O

elif env.obj.position[2] <= env.obj.obj_init_pos[2]:
return 1

20



elif np.linalg.norm(env.obj.position - env.goal_position) >
©.078

return 2 # Still moving towards the goal

# Subtask 4: ’release object’
else:
return 3 # Task is completed

# Progress computation for each subtask
def progress_function(env):
plan_list = generate_plan_list ()
subtask_idx = determination_function(env, plan_list)

# Initialize variables
main_progress = 0.0 # Overall task progress

subprogress = 0.0 # Progress of the current subtask

# Subtask 1: ’move to object’

if subtask_idx == O0:

# Progress of moving towards the object

initial_distance = np.linalg.norm(env.robot.tcp - env.
obj.obj_init_pos)

current_distance = np.linalg.norm(env.robot.tcp - env.
obj.position)

subprogress = 1 - (current_distance / initial_distance)

main_progress = subtask_idx + subprogress # Task

progress is the sum of subtasks

# Subtask 2: ’grasp object’
elif subtask_idx == 1:
# Progress of grasping the object (object lifted above
initial position)

subprogress = (env.robot.ee_position[2] - env.obj.
obj_init_pos[2]) / 0.5 # Normalize based on height
main_progress = subtask_idx + subprogress

# Subtask 3: ’move to goal’

elif subtask_idx == 2:

# Progress of moving towards the goal position

initial_distance_to_goal = np.linalg.norm(env.obj.
position - env.obj_init_pos)

current_distance_to_goal = np.linalg.norm(env.obj.
position - env.goal_position)

subprogress = 1 - (current_distance_to_goal /
initial_distance_to_goal)

main_progress = subtask_idx + subprogress

# Subtask 4: ’release object’

elif subtask_idx == 3:
# Task is complete, no further progress is needed
subprogress = 1.0
main_progress = 1.0

return main_progress, subtask_idx

21



NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes] .

Justification: The main claims made in the abstract and introduction accurately reflect the
paper’s contribution and scope.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes] .
Justification: Please refer to Section [6] for limitations.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes] .
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Justification: Please refer to Appendix [A.T]for the proof of the theorems.

Guidelines:

The answer NA means that the paper does not include theoretical results.

All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

All assumptions should be clearly stated or referenced in the statement of any theorems.
The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes] .

Justification: Please refer to Appendix [A.3]for experiment information.

Guidelines:

The answer NA means that the paper does not include experiments.
If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes] .
Justification: We will provide the code in the supplementary materials.
Guidelines:

* The answer NA means that paper does not include experiments requiring code.
* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

¢ The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

 The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes] .
Justification: Please refer to Appendix and for training and test details.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

¢ The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes] .
Justification: Please refer to the results in Section [ for error bars.
Guidelines:

» The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

* It should be clear whether the error bar is the standard deviation or the standard error
of the mean.
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8.

10.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CIL, if the hypothesis
of Normality of errors is not verified.

» For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

o If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer:

Justification: Partially. We report the type of compute workers, memory, time of execution
in Section[A3l

Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes] .
Justification: The research conforms with the NeurIPS Code of Ethics.
Guidelines:

e The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA] .
Justification: There is no societal impact of the work performed.
Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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11.

12.

» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA] .
Justification: This paper pose no such risks.
Guidelines:

» The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes] .
Justification: Please refer to Appendix [A.3]and [A.4]for detailed information of used assets.
Guidelines:

* The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

 For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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16.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes] .
Justification: Included in the supplementary materials.
Guidelines:

* The answer NA means that the paper does not release new assets.

» Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA] .
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA] .
Justification: This paper does not involve crowdsourcing nor research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [Yes] .
Justification: Please refer to Section 4] for the usage of LLM.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

* Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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