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Abstract

Aligning large language models with pointwise absolute rewards has so far required
online, on-policy algorithms such as PPO and GRPO. In contrast, simpler methods
that can leverage offline or off-policy data, such as DPO and REBEL, are limited to
learning from preference pairs or relative signals. To bridge this gap, we introduce
Quantile Reward Policy Optimization (QRPO), which learns from pointwise abso-
lute rewards while preserving the simplicity and offline applicability of DPO-like
methods. QRPO uses quantile rewards to enable regression to the closed-form
solution of the KL-regularized RL objective. This reward yields an analytically
tractable partition function, removing the need for relative signals to cancel this
term. Moreover, QRPO scales with increased compute to estimate quantile rewards,
opening a new dimension for pre-computation scaling. Empirically, QRPO consis-
tently achieves top performance on chat and coding evaluations—reward model
scores, AlpacaEval 2, and LeetCode—compared to DPO, REBEL, and SimPO
across diverse datasets and 8B-scale models. Finally, we find that training with
robust rewards instead of converting them to preferences induces less length bias.

Table 1: Policy fitting methods are popular for their simplicity and ability to work offline, but cannot
fully use the signal from pointwise absolute rewards (e.g., strong reward models, verifiable rewards);
they learn from relative rewards (preferences or reward differences). QRPO fills this important gap.

Offline (& Online) Pointwise Rewards

Policy Improvement: PPO, GRPO, RLOO, etc.
Policy Fitting: DPO, REBEL, SimPO, etc.
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Figure 1: QRPO outperforms policy fitting methods that
learn from relative signals in downstream general chat tasks.

Table 2: QRPO is more suitable for code
generation tasks such as LeetCode, where
the reward is canonically pointwise, ex-
pressing the test-case pass rate.

Method Avg. Pass (%)1

Llama 8B Tiilu 3 SFT 20.9 05

+ SFT on Correct 18.8 £ 11
+ REBEL 26.1+13
+ DPO 30.2 £ 14
+ SimPO 22.3 £14
+ QRPO (Ours) 32.7+10

*Shared first authorship and equal contributions. Correspondence to skander .moalla@epfl.ch.
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Figure 2: QRPO uses quantile rewards, which makes the exact expression of the partition function 7
tractable and allows fitting the solution of the KL-regularized objective with a pointwise regression, i.e., using
a single sample with its reward instead of a pair of preferences. In the pre-computation phase, we generate
reference completions from the reference model and compute their rewards. For training, we then use these
reference rewards to compute the quantile reward of training samples. In its simplest form, QRPO optimizes
the quantile reward; however, a family of transformations can be applied on top of the quantile reward to
recover a desired reward shape, while still having a tractable exact expression for Z (see Table 4).

1 Introduction

Alignment methods are highly effective in fine-tuning large language models (LLMs), improving their
conversational abilities (Ouyang et al., 2022; Stiennon et al., 2020; Rafailov et al., 2023), safety (Bai
et al., 2022), and reasoning capabilities (Lambert et al., 2024; Shao et al., 2024a; Guo et al., 2025).
They are applied as the final stage of the LLM training pipeline after pre-training the LLM on a large
corpus of data (Brown et al., 2020) and fine-tuning the LLM to follow instructions (Ouyang et al.,
2022). However, while simple and efficient methods, such as DPO (Rafailov et al., 2023), relying on
a preference reward signal, achieve strong performance in conversational tasks, more complex and
computationally intensive methods, such as GRPO (Shao et al., 2024b), have been the only alternative
to effectively optimize a pointwise reward signal.

Alignment methods are often referred to by different names, such as reinforcement learning from
human feedback (RLHF) (Ouyang et al., 2022), reinforcement learning from verifiable rewards
(RLVR) (Lambert et al., 2024), and direct alignment algorithms (DAA) (Rafailov et al., 2024), but
the underlying algorithms in most of these methods optimize a common objective from regularized
reinforcement learning (RL) (Jaques et al., 2017). This nomenclature distinguishes two dimensions:
whether the reward is optimized explicitly (RLHF, RLVR) or implicitly (DAA) and whether it is mod-
eled from (human) preference feedback (RLHF, DAA) or objectively defined (RLVR). Yet, another
crucial dimension is the data regime required by the underlying algorithm, which significantly impacts
the computational cost of the methods. Policy improvement (PI) methods, such as PPO (Ouyang et al.,
2022; Schulman et al., 2017), GRPO (Shao et al., 2024b), and RLOO (Ahmadian et al., 2024), require
online sampling as they perform online policy improvement, thus increasing the complexity and cost
of distributing large networks across training and inference engines. In contrast, policy fitting (PF)
methods, such as DPO (Rafailov et al., 2023) and REBEL (Gao et al., 2024), can leverage any data
distribution because they aim to fit a closed-form solution of the regularized RL objective valid for all
data, giving them the reputation for being simpler and more stable, as usually used with offline data.?

Existing PF methods rely on relative rewards, i.e., differences between rewards, to tractably fit the
closed-form solution, as estimating it for absolute rewards is known to be intractable due to the
difficulty of estimating the partition function. This feature has contributed to their popularity, as
human feedback can be expressed as preferences and modeled as relative rewards by preference
models. However, relative rewards can provide a suboptimal signal, for example, when both the
chosen and rejected completions are better than the training model. This leads to conflicting dynamics
with updates from samples that could both improve the model. Moreover, human feedback can
be more easily collected as absolute feedback in the form of a rating scale. More pressingly, with
the emergence of powerful absolute reward models for human alignment trained with regression

’In the LLM literature, the terms are “RL’ methods and “DAA” methods, but we feel that this is not accurate
as all methods optimize an RL objective, and methods like REBEL do not fit within the “direct” naming which
refers to directly using a preference model, which is not necessary to target the closed-form solution optimization.



such as ArmoRM (Wang et al., 2024) and Nemotron-Reward (Wang et al., 2025) and successful
absolute-reward applications such as verifiable rewards (Lambert et al., 2024), PF methods are losing
applicability and practitioners have to resort to complex PI methods to use those rewards.

To overcome this limitation, we propose Quantile Regression Policy Optimization (QRPO). This new
RL fine-tuning algorithm retains the simplicity and benefits of policy fitting methods while enabling
the use of absolute rewards to overcome their limitations and broaden their applicability. QRPO is
theoretically sound, simple, and effective at scale. We make the following contributions:

1. QRPO addresses the problem of estimating the partition function in policy fitting methods
QRPO is able to fit the closed-form optimal policy of the KL-regularized RL objective for
individual points with a pointwise absolute reward signal using a simple supervised regression.
The key insight to making this possible is using a reward distribution for which the exact expression
of the partition function is tractable. This optimization strategy has not been widely explored due
to the common concern that partition functions are generally intractable. QRPO relies on quantile
rewards and their distribution to derive this expression. This gives a partition function equal to
B(exp(1/B) — 1). Furthermore, we frame QRPO as a framework in which applying additional
transformations on top of the quantile reward still yields tractable partition functions.

2. QRPO scales with a larger pre-compute budget to estimate quantile rewards We demonstrate
that generating more reference rewards to estimate quantile rewards improves performance.

3. QRPO consistently achieves top performance in conversational and coding tasks We show
through an extensive and fair experimental protocol that QRPO consistently obtains the best
rewards and AlpacaEval (Li et al., 2023) scores. We compared our method to DPO, REBEL, and
SimPO, where each was trained in more than 200 settings of models, datasets, hyperparameters,
and distribution shifts, including Llama 8B and Mistral 7B as models and Magpie-Air (Xu et al.,
2024b) and UltraFeedback (Cui et al., 2024) as datasets. We also demonstrate that QRPO is
effective in a LeetCode (Xia et al., 2025) coding task, where the reward is canonically pointwise,
expressing the test-case pass rate and loses signal when expressed as a preference.

4. Methods that directly use a robust reward model exhibit less length bias than methods that
have to convert this reward to preferences We show that SImPO, which tries to overcome
length bias by incorporating an inductive bias using length normalization, reduces absolute length
but still shows strongly length-biased policies like DPO, while QRPO and REBEL do not.

2 Preliminaries

RL fine-tuning for LLM Alignment The underlying RL fine-tuning objective in alignment meth-
ods is formulated as (Jaques et al., 2017; Stiennon et al., 2020; Rafailov et al., 2023)

wx B [ B[R] - 0wl |l 2] m
o x~D [y~mo(-|z)

The goal is to maximize the expected reward R of mg over prompts sampled from a distribution of

user queries * ~ D, while enforcing a constraint to keep 7y close to 7, s, the instruction fine-tuned

pre-trained LLM, using a KL divergence term, weighted by 3. my is initialized from .. ¢, and the

regularization prevents the model from over-optimizing the reward function by ensuring it stays close

to the original distribution, maintaining fluency and diversity.

Policy improvement (PI) methods PPO (Schulman et al., 2017) and their variants rewrite the
RL fine-tuning objective by moving the KL penalty to the reward (Stiennon et al., 2020, PPO), or
consider it as an auxiliary loss (Shao et al., 2024b, GRPO), to then effectively optimize a standard
RL objective by taking policy gradient steps to improve the policy online. Hence, these methods
require sampling before each gradient step, requiring extra complexity to host inference instances of
the policy, and making them more costly in terms of time and computational resources.

Policy fitting (PF) methods Objective 1 admits a closed-form solution, expressed as

Z(x) B

Policy fitting methods leverage this expression to fit the optimal policy. By substituting the optimal
policy m* with a parameterized model 7y in Equation 2, we can formulate a distribution matching or

Ty | #) = ——Tre s (y | ) exp (;R(;v,y)); Z(2) = 3 Mresly | ) exp <1R(x7y)>. %)



regression task. However, estimating 7* directly is known to be intractable due to the difficulty in
estimating the partition function Z (Rafailov et al., 2023). Hence, current methods resort to relative
signals between two completions to eliminate the absolute partition function. Indeed, we have:

R(a.y) = log =L 105 7(a) 3)
Tref (y | x )
and we see that the difference in rewards between two completions gives a relative expression between
two policies that is independent of the partition function:
+ —y_ ™" | x) ™y~ | ) )
R(z,y") = R(z,y~)=p <log P log o o)

When the reward is used to parameterize a preference model, such as the Bradley-Terry model (Bradley
& Terry, 1952), this difference gives the preference between two completions p(y™ = y~) =
o(R(z,yT) — R(x,y™)), and direct preference optimization methods such as DPO (Rafailov et al.,
2023) learn the policy by substituting the reward difference by the policy difference and fitting the
preferences. Gao et al. (2024) propose REBEL, which fits the optimal policy by directly regressing
the difference in log-probability ratios to the difference in rewards (as shown in Equation 4). The
REBEL algorithm was originally presented as an iterative method; however, in this work, we focus
on the RL fine-tuning objective with a fixed reference policy, and as the first iteration of REBEL
already fits the optimal policy relative to 7.y we present REBEL as a policy fitting method.

“

Fitting a relative signal from two completions of a policy still remains a significant limitation, as two
completions could both be better or worse than what the current model outputs, causing conflicting
dynamics through updates to the policy to both increase and decrease the likelihood of two good
or bad completions. The relative signal also naturally degrades the absolute information present in
a single sample. In what follows, we present a novel algorithm that enables policy fitting with an
absolute reward signal, addressing the abovementioned limitations.

3 Quantile Regression Policy Optimization (QRPO)
A canonical objective We start by rearranging Equation 2 as

(y | 2)
Tref (y ‘ T )

By substituting the optimal policy 7* with a parameterized model 7y, we obtain the following
regression objective for the RL fine-tuning task:

R(z,y) — Blog Z(x) = Blog (5)

2

min E R(z,y) — Blog Z(x) —p log oy |2)
To x,y Wref(y ‘ $)
calibrated target

; (6)

We choose the mean-squared error (MSE) as a loss, which is also a common choice in other LLM
alignment algorithms (Azar et al., 2024). Moreover, as a consequence of the central limit theorem, the
noise at the target value is likely to have a Gaussian distribution, which makes the MSE appropriate.

The objective in Equation 6 is the most straightforward regression objective to derive from Equation 2
and is aimed at by previous work (Gao et al., 2024; Pierre Harvey Richemond et al., 2024), but is
still intractable due to the difficulty in estimating the partition function Z, leading to these previous
attempts to resort to approximations (Pierre Harvey Richemond et al., 2024) or to forgo it entirely (Gao
et al., 2024). However, this form has multiple benefits, and QRPO’s main contribution is to transform
the reward to maintain this regression objective while making the partition function tractable.

Why this objective? First, unlike policy improvement methods such as PPO, the training com-
pletion y does not have to be online with respect to mg and can be sampled from any distribution,
such as an offline dataset to leverage pre-existing data (as in DPO originally), online data when novel
exploration is needed, as in Online DPO (Qi et al., 2024), or a mix of offline, off-policy, and on-policy
data. This is a significant benefit of policy fitting methods.

Second, the primary rationale for employing an absolute reward signal instead of a relative one (as
in DPO or REBEL) is that an absolute signal not only contains strictly more information but also
qualitatively influences the optimization dynamics when data coverage is limited. Relative reward



methods leverage limited data coverage by increasing the difference between paired samples, often
simultaneously lowering the probabilities of both (Pal et al., 2024). This consistent reduction in prob-
abilities leads to unintended probability mass drifting toward out-of-distribution samples, resulting
in unstable or ineffective long-term training (Razin et al., 2025). In contrast, an absolute reward
approach enforces model probabilities to match fixed, predefined targets, directing probability mass
explicitly toward higher-reward samples rather than drifting towards out-of-distribution outcomes,
enabling stable and effective optimization. See Appendix A for a comprehensive discussion.

Insight 1: The partition function can be expressed in terms of rewards only The main argument
commonly supporting the difficulty of estimating Z () in Equations 6 and 2 is the intractability of
the infinite sum over completions y for an LLM. Our first insight is to show that the partition function
can be expressed using only the distribution of reference rewards R (z, y) for completions y drawn
from the reference policy me (- | ). Let P y(r|x) be the probability of a reference reward r, and
M denote the moment generating function (MGF). We show that (proof in Appendix D):

Z() = Brapy (1o €3] = M (1/8). ™)

This derivation allows us to have a better intuition of the challenge of estimating the partition function:
it is particularly challenging with reward distributions that have a right tail because the exponent of
large rewards, which happen with low probability, makes the estimate very noisy. We support this
intuition with a theoretical analysis of the noise amplitude of Z(x) when rewards follow a standard
normal distribution, which can be an example for typical LLM reward distributions, such as in our
experiments, which do have a right tail. We show that with 8 = 0.1, approximately 10° samples are
required to achieve a reasonable signal-to-noise ratio in the estimate of Z(x) (proof in Appendix H).

Insight 2: We can derive Z analytically if we know the reward distribution Our rewriting of
Z(z) in Equation 7 opens the new alternative of computing Z(z) analytically. In fact, the partition
function takes the form of the moment generating function at % for the reference reward distribution,
which is known for common distributions or could be derived by computing the expectation.

Insight 3: QRPO—the quantile-based reward gives a uniform distribution The reference
reward distribution can be arbitrary, and assuming a specific distribution to leverage the above insight
could introduce significant errors. However, we can transform the initial reward into one with a
known distribution. QRPO uses the quantile transformation to achieve this. We begin by defining the

cumulative distribution function (CDF) of rewards under the reference policy for a fixed input x:
Frep(z,r) = Pr {R(x,y") <r}. ®)

Y ~mres (-|7)
This CDF intuitively represents the probability that a sample from the reference policy will have a
reward less than or equal to a given value . We then introduce the quantile reward transformation:
Ro(@,y) = Frep(z, Rl y) = Pr " {R(z,9') < R(z,9)} . ©)
~res (|2

When the reference reward distribution can be treated as continuous, such as with a reward model or a
coding test-case pass rate, as in our experiments, the resulting distribution of the quantile-transformed
reference rewards Ry (z,y) for y ~ mpes(- | ) is uniform, independently of the reference policy
(Appendix E).> Therefore, using Eq. 7 which holds for any rewards, the corresponding partition
function for this new reward is simply the MGF of the uniform distribution (details in Appendix F):

Zy(x) = B (exp (1/8) = 1). (10)

Hence, we obtain a tractable regression form of Objective 6 (see Appendix A for an interpretation):

(- svefs(on(2) )} o2l

For computational stability, we neglect the —1 term as exp(1/) is typically very large for useful
values of 5 < 0.1, and use log() + 1/ for log Z, obtaining

Lorro = E
x,y

2
Lorro=E l(Rq(:c,y) — Blog(8) — 1 — Blog m) ] : (12)

3For completeness, we also derive QRPO for reward distributions with a small number of possible values in
App. F by directly estimating the expectation for quantile rewards, as they do not result in a known distribution.




Algorithm 1 (Offline) Quantile Reward Policy Optimization

Require: Dataset D = {z;,y;} of prompts and completions, reference policy 7, s, reward function
R, scaling factor 3, number of reference rewards n to generate, and number of training steps 7.

Pre-computation phase:

(Dataset rewards) Vxz;,y; € D, pre-compute T, f(y; | ;) and R(z;, y;).

(Reference rewards) Vx; € D, sample n reference completions y; ; ~ Ty f(~ | ;) and annotate
them with R to obtain the reference rewards Sycf,; = {R (24, i,;)}.

Training phase:
Initialize policy 7y ¢ ..y and minimize the following loss with gradient descent for 1" steps.

2
mo(yi | i)
E,,y)~p |Rq(Ti,yi) — Blog f — 1 — Blog ——————~
(zi,yi)~D q( ) Wref(yi|177;)

Where Rq(zi, i) = Lg%f\ Zn(wi,yi,j)es,,,ef’i HR(zi,yi,5) < Rlziyi)}t

QRPO as a framework We can generalize the derivation of QRPO to more general reward
transformations. Specifically, we can apply a wide range of functions f on top of the quantile reward,
while still retaining the ability to analytically derive the corresponding partition function when the
reference rewards can be treated as continuous (proof in App. F):

B 1
Rle.s) = F Ryfa))s 20) =24 (1/3) = [ esp(5(0) at. (13)

where f represents any function defined on the interval [0, 1]. This formulation demonstrates a
significant flexibility of QRPO, positioning it as a general framework and allowing the design of
reward distributions with specific properties that shape the structure of the optimal policy.

A new optimal policy The optimal policy of the RL fine-tuning objective depends on the reward.
Therefore, optimizing the quantile reward (Eq. 9) or its generalized transformed version (Eq. 13)
produces policies with different properties compared to optimizing the original reward. Notably,
Balashankar et al. (2024) demonstrate that optimizing the quantile reward is equivalent to optimizing
the win rate against the reference policy and further allows to optimize the policy performance for a
specific inference-time scaling strategy by choosing a specific transformation f on top of the quantile
reward in Eq. 13. This highlights a key advantage of the QRPO framework.

Foundations for theoretical analyses The analytical tractability of the partition function in QRPO
is just one example of the broader opportunities for theoretical analysis enabled by quantile-based
reward framework. To illustrate this, we conduct an initial investigation into the impact of different
transformation functions in Eq. 13. In Appendix K, we show that for a class of functions f(¢) that are
strictly increasing and finite at t = 1, the resulting optimal policy is invariant to the specific choice of
f when g is sufficiently small. However, understanding the effects of other types of functions, the
relationship between the optimal policy and the optimization dynamics, and several other related
questions remain open problems and represent key directions for future research.

Noise amplitude in the regression objective We have eliminated the noise in the partition function
by using an exact expression computed analytically. However, we have introduced new noise in the
regression objective, originating from the transformed reward R, (z, y), as it requires estimating a
quantile. We show in Appendix H, using a similar analysis as in Insight 1 with a Gaussian distribution,
that the noise in the calibrated target (Eq. 6) computed by keeping the original reward and estimating
Z(x) is significantly higher than when estimating the quantile reward and using the exact expression
of Z(z), in particular for the order of magnitude of 8 commonly used in RL fine-tuning (0.1 and
lower). Hence, QRPO reduces the noise in the objective function dramatically, and we therefore
enable the general approach of policy fitting with pointwise absolute rewards to work well in practice.

A practical algorithm QRPO is implemented similarly to popular policy fitting algorithms pri-
marily used in an offline regime for their computational simplicity, so we present an offline version
of QRPO (although QRPO is not limited to the offline setting). QRPO does not use a pairwise
preference dataset; it uses a dataset with prompts and completions (as in SFT), but also requires a
reward model or function. A preliminary step (pre-computation) is to generate reference completions
and annotate them with rewards denoted S5, = {R(x;, i )} to estimate the quantile rewards
during training. We used between 1 and 20 reference completions in our experiments, and note
that these generated completions can themselves be reused as the training completions to serve as
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Figure 3: Scaling Performance of QRPO with a varying number of reference rewards generated during the
pre-computation phase to estimate quantile rewards, in off-policy and offline distribution shifts with different
values of KL regularization () for Llama on Magpie-Air with ArmoRM. We report the average online test reward
with error bars indicating the standard deviation over three seeds. In the off-policy case (where training samples
closely match the reference model’s distribution, here generated by the reference model itself), performance
steadily scales with more reference rewards, and is cost-effective for higher regularization (8 = 0.1), typically
used in large post-training pipelines. In contrast, in the offline case (high distribution shift due to training samples
from a more performant model in this case) QRPO achieves near-optimal performance with very few reference
rewards and has minimal gains from additional pre-computation, which may be more cost-effective for lower
regularization (5 = 0.003). This shows QRPO’s pre-computation scalability and effectiveness in both scenarios.

an off-policy dataset. Then, in the training phase, QRPO minimizes Equation 12 with fully offline
stochastic gradient descent, computing the quantile rewards using S,.. A summary of the algorithm
is presented in Algorithm 5. A nice feature of the quantile reward in QRPO is that, as in DPO, it
allows comparing [ values across domains independently of the original scale of rewards.

4 Experiments

Setup We conduct our experiments in general chat and code generation. Our main setting is a
single-turn general chat task, a common research testbed for offline RL fine-tuning in LLM alignment,
and we add a code generation task where the model is asked to generate code that passes unit tests
given a description. We focus on comparing QRPO with policy fitting methods offline, and choose
DPO, REBEL, and SimPO as our baselines. Each captures a fundamental means of fitting the
solution of the RL fine-tuning objective: DPO for relative preferences, REBEL for the relative reward
difference, and QRPO for the absolute reward. We added SimPO to compare to methods that replace
the canonical implicit reward with a reward derived from an inductive bias (Ilength normalization).
We select a comprehensive set of models, datasets, and distribution shift settings and sweep over the
same comprehensive hyperparameter budget for each algorithm, resulting in 225 trained models for
each algorithm. Additionally, we adopt a three-fold data split (train/validation/test) with three seeds
to perform robust hyperparameter selection and report error bars. Our setting captures many of the
experimental settings used in previous related work (Gao et al., 2024; Meng et al., 2024) and allows
for broader comparisons. We present our experimental protocol in detail in Appendix M.

QRPO does not require a large pre-computation budget and scales with a larger budget to
estimate the quantile reward To practically validate our choice to estimate the quantile rewards
instead of the partition function, we plot in Figure 3 QRPO trained with an increasing number of
reference rewards generated in the pre-computation phase to estimate the quantile reward, for different
values of the KL regularization hyperparameter 3, with lower 3 leading to less regularization and a
larger change in the model. We distinguish two settings: the off-policy setting, where the training
samples are close to the distribution of the reference model and initial training checkpoint which are
the same, e.g., in our case the samples have been generated from the reference model, and the offline
setting, where there is a high distribution shift between the training samples and the reference/initial
model, e.g., collected from humans or in our case in Magpie-Air they have been generated from a
more performant model. In the off-policy case, the performance of QRPO scales with a larger number
of reference rewards generated in the pre-computation phase, which indeed gives a more precise
signal to estimate the quantile reward of the training samples, as they lie in a dense region of the
estimated reference distribution, thanks to the weak distribution shift. However, in the offline case,
with a high-quality dataset, the performance of the trained model is very lightly impacted by varying
the number of reference rewards, and only a few reference rewards, as few as 1 or 3, are enough to
capture the information needed to train the model. Indeed, in this case with high distribution shift,
pre-computing more reference rewards does not necessarily make the quantile signal more precise, as
the rewards of the training samples lie in the sparse right tail of the estimated reference distribution.



Table 3: QRPO compared to baselines. We report original (Orig.) and length-controlled (LC) rewards (defined
in App. M) on a held-out test split with means and standard deviations over three seeds, and the AlpacaEval
2 original and length-controlled win rates (WR and LC) with their standard errors. Higher is better. We bold
the highest numbers with intersecting means =+ one standard deviation after rounding. The best model for each
algorithm is selected according to a validation set from training with 9 hyperparameter combinations (learning
rate and 3) across 6 distribution shift settings, including the option to first SFT on the chosen answer (Initial vs.
SFT-chosen) and then the option to fine-tune on set dataset completions (offline) or generate new completions
from the initial checkpoint (off-policy) and annotate them (using the best vs. the worst among 6 completions, or
by ranking a random pair of samples). We rank the preference pairs used by DPO and SimPO using the same
reward model (ArmoRM) used by REBEL and QRPO, ensuring an equal potential signal source for all methods.

Magpie—Air Dataset UltraFeedback Dataset

Model Method ArmoRM Reward AlpacaEval 2 ArmoRM Reward AlpacaEval 2
LC Orig. LC (%) WR (%) LC Orig. LC(%) WR (%)
Initial 0.1518 + 0.0011 0.1519 + 00010 18.1+04 10.8+11 0.1294 + 0.0006 0.1293 + 0000s  18.1+04 10.8 + 11
SFT-chosen  0.1648 + 0.000s 0.1649 + 00008 23.0+03 20.6+14  0.1219 +0.0008 0.1219 + 0.0007 9.8+04 7.5+09
L!Iz‘l:;: §B DPO 0.1904 + 0.0003 0.1943 + 00002 47.7 + 01 53.7+18  0.1493 + 0.0001 0.1491 + 00001 39.4 + 04 34.3+17
SFT SimPO 0.1975 00003  0.1976 £o00002 49.2 £ 01 49.6+15s 0.1535+00000 0.1539 £00002 47.0 02 39.2+17
REBEL 0.1889 + 0.0012 0.1937 00011 46.3 + 01 45.5+18  0.1488 + 0.0004 0.1487 +0000s  39.5+ 04 37.8+17
QRPO 0.2005 + 0000+  0.1972 400003 50.6+01 56.5+17 0.1556 +0.0017 0.1504 + 00008 49.8 +01  65.6+17
Initial 0.1598 + 0.0008 0.1598 + 00006 27.6 + 04 21.6+15  0.1348 + 0.0000 0.1349 + 00000  27.2+04 214414
. SFT-chosen 0.1633 + 0.0004 0.1633 00006 25.3 +03 26.2+16  0.1254 + 00015 0.1258 + 00013 13.4+04 10.2 £ 11
NI;:;{?}]ZB DPO 0.1898 + 0.0003 0.1901 + 00001 42.1+0.1 49.8+15 0.1465 + 00008 0.1480 + 00007 38.8 +02 39.0+17
v0.2 SimPO 0.1879 + 0.0012 0.1884 + 00001 44.0 +0.1 49.9+15 0.1478 + 00007 0.1472 + 00005 38.8 +02 34.8+17
REBEL 0.1884 + 0.0002 0.1864 + 00002 40.7 + 0.1 46.5+15 0.1466 +0.0006 0.1457 00007 31.5+02 35.5+17

QRPO 0.1893 = 0.0003 0.1886 + 00002 44.4+01  46.6+18 0.1470+0007 0.1469 +o00007 38.8+02 36.7+17

Furthermore, by varying the KL regularization strength, we observe a tradeoff between using
the off-policy versus the offline regime. For a relatively large regularization (8 = 0.1), the off-
policy regime outperforms the offline regime with a relatively low number of reference rewards and
continues to surpass it with more reference rewards. This aligns well with modern post-training
pipelines (Grattafiori et al., 2024; Lambert et al., 2024) which use a relatively large regularization
to train on large datasets targeting multiple tasks and capabilities, and perform multiple iterations
of policy fitting on newly sampled data from the latest model. The Llama 3 models (Grattafiori
et al., 2024), for example, have been trained with DPO with 5 = 0.1 for several rounds, updating
the reference model and sampling from it at each round; QRPO would be easily integrated into this
off-policy pipeline to provide its top performance. Also note that in this case, all the previously
generated reference completions can be reused as training samples to generate a growing training
dataset. Yet, for a low regularization (8 = 0.003), the offline regime with high-quality offline data
and minimal KL constraints yields the highest performance overall across f3s, and the off-policy
regime requires a large number of reference rewards to reach comparable performance. Although this
setting combined with offline data would not provide stable results for large post-training pipelines
due to a large test-time distribution shift (see Appendix A for a comprehensive discussion), it is the
setting where research papers report their best results, as it eventually provides the best performance
on narrow tasks, leveraging high variance combined with hyperparameter optimization. Most of the
best models for all the algorithms we train also result from this low regularization offline setting,
which at the same time allows QRPO to provide strong results with very few reference rewards, but
we minimize the impact from a selection bias by adopting a robust model selection protocol.

QRPO demonstrates top-tier performance Table 3 shows that QRPO achieves notably strong
results in optimizing the offline RL fine-tuning objective for general conversational tasks, translating
effectively to downstream evaluations on AlpacaEval. QRPO models consistently rank among
the top-performing models based on length-controlled metrics, suggesting that the approach also
mitigates the well-known length bias issue, which we analyze in the next section. Notably, on the
Magpie-Air dataset—which contains completions from Llama-8B-Instruct, which is stronger than
our initial models—we only use a single reference reward in QRPO to estimate the quantile reward,
corroborating our results from the scaling analysis (section 4). Indeed, most of the algorithms trained
on Magpie-Air obtained their best performance in the offline distribution shift setting, leveraging
the quality of the dataset. For the UltraFeedback dataset, which is significantly lower quality than
Magpie-Air and the initial models, we still only used 3 reference rewards for QRPO, and most of
the algorithms obtained their best performance in the off-policy distribution shift setting, replacing
the completions from the dataset with the reference model completions. Appendix N shows the
hyperparameters and distribution shift settings for which each algorithm obtained its best model.



Table 2 also shows that when the task is canonically expressed with rewards instead of preferences,
QRPO is more effective than the baselines in optimizing these rewards, which for baselines are
converted to preferences and lose their absolute signal. In our case, it’s the performance on LeetCode
problems where the reward of a solution to a problem is computed as the test-case pass rate over the
test suite for the problem. This opens an avenue for novel applications using policy fitting methods
for fine-tuning large language models. It is also interesting to note that SimPO, with its inductive bias
made for conversational abilities, falls significantly short in optimizing this coding reward.

QRPO with robust rewards is less prone to length bias than preference methods with labels from
the same rewards We analyze the best model for each algorithm and setting for signs of length bias.
Length bias (or correlation) is a spurious cor- 500

relation between the output length and the per- <D> :;%5 ;2'3,937
formance of models resulting from RLHF and E) 400 A REBEL p=-0.14
DAA training (Dubois et al., 2024; Singhal etal., T ® OQRPO,p=-0.16
2024; Park et al., 2024). It’s undesired as it in- g 300 &

creases the verbosity and inference cost of the <

models without necessarily improving their un- 5

biased performance. It is inherited from train- E 200 \.O\
ing on (underspecified) preference labels. How- 5 i —
ever, the reward model ArmoRM (Wang et al., 2100 e

2024) we use in our experiments has been ex-
plicitly trained to counteract this length bias in 0
its scalar value and we show that QRPO and
REBEL trained with this scalar value exhibit
less length bias than DPO and SimPO which Figure 4.: .L.ength bia§ Complet.ion 1.eI‘1gth difference
convert it to preferences, potentially inheriting from the_ initial checkpoint vs. the implicit reward of test
the length bias back. Similarly to Park et al. completions generated by the best Llama model trained

. on Magpie-Air for each algorithm. Implicit rewards
Eﬁgziflzi)gfi:tfecgatrz: Coglsp lvizoﬁlal\?:ggf gn‘é:;iz; (colloquially, DPO rewards) are induced by the policy,

: - which is optimal for these rewards according to the RL
reference completions for each prompt to train fine-tuning objective. We report a linear fit with a marker
QRPO, we are in the position to leverage a bet- indicating the average completion length and Spearman
ter signal for length bias than previous work. rank correlation. SimPO reduces the average completion
We take a per-prompt standardized completion length compared to DPO (cloud shifted to the left), but
length, which for each prompt and completion its policy still exhibits as much length bias as the DPO
generated by the trained model, is the length of ~policy. In contrast, QRPO and REBEL, which use the
the completion standardized by the distribution ~reward signal, do not exhibit a length bias trend.

of reference completions in that prompt (that we generated in the pre-computation phase). Hence,
unlike prior work, our x-axis captures the length increase for each prompt independently. For implicit
rewards, in the same manner as Park et al. (2024), for each model (policy), we consider the reward
parameterized by this policy according to the RL fine-tuning objective (Eq. 3 without Z, colloquially
the DPO reward). This is the reward for which the trained policy is optimal. Hence, if there is strong
length bias or correlation in the reward, we can say that this is also a feature of the learned policy, as
it is optimal for that reward. Results are shown in Figure 4 and Appendix N. We observe the typical
positive slope for DPO reported by Park et al. (2024), and surprisingly, we observe the same slope for
SimPO. Although SimPO decreases length overall (the cloud is shifted to the left compared to other
models), the length bias trend is still present. On the contrary, we observe that QRPO and REBEL
exhibit much less length bias. We conjecture that this improvement is due to effective training with
the robust ArmoRM reward signal, which for SimPO and DPO is lost in the binary preferences.

Completion length (normalized)

5 Related work

Preference optimization A large body of research on policy fitting methods in RL fine-tuning has
focused on developing preference-based algorithms to compete directly with DPO (Rafailov et al.,
2023) by better learning from preferences. The list includes IPO (Azar et al., 2024), ORPO (Hong
et al., 2024), CPO (Xu et al., 2024a), and SimPO (Meng et al., 2024). However, many of these
methods deviate from optimizing the RL fine-tuning objective and attempt to better optimize human
feedback for conversational abilities. With comprehensive results, SimPO positions itself as the most
competitive method and shows that a well-tuned DPO is still superior to most other methods. Hence,
we choose to compare to DPO to capture most of these methods, to SimPO to capture one competitive
way to include inductive bias in the objective, and to REBEL to illustrate fundamentally different
ways of optimizing the RL fine-tuning objective: preferences vs. reward differences.
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Offline alignment with a pointwise signal DRO (Pierre Harvey Richemond et al., 2024) formulates
the same regression objective in Eq. 6, but proceeds to learn the partition function jointly with the
policy. Although the approach is close to our motivation and derivation, DRO no longer benefits from
the simplicity and stability of policy fitting methods, as it learns a policy and a value function through
joint optimization. In this work, we evaluate simple policy fitting methods and thus do not compare
against DRO (which also does not have an open implementation). More recently, the same objective
has also been used in SPO (Cohen et al., 2025), AGRO (Tang et al., 2025), and TBA (Bartoldson
et al., 2025) which like DRO get both the policy and the partition function from Eq. 5 but instead
of learning the partition function they propose different ways of estimating it. These works mostly
focus on semi-online training and do not demonstrate competitive performance in the offline regime.
Alternatively, KTO (Ethayarajh et al., 2024) drops the partition function in the KL-regularized optimal
reward (Eq. 3) and optimizes for human utility based on prospect theory (Kahneman & Tversky,
2013) instead of preferences, making the partition function irrelevant and the objective optimizable
with pointwise binary human feedback. KTO could be considered as a baseline using a pointwise
signal; but, since it excessively diverges from the RL fine-tuning objective, and Meng et al. (2024)
show that empirically, using similar benchmarks to us, we do not KTO consider as a baseline.

Quantile rewards The cumulative density function of the rewards under the reference policy has
been used in both the vBoN (Amini et al., 2025) and BOND (Sessa et al., 2025) algorithms to derive
the distribution of the best-of-N (BoN) policy and identify the BoN policy as induced by optimizing
the log-quantile rewards in the RL fine-tuning objective. However, both derivations focus specifically
on the event defining the BoN probability and do not stem from the solution to the KL-regularized
RL objective, which in these works remains intractable due to the partition function. QRPO instead
uses the quantile reward as a universal solution to derive the partition function and the expression
of the induced policy. In fact, we have the BoN policy as a special case of our framework using the
log-quantile transformation. Another difference with our work is that we opt for a regression loss
rather than a distribution matching loss. Gulcehre et al. (2023, ReST) also experiment with an SFT
loss on the best off-policy data according to a quantile reward threshold. We believe that comparing
QRPO, BOND, vBoN, and ReST can be made in the scope of the more targeted open question of
studying the BoN distillation problem, but is out of the scope of the claims made in our work.

Offline & off-policy policy improvement There is a growing body of research attempting to
make policy improvement methods work off-policy, such as TOPR (Roux et al., 2025), which uses
truncated importance sampling ratios, and ReMix (Liang et al., 2025), which combines regularization
techniques for data reuse. This is a promising direction, confirming that QRPO tackles an important
gap in the literature to optimize pointwise absolute rewards with data from other distributions.

6 Conclusion and discussion

We have presented Quantile Reward Policy Optimization (QRPO), a novel RL fine-tuning algorithm
that uses quantile rewards to derive a tractable expression of the optimal solution to the KL-regularized
RL objective with its partition function, and fits it with a simple regression on individual samples;
therefore, directly using the pointwise absolute reward of samples instead of relying on preferences.
We have shown that QRPO provides strong empirical results on chat and coding tasks, scales with
the pre-computation budget, and is less prone to length bias. We believe that QRPO unlocks a new
avenue for policy fitting methods, which can combine any data distribution during training, benefit
from offline scaling, and now use the signal from absolute pointwise rewards.

Limitations and open questions We have proposed QRPO as a framework and shown that transfor-
mations can be applied on top of the quantile to reshape it into the desired form while still maintaining
a tractable partition function. However, we have not explored these transformations empirically. We
encourage future work to study them and provide further understanding in Appendix B. A notable
limitation of the quantile reward is that it is based on the reference policy, and when the model
improves drastically beyond the reference policy, the quantiles become less informative. Still, this
can be overcome by performing iterative training and updating the reference policy, as is done in
many state-of-the-art open-source post-training pipelines. Finally, QRPO and policy fitting methods
in general can leverage any distribution, including online data, but we only focused on offline data to
compare with other policy fitting methods. An open question is the impact of online data, potentially
in combination with offline and off-policy data, and a comparison to policy improvement methods
such as GRPO, which rely critically on online data.
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A QRPO loss and gradient interpretation
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Figure 5: Distribution of the initial reward R for a given prompt under the reference (7. r) and optimal (7™*)
policy distributions for different values of 8. The optimal policy is maximizing the RL fine-tuning objective
(Equation 1) with the quantile reward R,. In this plot, the reference reward distribution is assumed to be
Gaussian, which can serve as a good example for rewards obtained from a reward model in a general chat task.
With this assumption, we can compute both the reference and optimal reward distributions analytically. Refer to
the final paragraph for the derivation. Left: Gradient update direction for samples with different reward values.
The quantile reward R, = (8 log Z, corresponds to the reward R at the intersection point of the densities. This
value plays the role of a threshold, which separates the samples with rewards below the threshold that should
have their probability decreased, and samples with rewards above the threshold that should have their probability
increased. Right: Position of the optimal policy reward distribution for different values of 8. A smaller 5 leads
to a larger target distribution shift, resulting in a gradient that decreases the probability of the majority of samples
around the reference policy (see left plot for the intuition).

(Rq@c,y) ~ BlogZ, — flog Mﬂ

The QRPO loss has the form:  Lgrpo = E
Tref (y | x

z,y

with Zy=p (exp <;) — 1)

or with an additional transformation of the quantile reward R = f(Rg) and its corresponding Z as
described in Equation 13 and Appendix B.

The loss has a simple and intuitive meaning of pushing the probability of each sample in the training
dataset (offline or online) towards the probabilities of the optimal policy that maximizes the RL

fine-tuning objective (Equation 1) with the transformed reward R, (or R). Writing the model updates
given by the QRPO loss gradient and highlighting terms in the equation we get:

mo(y | =)

Vologmy(y |
et (] ) Wiz

—VoLorro =28 E Ry(x,y) — Blog Z, | — Blog
T,y

calibrated target

(14)
To minimize the loss, starting from an initial checkpoint equal to the reference policy, the update
increases (respectively decreases) the policy’s probability for samples with a positive (respectively
negative) calibrated target. This adjustment continues from an initial log-ratio of zero until the
log-ratio aligns with the calibrated target.

In light of known issues with existing policy fitting methods—such as their tendency to decrease the
probabilities of both chosen and rejected samples (as seen in DPO-like approaches)—it is particularly
interesting to analyze QRPO from the same perspective. As shown above, at the start of training,
the QRPO update increases the probability of a sample only if its calibrated target is positive. Since
the term 3 log Z, is constant across all samples (i.e., independent of x and y as the quantile reward
normalizes the signal in each prompt), it acts as a threshold: a sample’s reward R, (z, y) must exceed
this value for the probability to increase. For example:

» with 8 = 0.1, the threshold is 5log Z; ~ 0.77,
e with 8 = 0.01, the threshold is =~ 0.95,
e and with 8 = 0.001, it reaches ~ 0.99.
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Figure 6: log % dynamics for chosen and rejected responses when training with QRPO on a preference
dataset in the offline regime with 8 = 0.1. We plot the average completion log-ratio over all the prompts in the
evaluation set. log-ratios start at 0 when the trained policy is initialized 7o (y | ) = Tres(y | ), and during
training become positive if wo(y | ) > Tres(y | ) and negative if mo(y | ) < Tref(y | ). As desired, we
observe that they become positive for chosen completions and negative for rejected completion. Indeed, with
B = 0.1 the quantile threshold for samples to increase their probabilities is at R4 = 0.77 and in this dataset
chosen samples have an average R, of approximately 0.91, while rejected samples have an average of around
0.45. The initial decrease of the chosen log-ratios can be attributed to generalization caused by the gradient
being larger for rejected completions, until a clearer separation between them is learned by the model.

Recalling that R, corresponds to the CDF value of the reference policy’s reward distribution (Defini-
tion 9), we can interpret these thresholds in terms of quantiles. Specifically, if the training data points
are sampled from the reference policy (off-policy data):

 for 8 = 0.1, only the top 23% of the samples will have their probabilities increased (see
Figure 5 Left),

* for 8 = 0.01, only the top 5%,
* and for 8 = 0.001, only the top 1%.

A similar pattern holds in the offline case: for a sample from an offline dataset to be favored (i.e., to
have its probability increased), its reward must lie within the top-performing percentile of completions
under the reference policy, with the required percentile depending on the value of /.

To better understand why only a small fraction of samples see their probabilities increased, it is helpful
to visualize the reward distribution and examine the position of the optimal policy distribution for
different values of /3. Figure 5 illustrates how the optimal policy distribution shifts as 5 changes and
indicates the update direction for samples based on their rewards. We can see that for small values of
5, only a very small subset of samples from the reference policy will have their probabilities increased.
Consequently, when training with off-policy data (i.e., samples drawn from the reference policy), it’s
normal to observe an overall decrease in the probabilities of training samples—except when using
very large (. In the offline setting, a sample’s probability will increase if it has a sufficiently high
reward, specifically if it lies in the region where the optimal policy places a high probability mass.

We observe exactly this behavior for sample probabilities in our experiments. In the off-policy
regime, we consistently see an overall decrease in the probabilities of training samples for all tested
values of 5 € [0.0001,0.1]. In the offline regime, we use a preference dataset constructed for
preference training (e.g., for DPO), which includes “chosen” and “rejected” samples for each prompt.
Even though QRPO does not require preference pairs, we can use this separation to track sample
probabilities dynamics for “better” and “worse” examples. In this dataset, chosen samples have
an average R, of approximately 0.91, while rejected samples have an average of around 0.45. We
observe a decrease in probabilities for both chosen and rejected samples when 5 € [0.0001, 0.01].
However, for § = 0.1, we see an increase in the probabilities of chosen samples and a decrease for
rejected ones (see Figure 6). These results align precisely with the R, = 3log Z, threshold values
discussed above.

It is important to highlight that even though training with a small /3 results in updates that predomi-
nantly decrease the probabilities of training samples, this regime can still lead to effective reward
optimization. Empirically, we observe that due to the policy’s generalization capacity, reducing the
probability of lower-reward samples more than that of higher-reward ones implicitly increases the
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probability assigned to even better completions. Notably, our best results on the general chat task
were achieved under such “aggressive” training regime with 8 = 0.0003. However, this strategy
relies entirely on implicit generalization to shift probability mass toward higher-reward regions,
without any explicit control over where that mass moves; thus, potentially resulting in inaccurate
policy updates. In practice, we observed signs of such inaccuracies when training with small 3: while
the model initially improves rapidly, it later undergoes sharp degradation, likely due to the cumulative
effect of these uncontrolled updates disrupting performance.

While this form of low-regularization training may work well for single-task settings (as in this
and most other research papers), where the input domain is narrow and potential side effects of
inaccurate policy updates on other domains go unnoticed, it becomes risky in broader contexts. In
large-scale post-training pipelines aimed at improving multi-task performance, such uncontrolled
drift may degrade results on tasks not represented in the training data. For this reason, we consider
the “aggressive” small-£ training regime unsuitable for scenarios where robust generalization across
tasks is critical. Conversely, training with a larger S constrains the optimal policy to a lower reward
region compared to small-5 regimes, potentially limiting overall performance. However, large-scale
post-training pipelines typically mitigate this limitation by performing a few iterations of training with
relatively high 3, interleaved with collecting fresh on-policy data. This iterative approach enables
gradual improvement of the policy while maintaining explicit control over probability mass drift
(by leveraging on-policy data for the intermediate checkpoints), ultimately allowing the model to
approach the performance levels achievable with small-$ training, but in a safer and more robust
manner. It can be shown theoretically that performing [V iterations of training with 5 while updating
the reference policy to the latest policy between iterations leads to the same optimal policy as training
in a single stage with 5/N. Indeed, to get the optimal policy after the second iteration, we can use
the closed-form solution (Equation 2) for the optimal policy and replace the reference policy with the
optimal policy from the previous step:

« 1 . 1
%) = 5 miy v @) exp (5Rwn)

et Do (5Rew) e (GRG0)

1 2
= mﬂ-’ref(y | z) exp (BR(xvy))

Eventually, if one does N iterations with 3 the final optimal policy is

1 N
TNy = %ﬂ—ref(y | z) exp <5R(xay)>a
which equals the optimal policy in the closed-form solution for 5/N, providing a principled explana-
tion for why large-{ iterative schemes can reach similar final performance to single-stage small-3
training, but in a more stable manner.

Interpretation of the gradient in the on-policy case Observe that in the derivation of the gradient
in Equation 14, we pulled the derivative through the expectation without taking into account that y
can be online (as it would impact the gradient). Indeed, in the case of using online data in QRPO,
we do not need to take a derivative of the expectation over y ~ my(- | «) like it is usually done in
RL as we want the equality in Equation 5 to hold for all available y, whereas taking a derivative of
the expectation over y will reduce the support of its distribution to the cases where the equality in
Equation 5 is easy to achieve. Hence, for the online case, we have the same gradient expression, but
we can interpret it differently, as now the rewards are changing with the online sampling from the
policy:

iy X
—VoLlgorro =28 E Rq(z,y) — Blog TolylD) | _ Blog Z, | Velogme(y | x)
y~m Cle) mres(y [ o)
~Tg (| T

reward with KL penalty

Notice that it can be seen as a standard policy gradient with an advantage

([Rq(m,y) — Blog ijﬁl(’lﬁ) — Blog Zq) made from a reward that includes a KL penalty
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term, typically included in the reward in online RL methods, and a baseline term. One may argue that
the baseline term §log Z, is a constant, thus, may not be a good substitute for the baseline term
which is typically taken as the average performance of the training policy for each prompt, such as
the critic for PPO and the Monte-Carlo average return for GRPO. However, the baseline signal that
QRPO brings is in two folds: the first fold already comes from the transformation to a quantile reward,
which re-centers with respect to the performance of a reference policy and normalizes its variance;
the second fold comes with 3 log Z, which is subtracted to reflect the difference to the optimal policy.
Indeed, we show below that 3log Z, = Blog Z,(x) = Eymr(.|z) [Rq (z,y) — Blog :6;1(’536)} is
the average performance of the optimal policy with the reward including the KL penalty. Thus,
Blog Z, is a precise baseline estimate when the model approaches the optimal policy.

From Equation 5: Vy,  R(z,y) — Blog Z(z) = Blog lz)
Tref (y | x)
= BlogZ(w)ZR(x,y)—ﬂlogw
Tref(y | 7)
™y | z) ]
- 5 [posz] = 5 [RGa)- s ZULL
y~m () y~r () Tref(y | ) ]
7y | x) ]
= BlogZ(z) = E [R(z,y) — Blog i)
y~(-|) Tref(y | 7) ]
. _ m™(y|z) ]
And when using the reward R, SlogZ,(x) = E Rq(z,y) — Blog ———=
y~m () Tref(y | @) ]
On-policy training further improves QRPO
performance It is well established that on- Test rewards
policy training improves the performance of pol-  ;,;,5] = areo offine + online data

—e— QRPO offline data

icy optimization methods (Lanchantin et al., 2025; ;.
Guo et al., 2024), as it allows for better control 01735
over output probability mass drift. Although on-  §,.s
policy training is beyond the main scope of this &,
work, we nevertheless verify that QRPO also ben- 1,5
efits from this regime. Specifically, we conduct ab- ;s
lations where online data is incorporated alongside s o T 0 T 30 %0

offline data during QRPO training on the Magpie- frainfglobal.step

Air dataset. This results in a 26% greater reward Figure 7: Performance of QRPO under two training
improvement compared to training with offline  regimes: using only offline completions and using a
data alone (see Figure 7), highlighting the strong mix of offline and online completions.

potential of QRPO in on-policy settings.

Dynamic-reference KL for stable and flexible QRPO QRPO inherently optimizes a KL-
regularized reinforcement learning objective (Eq. 1). While there is ongoing debate about the
necessity of explicit KL penalties, particularly in the context of verifiable rewards (Yu et al., 2025),
recent work presents a more nuanced perspective: Liu et al. (2025) demonstrate that combining KL
regularization with periodic updates of the reference policy to recent checkpoints both stabilizes
training and prevents stagnation, thereby enabling continued improvement during prolonged RL.
Consequently, we do not view the inclusion of KL regularization as a limitation of QRPO; rather,
we recommend adopting a dynamic-reference approach, where the reference policy is periodically
updated to facilitate further reward optimization. Moreover, this strategy helps prevent saturation of
the training signal when the trained policy approaches the top quantile, ensuring the quantile reward
remains informative throughout training.

Figure 5: Deriving the reward distribution for the optimal policy analytically To derive the

distribution of the initial reward R(z,y) under the optimal policy when optimizing the quantile
reward R4(x,y), we start from the closed-form solution in Equation 2:

™(y | z) = Zimef(y | z)exp (;Rq(a@,y)). (15)
q
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Next, we sum both sides over all completions y corresponding to a given reward r = R(z,y) for
a particular prompt z to obtain the probability P*(r | ) of observing reward r under the optimal
policy:

Pi(r| )

> wulo= ¥ gl oen(5Ren)

y: R(z,y)=r y: Rzy)=r ¢

1 1
g mert 2o (5 Festen)
y: R(z,y)=r g

zow(3haen) ¥ mlo

y: R(z,y)=r

1 1
= —exp | =Frer(x,r )Pre r|x)),
70 (3Eresen) ) Prastr |2
where P (- | ) denotes the reward distribution induced by y ~ 7, (- | ). We used the definition
of the quantile reward from Equation 9, namely R, (z,y) = Frer(z, R(z,y)) which is also equal to
Fet(z,7) in the conditioned sum, to express the exponential term as a function of r.

(]

In case we can approximate the reward with a continuous distribution (e.g., in the case of using a
continuous reward model), we can use the probability densities pyct(- | ) and p*(- | ) to express
the reference and the optimal policy reward distributions:

1 1
pi(r|x) = ?pref(r | ) exp (BFref(;v,r)). (16)
q

Hence, assuming that pc¢(- | «) is standard normal we can illustrate the shift in reward distribution of
the optimal policy relative to that of the reference policy in Figure 5. This figure should be interpreted
qualitatively, as the actual distribution P,e¢(- | ) can be arbitrary in real-world scenarios.

B Guidelines for using QRPO with quantile transformation functions

Table 4: Closed-form partition functions for common reward transformations. erfi is the imaginary error
function and CDFX[I(O 1 is the inverse CDF of the standard normal distribution.

Transformation f(t) Partition function Z; ()

t B(el/f —1)
logt S
t? @ erfi(1/v/)
Vi 28[B+(1—B)el/?]
CDFxfl(O)l)(t) exp (557 )
.+ 0 CDFt 1) (1) exp(4 + )

The generalized transformed reward for QRPO has the following expression (Equation 13):

R(I’,y) = f (Rq(l’,y)) .

In this section, we discuss the common questions that need to be addressed when using a custom
quantile transformation function f, notably
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¢ how to choose it,
* how to compute its associated partition function, and
* how to choose a suitable scale for the hyperparameter (5 to balance it.

The impact of a quantile transformation function The optimal solution for the KL-regularized RL
fine-tuning objective (Eq. 2) depends on the shape of the reward distribution; therefore, the primary
function of a quantile transformation f is to modify the transformed reward distribution to have some
useful properties. One can easily obtain any desired distribution by using its inverse CDF as a quantile
transformation function (since for any distribution Y, applying its inverse CDF to a uniform sample,
x ~ Uniform[0, 1], results in CDFy' (z) ~ Y'). For example, one might wish the reward distribution
to be Gaussian with mean . and variance o2. However, after transforming it into a quantile reward
‘R4, the resulting reward is uniformly distributed. In this case, the following transformation can be

applied to recover the desired distribution: R = f(R,) = o - CDFxfl(O,l) (Rq) + 1.

Choosing a quantile transformation function Generally, it is natural to require a transformation
function f to be monotonically increasing to ensure a meaningful transformed reward. This guarantees
that higher original rewards correspond to higher transformed rewards, preserving the reward signal’s
intended structure. Furthermore, there are only two requirements for the transformation function f to
be suitable for QRPO:

1. it must be defined on the interval [0, 1], and

2. its corresponding partition function must be finite.

The first condition is straightforward, and we provide some guidelines to find functions that meet the
second condition.

Using moment generating functions One possible approach to address the finiteness condition
is to get insights from the distribution of transformed rewards R. The partition function Z (z) is
simply a moment generating function (MGF) for the distribution of transformed rewards under the
reference model: Z(z) = Ex [e!"] = Mz(t), where t = L, 7 = R(x,y) for y ~ mper(- | @) (see

Section D for the derivation). Thus, to check the finiteness of A (z), one can derive the distribution of
the transformed rewards for completions sampled from the reference model, and then check the value
of the corresponding MGF for ¢ = %

Sufficient conditions There is a sufficient condition for the finiteness of Z: if the transformation
function f is upper-bounded on the interval [0, 1], then the corresponding partition function is
guaranteed to be finite (proof in Appendix G). However, it is very important to note that this condition
is not necessary, i.e., there exist some unbounded functions (we consider the upper bound) such
that the corresponding Z is finite. An important example of such an unbounded function is the
inverse CDF for the normal distribution (the transformation we considered above to obtain a Gaussian
distribution of transformed rewards).

Computing a partition function After applying a quantile transformation to the initial reward
values, the distribution of the resulting quantile reward R, is known; therefore, the corresponding
partition function Z, can be calculated analytically. Moreover, starting from a quantile reward R,
one can apply any additional transformation f(R,) to it while still preserving the ability to compute
the corresponding partition function: the partition function corresponding to a specific transformation
function f can be computed as a simple integral (derivation in Appendix F):

Z(z) = /01 exp (;f (t))dt.

If the integral cannot be computed analytically, one can compute it numerically for each specific

value of 3 that one plans to use during the training as the value of Z (z) is constant. We provide a
table 4 with some transformation functions and their corresponding partition function values
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Scale of the 5 hyperparameter /3 is one of the most important hyperparameters when optimizing
a KL-constrained RL objective (see Objective 1), and like other alignment methods, QRPO requires
this parameter to be properly tuned. As can be seen in Objective 1, if the reward is multiplied by a
factor «, then g should also be multiplied by « to preserve the “signal-to-regularization” ratio.

A feature of the quantile reward is that it normalizes the reward between [0, 1], making 3 independent
of the original reward scale and transferable across domains. However, an additional transformation
on top of the quantile can change the reward scale again. Thus, if a transformation function changes
the typical reward scale by some factor, then, roughly speaking, 3 should be scaled by the same factor.
Hence, the typical range for 5 depends on the transformation applied to the quantile. This is rather a
rule of thumb, as the shape of the reward can also matter. This aspect is important to keep in mind
when trying different transformation functions.

We can make a more rigorous observation regarding the correct scaling of 3 in the case where the
quantile transformation function f is upper-bounded on the interval [0, 1] (see Appendix K for the
intuition). The key factor determining the relative scale of the transformed reward is the left derivative
of the quantile transformation function f at = 1. Therefore, when comparing two upper-bounded
quantile transformation functions, the ratio between their respective 3 values should be approximately
equal to the ratio of their left derivatives at x = 1. If both left first derivatives at x = 1 are equal to
zero, move to higher orders until you find the first non-zero left derivative common to both functions.
Let k be that order. Then the appropriate 3-scaling factor is the ratio of their k-th left derivatives. If
the first non-zero left derivative appears at different orders for the two functions, no single constant
can scale /3 consistently.

C Statistical Consistency and Convergence Guarantees

In this section, we analyze the QRPO objective in Eq. (11) (and its practical variant Eq. (12)) through
the lens of (i) exactness of the partition function, (ii) statistical properties of the empirical quantile
reward, and (iii) optimization with stochastic gradients.

Notation. Write the calibrated target as s(z,y) = Rq(x,y) — §log Z, and the model log-ratio as
go(z,y) == Blog =22l The population QRPO loss is £(6) = E[(s(z,y) — go(z,y))?].

Tref (ylx) :

C.1 Exactness of the partition function

Assume that, for each fixed z, the reference reward distribution » = R(z,y) for y ~ mer(- | )
is continuous (as with standard regression reward models). Then the quantile reward R,(z,y) =
Frot(z, R(z,y)) is uniformly distributed on [0, 1] for every x. Therefore the partition function is
analytically exact and z-independent:

1
Zy(z) =E [exp (%Rq)} _ / et/B dt = 3 (el/ﬁ _ 1) . 17)
0
Hence QRPO introduces no approximation or modeling bias through Z,.

Remark (discrete rewards) When R takes a small number of values, R, is no longer uniform;

however Z,(z) = 3, p(z) e'*/? remains exactly computable as a finite expectation over the atoms
{tx} with masses {py ()} (see App. F). Thus Z, is still exact.

Practical constant used in Eq. (12) If one replaces 3log Z, by Blog 3 4 1 for stability, the
calibration error is Ag = flogZ, — (Blogf + 1) = Blog(l — e~'/8) < 0. For 8 < 0.1,
|Ag| < 28e~/# < 1077, is negligible.

C.2 Empirical quantile reward: unbiasedness and concentration

For each z, let y1, ..., yn ~ Tt (- | ) be i.i.d. reference samples with rewards r; = R(z, y;), and
define the empirical quantile estimator R,(z,y) = £ -7 | 1{r; < R(x,y)}.

n

~

Unbiasedness For all (z,y), E |Rq(x,y) | m,y} =Ry(z,y).
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Uniform consistency and finite-sample deviation By Glivenko—Cantelli, sup, |F,(z,r) —

Fret(z,7)| £ 0 as n — co. Moreover, the Dvoretzky—Kiefer—Wolfowitz inequality yields, for any
€ > 0, the following distribution-free bound:

2

Pr <|7€q(m,y) —Rqy(z,y)| >¢ ’ .T) < 2e72nE

Expected error

Var (Ry(z.y) | 2.y) = Ry(z,y) (1 - Ry(z,y))

1
< —F.

~ 2yn
Thus the only stochasticity introduced by QRPO is zero-mean label noise on the target, with sub-
Gaussian tails (from the exponential bound) and O(1/+/n) rate.

<

1 ~
-, :>E‘R R
n 4n 1 4

C.3 Population argmin is unchanged by unbiased quantile noise

~

Let(z,y) = Rq(@,y) —Rq(z,y), so that E[§(z, y) | z,y] = 0. Define 5(z,y) = s(z,y) +&(z, ).
where s(z,y) = Rqy(z,y) — Slog Z, and gg(x,y) = Blog ToWle).  Then the population loss when

- Tret ()
training against s is

£(0) = E [(5(z,5) — 90(w,9))"] = £(0) + E[¢(w,9)?]

because the Cross term vanishes: E [f(x, Y) (s(x, y) — go(z, y))] _
E[E[&(@,y) | 2,9] (s — g0)] =0.

Oracle risk invariance The set of minimizers of £(6) equals that of £(6). Unbiased quantile noise
adds only a #—independent constant to the population risk.

Gradient perturbation bound (per sample) With the same £(z,y) as above, the per-sample
gradient difference is

v«gz\_ Veg = 25(':65 y) VQgg(.T, y)
If |[Vogo(x,y)|| < G (e.g., via gradient clipping), then for any £ > 0,

Pr (Hvez— Vol|| <2Ge ‘ :1:) > 1 —2¢ 2",
Equivalently, with probability at least 1 — 4, ||V(,Z_ Vol|| < 2G \/% ’

C.4 Convergence of (stochastic) gradient descent

The QRPO loss is nonconvex in 6, but the preceding results ensure that the population objective is
unaffected by empirical-quantile noise. Assume (A1) the loss is lower-bounded and L-smooth in
#; (A2) stochastic gradients have bounded second moment; (A3) either the empirical quantiles are
resampled independently across iterations (or n — oo so that & — 0), or one optimizes the fixed
empirical objective with standard SGD. Then:

1. With resampling (or n — 00), SGD produces gradients that are unbiased for VL£(6) and
converges to a stationary point of the oracle loss £(6) under standard step-size conditions

D¢ T = 00, Ztn? < 0.

2. With fixed precomputed 7%,1 (Algorithm 5), SGD converges to a stationary point of the empirical
QRPO loss. By DKW and Glivenko—Cantelli, as n — oo the empirical objective converges
uniformly to the oracle objective, so the stationary points approach those of £(6).

Summary. (i) Z, is known in closed form (or as an exact finite sum in the discrete case), so QRPO
introduces no bias via the partition function; the practical constant in Eq. (12) differs from /3 log Z,

by a negligible O(Be~'/#) shift. (ii) The empirical quantile reward is an unbiased estimator with

exponential concentration e~27¢* and expected error O(1/4/n). (iii) This induces only zero-mean
label noise, leaving the population argmin unchanged; SGD converges to a stationary point of the
same oracle objective under standard assumptions.
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D The partition function is a moment generating function at ¢t = 1/

In this section, we show how to express a partition function Z(x) in terms of a reward distribution
for completions from the reference model. Assume that R(z,y) is the reward optimized in the
objective 1, it can be an initial reward or a transformed one. Then, according to the definition of the
partition function (Equation 2):

Z(@) =Y merly | ) exp(3R(x,))

= E E Tref(y ‘ I) exp (%R(w, y)) [Stratify the summation of y by possible reward values,

, see discussion below regarding the validity of this reordering
r oy R(z,y)=r 8 g 'y of g]

= E E 7Tref(y ‘ l‘) exp (%7”) [Change R(x,y) — 7 since all y’s in the inner sum

have reward R(xz,y) = r]

= E exp (%7") E Trcf(y | Z’) [Pull exp ( i‘ 7‘) out of the inner sum as it doesn’t depend on y]

: v R(ay)=r
= E exp (%7‘) Pr {R(CL‘, y) = ’I"} [The inner sum becomes a cumulative probability of all y’s with
- Y~Tref (- "E) the reward v => it’s a probability of obtaining the reward r]
Pyt (r|z)

= Zexp(%r) Pret(r | @)

1
= Eerref(.\x) [exp(%r)] =M, (t = ﬁ) . [Use the definition of MGF]

Here we use a notation P, (r|z) that represents a probability of obtaining a reward r when sampling
a completion y for a reference model 7, (y | ) and computing the corresponding reward R(z, y).

In the last line, we applied a definition of a moment generating function (MGF) Mx (t) =
Ex [exp (£X)].

Note on the validity of the summation reordering Although the sets of possible y and r can
be infinite, the reordering of the summation is legitimate for the following reasons. A language
model by definition can generate only finite-length strings, with generation halting with probability
1 (a property often referred to as the rightness of a language model). Consequently, although the
sets of possible y and r are infinite, they are countable. Moreover, since all terms in the sum are
non-negative, the series converges absolutely, and the reordering of terms is therefore justified.

We derived an expression for the partition function that depends only on the reward distribution and
is independent of the probability distribution over completions. This result greatly simplifies both the
analysis and computation of the partition function. Specifically, if the reward distribution is known
and the moment generating function (MGF) is finite at the chosen value of (3, the partition function
can always be computed analytically or numerically. Conversely, if the partition function is known as
a function of a variable 3 and after the change of variables ¢ = < is still defined on an open interval

containing ¢ = 0, then the reward distribution is uniquely determined (E.g., using the inverse Laplace
transform) and can be recovered analytically or numerically.

This leads to an important insight: in practice, knowing the reward distribution implies knowing
the partition function (provided it is finite), and vice versa. Therefore, it is not possible to obtain
an analytical expression for the partition function if the reward distribution can be arbitrary. This
insight is central to the QRPO method, which uses a quantile transformation to ensure the reward
distribution is known and thus the partition function becomes analytically tractable.
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E Distribution of the quantile reward R,

Let y ~ Tyet (- | ). We want to show that the random variable

Ry(z,y) =  Pr {R(x,y) <R(x,y)}

y,Nﬂ'ref('|m)
is uniformly distributed on [0, 1] for y ~ 7. f(- | ) in case R(z, y) can be treated as a continuous
variable. This is a well-known result; we include it for the completeness of the theoretical part.
The cumulative distribution function (CDF) of rewards under the reference policy (Eq. 8) is

Fref(mar) = Pr {R(may/) < T}~

Y ~Tret (]T)

Hence, the quantile reward (Eq. 9) is also

Rq(x,y) = Fref(l'yR(xay))-

Proof intuition There is a simple intuition to see that R,(x, y) is uniformly distributed for y ~
Tref (- | ) by thinking about its cumulative distribution. We pick a value @ € [0, 1] and ask what
is the probability that R,(z,y) < «, but since Ry(x,y) = Frer(z, R(z,y)), this is equivalent to
asking what is the probability to cumulate « probability under the reference reward distribution,
which is by definition a.

Formally Assume that, for the fixed input x, the map r — Fict(x,r) is continuous and strictly
increasing (i.e., R(z,y) has a continuous distribution). For any « € [0, 1],

Pr{R,(z,y) < o} = Pr{Fet(z,R(z,y)) < a}
=Pr{R(z,y) < F}(z,0)}

ref

= Flet (m, F} (z, a))

ref

= a’
which is the CDF of Uniform(0, 1). Consequently,

Rq(z,y) ~ Uniform(0,1) fory ~ mee( | x).

As an illustration, we show in Figure 8 an empirical distribution of the quantile reward.

Distribution of the quantile reward R4

0.0 0.2 0.4 0.6 0.8 1.0
Rq(x,y) for y ~Tres( - | X)

Figure 8: Empirical distribution of the quantile reward R4(x, y) for completions generated from a reference
model Tcf.
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F Partition function for the quantile reward R, and the generalized
transformed reward R

Here we compute the partition function Z for the case of a generalized transformed reward 7~2(x, y) =
f(R4(z,y)) (as introduced in Equation 13). To get Z, for the quantile reward R, one can just take
)=t

We use the same notation as in Equation 9:

Ry(z,y) = y,NﬂPl;("x) {R(x,y/) <R(z,y)} = Fref(z, R(x,y)),

R(z,y) = [(Rq(z,9))
for any function f defined on the interval [0, 1].

Following the results obtained in Appendix D, we can express the partition function in terms of the
moment generating function (MGF) for the generalized transformed reward R (z, y) distribution for
Yy~ mrep(-| @)

Z =B [on(37)] = 3 (1= 1)

where, similar to Appendix D, we introduce Py (- | 2-)—the probability distribution of the generalized
transformed reward R(x, y) induced by y ~ Ty s (- | ).

If one knows the distribution of the transformed reward, the partition function can be computed
directly by evaluating its MGF at ¢t = 1//3. For instance, in Appendix E, we show that the quantile
reward R,(z, y), when treated as a continuous variable, follows a Uniform(0, 1) distribution. The
MGEF for Uniform(0, 1) distribution is given by M, (t) = 1 (e’ — 1), and thus the corresponding
partition function is

Zy=M,, (t = ;) = Be? —1).

More generally, when rewards can be approximated by a continuous distribution Note that,
generally speaking, when the reward can be treated as a continuous variable (such as in the case
of a reward model or a coding test-case pass rate), the distribution of the generalized transformed
reward R can, in principle, always be computed. This is because the distribution of R, is known,

and R is defined as a known function f of ‘R4. Moreover, it is not even necessary to explicitly
derive this distribution in order to compute the partition function; instead, one can directly apply the
change-of-variables formula for expectations (also known as the “Law of the Unconscious Statistician”
(LOTUS)):

Z=Fs iy [o50(37)] = Erymvon [eoxo(3700)) | = /01 exp(51(0)) d.

We obtained a 1-D integral that can be computed for any transformation function f (either analytically
or numerically for some specific values of ). However, note that QRPO requires this integral to be
finite, thus introducing some basic restrictions for the transformation function f.

If the rewards cannot be well-approximated by a continuous distribution, we directly use the
discrete distribution of the rewards This situation typically arises when the reward distribution
has only a small number of possible values. In this case, the expression for the partition function
cannot be computed in the same way as in the continuous case because we can no longer rely on the
fact that the quantile reward R, follows a uniform distribution. Consequently, the chain of reasoning
used in the continuous setting—starting from the known distribution of R4, then obtaining the

distribution of R, and finally computing the exact expression for the partition function—breaks down.
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Instead, we need to explicitly approximate or estimate the distribution of rewards. Specifically, we
need to know the distribution of either the initial reward R, the quantile reward R4, or the generalized

transformed reward R. In practice, it is usually easiest to work with the distribution of the initial
reward R.

The good news is that in such discrete settings with a small number of possible values, the distribution
of the initial rewards can often be estimated much more easily and reliably, for example by simple
empirical counting of occurrences in a finite sample. Once we have estimated probabilities for

the initial reward values {P..¢(r; | x)}; for each prompt by sampling from the reference model
Yy ~ Tref(- | ), we can, similarly to the continuous case, apply the change-of-variables formula for
expectations to compute the partition function:

Z(@) = Erp oy [P (57) | = Evorrin) |50 ( 55 (Fres(@m)) )|

K
. 1 S
~ § Pref(ri ‘ l’) exp Bf E P’f’ef(rj | (E)
i=1

i <7y

Here, P.ct(- | =) denotes the probability distribution of the initial reward R(z,y) induced by
y ~ Tres(- | ), as introduced in Appendix D and similar to Pye¢(- | ) introduced earlier in this

section; Pret(- | 2) is an empirical estimate for Preg(- | 2); Fref(z,7) is a CDF of initial rewards
under the reference policy as introduced in Definition 8. K denotes the number of possible initial
reward values.

The expression for the discrete case derived above is intended to be used in the case when the number
of possible reward values is small (i.e. < 10). For other cases, the continuous version is likely to be a
decent approximation for the partition function, and is more preferable, since it does not require one

to estimate the probabilities Pref('ri | x),.

G Sufficient conditions for the function in the reward transformation for the
existence of a finite partition function

We derive a sufficient condition on the function f in the proposed reward transformation (Eq. 13) that
ensures the finiteness of the corresponding partition function. The partition function is given by:

20) = S sty | ) exo ( 5RG) ).

Y

Recall that the partition function can be expressed as a moment generating function for the distribution
of the reward used in the objective 1 (see Appendix D for the derivation). Here we consider objective 1

with the generalized transformed reward R:

Z =By (cfo) [exp(%ﬁﬂ ’

where P,o; (7 | ) denotes the probability distribution of the generalized transformed reward R(z, )
induced by the reference policy y ~ Tyey (- | ).

By applying the change-of-variables formula for expectations (also known as the “Law of the
Unconscious Statistician” (LOTUS)) we obtain:

=5 [59(3)] =B [ 3t

= Zexp(%f(Fref(l‘,T))) Pret(r | 2),

where P,q¢(r | ) denotes the probability distribution of the initial reward R(z, y) induced by the
reference policy y ~ myey(- | ).
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Then we can derive a very simple sufficient criterion for the finite partition function existence:

u*€[0,1]

Z(z) = Zexp(%f(Fref(x,T)» Pret(r | 2) < Zexp(% max f(u*)) Pret(r | 7)

u*€[0,1

1
= exp ( max f(u*)) < 00,
& ]
if the function f is upper-bounded on the interval [0, 1].

Other transformations The condition for a transformation function to be upper-bounded is suf-
ficient for a finite partition function existence, but is not necessary. Thus, one can also consider
other transformation functions that are not upper-bounded on the interval [0, 1]. However, this would
require a more careful consideration of the finiteness conditions of a partition function.

H Noise tradeoff in the calibrated target: estimating the partition function vs.
estimating the quantile reward

B=0.3 B=02 B=0.1
““““““““““““““““ 104y TTTTTT Tt e
1
10 Modified reward Rq 10° Modified reward Rq | 1017 Modified reward Rq
o === Initial reward === Initial reward === Initial reward
3 101
= 100 10?
E_ 101]
10!
<E( 10%
107! 0
2 10 10°
=} -1
= 10 10?
1072
1072 107!
0.0 0.2 0.4 0.6 0.8 1.0 0.0 0.2 0.4 0.6 0.8 1.0 0.0 0.2 0.4 0.6 0.8 1.0
E[Rq(x, ¥)] E[Rq(X, y)] E|Rq(X, y)]

Figure 9: The noise magnitude in the regression objective in a log-scale when the reward is left unchanged
and Z(x) is estimated directly (initial calibrated target) vs. when the quantile reward is estimated (modified
calibrated target) and Z () is computed analytically. The z-axis represents the true quantile of the reward value
relative to the reward distribution of a reference model. We use n = 10 samples to estimate both the values of
the empirical partition function and the transformed reward in this plot.

Noise amplitude and intractability of partition function estimation for the initial reward Direct

regression methods described above require estimating a partition function Z that is computationally

very expensive. To support this empirical observation, we provide a theoretical analysis of the noise

amplitude in its empirical estimate, assuming that completion rewards for a given prompt follow a

Gaussian distribution. The standard deviation of a logarithm of an empirical estimate of partition
2

function Z has the following expression for a large number of samples n > e5? (derivation in
Appendix I):

:\fﬁ e 1 (18)

where 7 is the number of samples that we use for the estimation of Z(z) for each prompt z, o2 is a
variance of the reward R (z,y) for y ~ 7 es(- | ), and § is the parameter from the RL fine-tuning
objective. The derived formula shows that, for example, when o = 1 and = 0.1, approximately
n = e'% ~ 10*° samples per prompt x are required to achieve a reasonable signal-to-noise ratio in
the estimated partition function that is an entirely intractable number. In fact, while the actual reward
distribution may not be perfectly Gaussian in practice, any distribution with a right tail will face the
same issue due to the exp(%R) term in the partition function expression. A good workaround would

be to compute Z(z) analytically, but this requires us to know the exact distribution of the reward.
Hence, we need a transformation for the reward that leads to a known final reward distribution.

std(Blog Z(z))

29



Noise amplitude in the regression objective We showed that the regression objective in Equation 6
suffers from high noise due to the estimation of the partition function Z. By introducing a transformed
reward, we have completely eliminated this noise in the partition function by using an exact expression
computed analytically. However, some noise still remains in the regression objective, now originating
from the transformed reward R, (z, y) itself, as it requires estimating a quantile.

To assess the impact of this change, we compare the noise level in the objective 6 after applying the
transformation with the initial noise level. The standard deviation of 3 log Z (z) for the initial reward
was previously shown in Equation 18. The standard deviation of R, (z, y) is given by the following
expression (proof in Appendix J):

st (Ry(.1)) = =/ [Ry(w.)] (1~ E [Ry(.).

Note that the standard deviation of the transformed reward is not constant and depends on the
initial reward value through its exact quantile, E [R,(x, y)]. Figure 9 compares the noise magnitude
before and after the reward transformation. As shown, the noise in the initial reward is significantly
higher, even for moderate values of 3. This is particularly relevant given that typical S values in RL
fine-tuning methods are around 0.1 or lower.

This theoretical analysis demonstrates that the proposed approach of introducing a reward transfor-
mation reduces the noise in the objective function dramatically*, which enables the general approach
of pointwise policy fitting to work well in practice.

I Noise amplitude in the partition function estimate for the initial reward

Here we compute the variance of the log Z () estimate for the general case of using the initial reward
for the policy fitting regression objective. Recall that the partition function can be expressed as a
moment generating function for the distribution of the reward used in the objective 1 (see Appendix D
for the derivation):

Z=E,.p

i ()],

where P,q¢(r | ) denotes the probability distribution of the initial reward R(z, y) induced by the
reference policy y ~ mrer (- | ).

Therefore, since the exact distribution P, s(r|z) is unknown, we cannot compute Z(z) analytically.
In the remainder of this section, we describe a Monte-Carlo approach for estimating log Z(z).
Specifically, we analyze the variance (noise amplitude) of this estimate to assess the feasibility of the
approach.

We estimate the variance of log Z(x) by modeling the process of generating n completions from the
reference model and then approximating Z(x) with a finite sum. To do this analytically, we assume
that Py ¢(r|x) is Gaussian, but this does not reduce the generality of our conclusions, since it can be
shown that any distribution with an infinite right tail has the same properties or worse.

We can also assume that P,..;(r|z) is Gaussian with zero mean since:

1 T 1
log Z(x) = log By (u() 0% (2)) {QXP (67”)} = % +10g E; o (0,02(2)) {exp (Br)],

s0 it is clear that the variance of estimated log Z (z) does not depend on y(z).

Now suppose we have sampled n completions from a reference model and obtained n samples
r; ~ N(0,0?). Then exp (%ri) ~ Lognormal(0, g—z) and

1 o2 1 a2 a2
E [exp (67@-)] =e28%,  var (exp (Bm)) = (eﬂz — 1) es?.

4At least for rewards that can be treated as continuous. We have derived QRPO for reward distributions with
a small number of possible reward values for completeness, but this is not the focus of our work, and the noise
tradeoff in this case remains an open question.
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Unfortunately, the distribution of the sum of Lognormal variables has no explicit expression. There-
fore, we will operate with the variance.

Then the estimator Z(z) = 2 32" exp (%n) have the variance

n

s (1) = (S (1)) - slonlin) 1 )s

=1

The last step is to calculate the variance of log Z (z). Unfortunately, since there is no explicit
expression for the distribution of Z(x), we cannot rigorously compute the variance of log Z(z).

Furthermore, the knowledge of var (Z (x) ) is also insufficient to rigorously calculate the variance of

log Z (). However, we can approximate it for large enough n. Indeed:

E|2() B i

std (Z(x)) \/

then forn > e ff? the dlstrlbutlon of Z (x) is narrow and e can use a linear approximation for log =

— 1. Then finally

S

at the point x = E [Z(x)] = 6262 that is, logz =~ e ~5 T+ 5 262

- ELIN 2 _o2 - 1 2
var (log Z(as)) ~ var <e_ 262 7 () + 20? - 1) =e A var (Z(z)) == <662 - 1) ,
n

o2
p)

std(log Z(z)) = RV

T -1

J Noise amplitude in the transformed reward estimate

In this section, we calculate the variance for the proposed modified reward estimate R4 (z, y).

Suppose we have n completions y; from the reference model 7,.¢(- | ) and the corresponding
rewards .., = R(x,y;). Then the estimate Rq(z, y) is computed as

Ryle.9) = 5 3" 1ri < Rl

1{r; < R(z,y)} is a Bernoulli random variable with the variance
var (]1{7‘1' < R(I, y)}) = Fref('rv R(l‘, y))(l - F'r"ef(x’ R(l‘, y)))a

where F,..s(x) is a cumulative distribution function (CDF) for the distribution of the initial reward
under the reference policy (see definition §). Then

var (Ry(z,y)) = %Fref(zﬂ(x,y))(l = Frep(2,R(z,9))),

std (Rq(z,y)) = Frep(@, R(2,y))(1 = Fref (2, R(2,9))),

\f

Noticing that
E[Rq(z,y)] = Fre(z, R(2,y)),

we can finally rewrite the std (R,(xz, y)) in the following way:

std (Ry(.9) = —= /B[R (2.0 (1 ~E[Ry(a.0).
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K Equivalence of all quantile transformation functions strictly increasing and
upper-bounded on the interval [0, 1]

In this section, we show that when /3 is sufficiently small and the initial reward R can be approximated
as a continuous variable, the optimal policy for a transformed reward R(z,y) = f (R4(x, y)) remains
invariant under any choice of a strictly increasing continuous transformation function f(¢) defined on
[0, 1] with finite values and a non-zero left derivative at t = 1.° Formally, as 3 decreases, the policy
converges to the same solution regardless of which function f in this family is used.

We assume mild regularity conditions, specifically f € C*°[0, 1].
Recall that the optimal policy 2 has the form:

70 19) = ey | 2)exp (;R(x,m),

where

R(x,y) = f (Rq(l‘,y)) )

1 -~
20) = X sty | ) exo ( 5RG1) ).
y
‘We start with some standardization of the initial conditions.

K.1 Rescale and shift
Under our assumptions:
f(l) =C) < o0, O > —0,
fL(1) = Ca < o0,
where [’ denotes a left derivative.

Also since f(t) is strictly increasing on the interval [0, 1] and its left derivative has non-zero value at
t=1.
Cy > 0.

First, note that any constant shift of the function f does not change the optimal policy 7*(y | ).
Indeed, if there is a shift f(t) — f(¢) + « then

e (5 Rote)) e (5] vomp (57 (R ).
ZuﬂPﬂxp(g>~Z@L

and the terms exp (%) cancel each other. Hence, we can do the following transformation without
changing the optimal policy:
f(t) = f(t) = Ch,

obtaining the following initialization property w.l.o.g.:
f(1)=o0.

Second, note that for any constant «, a transformation f(t) — a.f(t) together with 8 — «f also does
not change the optimal policy. Hence, we can simultaneously transform f(¢) and 8 in the following
way without changing the problem formulation:

I
Cy’

B

fit) — 6%62.

SFunctions with zero left derivative at ¢ = 1 correspond to another equivalence class. More formally, it
can be shown that there exist classes of equivalence. The n-th class consists of functions whose first n left
derivatives are all zero at ¢ = 1 but have a non-zero n + 1 left derivative at £ = 1. We make a derivation only for
the case of n = 0, i.e., non-zero first left derivative. Others can be done similarly.
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After this transformation, we obtain a useful initialization property that we will use in our proof

w.l.o.g:

(1) =1
Intuitively, this scaling argument means that if two different reward transformation functions differ
only in their scale near x = 1, one can compensate by adjusting 3. This rescaling ensures compara-
bility of different transformation functions and does not change the essence of our invariance claim:
although different scales of f near x = 1 may alter the rate at which the policy converges, they do
not affect the limiting policy itself.

Throughout the following proof, whenever f does not already satisfy f(1) = 0 or f' (1) = 1, we
perform these shift and rescaling steps first to normalize its value and derivative at x = 1.

K.2 Main proof

To prove the invariance of the limiting optimal policy under any choice of the transformation function
f for small enough 3 we show that a KL divergence between the optimal policies corresponding to
any two transformation functions f and g among the considered family of reward transformations
decreases linearly with 8 — 0.

We consider the following optimal policies:

T30 1) = - cyesv | ) exp (3 (Ro(o))
(

N 1
ﬂ'g(y | ‘T) = mﬂref(y ‘ I) €xXp

where

Z(0) = 3 mres(y | 2)exp (;fmq(x,y))),

Y

Zy(@) = Y ey (y | 2) exp (;g <Rq<x,y>>),

Ro(2,y) = Frep (2, R(2,9)),

where F..r(x) is a cumulative distribution function (CDF) for the distribution of the initial reward
under the reference policy (see definition 8).

Dice(mj(- | @) || my(- | o))
f (Ry(2,)))
9(Rq(z,)))

%ﬂ—ref(y | ‘T) exp

= Z 7Tref y | x)exp <;f (Rq(x,y))> log

@l | =

%ﬂ—re]"(y | .T) exp (

= Z Z Zfl(x)ﬂ’mf(y | x) exp (;f (Fref(x7r))>

r oy R(z,y)

1 1 Zy(x)
<3 Bt = S0 Byt +10s 25 ]

_ 1 ex 1 T, T l x,r)) — l T, r o) Zg(x)
_ZZ P( f (Freg(z, ))) {Bf(wa( 7)) ,gg(Fref( )+l ng(oz)}
x> mep(y | @)

y:R(z,y)=r
Preg(r|z)
= 75 o (3 (Bere) ) {5 Breter) = o (g or) + 108 205
X Prog(r),
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where P,.¢(r | z) denotes the probability distribution of the initial reward R(z, y) induced by the
reference policy y ~ mpef(- | ).

Recall that we require the distribution of the initial reward r to admit a continuous approximation
(such as in the case of a reward model or a coding test-case pass rate). We denote the probability
density function of this continuous approximation as p,.¢(r | «). Then the derived sum can be turned
[z o0 (57 ) {5 Fraster) = S (Frugtor) +1
= - 3P| 2 ref(Z,T 2 ref\T,7)) = 29 L'reflX,T 0og
w Zp(@) o \B T E g
X dFyef(z,T)
1
1 1 1 Zy(x
- o (300)  {ro-g@ oo 720

into an integral:
X Pref(r | x)dr
~Jo BZf(QC) g Zy(z)

N

g(fc
e

N

N

Dicp(y(- ) || w50 2)
— L X l xT.r l xr,r))— l Z,T g(x
~ [ e (3 Erter) {55 Fstanr) - JoPusten) +10s 225 ]

X dz

Since we require f to be a strictly increasing smooth function defined on [0, 1] with finite value
and non-zero left derivative at ¢ = 1 we can apply Laplace’s method for an endpoint maximum to
compute the asymptotics in terms of beta.

Here is the Laplace method formulation for reference:

Theorem (Laplace’s method for an endpoint maximum). Consider the Laplace integral

b
F()\):/ h(t)eM W de, A — .

Let I = [a, b] be a finite interval and assume that
1. f(t) attains its maximum on [a, b] only at the right endpoint t = b;
2. h, f € C([a, b)),
3. h, f € C™ in aneighbourhood of t = b and f'(b) # 0.

Then, as X\ — 00,

F(A) ~ eMNON g ar 1,
k=0

o= () (70)

Moreover, this expansion may be differentiated with respect to X\ arbitrarily many times.

with coefficients

t=b

In our case we have

1 11 Zy(x)
a=0, b=1, A= —, h(t) = =——— < f(t) —g(t) + Blog =2 }
3 0= G {0 -a0 s 2
Applying this theorem to our integral, we obtain the following asymptotics for the KL divergence:
1 Zy(x)

Drp(my(-[ ) [| mg(- [2)) = 8 +0(6%),

Zp(x) ° Zy(x)

where we used the fact that f(1) = ¢g(1) = 0 and f’ (1) = ¢’ (1) = 1 after rescale and shift
described in Appendix K.1.
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Finally, we need to show that the coefficient % log Zi—g; has a constant leading term in its Taylor
expansion with respect to f3.
The partition function has the following asymptotics (see Appendix L for more details):

Zs(x) = B+ fL(1)B% + O(8°)

Zy(x) = B+ 9" (1)F + O(5°).

Hence
1 1
Zi(x) — B+ ()82 +0(B)
— 5 - +0(9)

= (¢2(1) = f2(1)) B+ O(5%)
= (9" (1) = f2(1)) + O(B).

Hence, by plugging the Taylor expansion for the coefficient % log ?j%f«% into the KL divergence

asymptotics we obtain:
Dicr(m3(- | @) [ my(- | 2)) = B (g”(1) = F2(1)) + O(8?) = O(B).

Thus, we show that for any two functions f and g from the family of transformation functions that
are strictly increasing, continuous, defined on [0, 1] with finite value and non-zero left derivative
at x = 1, under mild conditions, we asymptotically obtain the same optimal solutions. Moreover,
the KL divergence between the corresponding optimal solutions decreases linearly with 3, which
means a very fast convergence. In practice, this means that one can take an arbitrary function from
the considered family of transformation functions, given that (3 is sufficiently small.

L. Asymptotics of the partition function Z for the family of quantile
transformation functions strictly increasing and upper-bounded on the
interval [0, 1]

We compute the asymptotics of the partition function Z with respect to /3 for any choice of a strictly
increasing continuous transformation function f(¢) defined on [0, 1] with finite value and non-zero
left derivative at ¢ = 1. We consider the case when the initial reward R (and thus the quantile-reward
‘R4 and generalized transformed reward R) can be approximated as a continuous variable.

We assume mild regularity conditions, specifically f € C'*°[0, 1]. We also assume that f is normalized
according to the rescale and shift procedure described in Appendix K.1.

Recall that the partition function can be expressed as a moment generating function for the distribution
of the reward used in the objective 1 (see Appendix D for the derivation). Here we consider objective 1
with the generalized transformed reward R:

7 = EF~15rcf(~|w) [exp(%?)} ,

where P (r | ) denotes the probability distribution of the generalized transformed reward Rz, y)
induced by the reference policy y ~ Tyey (- | ).

By applying the change-of-variables formula for expectations (also known as the “Law of the
Unconscious Statistician” (LOTUS)) we obtain:

Z=E: p(la) [exp(%fﬂ =Er~up {GXP(%f(Tq))} = /Olexp (;f(@) dz.

Here we used the fact that the probability distribution of the quantile-reward R, (z,y) induced by the
reference policy y ~ e (- | ) is uniform from 0 to 1 (see Appendix E for the derivation).
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Since we require f to be a strictly increasing smooth function defined on [0, 1] with finite value
and non-zero left derivative at ¢ = 1 we can apply Laplace’s method for an endpoint maximum to
compute the asymptotics in terms of beta.

Here is the Laplace method formulation for reference:

Theorem (Laplace’s method for an endpoint maximum). Consider the Laplace integral

b
F()\):/ h(t)eMOdt, A= oo,
a

Let I = [a, b] be a finite interval and assume that
1. f(t) attains its maximum on [a, b] only at the right endpoint t = b;
2. h, f € C([a, b)),
3. h, f € C™ in a neighbourhood of t = b and f'(b) # 0.

Then, as A\ — oo,

F(A) ~ eNON g ar 1,
k=0

di, = <_ f/l(t)(;lt>k (?'((?)) t=b

Moreover, this expansion may be differentiated with respect to X\ arbitrarily many times.

with coefficients

Applying this theorem to our integral (by takinga =0,b =1, A = % and h(z) = 1) we obtain the
following asymptotics for the partition function:

Z(z) =B+ f(1)B* +0(B).

Note, that we assume the function f to be normalized according to the rescale and shift procedure
described in Appendix K.1 (as we require this property in the transformation functions equivalence
proof K). Without this normalization the asymptotics will have a different form which can be derived
similarly using the Laplace’s method.
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M Detailed experimental protocol

Table 5: Initial models used in experiments.

SFT-only Model Base Fine-tuning Data
Llama 8B Tiilu 3 SFT (Lambert et al., 2024)  Llama-3.1-8B Tiilu 3 SFT dataset
Mistral 7B Instruct v0.2 (Jiang, 2024) Mistral-7B-v0.2  Unknown public instruction datasets

Table 6: Datasets used in experiments.

Dataset Task Train Size Test Size Filtering Criteria Filtered
Magpie-Air (Xu et al., 2024b) General Chat 98,000 2,000 Length > 2048 tokens < 1%
UltraFeedback (Cui et al., 2024)  General Chat 61,135 2,000 Length > 2048 tokens < 1%
LeetCode (Xia et al., 2025) Coding 2,641 228 Length > 2048 tokens or < 20 test cases < 3%

Table 7: Rewards used for training and evaluation.

Task Reward Description

General Chat ArmoRM (Wang et al., 2024) Reward model with sequences truncated at 2048 tokens

General Chat  Length-controlled ArmoRM (new) Length bias canceled via regression as in AlpacaEval 2 (Dubois et al., 2024)
Coding Python Sandbox (new) Average pass rate over ~ 100 test cases per problem

Table 8: Sampling parameters for reference and evaluation completions.

Sampling Purpose Temperature Top-p
Reference Completions 1.0 1.0
Evaluation (Llama 8B Tiilu 3 SFT) 0.6 0.9
Evaluation (Mistral 7B Instruct v0.2) 0.7 0.9

Table 9: Distribution shift settings for RL fine-tuning.

Setting Additional SFT on Chosen Before RL.  Pairwise Preference Generation & Annotation Method
offline No Offline dataset annotations

off-policy-best No Best and worst from 6 completions (ArmoRM scores)
off-policy-random No Ranked random pair from 6 completions (ArmoRM scores)
SFT-offline Yes Offline dataset annotations

SFT-off-policy-best Yes Best and worst from 6 completions (ArmoRM scores)
SFT-off-policy-random Yes Ranked random pair from 6 completions (ArmoRM scores)

Table 10: Hyperparameters for supervised and RL fine-tuning.

Phase Epochs Learning Rates Batch Size Optimizer LR Schedule Gradient Clipping
SFT (Chat) 1 5% 1077 128 Adam Cosine w/ 10% warm-up 10.0
SFT (Code) 3 5x 1077 128 Adam Cosine w/ 10% warm-up 10.0
RL 1 {1,3,10} x 1077 128 Adam Cosine w/ 10% warm-up ~ 10% (effectively none)

Table 11: RL fine-tuning hyperparameters: KL-regularization parameter (3) sweep and QRPO number of
generated reference rewards.

Algorithm Chat Task Code Task QRPO Reference Rewards

DPO 0.01, 0.03, 0.1 0.01, 0.03, 0.1 -

SimPO 2,2.5,10 2,2.5,10 -

REBEL le-6, le-4, le-2 le-4, 1e-2, 1.0 -

QRPO 3e-4,0.001, 0.003 0.003,0.01,0.03 n = 1 (Magpie-Air), n = 3 (UltraFeedback), n = 20 (LeetCode)
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1 def grpo_loss(beta, logps, ref_logps, rewards, ref_rewards):

2 """Compute the QRPO loss for a batch of prompts.

3 Args:

4 beta ( torch.Tensor: (1,)7):

5 The beta parameter for the QRPO loss.

6 logps (" torch.Tensor: (batch_size,)):

7 Log probabilities of the training completions for the model.

8 ref_logps (" torch.Tensor: (batch_size,)):

9 Log probabilities of the training completions for the reference model.
10 rewards ( torch.Tensor: (batch_size,)’):

11 Rewards of the training completions.

12 ref_rewards ( torch.Tensor: (batch_size, num_ref_rewards)  ):

13 Rewards of the reference completions generated by the reference model.
14 Returns:

15 loss (“torch.Tensor[batch_size] ): The computed QRPO loss.

16 e

17 log_ratio = logps - ref_logps

18 quantile_rewards = (ref_rewards < rewards.unsqueeze(dim=1)).float().mean(dim=1)
19 log_Z = torch.log(beta) + 1 / beta
20 loss = (quantile_rewards - beta * log_Z - beta * log_ratio) *% 2
21 return loss

Figure 10: QRPO loss reference implementation in PyTorch.

M.1 Codebase

We release a reference implementation of QRPO based on a HuggingFace TRL (von Werra
et al., 2020) trainer also supporting the baselines we trained (DPO, REBEL, SimPO) at
https://github.com/CLAIRE-Labo/quantile-reward-policy-optimization. The code-
base is based on the Python Machine Learning Research Template (Moalla, 2025). It contains

* All the scripts we used to train and produce all the results presented in the paper (including
reference data generation, training, and plotting).

* All of our infrastructure and experiment management code for running and managing
(tracking failures, etc.) experiments at scale on a SLURM cluster.

* A reference implementation for a scalable code sandbox on SLURM clusters with container
runtimes, that does not require elevated privileges.

* The specification of our software environment for reproducibility (OCI container image,
pip dependencies, etc.). We acknowledge that few users have access to the NVIDIA GH200
platform to reproduce our exact environment and numbers throughout the training pipeline,
so this specification mainly serves as a reference.

M.2 Initial SFT-only Models

We consider popular middle-scale models that have been instruction fine-tuned (IFT/SFT) but have
not undergone RL fine-tuning.® We choose allenai/Llama-3.1-Tulu-3-8B-SFT (Llama 8B Tiilu
3 SFT) (Lambert et al., 2024), a fine-tuning of the meta-1lama/Llama-3.1-8B base model on the
Tiilu 3 SFT dataset (Lambert et al., 2024), and mistralai/Mistral-7B-Instruct-v0.2 (Mistral
7B Instruct v0.2) (Jiang, 2024).

SThis is important as our experiments emulate the RL fine-tuning stage after the supervised fine-tuning stage
in a post-training pipeline, and more importantly because reporting improvements on only specific benchmarks
over already (usually closed-source) RL fine-tuned models is a biased view on the performance profile of these
models which have been carefully tuned to balance multiple benchmarks. E.g., taking Llama-3-8B-Instruct and
improving its AlpacaEval 2 scores by RL fine-tuning it on a narrow chat dataset is not a faithful way to report an
algorithmic improvement as it does not show where the model has regressed.
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M.3 Datasets

For the general chat task, we use two popular alignment datasets, extensively used in previous
work (Meng et al., 2024; Gao et al., 2024) consisting primarily of synthetic data.

Magpie-Align/Magpie-Air-DP0-100K-v0.1 (Magpie-Air) (Xu et al., 2024b) is a strong align-
ment dataset containing 98000 training samples (and 2000 testing samples) with synthetic instructions
and completions generated by Llama-3-8B-Instruct targeting mainly information seeking, and other
categories such as creative writing, advice seeking, planning, and math. The chosen (resp. rejected)
completions have been selected by picking the best (resp. worse) completions in a set of 5 completions
rated by the RLHFlow/ArmoRM-Llama3-8B-vO0. 1 reward.

HuggingFaceH4/ultrafeedback _binarized (UltraFeedback) (Cui et al., 2024) consists of 61135
training samples (and 2000 testing samples) with instructions targeting instruction following, truth-
fulness, honesty, helpfulness, and completions generated by a large pool of models with different
capabilities (between 7B and 70B open models and closed models including GPT4), annotated by
GPT-4. This is the pre-processed version of the original UltraFeedback dataset that was used to train
Zephyr-7B- (Tunstall et al., 2024), where for each prompt, the completion with the highest overall
score is taken as the chosen completion, and one of the remaining three at random as the rejected one.

For the coding task, we use newfacade/LeetCodeDataset (LeetCode) (Xia et al., 2025), which
contains 2641 training samples (and 228 testing samples) comprising easy, medium, and hard
LeetCode problems. Each problem has a median of 100 test cases and contains a correct solution that
we use for additional SFT before performing the RL fine-tuning phase.

For all the datasets, in both the train and test splits, we filter out the samples where the length of the
prompt plus the completion is longer than 2048 tokens. For the LeetCode dataset, we additionally
filter out the problems which have less than 20 test cases. This results in less than 1% of filtering
for Magpie-Air and UltraFeedback, and less than 3% of filtering for LeetCode. This is to match
our training and reward model context length of 2048 to avoid prompts for which the model often
generates long sequences that get truncated at training time (off-policy) and by the reward model and
would not give a meaningful reward signal.

We additionally split the test set in each dataset into two equal splits: a validation subset for
hyperparameter selection and a test subset to report the final numbers. For the LeetCode dataset, we
maintain the distribution of easy, medium, and hard problems in the subsets (stratification by the
difficulty label).

M.4 Rewards

For the general chat task we use the RLHFlow/ArmoRM-L1lama3-8B-v0.1 (ArmoRM) (Wang et al.,
2024) reward model with a maximum sequence length of 2048. It is used to compute the rewards
directly used by REBEL and QRPO in all distribution settings and to label the chosen and rejected
preferences for DPO and SimPO in the off-policy setting. This also holds for Magpie-Air in the
offline setting as its chosen and rejected annotations have been annotated with ArmoRM as well by
Xu et al. (2024b). For UltraFeedback the offline chosen and rejected annotations are not annotated
by the ArmoRM, but most of the best models for the baselines turned out to be from the off-policy
setting due to the low quality of the UltraFeedback offline completions.

Although ArmoRM has a verbosity component to reduce length bias, it still suffers from out-
of-distribution length bias. i.e., its length bias has been minimized on specific outputs (original
UltraFeedback), but is still present when computing the rewards on chats that diverge from the
UltraFeedback outputs, which we did observe in our experiments. We therefore also report a length-
controlled reward whose coefficients are computed for each model based on a regression that cancels
the length component as done in AlpacaEval 2 (Dubois et al., 2024) (see Appendix M.5 for more
details on the length-controlled reward computation).

For LeetCode, we use a Python sandbox for executing LLM-generated code in a safe environment
with exclusive and controlled hardware limits, which we built for this project. The reward for a
solution to a problem is the average number of test cases passed in the suite of tests for the problem.
Each problem has a minimum of 20 tests and a median of 100 tests, and we cap the number of tests
to run for each problem to the first 100 tests for computational efficiency. We use this average pass
rate reward instead of a binary reward indicating whether all tests passed for two main reasons: (i)
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because the return value of the solution for edge cases is often not specified, still those appear in the
test cases with arbitrary targets causing high rewards to collapse when binarized (e.g., passing the
test cases with a rate of 0.99 because of a single failed test on an under-specified edge case would be
converted to a 0 binary reward). (ii) because we assume a reward that can be treated as continuous in
the theory of QRPO.”

M.5 Length-controlled reward (LC-Reward) computation

For every prompt x in an evaluation split (validation or test), we first collect completions produced by
the reference policy ..y and compute the prompt-wise mean and standard deviation of the original
reward R and the token length L corresponding to the reference policy:

Mlﬁf(z) = ]EyNﬂ'ref(‘h')[R(zvy)]a Ugf(x) = Stdyw‘/r,,,ef(ﬂw)[R(Ivy)]7
PE(2) = Eyor o0 L), of (@) = stdymm,., (1) L(y)].

These prompt-wise statistics absorb two major confounders: (i) the intrinsic difficulty of the query,
captured by the average reward pf(z) and its variance 0’5 (), and (ii) the target answer length

implicitly specified by the prompt, captured by pf(z) and 0% ().

Step 1: prompt-wise normalization For each completion y produced by a trained model 7y we
compute the normalized reward and completion length using the normalization coefficients for its

prompt:
L(y) — p§'(x)
. :

7 @)

R(z,y) — i (x)

Rnorm(wvy) = Uﬁsf(l") ) Lnorm(xay) =

Step 2: fitting the length coefficient for a trained model Given a trained model’s outputs y on
the entire evaluation split (validation or test), we regress the normalized reward on the normalized
length by fitting a linear model:

Rnorm(xay) = kLnOrm(xvy)+b+€’

where k captures the global linear dependence of ArmoRM scores on completion length for this
model in the evaluation split and b absorbs any fixed shift.

Step 3: debiasing the rewards for a trained model Finally, we subtract the length contribution
(bias) learned for the trained model and transform the result back to the original reward scale:

7?fLC (ZC, y) = (Rnorm(zy y) - k Lnorm (l’, y)) Uﬁgf(f) + :u'l}%f(x)

Written directly in terms of the original magnitudes this is:

_ refl,
Ric(z,y) = R(z,y) kwag(x)

oL,

By construction Ry ¢ has zero first-order correlation with length while preserving the prompt-wise
mean and variance of the original reward distribution, ensuring that improvements measured with
LC-Rewards reflect qualitative gains rather than verbosity.

M.6 Sampling for reference completions and evaluations

When sampling reference completions, we use a temperature of 1 and top-p of 1 to keep the
generations faithful to the distribution of the reference policy. This keeps the implementation
faithful to the theoretical derivation of QRPO and at the same time maintains diversity in the reference
completions and rewards. We did observe in early experiments that sampling with a lower temperature
and smaller top-p resulted in less diversity of reference rewards and a worse evaluation performance.

"We have also derived a version of QRPO for rewards with a small number of possible values in Appendix F
which would be compatible with the binary reward in this case. We defer this setting to future work.
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We defer the exploration of the hyperparameters related to the generation of the reference completion
to future work.

When sampling evaluation completions, we use the recommended temperature and top-p for each
model, that is a temperature of 0.6 and top-p of 0.9 for Llama 8B Tiilu 3 SFT and a temperature of
0.7 and top-p 0.9 for Mistral 7B Instruct v0.2. The parameters of Llama 8B Tiilu 3 SFT are taken
from its default generation configuration file and the parameters of Mistral 7B Instruct v0.2 are a
recommended choice within API servers.?

All the sampling is done with vLLM (Kwon et al., 2023) and we keep all the other sampling
parameters as default. In early experiments we generated up to 200 completions per prompt, and
since this is an embarrassingly parallel problem, our codebase includes a scalable sampling pipeline
with data parallelism to effectively scale this task to a cluster scale.

To generate completions for the LeetCode dataset, we modify the original prompt to make the model
aware of the initialization code that runs before its suggested solution. This code includes generic
imports and definitions of helper classes (see Figures 11, 12, and 13). The imports and definitions
are used in the template solution code that the model gets in its prompt and in the test suite, and
are therefore critical in its crafting of the problem solution. The original initialization code is not
constant across problems and we found it to lack robustness and to be subject to bad practices such as
having several wildcard import statements. We therefore combined and refactored all initialization
prefixes into a single unified one shown in Figures 12 and 13.

M.7 Distribution shift settings

It is well known that although policy fitting methods can be used to fit the optimal policy with
any data distribution, they do exhibit different levels of performance depending on the distribution
shift between the model being trained and the completions in the training dataset. For example,
it can be recommended to perform SFT on the chosen completions when the completions in the
preference dataset are not from the model being aligned. We therefore let the distribution shift setting
be a hyperparameter and select 6 different distribution shift settings to put all algorithms in their
best setting. We consider the SFT-chosen and no-SFT cases where the model is first fine-tuned
on the chosen completions or not (our initial models are already instruction fine-tuned, this is an
extra fine-tuning to reduce distribution shift). Subsequent to these two settings we have the offline
setting (data from the dataset) and two off-policy settings, where we replace the chosen and rejected
completions in the dataset (keeping the prompts) with the completions generated by the model before
training (thus 2 x (1 + 2) = 6 settings). We refer to the off-policy settings by (i) off-policy-best when
we follow Xu et al. (2024b) in picking the chosen (resp. rejected) from the best (resp. worst) out of 6
completions scored by the ArmoRM reward model, and by (ii) off-policy-random when we only pick
them by comparing and annotating 2 random completions from the 6 completions. Unlike popular
belief, we observe that DPO obtains better results on off-policy-random than on off-policy-best in
multiple cases (see Table 12 for example).

For the LeetCode dataset, as it is small and does not contain preferences, we only use the off-policy-
random setting to generate 20 completions per prompt and group them in 10 random pairs that we
annotate with the code execution reward to make preferences and increase the dataset size by 10 folds
(each prompt gets 10 pairs).

M.8 Hardware and software acceleration

We train all the models (SFT and RL fine-tuning) with the same distributed training setup. We dis-
tribute training with HuggingFace Accelerate (Gugger et al., 2022) using the DeepSpeed (Aminabadi
et al., 2022) plugin at ZeRO stage 1 (optimizer state partitioning) over 8 GPUs from 2 nodes with 4
NVIDIA GH200 each.

Our SFT trainer and RL fine-tuning trainer (same trainer supporting DPO, SimPO, REBEL, and
QRPO) are based on the HuggingFace TRL (von Werra et al., 2020) SFT and DPO trainers.

8The data was available on https://openrouter.ai/, but the website changed interface and does not
show this data anymore. These are also the parameters suggested when asking Le Chat.
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M.9 Baseline algorithms and hyperparameters

We perform full model fine-tuning with a batch size of 128 (128 pairs of completions for RL fine-
tuning and 128 individual completions for SFT). For both SFT and RL fine-tuning we train using the
Adam optimizer and a cosine learning rate schedule with 10% warm-up steps.

For SFT (when fine-tuning on the chosen completions) we use a learning rate of 5e — 7 and train
for one epoch in the chat task and three epochs in the code task (smaller dataset) The SFT loss is
computed on all the tokens in the sequence (prompt and completion). This is the default in the TRL
trainer. We apply gradient clipping by norm with value 10.0 (to prevent potential spikes, though the
norm stabilizes below 10.0 very early in training).

For RL fine-tuning, we sweep over three learning rates [le — 7, 3e — 7, 1e — 6] and train for one epoch.
We run three [ values for each algorithm, following a log scale, unless specific hyperparameters are
recommended by the authors of the respective algorithms. For the chat task, for DPO we sweep over
[0.01,0.03,0.1] which is the same magnitude as in Meng et al. (2024) and are also commonly used
in the literature, for REBEL we sweep over [le — 6, 1e — 4, 1e — 2] as done by Gao et al. (2024)
in a similar experimental setting using UltraFeedback and ArmoRM, for SimPO we sweep over
[2,2.5,10] as recommended by Meng et al. (2024) keeping the margin at 0.5 as recommended by their
public codebase to maintain the same budget of hyperparameters for all methods, and for QRPO we
sweep over [3e — 4,0.001, 0.003] which we found to be a good range in preliminary experiments on
another chat dataset. The code task is harder and we expect a worse offline-to-online generalization
requiring to aim for a more conservative optimal policy and change in the rewards. Therefore we
adjust the range of J values used in the sweep for each method depending on the impact of 3 on the
method to obtain similar impacts: for REBEL we increase 3 by 2 orders of magnitude and we sweep
over [le — 4, le — 2,1.0], one order to be more conservative and one order to match the difference
between rewards which increases from the chat task by around one order of magnitude since REBEL
is sensitive to the reward scale to preserve the signal-to-regularization ratio (higher g3 values have
also been used by Gao et al. (2024) in their summarization experiment); For QRPO we increase 3 by
only one order of magnitude and sweep over [0.003, 0.01, 0.03], we only need one order to be more
conservative and do not need to take into account the change in reward scale as the quantile reward is
invariant to it; For DPO we keep the same values for (3, since this parameter is not tied to an external
reward scale (model learns an internal reward implicitly based on preferences). Moreover, we do
not adjust for additional conservatism, as 3 = 1 is too conservative. Finally for SimPO, the training
completions are at least twice shorter therefore (3 is already effectively increased in the loss and the
values do not follow a log scale so we can’t increase by an order of magnitude and thus we keep the
same values.

To estimate the percentile rewards for QRPO, we use n = 1 reference model rewards for Magpie-Air,
n = 3 for UltraFeedback, and n = 20 for LeetCode. Note that when using n = 1, the quantile reward
is obtained by comparing the reward of the training sample to the reward of the single reference
reward and yields a binary quantile reward of O or 1.

We use the same RL fine-tuning trainer for all methods, changing only the training loss with the
configuration file, so although QRPO only needs one completion instead of a completion pair, we
consider the pair as a single sample in the batch so that all methods use the same number of training
steps when consuming one epoch. QRPO applies its loss independently on each completion of the
pair and can be seen as effectively using double the batch size, but is actually using exactly the same
number of completions.

M.10 Evaluation methods

For each training run, we save five equally spaced checkpoints and compute the online rewards of
completions generated by the checkpoints on prompts from the evaluation split of the dataset used
in the run. The rewards are based on the ArmoRM reward model for the chat task and the code
execution reward for the code task. We repeat the online evaluation three times to obtain estimates of
the mean performance and its standard deviation.

We split the evaluation dataset into a validation split (selection) and a testing split (reporting). For each
baseline and task, we use the mean online reward in evaluations on the validation split to select the
best checkpoint across hyperparameters and checkpoints (learning rate, beta, distribution shift setting,
checkpoint number) for a given algorithm, model, and dataset, and report mean performance on the fest
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split and its standard deviation. We start by selecting the best checkpoint across hyperparameters for
each distribution shift setting. Then we perform a more careful selection among the best checkpoints
for each distribution shift setting as we believe that the training data distribution shift can qualitatively
affect different characteristics of the trained model, not limited to the online reward: We first shortlist
checkpoints that are in the 98%-CI (one-sided) of the best online reward value among the checkpoints.
Then, we refine the shortlist to checkpoints that are in the 80%-CI (one-sided) of the best online
length-controlled reward (LC-Reward) value. This procedure allows us to take into account both
online Reward and LC-Reward to make a more robust selection. If we have more than one checkpoint
present in the final shortlist, we choose one with the better online reward.

For downstream evaluations, on the chat task we further evaluate the best checkpoint of every
algorithm on AlpacaEval 2.0 (Li et al., 2023; Dubois et al., 2024) and report the length-controlled
win rate against GPT-4 preview (gpt-4-1106-preview denoted as gpt4_turbo in the AlpacaEval
repository) as the final performance of an algorithm on a (model, dataset) configuration. AlpacaEval
2.0 is a widely used benchmark by the community, assessing broad conversational skills across a
wide range of queries with a total of 805 questions. On the code task, the reward on the test split of
the evaluation set can already be considered as downstream as they measure the performance of the
model on the popular LeetCode coding task.

M.11 Statistical significance

The claims in this work are supported by experiments that include LLM training and evaluation.
There are three main sources of randomness present at two levels. (i) At the training level, our
results can be influenced by the reference model generation randomness used to compute the quantile
rewards for QRPO, the random shuffling of the data samples in the dataloader, and the hardware
acceleration non-determinism. (ii) At the evaluation level, our results can be influenced by the
sampling randomness during the evaluation of trained models and again by the hardware acceleration
non-determinism. Unfortunately, it is computationally prohibitive to repeat the training several times
for each setup to estimate the noise in the results, thus the first source of randomness cannot be
addressed directly. However, we address the noise introduced by sampling from the models during
evaluation by repeating each sampling procedure three times and estimating the average value and
a standard deviation (we cannot repeat the experiments on different hardware to control for that
source of randomness). All conclusions drawn from the obtained results were made by taking into
account the obtained noise estimates. Furthermore, we employ a 3-split strategy to train, select
hyperparameters, and report performance which has not been employed in previous offline alignment
work. This is possible in our case because we compute online rewards during evaluation for all
checkpoints and therefore can perform a robust hyperparameter selection.

M.12 Common implementation pitfalls and experiment protocol limitations

We have identified several pitfalls in alignment algorithms implementations and experimental proto-
cols while experimenting with various fine-tuned models and fine-tuning libraries and attempting to
replicate previous published results. We provide a non-exhaustive list below aimed to raise awareness
about these details that result in non-negligible performance differences. In particular, examples
mentioned in this section are not meant to point out issues in specific codebases. We recommend
the open-source community to adopt more robust testing for these cases. We have observed that
the codebases with the most bugs are those that try to support the largest number of use cases and
users, introducing frequent bugs with the frequent addition of new features, and we encourage the
community to weigh a bit more the robust testing end of the tradeoff.

End-of-sequence (EOS) token The EOS token is part of the sequence the model predicts to a have
a sound language model distribution, however we have observed several implementation issues with
regard to it. For example we have found that:

* There was a bug in SFT Trainer of the TRL library (von Werra et al., 2020) where when
the padding token was set to be the same as the EOS token as shown in their examples,
the EOS token would be masked out in the loss like the padding token, leading to models
never predicting and end of sequence during the SFT and then at inference time generating
non-ending sequences. This bug has since been fixed in TRL (#3200, #3328).
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https://github.com/huggingface/trl/pull/3200
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* Popular models diverge in the EOS used for pre-training and post-training with their Hug-
gingFace config remaining with the pre-training EOS and leading them to generate non-
ending sequences out of the box. (E.g., the Magpie-Align models trained with the Axolotl
library)(EOS and chat template).

* An extra EOS token is added to the sequence after applying the chat template if it already
contains an EOS in the DPO implementation of TRL. This bug is still present in TRL at the
time of writing. (Added EOS after chat template.)

Gradient and loss accumulation across devices and accumulation steps There is an increased
complexity to aggregate the loss of all micro-batches across devices and accumulation time steps
when training in a distributed setting and using gradient accumulation to simulate a larger batch. For
a fixed batch size any combination of these dimensions of splitting the batch size should yield the
same gradient. Yet we have observed several bugs with regard to this aggregation which leads to a
biased gradient and incorrect reported gradient norm in several libraries. For example,

* In the HuggingFace Transformers library (Wolf et al., 2020) there was a bug leading to the
gradient norm to scale with the number of accumulation steps, which is solved at the time of
writing (#35808).

* There is still new code being merged in the TRL library for which the gradient norm is not
accurate (#3317).

* The incorrect loss and gradient accumulation bug has had a long history of being patched
and then appearing again (Unsloth blogpost, #35207, #3574).

Arbitrary sampling parameters at evaluation Some benchmarks or models do not specify the
sampling parameters for their evaluations. For example, AlpacaEval (Li et al., 2023) does not specify
a decoding configuration, resulting in different works reporting performance on AlpacaEval with
different decoding strategies even when using the same base model making the comparison across
works very hard. For example, for the same Llama 3 8B Xu et al. (2024b) use greedy decoding with
a repetition penalty on AlpacaEval while Meng et al. (2024) perform a grid search over multiple
sampling temperatures and report their results with a temperature of 0.9.

Unfair hyperparameter budgets We believe that new methods should compare to baselines while
maintaining the same hyperparameter budget. This is because if a new method introduces a new
hyperparameter that increases the computational budget to find its optimum, baselines could as well
find better optima by searching over more hyperparameters. However, we find that this is not always
followed. For example, while Meng et al. (2024) perform a comprehensive hyperparameter search
for their baselines, they still use four times more hyperparameters for SimPO than for DPO.

Unclear hyperparameter selection In offline alignment, at least with the current algorithms, there
is no accurate metric to predict online performance on downstream evaluations. For example, we
have observed that the DPO loss, margins, or accuracy are not reliable metrics to predict online
performance. This has also been observed by Rafailov et al. (2024) for other policy fitting algorithms.
Furthermore, the best hyperparameters cannot be selected based on the online performance on the
downstream evaluations, as this practice would be subject to a selection bias. Therefore, it is important
for offline alignment work to report their hyperparameter selection protocol. Yet, we have found that
several research papers do not document their hyperparameter selection protocol. This also leads to
reproducibility issues and discrepancies between papers that seemingly use the same experimental
protocol (datasets, hyperparameters, etc.), but still report different numbers.
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Example formatted prompt from LeetCode

You are an expert Python programmer. You will be given a question (problem
specification) and will generate a correct Python program that matches the
specification and passes all tests.

### Question:

Given an array of integers nums and an integer target, return indices of the
two numbers such that they add up to target. You may assume that each input
would have exactly one solution, and you may not use the same element twice.
You can return the answer in any order.

Example 1:

Input: nums = [2,7,11,15], target = 9

Output: [0,1]

Explanation: Because nums[0] + nums[1] == 9, we return [0, 1].

Example 2:

Input: nums = [3,2,4], target = 6
Output: [1,2]

Example 3:

I
(o))

Input: nums = [3,3], target
Output: [0,1]

Constraints:

2 <= nums.length <= 104

-109 <= nums[i] <= 109

-109 <= target <= 109

Only one valid answer exists.

Follow-up: Can you come up with an algorithm that is less than 0(n2) time
complexity?

### Format:

Your code will run after the following definitions and imports, which may or
may not be needed.

" “python

(see Figures 7 and 8 ...)

You will use the following starter code to write the solution to the problem
and enclose your code within delimiters.

You have to add the missing imports to the starter code to run correctly.

T “python

# Additional imports.

# End of additional imports.

class Solution:
def twoSum(self, nums: List[int], target: int) -> List[int]:

### Answer: (use the provided format with backticks)

Figure 11: Example formatted prompt from LeetCode from which reference solution are generated. We have
modified the original prompts by adding the highlighted text to make a model aware of the code that runs before
its suggested solution.
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Definitions and imports for helper classes (part 1)

import collections
import itertools
import functools
import math
import string
import random
import bisect
import re

import operator
import heapq
import queue

from typing import List, Tuple, Dict, Any, Union, Optional

from queue import PriorityQueue

from itertools import combinations, permutations

from functools import lru_cache

from collections import defaultdict, OrderedDict, deque, Counter

inf = float('inf')

class ListNode:
def __init__(self, val=0, next=None):
self.val = val
self.next = next

def list_node(values: list):
if not values:
return None
head = ListNode(values[0])
p = head
for val in values[1:]:
node = ListNode(val)
p-next = node
p = node
return head

def is_same_list(pl, p2):
if pl is None and p2 is None:
return True
if not pl or not p2:
return False
return pl.val == p2.val and is_same_list(pl.next, p2.next)

Figure 12: Definitions and imports for helper classes (part 1). These are used in the prompt (Figure 11) and
prepended to the code generated by a model.
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Definitions and imports for helper classes (part 2)

class TreeNode:
def __init__(self, val=0, left=None, right=None):
self.val = val
self.left = left
self.right = right

def tree_node(values: list):
if not values:
return None
root = TreeNode(values[0])
i=1
queue = deque()
queue. append (root)
while queue:
node = queue.popleft()
if i < len(values) and values[i] is not None:
node.left = TreeNode(values[i])
queue. append (node.left)
i+=1
if i < len(values) and values[i] is not None:
node.right = TreeNode(values[i])
queue. append (node.right)
i+=1
return root

def is_same_tree(p, q):
if not p and not q:
return True
elif not p or not q:
return False
elif p.val != q.val:
return False
else:
return is_same_tree(p.left, q.left) and is_same_tree(p.right, q.right)

class Node:
def __init__(self, val=0, left=None, right=None, random=None):
self.val = val
self.left = left
self.right = right
self.random = random

class CategoryHandler:
def haveSameCategory(self, a: int, b: int) -> bool:
pass

Figure 13: Definitions and imports for helper classes (part 2). These are used in the prompt (Figure 11) and
prepended to the code generated by a model.
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Figure 14: Scaling curves in Figure 3 for different learning rates. For a fixed 8 and learning rate, we still select

the best checkpoint according to a validation set and report the performance on a test set, as described in our
experimental protocol in Appendix M.
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Table 12: Llama 8B Tiilu 3 SFT, Magpie-Air dataset. The best models selected across distribution shifts are
marked with * according to rewards and LC-rewards as described in the selection protocol in Appendix M. We
underline the values determining the selection shortlist using the validation split (valid).

Method  Setting Reward (valid/test) LC-Reward (valid/test) B LR  Step
Base 0.1493 + 00003 / 0.1519 + 00010 0.1495 + 00006 / 0.1518 + 0.0011
SFT 0.1612 + 00004 / 0.1649 + 00008 0.1614 + 00002 / 0.1648 -+ 0.0008 S5e-7 764
offline 0.1871 + 00000 / 0.1903 £ 00002 0.1750 £ 00012 / 0.1780 + 00008  0.03  1le-6 320
offpolicy—best 0.1734 + 00001 / 0.1761 £00001  0.1671 £ 00002 / 0.1706 00003  0.01  3e-7 320
DPO offpolicy-random 0.1774 + 00001 / 0.1804 +0000s  0.1682 + 00000 / 0.1716 + 00006  0.01  1le-6 480
SFT — offline* 0.1912 + 00001 / 0.1943 £ 00002 0.1869 + 00007 / 0.1904 00003  0.01  le-6 160
SFT — offpolicy—best 0.1874 + 00000 / 0.1904 + 00002 0.1871 00006 / 0.1903 +00003  0.01  le-6 160
SFT — offpolicy—random  0.1872 + 00007 / 0.1907 + 00002 0.1900 + 0.0005 / 0.1922 + 0.0001 0.01 le-6 480
offline 0.1493 + 00003 / 0.1519 £ 00010 0.1495 + 00006 / 0.1518 -+ 0.0011 10 le-6 0
offpolicy—best 0.1830 + 00001 / 0.1858 + 00002 0.1714 + 00007 / 0.1755 + 0.0007 2.5 3e-7 160
SimPO offpolicy-random 0.1822 + 00002 / 0.1857 + 00004 0.1735 00037 / 0.1740 + 0.0008 10 3e-7 320
SFT — offline* 0.1949 + 00004 / 0.1976 + 00002 0.1943 + 00004 / 0.1975 + 0.0003 10 le-6 160
SFT — offpolicy—best 0.1918 + 00001 / 0.1941 00002 0.1914 + 00002 / 0.1936 <+ 0.0001 10 3e-7 320
SFT — offpolicy—random  0.1912 + 00002 / 0.1939 £ 00003 0.1910 + 00003 / 0.1938 + 0.0005 2.5 3e-7 764
offline 0.1830 + 00000 / 0.1861 + 00001 0.1702 + 00005 / 0.1747 + 0.0024 le-4 le-6 160
offpolicy—best 0.1777 + 00002 / 0.1813 00003 0.1677 +00003 / 0.1723 +00006  le-6  le-7 640
REBEL offpolicy-random 0.1744 + 00003 / 0.1776 £ 00002 0.1677 + 00007 / 0.1707 £ 0.0007 le-4 le-6 320
SFT — offline* 0.1914 + 00006 / 0.1937 £ 00011 0.1867 + 00007 / 0.1889 ++ 0.0012 le-6  3e-7 764
SFT — offpolicy—best 0.1855 + 00002 / 0.1884 + 00001 0.1847 + 00001 / 0.1883 + 0.0001 le-4 le-6 160
SFT — offpolicy-random  0.1827 + 00002 / 0.1859 + 00003  0.1824 +0.000s / 0.1860 +0.0003  le-4 le-6 480
offline 0.1855 + 00000 / 0.1879 + 00001 0.1741 £ 00003 / 0.1835 + 00016  3e-4 le-6 480
offpolicy—best 0.1762 + 00005 / 0.1788 00004  0.1719 £ 00013 / 0.1754 + 00007 0.001 1le-7 320
QRPO offpolicy-random 0.1772 + 00001 / 0.1804 £ 00000  0.1781 £ 00019 / 0.1787 £00013  0.001 le-7 320
SFT — offline* 0.1948 + 00000 / 0.1972 £ 00003  0.1975 + 00004 / 0.2005 + 00004  3e-4 le-6 160
SFT — offpolicy—best 0.1810 + 00002 / 0.1851 + 00001 0.1831 00014 / 0.1867 +00006  0.001 le-6 320

SFT — offpolicy-random  0.1759 + 00017 / 0.1790 +0000s ~ 0.1962 + 00052 / 0.1994 + 00036  0.001 le-6 764

Table 13: Mistral 7B Instruct v0.2, Magpie-Air dataset.
Method  Setting Reward (valid/test) LC-Reward (valid/test) 8 LR  Step

Base 0.1574 + 00004 / 0.1598 +0.0006  0.1572 + 00004 / 0.1598 + 0.0008
SFT 0.1611 + 00005 / 0.1633 £00006  0.1610 +0.0004 / 0.1633 = 0.0004 S5e-7 764
offline 0.1764 + 00001 / 0.1783 +0.0003  0.1768 + 00023 / 0.1775 + 0.0011 0.03  3e-7 764
offpolicy—best 0.1803 £ 00002 / 0.1820 £00003  0.1761 £ 00005 / 0.1777 £ 00012 0.03  3e-7 160
DPO offpolicy—random 0.1791 00001 / 0.1810 x00000  0.1787 £ 00012 / 0.1795 + 00010 0.01 3e-7 320
SFT — offline* 0.1872 + 00002 / 0.1901 + 00001 0.1873 + 00003 / 0.1898 00003  0.03  3e-7 320
SFT — offpolicy—best 0.1869 + 00001 / 0.1891 + 00002  0.1844 + 00004 / 0.1856 0002  0.03  3e-7 160
SFT — offpolicy—random  0.1859 + 00004 / 0.1883 + 00002  0.1865 + 00006 / 0.1879 +00013  0.03  3e-7 480
offline 0.1630 + 00001 / 0.1654 + 00006  0.1630 + 00001 / 0.1653 + 0.0008 10 le-7 160
offpolicy—best 0.1678 £ 00003 / 0.1704 00005  0.1679 + 00003 / 0.1712 + 0.0005 2 le-7 160
SimPO offpolicy—random 0.1786 + 00004 / 0.1807 £0.0003  0.1720 + 00008 / 0.1739 + 0.0004 2 3e-7 160
SFT — offline 0.1855 + 00001 / 0.1880 + 00001  0.1853 +0.0002 / 0.1876 =+ 0.0002 10 le-7 160
SFT — offpolicy—best 0.1778 £ 00005 / 0.1802 +00003  0.1764 +0.0007 / 0.1786 =+ 0.0006 10 le-7 160
SFT — offpolicy—random*  0.1859 + 0.000s / 0.1884 + 00001 0.1851 400006 / 0.1879 + 0.0012 10 3e-7 160
offline 0.1727 + 00008 / 0.1734 + 00006  0.1789 + 00021 / 0.1821 + 0.0032 le-4 3e-7 764
offpolicy—best 0.1675 + 00007 / 0.1719 + 00003 0.1806 + 00004 / 0.1831 + 0.0011 le-4 le-6 160
REBEL offpolicy—random 0.1759 + 00001 / 0.1784 £00003  0.1737 00003 / 0.1764 + 0.0001 le-4 3e-7 160
SFT — offline* 0.1845 + 00001 / 0.1864 +0.0002  0.1868 +0.0006 / 0.1884 + 0.0002 le-4 3e-7 320
SFT — offpolicy—best 0.1757 £ 00002 / 0.1771 £ 00001 0.1811 + 00019 / 0.1818 + 0.0003 le-4 le-7 480
SFT — offpolicy—random ~ 0.1832 00001 / 0.1854 00002  0.1895 + 00003 / 0.1913 +0000  le-4  3e-7 320
offline 0.1761 + 00003 / 0.1782 + 00007  0.1784 + 00004 / 0.1798 00006  0.003 le-6 764
offpolicy—best 0.1732 £ 00004 / 0.1757 00002 0.1731 £ 00003 / 0.1762 +0000s  0.003 le-6 480
QRPO offpolicy—random 0.1657 £ 00004 / 0.1695 £0000s  0.1640 + 00009 / 0.1676 0007 0.003  3e-7 764
SFT — offline* 0.1863 + 00001 / 0.1886 00002 0.1866 +0.0002 / 0.1893 + 0.0003 3e-4  3e-7 320
SFT — offpolicy—best 0.1822 + 00003 / 0.1849 + 00004  0.1822 400003 / 0.1849 00003  0.003 1le-7 764
SFT — offpolicy—random 0.1771 £ 00002 / 0.1800 00003  0.1778 £ 00004 / 0.1810 £00006  0.003 1le-6 764
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Table 14: Llama 8B Tiilu 3 SFT, UltraFeedback dataset.

Method  Setting Reward (valid/test) LC-Reward (valid/test) s LR  Step
Base 0.1278 + 00012 / 0.1293 £0000s  0.1279 + 00012 / 0.1294 + 0.0006
SFT 0.1201 + 00012 / 0.1219 + 00007 0.1202 + 00012 / 0.1219 + 0.0008 S5e-7 476
offline 0.1445 + 00002 / 0.1452 £ 00005 0.1445 £ 00001 / 0.1455 + 0.0006 0.01 le-6 300
offpolicy—best* 0.1480 + 00004 / 0.1491 + 00001 0.1480 + 00004 / 0.1493 +00000  0.01  3e-7 300
DPO oftpolicy—random 0.1470 + 00002 / 0.1485 £ 00003 0.1470 £ 00002 / 0.1489 + 0.0002 0.01 le-6 400
SFT — offline 0.1439 + 00003 / 0.1443 £00002  0.1438 £ 00002 / 0.1443 £00002  0.01  le-6 300
SFT — offpolicy—best 0.1442 + 00002 / 0.1452 £ 00002 0.1443 £ 00002 / 0.1451 + 0.0002 0.01 le-6 300
SFT — offpolicy-random ~ 0.1430 + 00004 / 0.1436 00003 0.1430 £ 00002 / 0.1436 00000 0.01  le-6 300
offline 0.1516 + 00002 / 0.1528 +0000s  0.1512 +0.000s / 0.1535 + 0.0006 2 le-6 200
offpolicy—best* 0.1525 + 00004 / 0.1539 £ 00002 0.1524 + 00004 / 0.1535 + 0.0009 2 le-6 200
SimPO offpolicy-random 0.1507 + 00004 / 0.1522 £ 00001 0.1505 + 00003 / 0.1515 <+ 0.0008 2 le-6 476
SFT — offline 0.1518 + 00004 / 0.1535 + 00004  0.1515 + 00004 / 0.1523 + 0.0004 2 le-6 200
SFT — offpolicy—best 0.1483 + 00004 / 0.1500 + 00003 0.1475 + 00005 / 0.1493 =+ 0.0002 2 3e-7 476
SFT — offpolicy-random ~ 0.1501 + 0.0003 / 0.1508 +0000s ~ 0.1490 + 00003 / 0.1502 + 0.0006 10 le-6 200
offline 0.1468 + 00005 / 0.1478 £ 00003  0.1468 +0.000s / 0.1473 + 0.0004 le-4  3e-7 200
oftpolicy—best 0.1474 + 00004 / 0.1487 + 00001 0.1473 + 00004 / 0.1489 + 0.0004 le-6  3e-7 200
REBEL offpolicy-random* 0.1478 + 00001 / 0.1487 £ 00005 0.1478 + 00001 / 0.1488 £ 00004  le-6  le-6 100
SFT — offline 0.1448 + 00004 / 0.1465 +0000s  0.1443 + 00002 / 0.1461 + 0.0004 le-4 le-6 200
SFT — offpolicy—best 0.1403 + 00002 / 0.1413 £ 00001 0.1404 + 00003 / 0.1417 + 0.0002 le-4 le-6 300
SFT — offpolicy-random  0.1413 + 00002 / 0.1427 + 00003 0.1413 + 00002 / 0.1427 + 0.0004 le-4 le-6 300
offline 0.1454 +0.000s / 0.1466 00001 0.1394 £ 00010 / 0.1426 +0002s  0.003 le-7 476
offpolicy—best 0.1503 + 00007 / 0.1508 + 00005 0.1505 + 00004 / 0.1514 + 00003  3e-4  3e-7 100
QRPO oftpolicy—random 0.1502 +0.0008 / 0.1505 00006  0.1506 +0.0007 / 0.1505 + 0.0002 3e-4  3e-7 100
SFT — offline* 0.1497 + 00003 / 0.1504 £ 00008  0.1517 + 00001 / 0.1556 +000i7  0.001 3e-7 100
SFT — offpolicy—best 0.1430 + 00002 / 0.1438 00002 0.1431 + 00003 / 0.1438 + 00002  0.001 1le-6 200
SFT — offpolicy-random ~ 0.1416 00009 / 0.1429 + 00003  0.1432 + 00007 / 0.1429 £0007  0.003  3e-7 100
Table 15: Mistral 7B Instruct v0.2, UltraFeedback dataset.
Method Setting Reward (valid/test) LC-Reward (valid/test) 8 LR  Step
Base 0.1335 + 00004 / 0.1349 £00000  0.1333 +0.0004 / 0.1348 + 0.0009
SFT 0.1243 + 00008 / 0.1258 + 00013 0.1237 + 00011 / 0.1254 + 0.0015 Se-7 476
offline 0.1368 £ 00001 / 0.1381 00002 0.1366 +0.0002 / 0.1379 + 0.0004 0.01 le-7 476
offpolicy—best 0.1475 + 00002 / 0.1484 £ 00002 0.1456 + 00001 / 0.1484 + 00004  0.03  le-6 100
DPO offpolicy—random 0.1441 + 00001 / 0.1458 + 00002 0.1433 + 00002 / 0.1449 00002  0.03  3e-7 300
SFT — offline 0.1402 + 00005 / 0.1417 +0000s  0.1410 + 00005 / 0.1413 £0000s  0.01  1le-7 300
SFT — offpolicy-best* 0.1469 + 00003 / 0.1480 £ 00007 0.1459 + 00003 / 0.1465 + 00008  0.03  1le-6 100
SFT — offpolicy-random  0.1441 + 00001 / 0.1454 + 00004 0.1430 £ 00003 / 0.1440 £0000s  0.01 ~ 3e-7 476
offline 0.1382 + 00001 / 0.1392 00001 0.1364 +0.0002 / 0.1395 =+ 0.0001 2.5 3e-7 476
offpolicy—best 0.1433 + 00003 / 0.1450 £ 00003 0.1443 + 00005 / 0.1450 + 0.0023 10 3e-7 200
SimPO offpolicy—random 0.1419 + 00003 / 0.1431 £ 00004 0.1419 + 00005 / 0.1432 + 0.0017 25  3e-7 476
SFT — offline 0.1415 £ 00005 / 0.1426 00002 0.1408 £ 0.0005s / 0.1416 + 0.0001 2 le-7 400
SFT — offpolicy—best* 0.1460 + 00002 / 0.1472 + 00005 0.1467 + 00003 / 0.1478 + 0.0007 10 3e-7 200
SFT — offpolicy—random  0.1435 + 00005 / 0.1441 + 00003 0.1445 + 00005 / 0.1447 + 0.0004 10 3e-7 476
offline 0.1364 £ 00002 / 0.1384 00006  0.1372 00006 / 0.1393 + 0.0003 le-4 1le-7 100
offpolicy—best 0.1376 + 00003 / 0.1397 £ 00001 0.1368 + 00003 / 0.1392 + 0.0002 le-4 3e-7 100
REBEL offpolicy—-random 0.1426 + 00002 / 0.1444 + 00001 0.1426 + 00003 / 0.1442 + 0.0001 le-4 le-6 100
SFT — offline 0.1386 + 00006 / 0.1395 +0000s  0.1397 + 00001 / 0.1396 =+ 0.000s le-4 le-7 200
SFT — offpolicy—best 0.1398 + 00000 / 0.1409 £ 00001 0.1398 £ 0.0000 / 0.1408 + 0.0001 le-4 1le-7 200
SFT — offpolicy-random*  0.1437 + 00007 / 0.1457 + 00007 0.1445 + 0.0008 / 0.1466 + 0.0006 le-4 le-6 100
offline 0.1413 £ 00002 / 0.1424 + 00003 0.1413 £ 00003 / 0.1427 £00003  0.003 1le-6 476
offpolicy—best™* 0.1458 + 00006 / 0.1469 00007 0.1460 + 00005 / 0.1470 00007 0.003  1e-6 200
QRPO offpolicy—random 0.1335 £ 00004 / 0.1349 £00000  0.1333 £ 00004 / 0.1348 £ 00000  0.001 1le-6 0
SFT — offline 0.1411 £ 00001 / 0.1421 00007 0.1418 £ 00002 / 0.1422 £0000s  0.003 3e-7 400
SFT — offpolicy—best 0.1421 + 00002 / 0.1429 + 00004  0.1422 400003 / 0.1431 £ 00004  0.003 1le-6 200
SFT — offpolicy—random ~ 0.1243 + 00008 / 0.1258 + 00013 0.1237 £ 00011 / 0.1254 00015 0.001  le-6 0
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Table 16: Llama 8B Tiilu 3 SFT, LeetCodeDataset dataset. The datasets contain 10 preference pairs per prompt,
generated from 20 reference completions annotated with the test-case pass rate reward.
reference completions and their rewards to compute the quantile reward.

QRPO uses the 20

Method  Setting Reward (valid/test) 153 LR  Step
Base 0.206 + 0019 / 0.209 + 0.005
SFT 0.215 + 0006 / 0.188 + 0011 S5e-7 100
DPO SFT — offpolicy—random  0.317 <0006 / 0.302 0014  0.01 le-6 80
SimPO  SFT — offpolicy-random  0.280 + 0.037 / 0.223 + 0.014 10 3e-7 160
REBEL SFT — offpolicy—random  0.301 +0017 / 0.261 008 0.01 le-6 160
QRPO  SFT — offpolicy-random  0.316 + 0020 / 0.327 0010 0.0l le-6 200
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Figure 15: Length bias curves in Figure 4 for all of the model and dataset configurations. Each figure shows the
length bias of the best checkpoint of each algorithm after training the given initial model on the given dataset.
Trend lines capture a first order fit of the scatter points for each algorithm and the central point on the line

indicates the average normalized completion length for the algorithm. The legend also indicates a Spearman
rank correlation.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Our claims are made clear and numbered in the introduction. Claims 1 is
discussed in Sections 3 and claims 2, 3, and 4 in Section 4.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: Limitations are discussed in Section 6.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

» The authors are encouraged to create a separate Limitations” section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [Yes]
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Justification: Each theoretical claim in the main paper references a proof in the Appendix.

Guidelines:

The answer NA means that the paper does not include theoretical results.

All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

All assumptions should be clearly stated or referenced in the statement of any theorems.
The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We describe the experimental protocol in Section 4 and further describe its
details in Appendix M including a reference to our codebase.

Guidelines:

The answer NA means that the paper does not include experiments.
If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]

Justification: We provide our codebase in Section M. We used open-source datasets that
we augmented with synthetically generated data. We open-source these datasets with the
codebase.

Guidelines:

» The answer NA means that paper does not include experiments requiring code.

¢ Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

¢ The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: We describe the experimental protocol in Section 4 and further describe its
details in Appendix M with a reference to our codebase.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]
Justification: We discuss the statistical significance of our experiments in Appendix M.11.
Guidelines:

* The answer NA means that the paper does not include experiments.

* The authors should answer ”Yes” if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)
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8.

10.

* The assumptions made should be given (e.g., Normally distributed errors).

« It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

* It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We discuss computing resources in Appendix M.

Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The research conducted in the paper conforms with the NeurIPS Code of
Ethics.

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]

Justification: The paper addresses a fundamental algorithmic gap with no specific application.
The impact of any application should be discussed independently when using our method.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.
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» The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]

Justification: We will release models and synthetically generated data for tasks that have
been well-studied before and have a limited impact.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: All the assets used have been cited.
Guidelines:

* The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.
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16.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [Yes]
Justification: We introduce a codebase with enough documentation in Section M.
Guidelines:

* The answer NA means that the paper does not release new assets.

» Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing or research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing or research with human subjects.
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage
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Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: We do not use LLMs in an important, original, or non-standard manner.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

* Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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