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Abstract

Entropy minimization (EM) trains the model to concentrate even more probability
mass on its most confident outputs. We show that this simple objective alone,
without any labeled data, can substantially improve large language models’ (LLMs)
performance on challenging math, physics, and coding tasks. We explore three
approaches: (1) EM-FT minimizes token-level entropy similarly to instruction
finetuning, but on unlabeled outputs drawn from the model; (2) EM-RL: reinforce-
ment learning with negative entropy as the only reward to maximize; (3) EM-INF:
inference-time logit adjustment to reduce entropy without any training data or
parameter updates. On Qwen-7B, EM-RL, without any labeled data, achieves
comparable or better performance than strong RL baselines such as GRPO [68]] and
RLOO [1]] that are trained on 60K labeled examples. Furthermore, EM-INF enables
Qwen-32B to match or exceed the performance of proprietary models like GPT-4o,
Claude 3 Opus, and Gemini 1.5 Pro on the challenging SciCode benchmark [[78]],
while being 3x more efficient than self-consistency and sequential refinement. Our
findings reveal that many pretrained LLMs possess previously underappreciated
reasoning capabilities that can be effectively elicited through entropy minimization
alone, without any labeled data or even any parameter updates.

1 Introduction

Entropy minimization (EM) trains the model to concentrate even more probability mass on its most
confident outputs without any labeled data or external supervision [23 (60, 25]. It operates on a key
assumption and a simple intuition: if a model is reasonably capable, it is more likely to be correct
when it is confident [56]]. Modern large language models (LLMs) are pretrained on massive data and
often undergo a dedicated annealing phase to enhance downstream task performance [59} 13} 92, [77].
It should be, therefore, fairly reasonable to treat them as capable models even before any supervised
finetuning (SFT) or reinforcement learning (RL) [90]. This naturally invites the questions: Can
entropy minimization alone improve their performance? And how far can they go without any labeled
data? This work answers both: yes, and surprisingly far, at least for reasoning tasks.

We present a systematic exploration of post-pretraining adaptation and inference-time scaling of
LLM:s, using entropy minimization alone without any labeled data. We propose three novel methods,
each aligned with an established post-pretraining stage.

(1) Unsupervised finetuning by directly minimizing token-level entropy (EM-FT) mirrors SFT
and minimizes a token level loss, on unlabeled outputs sampled from the model conditioning
on the input prompts [46]. We find that EM-FT achieves surprisingly strong performance on
math and coding tasks, and can even outperform labeled GRPO and RLOO on LeetCode [26]]
(coding) and Minerva [42]] (math).

'Code:https://github. com/shivamagl25/EM_PT

39th Conference on Neural Information Processing Systems (NeurIPS 2025).


https://github.com/shivamag125/EM_PT

(2) Reinforcement learning with a negative entropy reward (EM-RL) uses a reward signal
based solely on entropy: the negative sum of token-level entropy across a rollout, adjusted by a
constant baseline. This is analogous to the REINFORCE algorithm [76} [1]] but with entropy as
the only supervision without any labeled data. We find that without any labeled data EM-RL
can achieve competitive performance to RLOO and GRPO on most math and coding tasks while
outperforming it on LeetCode, Minerva and AMC (math) [43].

(3) Inference-time scaling through entropy minimization (EM-INF) optimizes the logits during
each decoding step to reduce the entropy of the LLM’s distribution without any parameter update.
We find that EM-INF works best in complex tasks with high uncertainty (e.g. AIME math [43],
UGPhysics [188] and SciCode [78]]). We observe that Qwen 32B [[77] can outperform frontier
models like GPT-40 on Scicode [78]] and is 3x more efficient than inference scaling through
self-consistency and sequential refinement.

While the results are promising, they must be interpreted with care (§5). First, EM is most effective
when model confidence correlates with correctness, as in the experiments above. It is less suited for
tasks like aligning with human values [35], where confidence alone is not a reliable proxy for quality.
Through experiments on individualistic value reasoning [35]], we observe that Qwen-2.5 struggles
on the task without finetuning on labeled data, and further EM leads to no improvements. Second,
the effectiveness of EM hinges on the assumption that the pretrained model is already capable in
the tasks of interest. We observe that the improvements from EM-FT and EM-RL on Llama-3.1-8B
are less substantial on math reasoning tasks compared to those on Qwen-2.5. This may be due to
Llama-3.1-8B is less capable on these reasoning tasks.

The success and limitations of EM highlight the importance of the capabilities of the pretrained
models, which is sometimes underappreciated, at least for reasoning tasks. We call for the inclusion
of EM as a baseline in the evaluation of future post-pretraining and inference-time scaling algorithms,
to better separate the contribution of algorithmic innovations from the intrinsic capabilities of the
model itself. Besides, as we show, an approach that performs surprisingly well on certain models and
tasks can fail in trivial ways on others. Broad evaluation across diverse pretrained models and tasks
can help ensure that the conclusions generalize and are not artifacts of a specific model or dataset.

2 Background and Related Work

2.1 Related Work

Entropy-regularized RL augments the expected reward objective with a regularization term aiming
to increase entropy [98]], in order to promote exploration by adding uncertainty into the actions
[64] 33, 27, 118, 41]]. Entropy-regularized RL usually learns a policy from scratch in grid world
situations (e.g. robot simulations) where adding perturbations can lead to exploring various paths to
get to the goal. In contrast, we investigate if reducing the uncertainty of the policy can improve a pre-
trained language models capabilities, with the hypothesis that they already acquire some capabilities
for the tasks of interest during pretraining. Instead of learning from scratch, we finetune LLMs to
reinforce confident outputs. Therefore, we draw inspiration from entropy-regularization in RL to
design reward function (EM-RL) that minimize the entropy of the model encouraging it to commit
to a fewer more confident paths, instead of prompting exploration like in previous works.

Entropy minimization (EM) has been extensively used as regularization in semi-supervised learning
[23L 40, 18 I51]], domain adaptation [60, 62, [80], and few-shot learning [25} [39]]. [38, 20] apply
EM for reinforcement learning with semi-supervised scenarios, where entropy is used to estimate
the rewards on unlabeled data. [81} (94} 56]] use EM for unsupervised test-time adaptation, where
pre-trained classifiers are adapted to new data at test time without using any labels. Despite its
well-studied history [53 152} 148 15,61} [71], EM has rarely been explored as a standalone training
objective for LLMs. Our key hypothesis is that EM can reinforce LLMs’ strong capabilities acquired
during pretraining. Instead of applying entropy minimization for test time-domain adaptation or as a
regularizer, we study if it can be used for LLM finetuning and inference time scaling.

Unsupervised and few-shot RL for LLMs has raised the possibility of self-improvement [85} 15} 54]].
Here a model learns via self-training in which it critiques its own generations without external
feedback [22| 47, 157, 93] or refines generated text [[L1} (96| [70]. Building on self-improvement,
self-verification [45]] has been applied for RL tuning [95} 184} 99], concurrently. [32] uses the most



frequent answer as reward (majority voting) for finetuning, since optimizing the likelihood of most
consistent answer can reinforce pretraining priors. [99] applies this idea to unsupervised RL tuning at
test time by optimizing on test dataset as a whole. We work on the same intuition of reinforcing model
confidence, however, we study post-training where EM-FT and EM-RL are used for finetuning
LLMs on large general math and coding data. Further, consistent answers and output extraction is not
always possible in complex tasks like scientific coding [2, [10} 82} 4] [73]]. On the other hand, EM-FT
and EM-RL can be applied on tasks like code generation where output extraction is non-trivial.
Unlike [99] which updates the model parameters on each test set individually, inference scaling
via EM-INF optimizes the models’ entropy without updating parameters and does not need task-
specific optimization. EM-INF can be deployed and served like regular text decoding [30, 58l [19]
requiring neither assumption on task nor model optimization. [95] proposes to estimate rewards
by computing the frequency of extracted answers for a prompt. Here, the model is incentivized to
prefer certain answers, which makes the answer distribution more concentrated. While it reduces
the entropy, it is not directly enforced and emerges from learning to repeat most frequent solutions.
EM-FT and EM-RL target uncertainty in models’ token level distribution, whereas the frequency-
based approaches target alignment with desired outputs where entropy reduction is not an inherent
outcome and task-dependent. [84] investigates RL from few-shot output verified labeled data and
observe that direct entropy maximization as a standalone objective can be used for finetuning to a
small extent. They find that carefully selecting a few output-verifiable problems along with entropy
maximization as a regularizer can lead to improvements. We find that only negative entropy rewards
(entropy minimization) are sufficient for RL with similar effects without requiring any data selection.
Standalone entropy maximization does not converge and eventually collapses [84], but EM-RL and
EM-FT via EM converge and can be used to train on large datasets without output verification.

2.2 Preliminaries

Problem setup: Let my denote an autoregressive LLM policy: mg(y|x) = [ [, mo(vi|, y<;), where
x denotes the input prompt and y = y1 . .. Y|y the output trajectory. For clarity, we will suppress
the conditioning on @ whenever it is clear from the context. Let 7(y) denote a reward function,
which provides a score for an output sequence. RL learns a policy that produces output sequence to
maximize the expected reward E, ., [r(y)].

Entropy minimization minimizes the Shannon entropy H(mg) = —Ey.x,[logme(y)] [67] of the
policy [23]. We consider two methods for empirically estimating the entropy.

Trajectory-level entropy estimator [79} [17] is computed based on the trajectory distribution of the
output sequences produced by the policy. In practice, it samples full sequences and computes the
total log-probability. For an autoregressive policy,
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Token (action) level entropy estimator [27, 18] computes the entropy of the policy based on the
token (action) distribution at each step. In practice, it sums per-token entropy across time steps. At
generation step ¢, the model produces a probability distribution 7y (-|y<¢) over a vocabulary V. The
entropy of the policy using token-level estimation is then
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where H(mo( | y<t)) = — > ey To(d | y<t)logmo(j | y<¢). While both trajectory-level and
token-level estimators are used to compute entropy, they lead to different behaviors when used for
training. Minimizing trajectory entropy leads to policies with lower entropy over trajectories whereas
minimum token-level entropy leads to policies with low entropy at each generation step. Furthermore,
the token-level estimate is commonly used in maximum entropy-regularized RL frameworks, such as
soft actor-critic due to its low variance [14} 27,64} 41]].

In the following subsections, we introduce three post-training methods based on entropy minimization
as a standalone objective. (1) EM-FT (§3.1): directly minimizes the token-level entropy (Eqn.



similar to supervused finetuning, but on unlabeled outputs drawn from the model; (2) EM-RL (§3.2):
reinforcement learning with negative trajectory-level entropy (Eq. [1)) or neagtive token level entropy
(Eqn. [2) as the only reward to maximize; (3) EM-INF (§4): inference-time logit adjustment to reduce
entropy using the token level estimate (Eqn. [2) without any training data or parameter updates.

3 Entropy Minimization for Post-training

3.1 EM-FT: Direct Entropy Minimization through Token-Level Finetuning

Supervised finetuning methods such as rejection sampling finetuning [[16} 91} 46] sample data from
the policy and use a reward function to select high-quality data. Good performance on these tasks
has been attributed to post-training labels (e.g. output supervision) and pretraining task mixtures
[65. 189]. Building on entropy minimization and on-policy finetuning we test if directly minimizing
the entropy of the sampled trajectories can enable learning without labels. Given a batch of NV
sampled trajectories {y ~ mp}¥ |, we directly minimize the the empirical total token-level entropy

Hiok (Eqn. . We present this objective and its corresponding gradient in Table

3.2 EM-RL: Entropy Minimization with Negative Entropy Rewards in RL

We now minimize the entropy of the policy by using negative entropy as the only reward in RL (EM-
RL). We design a reward function to assign outcome rewards to trajectory y based on: 1) negative
trajectory level entropy (EM-RL-sequence); 2) negative token level entropy (EM-RL-token).

EM-RL-sequence minimizes the entropy based on the trajectory level estimator of entropy (Eqn.
[I). This estimate favors trajectories that receive high probabilities but does not care about if the
reasoning paths are concentrated or not to a few options. Minimizing this entropy estimate is useful
in situations where multiple but limited chains of thought are preferred, for example, shorter math
tasks where some plausible solutions can be explored but not too many. We use the joint probability
of the sequence as a reward 7y,; to minimize the trajectory level entropy estimate in expectation,

Ey o) [Tt (¥)] = —ﬁtraj(m). The reward 7y, is,
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EM-RL-token minimizes the entropy based on the token level entropy estimate. This estimate
prefers trajectories that are more deterministic and confident at each generation step, focusing the
probability mass on fewer possible reasoning paths (chains of thought). For example, problems
requiring complex long chains of thought where being more deterministic at every step helps prevent
the model from losing track of the reasoning process. Based on the token level entropy estimate
(Eqn ), we define the reward 7k to minimize the token level entropy estimate in expectation,
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While both the objectives EM-FT, EM-RL aim to minimize the entropy of the policy, they are
optimized differently. EM-FT minimizes the entropy by directly differentiating it, whereas EM-RL
uses policy gradients 64 [T]]. Table[I|summarizes the objectives and the corresponding gradients. In
practice, we subtract the RLOO baseline [[1] in EM-RL, which does not change the expectation of
the gradients but helps with optimization [[75, 149, |87]. In addition, we use a KL-regularizer weighted
by S between the policy 7y and the initial base model 7 to avoid large deviations from the base
model and aid optimization, i.e., —H(mp) — BKL[mg||mref] = —H(mg) — B(—H(m9) — H(mo, Tret))
[64.[74]]. The KL regularization can increase the entropy when the base model is too uncertain (higher
entropy), however when 5 < 1 (we use 0.001) the dominant gradient is from the reward, in our case
entropy minimization.

Connecting to entropy regularized RL: Entropy-regularized RL by previous works [27, (18] uses
a an entropy maximization term (as a regularizer) along with the reward signal (policy loss) to



Table 1: Comparing various entropy minimization estimates and their corresponding gradients. N
denotes the number of trajectories. Min. denotes minimizing an objective and Max. maximizing.

Objectives Gradients wrt. 0

Finetuning EM-FT x Min. Hiok ~ ZZ 1 zty | VoH (mo(- | yiy))
RL EM-RL-sequence \ Max. —H; ~ Zl 1 [Z‘y | log mo (i | Y1)V log me(y?))
Max. —Hiox % Zi:l [f Ly‘l H(mo(- | yL,) Vo log ma(y?))

[y S ——

RL EM-RL-token -
Inf-Scaling  EM-INF Min. H N/A

encourage stochasticity in action selection and promote exploration. [[84] build on this idea and use
few labeled examples for the policy loss along with entropy maximization. They find that using
entropy maximization only can boost performance initially, however, the optimization with only
entropy maximization does not converge and eventually collapses the policy. In contrast, EM-RL
aims to reinforce pretraining biases by learning a more deterministic policy via entropy minimization
without requiring any labeled examples. We find that EM-RL can converge on large datasets and
improve model performance on math and code generation.

3.3 Training Setup

We use the following setup for all experiments, and provide additional details in Appendix [D}

Evaluation: For our training experiments, we evaluate on math and coding tasks using [[13]- Math-
500 [29], AMC [43], AIME 2024 [43]], Minerva math (Minerva) [42], Olympiad Bench (Olymp.)
[28], LeetCode (LeetC) [26], and LiveCodeBench-v2 (LiveC) [34]]. For inference time scaling, we
additionally evaluate on Scicode [78]] and UGPhysics [88]. Following [63} 37]], we estimate the
training FLOPs as 6 P D and inference FLOPs as 2P D where P is the number of parameters in the
model and D is the number of tokens (Appendix §D.4)

Training data, models, and methods: We construct the training data for math and coding by
randomly sampling 35K prompts from Numina math [43]] and 25K prompts from Eurus-2 coding split
[L3], respectively. We use Qwen2.5-Math-7B [89] and Eurus-2-7B-SFT [13]] model for training on
math and coding, respectively. We use Verl [69] to train. For all RL methods, we use early stopping
based on the validation set. We set the number of rollouts to N = 4, batch size to 512, learning rate
to 1e~5. We use a KL regularizer with small coefficient 3 = 0.001 which does not effect entropy
minimization. We use RLOO and GRPO with output verification only without reward models. We
use the same prompts for EM-FT but without the labels. Instead it samples solutions to estimate the
entropy. All experiments are done using 4xGH200 Nvidia GPUs.

Baseline: We consider an additional rewarding scheme based on the frequency of the final answer—
Self consistency (SC-RL). It assigns rewards to each trajectory y; based on majority voting [85,[32].
An answer a; is extracted for the trajectory y; and the frequency of the answer is used estimate the

reward, r(y;) = Z;\Ll w, where I is the indicator function. Self-consistency assigns hard
rewards to trajectories where answer extraction is possible (e.g. math), however is inapplicable on
tasks like code generation. Such rewards are useful on tasks where several consistent answers can
be generated (e.g. MATH-500). However, challenging prompts (e.g. scientific coding) often admit
multiple plausible solutions with no answer extraction possible, consequently making majority voting

inapplicable. [99] apply this idea for training on the test set, however, we use it on the training set.

3.4 Results: Entropy Minimization for Post-Training

Table 2] compares the performance of using entropy minimization as a standalone post-training
objective to supervised finetuning and output-verified RL.

Can unsupervised finetuning by directly minimizing token-level entropy improve LLMs? We
first observe that directly minimizing the entropy (EM-FT) can improve improve performance over the
base model by 8% on average on math and coding without using any labels. This observation indicates
that pretraining priors can be further capitalized to squeeze more performance and entropy can



Table 2: Performance comparison of unsupervised finetuning (EM-FT) and various rewarding methods
in EM-RL with supervised finetuning and RL. Ifalics, Bold indicates performance improvement over
GRPO and SC-RL (self-consistency RL), respectively. Dash line ("-") denotes that self-consistency
is inapplicable. FLOPs are reported as 10'7 (.

Math Coding
Math AMC AIME Minerva Olymp. Avg. LeetC LiveC Avg. FLOPs
Qwen2.5-7b 438 313 15.6 14.7 19.0 249 261 184 223 -
Trained using 60K labeled prompts
w/ SFT N=1 48.2 302 10.0 17.6 224 257 183 183 183 1.0
w/ RLOO N=4 73.0 57.8 233 31.2 342 439 283 267 275 13.1
w/ GRPO N=4 71.8 56.6 21.1 25.0 359 421 250 258 254 13.1
Our unsupervised methods trained on 60K unlabeled prompts
EM-FT N=1 672 51.8 144 33.1 344 402 283 172 228 1.0
SC-RL N=4 732 518 15.6 26.1 36.7 40.7 - 13.1

EM-RL-SEQUENCE N=4 67.2 53.0 21.1 30.9 35.6 41.6 31.1 217 264 13.1
EM-RL-TOKEN N=4 70.8 57.8 18.9 30.9 359 429 295 245 270 13.1

independently contribute to performance gains. We also note that with only N = 1 trajectory sampled
from the model, EM-FT can achieve competitive performance to GRPO and RLOO (outperforms on
Minerva and LeetCode by 5% on average) which require output verification over multiple sampled
(N = 4) trajectories. EM-FT better contextualizes the improvements from supervised methods
and better uses pretraining capacity, while maintaining a smaller computational footprint. We also
observe no improvements on LiveCode likely because LiveCode is regularly updated with new
problems that might be different from the pretraining distribution [34]]. This observation indicates that
entropy minimization can potentially boost performance on unlabeled scenarios if it’s not significantly
different from the pretraining task mixture [81 (73} 31]].

Can we improve learning from entropy minimization through RL? In Table 2] we observe
that unsupervised RL methods (SC-RL,EM-RL) improves base model performance by 11% on
average and maintains competitive performance as compared to output-verified GRPO and RLOO
(outperforms on AMC, Minerva and LeetCode by 4.5% on average) under similar compute constraints.
This observation suggests that model confidences in the form of token and sequence level entropy
estimation can be used as pseudo-rewards to learn from unlabeled scenarios and better use pretraining
priors. This observation also ties up with [55120}31]] who show that model confidences can be a proxy
for reward. Among the various rewarding schemes, we observe that token level and sequence level
entropy estimation can be flexibly applied to a variety of tasks without assumptions on the problem
structure (e.g. answer extraction) unlike self-consistency which is not applicable for code generation.
On average, we observe that EM-RL has better performance via entropy rewards, indicating that
fewer deterministic CoTs is more useful on certain reasoning tasks (LiveCode, AMC). We also notice
that EM-RL improve model performance on LiveCode by 6% where direct entropy minimization
(EM-FT) did not work, indicating that careful reward design to learn from unlabeled experience can
better enhance learning and pretraining capabilities. Through EM-FT and EM-RL, we show that
EM can elicit pretraining priors necessary for reasoning without any labeled data. While supervised
training is expected to scale better, we put forward EM-FT and EM-RL as important baselines to
better contextualize improvements from post-training methods.

4 EM-INF: Inference-time Logit Optimization

Inference-time scaling methods suggest that enabling LLMs to improve their output generations at test
time by scaling compute is critical for improving performance on a complex tasks [86, 72, 166 50, 16]].
Practical LLMs need to adapt to tasks online, i.e., we should be able to adapt to user-queries
while the requests are being received. As a result, online LLM adaptation should be unsupervised.
Self-consistency (parallel generations) [83] and iterative-refinement (sequential generations) are
widely used for reasoning when external verification is not available [47]]. Self-consistency samples
multiple answers from the model and then selects the solution with the largest frequency. Whereas



Table 3: Performance comparison of EM-INF against test-time scaling methods. Bold & [talics
indicates best and second best performance, respectively. We use a temperature of ¢ = 0.1, sample
n = 1 trajectory for all methods unless specified and report the average of three runs.

Math Coding Science
Math AMC AIME Minerva Olymp. Avg. LeetCode UGPhysics
Qwen2.5-Math-7B-Instruct 80.7 50.6 11.9 35.7 41.1 440 0.6 18.5
Greedy Decoding (t = 0) 79.0 494 10.0 34.6 399 426 1.1 18.8
Iterative-refinement (N = 3) 73.0 39.7 7.5 324 332 372 0.4 17.4
Self-consistency (N = 4) 80.7 509 133 36.7 41.0 44.5 0.8 18.5
ADAPTIVE TEMP 819 53.1 10.7 36.3 39.8 444 2.2 22.5
EM-INF 81.3 552 148 34.8 40.6 454 0.6 21.4
Qwen2.5-7B-Instruct 743 446 9.1 35.2 38.4 403 47.2 22.7
Greedy Decoding (¢t = 0) 732 422 8.8 33.8 379 392 46.1 23.7
Iterative-refinement (N = 3) 72.3 409 8.8 34.8 389  39.1 50.0 21.5
Self-consistency (N = 4) 74.4  43.7 10.0 35.1 39.2 405 48.8 23.6
ADAPTIVE TEMP 749 49.8 10.0 384 375 422 494 24.1
EM-INF 74.0 46.7 11.7 36.5 38.7 415 51.7 25.4
Llama-3.1-8B-Instruct 419 192 33 21.1 16.5 204 13.1 17.1
Greedy Decoding (¢t = 0) 40.6 16.9 33 21.0 16.0  19.6 12.8 16.1
Iterative-refinement (N = 3) 413 18.7 2.5 20.3 16.0 19.8 9.6 18.3
Self-consistency (N = 4) 43.3 202 2.8 20.1 18.1  20.9 12.8 16.9
ADAPTIVE TEMP 43.1 22.7 33 20.0 17.3 213 16.3 19.9
EM-INF 439 235 33 21.3 162  21.6 14.1 17.6

iterative-refinement feeds the previously generated solution into the model as in-context examples
inorder to refine the solution. However, online adaptation should not be tailored to certain problem
types—self-consistency only works when output extraction is possible and iterative refinement is
bottle-necked by context length. To tackle these challenges we propose EM-INF that uses entropy
minimization at inference time for logit adjustment. EM-INF treats the model’s output logits as
if they were parameters, and uses gradient descent to update them to minimize the entropy of the
distribution they induce; no gradient wrt. or the model parameters or parameter update is needed.

Let z; € RY be a the logit vector produced by the model at generation step ¢ from its last layer. We
freeze the model parameters and optimize the logits z; to minimize the entropy of the output distribu-
tion it induces via gradient descent. We treat the logits as free parameters and never backpropagate
through the model or update its parameters. To prevent over-optimization, which would effectively
lead to greedy decoding, we use a minimum entropy threshold é (we empirically find 0.1 < § < 0.5
works the best). Our inference time objective for each generation steps is defined as,

£EM—INF = max ( — ZO’(Zt)j loga(zt)j,é), (5)
jev

where o denotes the softmax function. After logit optimization, we use sampling based decoding to
select the next token, since this optimization does not change the top logit and greedy decoding will
not change the output post-optimization (Prop. [T) [31]]. The above optimization operates over z; and
is equivalent to optimizing a one-layer neural network with |)/| parameters with a softmax activation.
We empirically find that 5 to 15 gradient steps are enough. The vocabulary size (~ 150K in Qwen2.5
[77]]) is much smaller than number of parameters (7B) in the model, making the optimization overhead
negligible compared to a forward pass of the full model. We require only O(n) (n is sequence length)
forward passes from the language model, equivalent to regular decoding. Whereas, other inference
time scaling methods like self-consistency and sequential refinement require O(Nn) forward passes
where IV is the number of trajectories.

Baseline: We use adaptive temperature scaling to reduce the entropy of the models’ output distribution.
Starting from logits z; we gradually decrease the temperature 7 in the softmax until the entropy
reaches a target value. We search for the largest 7 > 0 such that H (o (z:/7)) < max(aH(o(2¢)),9),
where a € (0, 1) controls the fraction of entropy to reduce. We find o € (0.4, 0.6) works the best.

Proposition 1. (Informal) Both adaptive temperature scaling and logit optimization reduce the
entropy of a model’s output distribution. However, logit optimization can change the order of non-top



logits, while temperature scaling preserves the order of logits and merely sharpens or flattens the
distribution proportionally. Both temperature scaling and logit optimization will keep the token with
the top logit and increase its probability, making them less likely to change the model’s behavior
when it is highly confident (Appendix[A]).

EM-INF for scientific coding: We apply EM-

INF to scientific coding in Table[} SciCodeisa Table 4: Performance comparison of inference
challenging code generation benchmark requir- tjme scaling with ADAPTIVE TEMP and EM-INF
ing significant domain knowledge and reasoning  with API models and inference time scaling meth-
capabilities where even frontier models such as  ods on Scicode. Sub and main indicate subprob-
GPT4o struggle [[78]. We observe that test time  jem and main problem mode in Scicode, whereas
entropy minimization (EM-INF, adaptive tem- /BG refer to with background knowledge in the

perature) Can improve perfprmance of the base prompts. Bold,/zalics indicate the best and second
models consistently on easier subproblems and  pest performance over all methods.

eventually on the more difficult main problem

by 2.5%. We note that logit optimization (EM- Subw/BG  Main w/ BG
INF) i.s better than adaptiye temperature scaling  Gprao 354 )
on SciCode by 3%. Owing to the difficulty of GPT.4-Turbo-2024-04-09 33.7 92
SciCode, the models’ output distribution has Claude3.5-Sonnet 35.4 12.3
large entropy. Under this scenario, EM-INF Claude3-Opus 26.7 4.7
can change the relative order of the logits which gl?lfl?issc’;‘r‘et ggg ‘7‘;
likely leads to better reasoning chains. Whereas, emint 7. 7o ’ '
adaptive temperature scaling will never change ~Qwen2.5-7b-Instruct L5 0.0
the relative ordering of the logits on each genera- Greedy decoding (¢ =0) 13.4 3.0
. . 1 kes the distribution peakier Iterative-refinement (n = 2) 12.1 0.0
tion step —1t only ma peax ADAPTIVE TEMP 13.2 0.0
(Proposition . Next, we observe that scaling EM-INF 16.7 1.5
through iterative-refinement [47] leads to some Qwen2.5-32b-Instruct 254 16
improvements over the base model, however, it Gyeedy decoding (¢ = 0) 25.4 4.6
is bottlenecked by the max context length of the Tterative-refinement (n = 2) 24.7 7.6
model making it harder to refine long chains of ~ADAPTIVE TEMP 28.8 7.6
thought. Whereas, EM-INF does not require re- EM-INF 27.1 10.7

finement and maintains the same computational

complexity as the base model when used with regular decoding. We note that EM-INF with
Qwen?2.5-32B-Instruct can outperform several frontier models on the main problem without requiring
refinement or editing model parameters by 3% and over the base model by 6%. Building on these
observations, we put forward EM-INF as a practical, compute efficient inference time scaling method
that does not require any supervision and makes no assumption on the nature of the problem.

EME-INF for math and coding: Table [3|compares
the performance of EM-INF for test time scaling.
We observe that minimizing the entropy of the model 52 -

at test time without updating the parameters (EM- o 50— ¢ u
INF, adaptive temperature) improves the performance = 48 - /." -

of the base model for almost all tasks and model & 46- a 7

classes by 3% on average, indicating that EM isan 5 44 - g | -l Self-consistency
useful method for test time scaling. We also note < 42~ 2 A EM-INF

that EM can be applied to all tasks (math, coding 04 ‘ ‘ A?ap' Tem?'
and ugphysics) without assumptions such as output 0 10 20 30 40
extraction in self-consistency or output scoring. Next, Time Consumed (hours)

we note that EM competitively performs against self-

consistency while outperforming it on tasks requiring  Figure 1: Computational efficiency of EM-
significant reasoning capabilities, e.g. UGPysics by INF compared to self-consistency with N =
3.6%. Unlike self-consistency which requires sam- 4,8,16 on AMC.

pling multiple trajectories (N > 1), EM-INF re-

quires only one trajectory leading to lower computa-

tional requirements. These observations collectively indicate that pretraining performance can be
improved via EM, and making the model more deterministic at inference time via unsupervised EM
in-order to prefer fewer chain of thought options can lead to better performance.



Table 5: The limitations of EM on tasks and models where model confidences do not help. Left shows
performance of Llama-3.1-8B on math tasks trained with the setup in Sec. Right compares the
performance of Qwen-2.5-7b instruct on individualistic value alignment.

Math AMC AIME Minerva Olymp.

IndVal
Llama-3.1-8B-Instruct 406 181 10 224 157
W/ RLOO 520 253 33 268 207 %\Vj[f_’;%'igi')h‘“r““ o
EM-FT (N=1) 22 217 33 188 14 g D o0
EM-RL-oken(N=) 410 181 56 191 156 oot 050 0 00
EM-RL-sequence (N=4) 41.6 18.1 7.8 18.4 16.6 d _ )

Computational efficiency: Figure [l|compares the compute requirements of EM-INF with inference
scaling baselines. We observe that EM-INF can achieve better performance while using a third of
time. This observation suggests that EM-INF is a practical inference scaling method in compute
bound scenarios, for online adaption without updating model parameters [81} 9]. EM-INF can also
be combined with self-consistency and sequential refinement to scale up (Appendix §C.4).

5 Limitations: Dependence on Base Model Capability and Confidence

To contextualize the applicability of EM, we probe its performance by 1) training on tasks with
different bias as compared to pretraining; and 2) finetuning models lacking target reasoning behaviors.

Table 3] (right) evaluates EM on individualistic value reasoning (IndVal) [35]]. Individualistic value
reasoning is a difficult alignment task that evaluates LLMs’ ability to reason about an individual’s
value preferences in new situations. Given known statements about a certain individual, the task is
to predict if the user would or would not associate with a new situation (measured using accuracy).
We observe that Qwen-2.5-7B struggles with the task, likely because LLMs’ are biased to coarse
values acquired from pretraining which may not generalize to a large pluralistic audience [97, 35].
As expected, we note that EM is not effective in this task, likely because model confidences are
incorrectly biased to training priors that do not benefit the target task, as also observed in [99} 31].

Furthermore, Table [5] (left) compares entropy minimization (EM-FT, EM-RL) with supervised RL
(RLOO) using the same training data, setup and evaluation as Sec[3.3| with Llama-3.1-8b-Instruct
as the base model [24]. We observe that while supervised RL can improve model performance, im-
provements from entropy minimization is less effective as compared to Qwen-2.5 and can sometimes
hurt performance on math reasoning. We tie this observation to [21]] who show that Llama models
may lack reasoning behaviors initially as compared to Qwen models, as also observed in [84]. The
lack of certain reasoning behaviors for math in the initial policy possibly leads to unreliable model
confidences and eventually inaccurate entropy rewards [[12]. This observation suggests that success
of entropy minimization hinges on the assumption that the pre-trained model’s initial reasoning
behaviors are critical for the capacity of improvement. Overall, the success of EM-FT and EM-RL
must be interpreted with care, as it can be less effective depending on the task and base model choice.

6 Conclusion

We show that entropy minimization through unsupervised finetuning (EM-FT), RL with standalone
negative entropy as reward (EM-RL) and inference time scaling through logit optimization (EM-
INF) can improve LLMs on complex math, physics, and coding tasks without using any labeled
data. We observe that through EM-FT and EM-RL, Qwen-2.5-7B can achieve comparable or better
performance than RL methods like GRPO and RLOO. Through test time logit optimization, EM-INF
enables Qwen-2.5-32B to outperform proprietary models like GPT40 on complex scientific coding
without training or updating model parameters. Our findings suggest that many pretrained LLMs
already possess strong reasoning ability which can be enhanced using EM alone. While successful,
EM is less beneficial on tasks and models with different inductive biases as pretraining. We call for
the inclusion of EM-FT, EM-RL and EM-INF as a baseline in the evaluation of future post-pretraining
and inference-time scaling algorithms, to better attribute the source of improvements in them.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]
Justification: Abstract, Sec. E]
Guidelines:

e The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: Introduction Sec. [T} Results Sec. [3]
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

Answer: [NA]
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Justification: No theoretical results.

Guidelines:

The answer NA means that the paper does not include theoretical results.

All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

All assumptions should be clearly stated or referenced in the statement of any theorems.
The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We provide data, hyperparameter and code details in Sec. [3.3]

Guidelines:

The answer NA means that the paper does not include experiments.
If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?
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Answer: [Yes]
Justification: Code is released.
Guidelines:

* The answer NA means that paper does not include experiments requiring code.
* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

¢ The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

 The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: All details provided in Sec[3.3] Appendix D]
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

¢ The full details can be provided either with the code, in appendix, or as supplemental
material.
7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer:
Justification: Multiple training runs are computationally expensive
Guidelines:

» The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

* It should be clear whether the error bar is the standard deviation or the standard error
of the mean.
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It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CIL, if the hypothesis
of Normality of errors is not verified.

* For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]
Justification: We provide all setup in Sec. [3.3]
Guidelines:

» The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

 The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]
Justification: We follow the code of conduct.
Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).
Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [NA]
Justification: No societal impact
Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
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generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: No such risks
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]
Justification: We cite all open-sourced datasets and models used.
Guidelines:

» The answer NA means that the paper does not use existing assets.
* The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

« If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.

New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?
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Answer: [NA]
Justification: No new assets introduced
Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.

Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects
Guidelines:
* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA] .
Justification: The paper does not involve crowdsourcing nor research with human subjects
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

Declaration of LLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer:
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Justification: We do not use LLMs.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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A Proof for proposition 1]

(Informal) Both adaptive temperature scaling and logit optimization reduce the entropy of a model’s
output distribution. However, logit optimization can change the order of non-top logits, while
temperature scaling preserves the order of logits and merely sharpens or flattens the distribution
proportionally. Both temperature scaling and logit optimization will keep the token with the top logit
and increase its probability, making them less likely to change the model’s behavior when it is highly
confident.

Part 1: Let p(z) = softmax(z), and H(p) denotes the entropy of p; H = — Z?jl pilogp;. Iz €
R n>0anda,b € [1,...,|V]],suchthat z, < zj, and y, > y, where y; = z; +np;(log p; + H),
i=1,...,|V.

Proof: Choose z with two non-top indices satisfying p, < py < e~ (H+1) and therefore Zq < Zp.

Consider Y, — Y = 24 — 26 + 7(ga — g») Where g; = p;(logp; + H). g is the negative gradient of
entropy H w.r.t. z. We show that g, > gp.

By Mean-Value Theorem 3¢ € (p,, pp) such that g, — g» = (pa — pp)(log c + H + 1). We then have
c<pb<e_(7'[+1) = logc+H+1<0 = go,—g» >0 6)

Thus, we can set an arbitrary large 7 such that,
Za =2 +1(ga —gp) >0 @)

Part 2: b cannot be arg max; z;.

Proof: Let j = arg max; z;, i.e. the index of the maximum logit. Since p; = max; p; we can bound
it using the inequality:

H(p) = — sz‘ logpi > —logp; = p;>e M) > (D (®)

We now analyze how g; behaves as a function of p;. Let g(p;) = p;(logp; + H) and ¢'(p;) =
log p; + H + 1. Thus, g(p;) is monotonically increasing whenever ¢'(p;) > 0, i.e. when,

pi > e” Y ©)

So no lower-probability index 4 can have g; > g, i.e., the entropy gradient cannot reduce y; relative
to others. Therefore, b # j, leading to the following behavior

0< Ga S db Da € (e_H’pb] (]0)
Jgo <0< gy pa€ (O,e_H) (11)

B Adaptive Temperature Scaling

The algorithm of adaptive temperature scaling for EM-INF is presented in Algorithm [I]

C Additional Results

C.1 EM-RL with DeepSeek-Math-7B-Instruct

To further understand initial model choice, we finetune another base model- DeepSeek-Math-7B-
Instruct on the same data and training settings as Qwen-2.5-7B-Math (Section [3.3). Deepseek-7b-
Math-Instruct has been finetuned on math-related tokens for 500B tokens on top of Deepseek-coder-7b
[68]. We use the instruction tuned version which has been further finetuned using chat data. We fine
tune Deepseek-7b-Math-Instruct using entropy minimization (EM-RL) and evaluate it in Table
We observe that entropy minimization improves performance over the Deepseek model by 2.5% on
average on math tasks.
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Algorithm 1 Inference-time Adaptive Temperature

Input: Logits z;; Initial maximum temperature T,,qz init; Initial minimum temperature
Tmin_init > 0; Maximum iterations M; Tolerance €;,; > 0; Target entropy reduction ratio
« € (0, 1); Target entropy threshold 6 > 0.

Output: Scaled logits z;.

1: function COMPUTEADAPTIVETEMPERATURE(Z¢, Tmax_init, Trmin_init, M, €tol, Oty 0)
2: Pipitial < Softmax(z;)
3: Hinitiar < Entropy(Pinitiar)
4: Htarget — max(é, « - Hinitial)
5: Tfinal +~— 1.0
6: if Hinitial > ¢ then
7: Tlow < Tmin_init
8: 7_high — Tmaz_init
9: for iteration < 1to M do
10: Tmid < (Thigh + Tlow)/2
11: Peyrrent < Softmax(z;/Tmid)
12: chrrent — Entropy(PcurTent)
13: if |ch7‘rent - Htarget‘ < €tol then
14: Tfinal < Tmid
15: break
16: else if Hoyrrent < Higrger then
17: Tlow < Tmid
18: else
19: Thigh < Tmid
20: end if
21: Tfinal < Tmid
22: end for
23: end if
24: 2y < 2t/ Tfinal
25: return z;

26: end function

Table 6: Performance comparison of various entropy based rewarding methods in EM-RL against RL
with output verified rewards using Deepseek-Math-7b-Instruct as the base model. We use the same
setup as Qwen-2.5-Math-7B (Section[3.3). Bold indicates performance improvement over RLOO.

Math
Math AMC Minerva Olymp. Avg.
Deepseek-math-7b-instruct  42.0 16.9 19.1 12,6 227

Trained using 60K labeled prompts
w/ RLOO N=4 424 241 20.6 132 251

Our unsupervised methods trained on 60K unlabeled prompts

EM-RL-SEQUENCE N=4 42.8 21.7 21.7 144 252
EM-RL-TOKEN N=4 434 18.1 22.8 13.6 245

C.2 Sensitivity to KL regularization coefficient 5

We provide results with different 5 for EM-RL token below in Table[/| We observe that a small 3
value is better for entropy minimization because it weighs EM more in the overall loss function.

Theoretically, the KL regularization can increase the entropy when the base model is too uncertain,
i.e., it deviates from the pre-trained checkpoint causing it to visit high entropy states. However when
B < 1 (we use 0.001) the dominant gradient in the policy gradient is from entropy minimization.
Since we set 3 to a small value the overall objective minimizes the entropy.
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Table 7: Performance variation of EM-RL-token using different KL regularization coefficient, 3. We
use Qwen-2.5-Math-7b as the base model with the same setup in Sec3.3]

Math
Model Math AMC AIME Minerva Olymp. Avg.
Qwen-2.5-Math-7b 43.8 31.3 15.5 14.7 19.0 24.9
EM-RL-TOKEN 8 = 1.5 45.0 39.8 133 9.6 21.2 25.8
EM-RL-TOKEN 3 = 0.5 50.8 39.8 16.7 10.7 23.0 28.2
EM-RL-TOKEN # = 0.001  70.8 57.8 18.9 30.9 19.0 39.5
EM-RL-TOKEN 8 =0 70.9 57.5 18.2 29.6 19.0 39.0

Table 8: Sensitivity to number of rollouts N of EM-RL-SEQUENCE. We use Qwen-2.5-Math-7b and
use the training setup defined in Sec[3.3]

Math
Model Math AMC AIME Minerva Olymp. Avg.
EM-RL-SEQUENCE N=4 67.2 53.0 21.1 30.9 35.6 41.6
EM-RL-SEQUENCE N=8 71.4 54.2 13.3 31.6 35.0 41.1
EM-RL-SEQUENCE N=16  70.6 51.9 15.5 239 35.1 394

C.3 Sensitivity to number of rollouts NV

We measure the impact of the number of rollouts N on EM-RL-SEQUENCE in Table@ ‘We observe
that EM-RL-SEQUENCE benefits with larger on MATH-500, suggesting that larger number of rollouts
might reduce the variance. However, we note that a larger /N does not help AMC, Minerva and
Olympiad bench, and reduces performance on AIME. Overall, we observe consistent performance of
EM-RL-SEQUENCE on sweeping N from 4 to 16. We set N = 4 building on existing RL fine tuning
works to make sure that the training overhead is consistent [13].

C.4 Combining EM-INF with Self-consistency and Iterative Self-refinement

We combine EM-INF with self-consistency and iterative self-refinement in Figure Since,
EM-INF only optimizes the logits, it can be plugged into both methods easily. We observe that
EM-INF can get the same performance as self-consistency (N=4) while using 3 time less FLOPs on
AMC with Qwen 2.5 7B. As expected, EM-INF reduces the diversity of the generation, which causes
it’s benefits to diminish over iterations. Self-consistency benefits the most when several diverse
generations can be produces which lead to the same answer, however, EM-INF reduces diversity
through entropy minimization [44, [7]] leading to smaller benefits with larger compute. EM-INF is
most suitable for inference time scaling on high uncertainty tasks under compute bound scenarios.

C.5 Qualitative analysis of EM-INF on SciCode

We conduct a qualitative analysis of EM-INF on SciCode through a case study where Qwen2.5-
7B-Instruct with EM-INF successfully generates the correct code, while the base model fails. The
problem and corresponding model generations are illustrated in Figure [3] The prompt requires
generating a symmetric matrix with increasing diagonal values, where each element is modified by
the product of a user-defined noise factor and a normally distributed random number, followed by
symmetrization via averaging with the matrix’s transpose.

The base Qwen2.5-7B-Instruct model produces a partially correct implementation of the
init_matrix function. It correctly initializes the increasing diagonal and applies the symmetrization
formula (A = (A + A.T) / 2). However, it fails to apply the noise factor to all elements of the
matrix. Specifically, the noise modification is applied only to the off-diagonal elements, leaving
the diagonal entries (e.g., 1+1) unaltered by the stochastic process prior to symmetrization. This
error occurs because scientific coding is a difficult task where both coding and domain knowledge is
required, therefore making the model’s output distribution uncertain.
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(a) Accuracy vs. FLOPs for combining EM-INF and  (b) Accuracy vs. FLOPs for combining EM-INF and
self-consistency at inference time on AMC. iterative refinement at inference time on LeetCode.

Figure 2: Performance of EM-INF combined with various inference-time scaling methods using
Qwen2.5-7B-Instruct. EM-INF can effectively improve performance when combining with other
inference-time scaling methods while requiring negligible additional computation.

By contrast, the generation using EM-INF produces the correct implementation that adheres to all
constraints specified in the prompt. EM-INF reduces the entropy of the output distribution, which
leads to more deterministic generations. The generated code by EM-INF, as expected, reduces the
diversity in generation, leading to more concise implementations and omitting additional comments.
These results suggest that EM-INF is particularly beneficial for scientific coding tasks like SciCode,
where correctness and determinism are critical.

SciCode Problem 16.1

Question: Write a function to generate a symmetric matrix with increasing values along its diagonal. All elements in the matrix should be modified based on
the product of a normally distributed random number generated by numpy and an input given by the user. Symmetrize the matrix by taking the average of the
sum of the matrix and its tranpose.

Qwen2.5-7B-Instruct EM-INF
def init_matrix(din, ”O]S?): e s . . . def init_matrix(dim, noise):
'''Generate a symmetric matrix with increasing values along its diagonal. -
A = np.zeros((dim, dim))
Inputs: for i in range(dim):
- dim: The dimension of the matrix (int). i 4 : :
(int) Ali,il =i+ 1 ‘/

- ise: Noise level (float).
noise: Noise level (float) A = A + noise * np.random.randn(dim, dim)
Output: -

- A: a 2D array where each element is a float, representing the symmetric matrix. A ; (A :\ A.T) /2
N return

# Initialize a dim x dim matrix with zeros
A = np.zeros((dim, dim))

# Fill the matrix with increasing values along the diagonal
for i in range(dim):
for j in range(dim):
if i==j

A[i][ﬁ] =i+1 x
else

ALi1[j] = np.random.normal(e, noise)

# Symmetrize the matrix by taking the average of the sum of the matrix and its transpose
A=(A+AT) /2

return A

Figure 3: Qualitative analysis of EM-INF on SciCode. Qwen2.5-7B-Instruct’s generated code
(Left) fails to add random noise to all elements in the matrix, whereas the code generated with
EM-INF (Right) performs the correct operation. We observe that EM-INF (1) reduces the diversity
of generated tokens and is more deterministic as expected; (2) generates correct code; (3) produces
more concise outputs; and (4) is more helpful in scientific coding tasks like SciCode where LLMs are
highly uncertain.
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D Experimental Setup

D.1 Evaluation Benchmarks
D.1.1 Math Reasoning

We adopted the data and evaluation pipeline from PRIME-RL codebase [[13] for all math reasoning
evaluations. The final answer of LM is the string inside the last \boxed{}. All math benchmarks is
evaluated on Pass@1 accuracy. Here, we will introduce each math benchmarks in detail.

MATH 500 MATH 500 contains 500 prompts sampled from the 5,000 test problems in the orig-
inal MATH dataset [29]]. The test set of MATH comprises challenging competition-style math
problems drawn from sources such as the AMC and AIME exams. These problems span seven
subjects—Prealgebra, Algebra, Number Theory, Counting and Probability, Geometry, Intermediate
Algebra, and Precalculus—and are labeled with difficulty levels from 1 (easiest) to 5 (hardest). Each
test problem includes a final boxed answer and a full step-by-step solution in LaTeX, enabling exact
match evaluation and providing interpretable reasoning paths for model analysis.

AMC We use the validation set from AI-MO’s AMC dataset [43]], which contains 83 problems
extracted from AMC 12 (2022 and 2023). The AMC dataset comprises math competition problems
from the American Mathematics Competitions (AMC), covering a broad range of topics including
arithmetic, geometry, combinatorics, and algebra. It is designed to evaluate a language model’s
capacity for mathematical reasoning, abstraction, symbolic manipulation, and logical deduction.

AIME We use the validation set from AI-MO’s AIME dataset [43]], which includes 90 problems
drawn from AIME 22, AIME 23, and AIME 24. The AIME (American Invitational Mathematics
Examination) dataset features high-difficulty problems intended for top-performing students from
the AMC competitions. These problems typically require advanced mathematical reasoning across
topics such as algebraic manipulation, number theory, combinatorics, and geometry. Each problem
involves multiple intermediate steps and provides minimal guidance, making the dataset well-suited
for evaluating a language model’s ability to perform multi-step symbolic reasoning and maintain
logical coherence throughout extended problem-solving chains.

Minerva Math Minerva Math refers to the OCWCourses evaluation dataset introduced in the
Minerva paper [42]]. This dataset comprises 272 undergraduate-level STEM problems sourced
from MIT OpenCourseWare (OCW), covering topics such as solid-state chemistry, information
theory and entropy, differential equations, and special relativity. Each problem is self-contained
and accompanied by a clearly defined final answer—either numeric (191 problems) or symbolic (81
problems)—enabling automatic evaluation. The dataset is designed to assess a language model’s
ability to perform multi-step scientific reasoning, including the application of domain-specific
knowledge, symbolic manipulation, and precise quantitative computation.

OlympiadBench OlympiadBench [28§]] is a large-scale bilingual multimodal benchmark comprising
8,476 Olympiad-level mathematics and physics problems sourced from international competitions
such as the IMO and IPhO, as well as elite Chinese contests and Gaokao mock exams. The dataset
evaluates LLMs on advanced mathematical and physical reasoning tasks, including multi-step
logical deduction, symbolic manipulation, equation solving, theorem proving, and visual-spatial
understanding from diagrams. Its high difficulty, multimodal diversity, and expert-level content make
it a rigorous benchmark for assessing scientific reasoning capabilities. In this work, we use the
open-ended, English, text-only subset of math competition problems as our evaluation set, which
contains a total of 674 problems.

D.1.2 Coding

LeetCode LeetCode benchmark is introduced in the technical report of DeepSeek-Coder [26].
This benchmark consists of 180 recent competition-level programming problems from LeetCode,
collected between July 2023 and January 2024. Each problem is paired with 100 test cases to
ensure comprehensive coverage, and prompts are constructed in a standardized format to simulate
realistic coding challenges. This dataset evaluates a language model’s ability to perform code
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generation in competitive programming settings, testing a wide range of capabilities such as problem
comprehension, algorithm design, logic reasoning, and implementation precision. The inclusion
of varying difficulty levels (Easy, Medium, Hard) allows for a thorough assessment of a model’s
generalization and problem-solving skills under pressure. During evaluation, the python code will be
extracted from model’s response and run the test cases. Performance is reported using the Pass@1
metric, indicating the proportion of problems for which the model’s first generated solution passes all
test cases.

LiveCodeBench LiveCodeBench [34] is a large-scale, contamination-free benchmark designed to
holistically evaluate the code-related capabilities of large language models. It comprises 612 recent
coding problems collected from competitive programming platforms such as LeetCode, AtCoder,
and Codeforces between May 2023 and August 2024. Unlike traditional benchmarks that focus
solely on code generation, LiveCodeBench assesses four key skills: (1) code generation from natural
language, (2) self-repair using error feedback, (3) code execution via output prediction, and (4) test
output prediction without implementation. This comprehensive setup evaluates not only functional
correctness but also a model’s ability to debug, reason about program behavior, and construct tests. Its
time-segmented evaluation protocol further supports rigorous detection of training data contamination.
In this work, we adopt the V2 release, which includes 511 problems released between May 2023
and May 2024. We evaluate methods on the code generation ability. The model is given a natural
language problem description and tasked with generating a correct program. Correctness is evaluated
by passing all test cases. The Pass@ 1 metric is used, measuring the fraction of problems where the
first generated solution passes all tests.

D.1.3 Scientific Reasoning

UGPhysics UGPhysics [88] is a large-scale bilingual benchmark designed to evaluate
undergraduate-level physics reasoning in large language models. It comprises 5,520 problems
(11,040 including both English and Chinese versions) spanning 13 physics subjects and 59 topics,
featuring diverse answer formats such as numerical values, symbolic expressions, equations, and
intervals. Each problem is annotated with one of four reasoning skill types: Knowledge Recall, Laws
Application, Math Derivation, and Practical Application. Unlike prior benchmarks that primarily
target multiple-choice or high-school-level content, UGPhysics emphasizes deeper problem-solving
and derivation skills, requiring LLMs to perform symbolic reasoning, apply physical laws, and handle
real-world quantities. This dataset is designed to assess LLMs’ ability to carry out multi-step physics
reasoning beyond simple mathematical manipulation. In this work, we evaluate on the Semiconductor
Physics subset, which consists of 372 problems. During evaluation, models answer physics problems
using prompts tailored to different answer types for improved extraction and judgment. A rule-based
correctness assessment then extracts answers from the model’s output and reports accuracy.

SciCode SciCode [78]] is a challenging, scientist-curated benchmark designed to evaluate large
language models (LLMs) on real-world scientific coding tasks across 16 subfields in mathematics,
physics, chemistry, biology, and materials science. It comprises 80 complex main problems, each
decomposed into multiple subproblems (338 in total), requiring models to integrate domain-specific
scientific knowledge, reasoning, and Python programming. Each problem includes gold-standard
solutions and test cases, with optional expert-authored background context. SciCode assesses
LLMs’ abilities in multi-step problem decomposition, code synthesis from scientific instructions,
and integration of partial solutions. By emphasizing scientific reasoning and simulating real-world
workflows, it provides a rigorous benchmark for evaluating LLM:s as scientific assistants. In our paper,
we evaluate methods on the test set, which contains 65 main problems and 288 subproblems in total.
Models generate Python functions for each subproblem and integrate them into a complete solution.
Evaluation is fully automatic, using gold test cases for both subproblems and main problems. The
evaluation is conducted with and without scientific background information, as well as using gold or
generated prior solutions, to measure realistic performance. Success requires all subproblems and
the main solution to be correct. Final accuracy is reported as the percentage of problems achieving
success.
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D.1.4 Individualistic Value Reasoning

IndVal The INDVAL dataset [36] is derived from the World Values Survey (WVS) and consists of
natural language statements expressing individual human values and preferences from over 93,000
participants worldwide. Each participant responds to 253 questions grouped into 13 distinct categories,
including Social Values, Economic Values, and Science & Technology, among others. The dataset
standardizes these diverse survey responses into over 900 value-expressing statements per individual,
enabling evaluation of language models’ ability to reason about individualistic human values in a
bottom-up, granular manner. This dataset is particularly valuable as it challenges models to understand
and predict nuanced personal value judgments beyond demographic stereotypes. Consequently, it
reveals limitations in current language models’ capacity for individual value reasoning and promotes
more equitable, personalized Al alignment that respects individual diversity. In our work, we randomly
sampled 200 individuals excluded from training, uniformly distributed across all continents. For each
individual, we randomly selected 4 statements per question category to form an individualistic value
profile consisting of 52 known statements. Then, for each question category, we selected 2 statements
not included in the known profile and asked the language model to select the most appropriate
statement from the given candidates based on the individual profile. This process resulted in an
evaluation dataset containing 5,400 prompts. During evaluation, the selected statement is extracted
from the model generation and compared with the ground truth. Final performance is reported as
accuracy.

D.2 Training Data

Math Reasoning We randomly sampled 35K prompts from Numina math training set [43] as
our math training prompts. The NuminaMath dataset contains 860,000 problems ranging from
high-school to advanced competition levels, including Olympiad, AMC, AIME, and Chinese K-12
math problems.

Coding We randomly sampled 25K prompts from Eurus-2-RL training dataset’s coding split [13]]
as our coding training prompts. The Eurus-2-RL training dataset is a high-quality reinforcement
learning dataset consisting of about 457,000 math problems and 27,000 coding problems with
outcome verifiers such as LaTeX answers for math and test cases for coding. The math problems are
sourced from the NuminaMath-CoT dataset, which covers a wide range from Chinese high school
math to International Mathematical Olympiad-level questions. The dataset is carefully cleaned,
filtered, and reformatted into a direct question-answer format to ensure high quality and solvability.
It is especially useful for training because it provides diverse, verified, and challenging problems
covering different level of difficulties and tasks.

Individualistic Value Reasoning The training dataset is derived from the IndVal dataset [36].
We sampled 900 individuals uniformly across seven continents. For each individual, we randomly
selected 4 statements per question category to form an individualistic value profile comprising 52
known statements. Then, we sampled 6 questions per question category as queries, resulting in a total
of 70,200 training prompts.

D.3 Models

Qwen2.5 Family For the entropy minimization for post-training experiments, we use two models
derived from the Qwen?2.5 family: Qwen2.5-Math-7B [89] and Eurus-2-7B-SFT [13]. Qwen2.5-Math-
7B is selected as the base model for math reasoning tasks. We apply various post-training methods
using the math training dataset and evaluate their performance on math reasoning benchmarks. This
model serves as an excellent starting point for our experiments due to its strong capability in tackling
complex mathematical reasoning problems. Eurus-2-7B-SFT is a SFT checkpoint obtained by further
fine-tuning Qwen2.5-Math-7B on the Eurus-2-SFT-Data from PRIME-RL [13], which is an action-
centric chain-of-thought reasoning dataset. Since Eurus-2-7B-SFT further enhances the reasoning
abilities of Qwen2.5-Math-7B, we select it for coding experiments, applying different post-training
methods with the coding training dataset and evaluating on coding benchmarks.

For entropy minimization during inference time experiments, we select Qwen2.5-Math-7B-Instruct
and Qwen2.5-7B-Instruct as the base models for math reasoning, coding, and scientific reasoning
tasks because of their inherent instruction-following and reasoning abilities. Specifically, for SciCode,
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Table 9: Performance comparison of EM-INF against test-time scaling methods. Bold & Italics
indicates the best and second best performance, respectively. We report the mean + standard
deviation of four independent runs with different seeds. We use temperature, ¢ = 0.1 and sample
N =1 trajectory unless specified.

Math Coding Science
Math AMC AIME Minerva Olymp. Avg. LeetCode UGPhysics

Qwen2.5-Math-7B-Instruct  80.7 £ 1.2 50.6 £1.6 11.9+0.7 357+14 41.1+08 440 06+03 185+09
Greedy Decoding (t = 0) 79.0+00 4944+00 10.0£00 346+00 399+£00 426 1.1+0.0 18.8+£0.0
Iterative-refinement (N =3) 73.0+0.6 39.7+£09 75+13 324+18 332+08 372 04+£02 174%15
Self-consistency (N = 4) 80.7+13 509+1.1 133+08 367+08 41.0+03 445 08+04 185403

ADAPTIVE TEMP 819+14 531+£07 107+1.6 363+£16 398+12 444 22+£02 225+1.0
EM-INF 81.3£07 552+13 148+12 348+0.8 40606 454 06x+02 2]14+12
Qwen?2.5-7B-Instruct 743+£06 446+11 91+18 352+09 384+£04 403 472+13 227+09

Greedy Decoding (t = 0) 732+£00 4224+00 88+0.0 33.8+0.0 379£0.0 392 46.1+£00 23.7+0.0
Iterative-refinement (N = 3) 723 £13 409+05 88+22 348+04 389£11 391 500%+05 215=+1.1
Self-consistency (N = 4) 74.4+0.8 43703 10005 351+12 392+12 405 488+0.6 23.6=£0.1

ADAPTIVE TEMP 749 +13 498+11 100£1.0 384+1.0 375+£09 422 494+09 241+1.0
EM-INF 740+£09 46.7+06 11.7+£17 365+12 387£08 415 51.7+0.7 254+1.2
Llama-3.1-8B-Instruct 419+1.1 192+15 33+16 21.1+14 165£0.6 204 13.1+£08 17.1+0.7

Greedy Decoding (t = 0) 40.6 £0.0 169+0.0 334+0.0 21.0+0.0 16.0£0.0 19.6 128+0.0 16.1 £0.0
Iterative-refinement (N = 3) 41.3+0.3 18.7+0.7 25+1.1 203+04 160£0.6 198 96+06 183+0.8
Self-consistency (N = 4) 433+04 2024+06 28+1.1 20.1+13 181+0.7 209 128+1.7 169 +0.0
ADAPTIVE TEMP 431+15 227+1.1 33+09 200+1.6 I17.3+10 21.3 163+15 199+ 1.8
EM-INF 439+12 235+17 33+14 21.3+08 162+04 21.6 141+03 17.6+0.7

we include a more powerful model, Qwen2.5-32B-Instruct, due to its superior capability in handling
complex problems, allowing us to evaluate the performance of EM-INF on stronger models.

Llama-3.1 Family Llama-3.1 [24] is the second model family included in this work to ensure
the generalizability of our methods across different models. For both the entropy minimization
post-training and inference-time experiments, we select Llama-3.1-8B-Instruct as the base model.

D.4 FLOPs Computation

Following [63)137], we estimate the training FLOPs as 6 PD and inference FLOPs as 2P D where
P is the number of parameters in the model and D is the number of tokens. We use early stopping
based on the validation set accuracy for all methods, which significantly changes the FLOPs utilized.

* EM-FT: On each training step, we sample one trajectory from the model costing 2 Pn where
n is the sequence length followed by training costing 6 Pn. The total cost per step is thus
8Pn. We set sequence length to 4096, batch size to 512 and the training early stops at 40
gradient steps costing 1.01 x 1017 FLOPs for a 7B parameter model.

¢ EM-RL, GRPO, RLOO: None of the methods use a reward model. We use GRPO and
RLOO with output verification only. We sample N = 4 trajectories costing 8 Pn, then
we make a forward pass on the reference model costing another 8 Pn followed by training
costing 24 Pn. The total training cost per step is thus 40Pn. We set sequence length to
4096, batch size to 512 and the training early stops at 100 gradient steps costing 13 x 107
FLOPs for a 7B parameter model.
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