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A B S T R A C T

Understanding the mechanisms by which plasticity in millions of synapses in the brain is orchestrated to
achieve behavioral and cognitive goals is a fundamental question in neuroscience. In this regard, insights
from learning methods in artificial neural networks (ANNs) and in particular supervised learning using
backpropagation (BP) seem inspiring. However, the implementation of BP requires exact matching between
forward and backward weights, which is unrealistic given the known connectivity pattern in the brain
(known as the ‘‘weight transport problem’’). Notably, it has been shown that under certain conditions, error
BackPropagation Through Arbitrary Weights (BP-TAW) can lead to a partial alignment between forward and
backward weights (weight alignment or WA). This learning algorithm, which is also known as feedback
alignment (FA), can result in surprisingly good degrees of accuracy in simple classification tasks. However,
the underlying mechanisms and mathematical basis of WA are not thoroughly understood. In this work, we
demonstrate the mathematical basis of WA and answer the question of why and in what conditions WA occurs.
We show that the occurrence of WA in ANNs is induced by statistical properties of the output and error signals
of neurons, such as autocorrelation and cross-correlation, and can happen even in the absence of learning or
reduction of the loss function. Moreover, we show that WA can be improved significantly by limiting the norm
of input weights to neurons and that such a weight normalization (WN) method can improve the classification
accuracy of BP-TAW. The findings presented can be used to further improve the performance of BP-TAW
and open new ways for exploring possible learning mechanisms in biological neural networks without exact
matching between forward and backward weights.
1. Introduction

For the past four decades, backpropagation (BP) has been the dom-
inant learning method used in artificial neural networks [1]. However,
BP is known to be implausible in the nervous system [2–4]. One
of its major issues is known as the ‘‘weight transport problem’’ [5]
which refers to the requirement that backward weights should be
precisely equal to the forward weights so that accurate error signals
are backpropagated to the early layers for efficient supervised learning.
However, in the brain, axons transmit information unidirectionally,
and to date, no explicit mechanism that guarantees a match between
backward and forward weights is reported.

Despite differences in natural and artificial learning mechanisms,
striking similarities between the activity of neurons in the brain and
that of artificial ones trained by BP have been reported [6–10], and
possibilities for the calculation of approximate gradient directions in
the brain are suggested [11–14]. In particular, it has been shown that
learning occurs even without exact weight transport [15,16] and when
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arbitrary weights that are distinct from forward ones backpropagate
vectorized error signals to early layers [17], a method which we refer
to as backpropagation through arbitrary weights (BP-TAW).

During the learning process using BP-TAW, the angle between the
forward weight matrices and the transpose of backward weight ma-
trices in each layer decreases (forward and backward weights become
similar to each other) and this partial alignment leads to weight update
directions that are partially aligned with the weight update directions
calculated by BP, thereby providing effective teaching signals [17]. It
has also been shown that by a learning algorithm known as direct feed-
back alignment (DFA), learning can occur even when errors are passed
directly from the output layer to each hidden layer through direct
arbitrary backward weights [18–22]. These sub-optimal calculations of
gradient directions (compared to BP) can lead to a surprisingly good
degree of learning accuracy, comparable to BP in shallow networks
and simple tasks but with a drop in accuracy in deep convolutional
networks and complex tasks [21,23,24].
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Notably, some special types of reinforcement learning methods
called weight perturbation and node perturbation [25–27] also provide
a solution to the weight transport problem. In these methods, a network
is trained by a global scalar error (or reward) signal. Namely, the
synaptic weights are randomly perturbed, and if the error decreases,
an update in line with the direction of perturbation, and if the error
increases, an update opposite to the direction of perturbation will
be applied. Nevertheless, these methods are not scalable and con-
verge more slowly than gradient-based learning methods in large-scale
networks because of unguided random search in a high-dimensional
weight space [28,29]. There is also biological evidence suggesting that
the brain employs a gradient-based learning method (using vectorized
error signals) to learn new tasks [30,31]. Hence, studying bio-inspired
learning methods such as BP-TAW that approximate vectorized error
signals of gradient descent is of great interest.

Given the potential biological relevance of BP-TAW and weight
alignment (WA), it is valuable to investigate their underlying mech-
anisms and mathematical basis. In a sparsely or locally connected
network of biological neurons, alignment between feedforward and
feedback weights means that computational units (consisting of single
neurons or groups of neurons) that are located in different areas of
a hierarchy tend to form reciprocal connections. The existence of
such connections has been reported in previous works [32–34], and
understanding the mechanisms behind BP-TAW and WA opens new
avenues for studying the existence and emergence of such patterns in
the brain.

Although there are some investigations on the favorable conditions
for WA and for the improvement of learning using BP-TAW [17,19,20,
22,24,35–37], the underlying mathematical basis for the success of BP-
TAW in training ANNs is not fully understood. For instance, previous
works have explored some of the conditions that lead to WA in the
special case of linear networks [17,20]. It has been shown that if all
forward weights are initialized to zero and the input and desired output
of a network are kept constant during iterations, each backward weight
matrix becomes a scalar multiple of the Moore–Penrose pseudo-inverse
of forward weight matrices [17], or a scalar multiple of the Moore–
Penrose pseudo-inverse of the product of forward weight matrices in
the case of DFA [20]. Under these circumstances, the update directions
of BP-TAW are an approximation of the Gauss–Newton optimization
method [17]. However, these proofs cannot explain the occurrence
of WA for arbitrary initialization of weights (supplementary figure 13
of Lillicrap et al. [17]) and nonlinear networks.

There are some preliminary explanations for the occurrence of
alignment. In particular, Lillicrap et al. [17] have provided insight into
the mechanics of feedback alignment (FA) by freezing forward weights
in different stages of the learning process of an ANN trained by BP-
TAW, showing that information about the backward weight matrix of
each layer (𝐵𝓁 in Fig. 1) gradually accumulates in the earlier forward
weight matrix (𝑊𝓁−1 in Fig. 1) and then flows into the next forward
weight (𝑊𝓁 in Fig. 1) such that each forward weight matrix aligns with
its corresponding backward weight matrix (𝑊𝓁 and 𝐵𝓁 in Fig. 1). It has
been also noted that under a particular condition where the input of a
two-layer linear network is white noise and the network is trained to
learn a linear function, the continuous growth of the norm of weight
matrices results in alignment (supplementary note 12 of Lillicrap et al.
[17]). We will show that although the original form of BP-TAW is
accompanied by a growth of the norms of weight matrices, this growth
can be detrimental to WA, and limiting the norms of weights can
improve WA.

In this work, first, we explore the mathematical basis of WA and
show that the occurrence of alignment is driven by statistical properties
of neural activity such as cross-correlation and autocorrelation of error
and output signals of neurons. Afterward, we will use the presented
theoretical results in the context of a practical deep nonlinear ANN to
explore various factors contributing to WA. We will show that the rel-

ative similarity of data points belonging to a single category compared
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to the ones belonging to different categories contributes to alignment
by shaping cross-correlated neural activity and the arrangement of
data points among mini-batches contributes to alignment by shaping
autocorrelated neural activity.

2. Results

2.1. Explaining the occurrence of alignment

2.1.1. Notation
Consider a conventional 𝑑-layer ANN. We denote the matrices of

forward weights, internal states of neurons, and output signals of
neurons by 𝑊𝓁 ∈ R𝑛𝓁×𝑛𝓁+1 , 𝑍𝓁 ∈ R𝑛𝑏×𝑛𝓁 , and 𝐿𝓁 = 𝑓

(

𝑍𝓁
)

, respectively,
where 𝑛𝑏 is the batch size, 𝑛𝓁 is the number of neurons in layer 𝓁, and
𝑓
(

⋅
)

is an element-wise activation function (the following analysis still
holds if the batch size is variable among mini-batches; however, for
simplicity, we assume that it is a constant number for all of them). For
0 < 𝓁 ≤ 𝑑, internal states of neurons in layer 𝓁 are calculated according
to 𝑍𝓁 = 𝐿𝓁−1𝑊𝓁−1 + 𝐛𝓁 where 𝐛𝓁 is the bias vector of layer 𝓁 and the
addition of a matrix with a row vector is defined as adding the vector
to each row of the matrix. We denote the input, output, and desired
output matrices of the network by 𝑋 = 𝐿0 ∈ R𝑛𝑏×𝑛0 , 𝑌 = 𝐿𝑑 ∈ R𝑛𝑏×𝑛𝑑 ,
and 𝑌 ∗ ∈ R𝑛𝑏×𝑛𝑑 , respectively.

2.1.2. Deriving alignment terms
In BP-TAW [17], the error is backpropagated through constant

arbitrary matrices (different from forward weights) denoted by 𝐵𝓁 ∈
R𝑛𝓁+1×𝑛𝓁 , and the weight update directions are calculated at each
iteration 𝑘 ≥ 0 according to

𝛥𝑊𝓁,𝐹𝐴[𝑘] = 𝜂𝐿𝓁[𝑘]𝑇 𝛿𝓁+1,𝐹𝐴[𝑘], 0 ≤ 𝓁 < 𝑑, (1)

where 𝜂 is the learning rate and error signals of neurons are

𝛿𝓁,𝐹𝐴[𝑘] =

⎧

⎪

⎨

⎪

⎩

𝛿𝓁+1,𝐹𝐴[𝑘]𝐵𝓁 ⊙ 𝑓 ′(𝑍𝓁[𝑘]
)

0 < 𝓁 < 𝑑

−𝜂 𝜕
𝜕𝑍𝑑

|

|

|

|𝑘
𝓁 = 𝑑,

(2)

where (𝑌 , 𝑌 ∗) is the loss function and ⊙ denotes the element-wise
atrix multiplication (in the order of operations, it has less priority

han matrix multiplication).
To investigate WA, we investigate the alignment of update direc-

ions (𝛥𝑊𝓁,𝐹𝐴∡𝐵𝑇
𝓁 ) because during the learning process, the update

irections accumulate in 𝑊𝓁 and their resultant determines the final
irection of 𝑊𝓁 (if an update direction is aligned with 𝐵𝑇

𝓁 , it injects a
omponent in line with 𝐵𝑇

𝓁 into 𝑊𝓁,𝐹𝐴). To demonstrate why the update
ule of FA aligns with 𝐵𝑇

𝓁 , we expand 𝛥𝑊𝓁,𝐹𝐴[𝑘] by taking successive
teps backward along the iterations and substituting every 𝑊𝓁[𝑘 − 𝑜]
or 0 ≤ 𝑜 < 𝑘. Assuming the update steps to be small, by applying the
irst-order Taylor approximation we have

𝑊𝓁,𝐹𝐴[𝑘] = 𝜂𝐿𝓁[𝑘]𝑇 𝛿𝓁+1,𝐹𝐴[𝑘]

= 𝜂𝑓
(

𝑊𝓁−1[𝑘]𝑇𝐿𝓁−1[𝑘]𝑇 + 𝐛𝓁[𝑘]𝑇
)

𝛿𝓁+1,𝐹𝐴[𝑘]

= 𝜂
(

{𝑊𝓁−1[𝑘 − 1]𝑇 + 𝜂𝛿𝓁,𝐹𝐴[𝑘 − 1]𝑇𝐿𝓁−1[𝑘 − 1]}𝐿𝓁−1[𝑘]𝑇

+ 𝐛𝓁[𝑘]𝑇
)

𝛿𝓁+1,𝐹𝐴[𝑘]

≈ 𝜂
{

𝑓
(

𝑊𝓁−1[𝑘 − 1]𝑇𝐿𝓁−1[𝑘]𝑇 + 𝐛𝓁[𝑘]𝑇
)

+

𝑓 ′(𝑊𝓁−1[𝑘 − 1]𝑇𝐿𝓁−1[𝑘]𝑇 + 𝐛𝓁[𝑘]𝑇
)

⊙ 𝜂𝛿𝓁,𝐹𝐴[𝑘 − 1]𝑇𝐿𝓁−1[𝑘 − 1]

× 𝐿𝓁−1[𝑘]𝑇
}

𝛿𝓁+1,𝐹𝐴[𝑘]

≈ 𝑇 1
𝓁,𝑎𝑙𝑛[𝑘] + 𝑇 2

𝓁,𝑎𝑙𝑛[𝑘] +⋯ + 𝑇 𝑘
𝓁,𝑎𝑙𝑛[𝑘] + 𝜂𝑓

(

𝜁𝑘𝓁 [𝑘]
)𝑇 𝛿𝓁+1,𝐹𝐴[𝑘],

(3)

where 𝜁𝑜𝓁[𝑘] = 𝐿𝓁−1[𝑘]𝑊𝓁−1[𝑘−𝑜]+𝐛𝓁[𝑘] and for 1 ≤ 𝑜 ≤ 𝑘 and 0 < 𝓁 < 𝑑
we define

𝑇 𝑜
𝓁,𝑎𝑙𝑛[𝑘] = 𝜂

{

𝑓 ′(𝜁 𝑜𝓁 [𝑘]
)𝑇 ⊙ 𝜂𝛿𝓁,𝐹𝐴[𝑘 − 𝑜]𝑇𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇

}

𝛿𝓁+1,𝐹𝐴[𝑘] =

𝜂
{

𝑓 ′(𝜁 𝑜𝓁 [𝑘]
)𝑇 ⊙ 𝜂{𝑓 ′(𝑍𝓁 [𝑘 − 𝑜]

)𝑇 ⊙ 𝐵𝑇
𝓁 𝛿

𝑇
𝓁+1,𝐹𝐴[𝑘 − 𝑜]}𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇

}

𝛿𝓁+1,𝐹𝐴[𝑘]
(4)
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Fig. 1. The underlying mechanism of weight alignment in BP-TAW. Expansion of 𝛥𝑊𝓁,𝐹𝐴[𝑘] reveals alignment terms 𝑇 𝑜
𝓁,𝑎𝑙𝑛[𝑘] (Eqs. (3), (4), and (5)). In linear alignment terms,

𝑀𝑜
𝓁 [𝑘] acts as a transformation matrix on 𝐵𝑇

𝓁 and if it partially preserves the direction of 𝐵𝑇
𝓁 after the matrix multiplication, it propels 𝑊𝓁 [𝑘] towards 𝐵𝑇

𝓁 . 𝐿𝓁 [𝑘] and 𝛿𝓁 [𝑘] denote
the matrices of output and error signals of neurons, respectively, where each row of them corresponds to a data point of the mini-batch at the iteration 𝑘 and each column of
them corresponds to a neuron in layer 𝓁. Due to the structure of 𝑀𝑜

𝓁 [𝑘], alignment terms can robustly propel forward weight matrices (𝑊𝓁) towards the transpose of fixed random
backward weight matrices (𝐵𝑇

𝓁 ) under a variety of conditions depending on neural activity. Note that this is a simplified diagram of the underlying mechanism of WA. In practice,
at each iteration 𝑘, there are 𝑘 alignment terms, and depending on the neural activity, each of them may or may not align with 𝐵𝑇

𝓁 . Moreover, in nonlinear ANNs, nonlinearity
affects the structure of alignment terms to some extent (Eq. (4), see Supplementary Note 3). An order (1 ≤ 𝑜 ≤ 𝑘) is assigned to alignment terms since in each of them the activity
of neurons at iterations of 𝑘 and 𝑘 − 𝑜 (lag of 𝑜) are multiplied together.
as the alignment term of order 𝑜 corresponding to layer 𝓁 (see Supple-
mentary Note 2 for higher-order Taylor approximation and Supplemen-
tary Note 3 for index notation of alignment terms).

2.1.3. Analyzing the linear alignment terms
The alignment terms can provide alignment owing to their structure

(Fig. 1). Consider the linear case of the alignment terms (ignoring the
element-wise matrix multiplications in Eq. (4)) where they reduce to

𝑇 𝑜
𝓁,𝑎𝑙𝑛−𝑙𝑖𝑛[𝑘] = 𝜂2𝐵𝑇

𝓁 𝛿𝓁+1[𝑘 − 𝑜]𝑇𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇 𝛿𝓁+1[𝑘]. (5)

In this case, the occurrence of alignment depends on the transformation
matrix

𝑀𝑜
𝓁[𝑘] = 𝜂2𝛿𝓁+1[𝑘 − 𝑜]𝑇𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇 𝛿𝓁+1[𝑘], (6)

which is applied to 𝐵𝑇
𝓁 and if 𝑀𝑜

𝓁[𝑘] partially preserves the direction
of 𝐵𝑇

𝓁 after matrix multiplication, 𝑇 𝑜
𝓁,𝑎𝑙𝑛[𝑘] partially aligns with 𝐵𝑇

𝓁 .
In general, 𝑀𝑜

𝓁[𝑘] can be decomposed into its symmetric and skew-
symmetric parts (𝑀𝑜

𝓁[𝑘] = 𝑀𝑜
𝓁,𝑠𝑘𝑒𝑤[𝑘]+𝑀𝑜

𝓁,𝑠𝑦𝑚[𝑘]). Any skew-symmetric
transformation matrix changes the direction of the transformed matrix
by 90◦ (𝐵𝑇

𝓁∡𝐵
𝑇
𝓁𝑀

𝑜
𝓁,𝑠𝑘𝑒𝑤[𝑘] = 90◦, the proof is provided in Supplemen-

tary Note 4 for), where the angle between two matrices is calculated
using arccosine of their normalized Frobenius product (mathemati-
cal definition is provided in Section 4.2). Hence, the occurrence of
alignment depends on 𝑀𝑜

𝓁,𝑠𝑦𝑚[𝑘].
It is convenient to analyze linear alignment terms from a statistical

perspective and under reasonable simplifying assumptions as analyzing
alignment terms, in general, can be challenging, although not impossi-
ble. Therefore, we investigated under what conditions the occurrence
of alignment is statistically expected and under what statistical assump-
tions the analysis of alignment will become more tractable. In an ANN,
according to random initialization of weights and biases, error and
output signals of neurons and also the evolution of weights and biases
through learning are stochastic processes and statistical properties of
them affect statistical properties of alignment terms.

There are some reasonable statistical assumptions under which the
analysis of alignment terms becomes simpler. One statistical property
that affects the analysis of alignment terms is the presence or absence of
any correlation between different network signals and weights. In gen-
eral, the absence of correlation between different network signals and
weights can simplify the analysis of alignment terms. For example, in
a deep network where there are many neurons in each layer, knowing
the values of one or two backward weights to layer 𝓁 does not provide
us with much information about the error signal of a neuron in layer
𝓁 + 1 or the output signal of a neuron in layer 𝓁 − 1. According to this,

we introduce the two following assumptions that simplify the analysis
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of alignment terms (we will investigate the validity of the following
assumptions in the context of practical ANNs in the next sections).

Assumption 1. If one element is arbitrarily selected from each of the
matrices 𝛿𝓁+1,𝐹𝐴[𝑘−𝑜], 𝐿𝓁−1[𝑘−𝑜], 𝐿𝓁−1[𝑘], and 𝛿𝓁+1,𝐹𝐴[𝑘] and the four
selected elements are multiplied together, their product is uncorrelated
with the product of any two arbitrary elements of 𝐵𝓁 as well as with
the square of any arbitrary element of 𝐵𝓁 .

Assumption 2. If one element is arbitrarily selected from each of the
matrices 𝑓

(

𝜁𝑘𝓁 [𝑘]
)

, and 𝛿𝓁+1,𝐹𝐴[𝑘] and the two selected elements are
multiplied together, their product is uncorrelated with any arbitrary
element of (𝐵𝓁).

In addition to these assumptions, some specific network configu-
rations make the analysis of alignment terms simpler. For example,
weight initialization from distributions with a mean of zero is a com-
mon practice in ANNs. Considering such a condition makes the analysis
of alignment terms simpler while explaining alignment in many previ-
ous works where such initialization is used [17,19,20,24,35–37]. Here,
we introduce the following theorem based on these assumptions and
conditions.

Theorem 1. Under Assumptions 1 and 2, in a linear network where the
elements of 𝐵𝓁 are independently initialized from a distribution with a mean
of zero, the alignment between 𝛥𝑊𝓁[𝑘] (𝑘 > 0) and 𝐵𝑇

𝓁 is expected in the
sense that

E(⟨𝛥𝑊𝓁[𝑘], 𝐵𝑇
𝓁 ⟩𝐹 ) > 0 (7)

if and only if

E(
𝑘
∑

𝑜=1

∑

𝑖
𝜆𝑜,𝓁𝑖 [𝑘]) > 0, (8)

where 𝜆𝑜,𝓁𝑖 denotes the 𝑖th eigenvalue of 𝑀𝑜
𝓁,𝑠𝑦𝑚 and < ., . >𝐹 denotes the

Frobenius inner product of two matrices.

Proof. Two random variables being uncorrelated (having covariance
and Pearson’s correlation coefficient of zero) means that the expected
value of their product equals the product of the separate expected
values of them. Accordingly, Assumptions 1 and 2 follow

E(𝐵𝓁𝐵
𝑇
𝓁𝑀

𝑜
𝓁) = E(𝐵𝓁𝐵

𝑇
𝓁 )E(𝑀

𝑜
𝓁) (9)

and

E(𝜁𝑘𝓁 [𝑘]
𝑇 𝛿𝓁+1,𝐹𝐴[𝑘]𝐵𝓁) = E(𝜁𝑘𝓁 [𝑘]

𝑇 𝛿𝓁+1,𝐹𝐴[𝑘])E(𝐵𝓁), (10)
respectively.
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According to the condition for the distribution of the elements of
𝐵𝓁 , we can write

(⟨𝜂𝜁𝑘𝓁 [𝑘]
𝑇 𝛿𝓁+1,𝐹𝐴[𝑘], 𝐵𝑇

𝓁 ⟩𝐹 ) = E(𝑡𝑟(𝜂𝜁𝑘𝓁 [𝑘]
𝑇 𝛿𝓁+1,𝐹𝐴[𝑘]𝐵𝓁)) =

𝑡𝑟(E(𝜂𝜁𝑘𝓁 [𝑘]
𝑇 𝛿𝓁+1,𝐹𝐴[𝑘])E(𝐵𝓁)) = 0.

(11)

Therefore,

E(⟨𝛥𝑊𝓁[𝑘], 𝐵𝑇
𝓁 ⟩𝐹 ) = E(⟨

𝑘
∑

𝑜=1
𝑇 𝑜
𝓁,𝑎𝑙𝑛[𝑘] + 𝜂𝜁𝑘𝓁 [𝑘]

𝑇 𝛿𝓁+1,𝐹𝐴[𝑘], 𝐵𝑇
𝓁 ⟩𝐹 ) =

E(⟨
𝑘
∑

𝑜=1
𝑇 𝑜
𝓁,𝑎𝑙𝑛[𝑘], 𝐵

𝑇
𝓁 ⟩𝐹 ) =

𝑘
∑

𝑜=1
𝑡𝑟(E(𝐵𝓁𝐵

𝑇
𝓁 )E(𝑀

𝑜
𝓁)) =

𝑘
∑

𝑜=1
𝑛𝓁𝜎

2
𝐵E(𝑡𝑟(𝑀

𝑜
𝓁)) =

𝑘
∑

𝑜=1
𝑛𝓁𝜎

2
𝐵E(𝑡𝑟(𝑀

𝑜
𝓁,𝑠𝑦𝑚)) =

𝑘
∑

𝑜=1
𝑛𝓁𝜎

2
𝐵E(

∑

𝑖
𝜆𝑜,𝓁𝑖 ) = 𝑛𝓁𝜎

2
𝐵E(

𝑘
∑

𝑜=1

∑

𝑖
𝜆𝑜,𝓁𝑖 [𝑘]),

(12)

where 𝜎2𝐵 is the variance of the distribution of the elements of 𝐵𝓁 . □

Theorem 1 demonstrates the contribution of the eigenvalues of the
symmetric part of the transformation matrices 𝑀𝑜

𝓁,𝑠𝑦𝑚 to alignment. For
example, in an extreme case, if 𝑀𝑜

𝓁,𝑠𝑦𝑚 is positive semidefinite, when it
transforms an arbitrary vector, it scales each component of the vector
with a nonnegative scalar which is the corresponding eigenvalue. In
other words, it keeps each component in its previous direction and does
not flip it by 180◦, which is desirable for alignment. From a statistical
point of view, 𝑀𝑜

𝓁,𝑠𝑦𝑚 being semidefinite is not necessary and given
the above assumptions, on average, alignment is expected if the mean
of the eigenvalues of 𝑀𝑜

𝓁,𝑠𝑦𝑚 is positive. From a deterministic point
of view, there can be more complex conditions where the mean of
the eigenvalues of 𝑀𝑜

𝓁,𝑠𝑦𝑚 is positive, but rows of 𝐵𝑇
𝓁 lie near some

eigenvectors whose corresponding eigenvalues are negative. In such a
case, alignment does not occur despite having a positive mean of the
eigenvalues. However, under Assumption 1, such a condition is not
statistically expected.

2.1.4. Analyzing the nonlinear alignment terms
The analysis of the linear alignment terms can be extended to

the non-linear case under certain conditions. Nonlinearity appears as
two element-wise matrix multiplications that impact the structure of
alignment terms Eq. (4). Under the two assumptions that we introduce
below, we can ignore nonlinearity and analyze the linear version of
alignment terms (where all matrices resulting from 𝑓 ′(⋅

)

are replaced
by all-ones matrices) and be sure that if the alignment is expected in
the linear case, the alignment is also expected in the nonlinear case.

Assumption 3. If one element is arbitrarily selected from each of the
matrices 𝑓 ′(𝜁𝑜𝓁[𝑘]

)

and 𝑓 ′(𝑍𝓁[𝑘−𝑜]
)

and the two selected elements are
multiplied together, the expected value of their product is positive.

Assumption 4. If one element is arbitrarily selected from each of the
matrices 𝑓 ′(𝜁𝑜𝓁[𝑘]

)

and 𝑓 ′(𝑍𝓁[𝑘−𝑜]
)

and the two selected elements are
multiplied together, and also if one element is arbitrarily selected from
each of the matrices 𝐵𝓁 , 𝐵𝑇

𝓁 , 𝛿𝓁+1,𝐹𝐴[𝑘 − 𝑜], 𝐿𝓁−1[𝑘 − 𝑜], 𝐿𝓁−1[𝑘], and
𝛿𝓁+1,𝐹𝐴[𝑘] and the six selected elements are multiplied together, the two
resulting products are uncorrelated with each other.

Assumption 3 implies that the activity of neurons should not be
saturated. Using increasing activation functions, such as ReLU, is a
common practice in ANNs. It causes the elements of the matrices
resulting from 𝑓 ′(⋅

)

to be nonnegative, which alleviates the impact
of nonlinearity and also provides a good context for Assumption 3 to
hold. Assumption 4 implies the absence of correlation between signals
resulting from nonlinearity (𝑓 ′(𝜁𝑜𝓁[𝑘]

)

and 𝑓 ′(𝑍𝓁[𝑘− 𝑜]
)

) and the other
signals of the network (𝐵𝓁 , 𝐵𝑇

𝓁 , 𝛿𝓁+1,𝐹𝐴[𝑘− 𝑜], 𝐿𝓁−1[𝑘− 𝑜], 𝐿𝓁−1[𝑘], and

𝛿𝓁+1,𝐹𝐴[𝑘]). Based on the above assumptions we introduce the following
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theorem (we will assess the validity of these assumptions in the context
of practical ANNs in the next sections).

Theorem 2. Under Assumptions 3 and 4, in a feedforward fully connected
ANN where

1. The biases of all neurons within each layer are initialized from the
same distribution

2. The input weights of all neurons within each layer are initialized from
the same distribution

3. Within each mini-batch, the order of data points is uniformly random
such that the probability of a specific data point of the mini-batch
occurring at any position in the mini-batch is the same as any other
position

if the alignment of the linear version of a nonlinear alignment term is
statistically expected, the alignment of the nonlinear alignment term is also
statistically expected.

Proof. Refer to Supplementary Note 3. □

2.1.5. Contribution of the autocorrelation and cross-correlation of neural
activity to alignment

In addition to the eigenvalues of the transformation matrices, we
can extend the result of Theorem 1 to the statistical properties of
neural activity. In particular, the autocorrelation of error (𝛿𝓁+1) and
output signals (𝐿𝓁−1) of neurons and also cross-correlation between
them play an important role in WA. Considering the above simplifying
assumptions, the role of autocorrelation and cross-correlation can be
seen by breaking 𝑀𝑜

𝓁 into its constituent terms as follows

E(
𝑘
∑

𝑜=1

∑

𝑖
𝜆𝑜,𝓁𝑖 [𝑘]) =

𝑘
∑

𝑜=1
𝑛𝓁𝜎

2
𝐵E(𝑡𝑟(𝑀

𝑜
𝓁)) =

𝑘
∑

𝑜=1
𝜂2𝑛𝓁𝜎

2
𝐵E(𝑡𝑟(𝛿𝓁+1[𝑘 − 𝑜]𝑇𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇 𝛿𝓁+1[𝑘])) =

𝑘
∑

𝑜=1
𝜂2𝑛𝓁𝜎

2
𝐵E(𝑡𝑟(𝛿𝓁+1[𝑘]𝛿𝓁+1[𝑘 − 𝑜]𝑇𝐿𝓁−1[𝑘 − 𝑜]𝐿𝓁−1[𝑘]𝑇 )) =

𝑘
∑

𝑜=1
𝜂2𝑛𝓁𝜎

2
𝐵E

(

𝑡𝑟(𝑆𝑜
𝛿𝓁+1

[𝑘]𝑇𝑆𝑜
𝐿𝓁−1

[𝑘])
)

,

(13)

where we define 𝑆𝑜
𝐿𝓁−1

[𝑘] = 𝐿𝓁−1[𝑘− 𝑜]𝐿𝓁−1[𝑘]𝑇 as the output similarity
matrix of layer 𝓁 − 1 and 𝑆𝑜

𝛿𝓁+1
[𝑘] = 𝛿𝓁+1[𝑘 − 𝑜]𝛿𝓁+1[𝑘]𝑇 as the error

similarity matrix of layer 𝓁+1. The autocorrelation of output and error
signals of neurons contributes to shaping the statistical properties of
these two matrices, and the cross-correlation between them contributes
to shaping the statistical properties of their product. We define the au-
tocorrelation function of a discrete-time stochastic signal as a function
of 𝑘 and 𝑜 to be the expected value of the product of the signal samples
at 𝑘 and 𝑘− 𝑜. We define the cross-correlation function of two discrete-
time stochastic signals as a function of 𝑘 and 𝑜 to be the expected value
of the product of the first signal at 𝑘 and the second signal at 𝑘−𝑜 (refer
to Supplementary Note 3 for more detail).

To show the contribution of cross-correlation and autocorrelation
of neurons to alignment, we performed a simulation using an open-
loop two-layer ANN with ReLU nonlinearity where we manually set the
output signals of input neurons (𝐿0) and error signals of output neurons
(𝛿2) and controlled their autocorrelation and cross-correlation (Fig. 2A).
For example, in an extreme hypothetical condition where we initially
drew elements of 𝐿0 and 𝛿2 independently from  (0, 1) and left them
constant through iterations. In this case, the error and output signals
of neurons are autocorrelated, the expected values of both 𝑆𝑜

𝛿2
[𝑘] and

𝑆𝑜
𝐿0
[𝑘] are scalar multiples of the identity matrix, the transformation

matrix 𝑀𝑜
1 = 𝜂2𝛿𝑇2 𝐿0𝐿𝑇

0 𝛿2 is a symmetric positive semidefinite matrix
(Fig. 2B first row), and alignment happened as predicted (Fig. 2C blue

trace).
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Fig. 2. Weight alignment can occur in the absence of meaningful input and error depending on the statistical properties of neural activity. (A) In an open-loop nonlinear
two-layer ANN, hypothetical output signals are imposed on the neurons in the input layer (𝐿0) and hypothetical error signals are imposed on the neurons in the output layer
(𝛿2). In the top row, elements of 𝛿2 and 𝐿0 are independently generated from  (0, 1) at the beginning and left constant across all iterations. In this case, inputs and errors are
autocorrelated. In the middle row, elements of 𝛿2 = 𝐿0 are independently generated from  (0, 1) at each iteration. In this case, elements of 𝛿2 and 𝐿0 are not autocorrelated, but
they are cross-correlated. In the bottom row, elements of 𝛿2 and 𝐿0 are independently generated from  (0, 1) at each iteration. In this case, input and error signals are neither
autocorrelated nor cross-correlated. (B) Histograms of the eigenvalues of random samples of 𝑀𝑜

1,𝑠𝑦𝑚 corresponding to the conditions of panel A. In the top and middle row scenarios,
the mean of the eigenvalues is positive, but, in the bottom row, the mean of them is zero. (C) The angle between forward and backward weights 𝑊1∡𝐵𝑇

1 in the scenarios of panel
A. Each trace is the average over 10 runs and shaded areas are one s.d. around the mean.
In another case, we re-initialized elements of 𝐿0 independently from
 (0, 1) at each iteration and let 𝛿2[𝑘] = 𝐿0[𝑘]. In this case, output
signals of input neurons and error signals of output neurons were white
noise and were not autocorrelated, but they were fully cross-correlated.
Here, although the expected values of elements of 𝑆𝑜

𝛿2
[𝑘] and 𝑆𝑜

𝐿0
[𝑘] at

any given lag 𝑜 ≠ 0 were zero, they were positively cross-correlated,
and alignment happened (Fig. 2C, green trace). In contrast, when we
independently re-initialized all elements of 𝐿0 and 𝛿2 from  (0, 1)
at each iteration, error signals of output neurons and output signals
of input neurons were neither autocorrelated nor cross-correlated and
alignment did not happen (Fig. 2C, orange trace). The occurrence of
alignment in these scenarios can be predicted from the distribution
of the eigenvalues of 𝑀𝑜

1,𝑠𝑦𝑚 as in the last scenario with E(𝜆𝑜,1𝑖 ) = 0
alignment did not happen (Fig. 2B).

Although the network was nonlinear in these three scenarios, we
considered the linearized version of them and ignored the nonlinearity
for the analysis. Given the actual behavior of the nonlinear network,
there was no game-changing correlation between matrices resulting
from 𝑓 ′(⋅

)

and other signals of the network (𝐿0 and 𝛿2) that would
invalidate the conclusion drawn from the linear analysis. According
to the structure of the network used, the conditions of Theorem 2
are true. Assumption 3 also holds since the activation function is
increasing and also we did not observe any situation where all the
neurons are saturated. We performed a statistical hypothesis test to
validate Assumption 4. We obtained the sampling distribution of Pear-
son’s correlation coefficient between the two corresponding terms of
Assumption 4 for 10 different combinations of 𝑘 and 𝑜 by resampling
105 pairs of the two corresponding terms of Assumption 4 for 103 rep-
etitions. The maximum calculated correlation coefficient was less than
0.01 (no strong correlation) and the mean of the sampling distribution
did not differ significantly from zero (𝑝-value > 0.1, one-sample 𝑡-test).

2.1.6. Direct feedback alignment
In DFA [18], instead of backpropagation of error signals step by step

from each layer to its previous layer, error signals are backpropagated
directly from the output layer to each hidden layer through direct fixed
random weights, for instance, 𝐹𝓁 ∈ R𝑛𝑑×𝑛𝓁 . With this method, it has
been reported that the product of forward weights (𝑊 𝑊 ⋯𝑊 )
𝓁 𝓁+1 𝑑−1

5 
aligns with 𝐹 𝑇
𝓁 [38]. In this work, we focus on FA, but it can be shown

that a similar technique with Taylor series expansion can be used to
explain DFA (see Supplementary Note 5).

2.2. Investigating BP-TAW and weight alignment in practical ANNs

In this section, we investigate how the analysis presented above
relates to the BP-TAW in practical ANNs and enables us to understand
factors contributing to WA in them. To provide a concrete example, we
examined the dynamics of alignment terms in the learning process of
a specific five-layer nonlinear fully connected ANN (Fig. 3A) designed
for handwritten digits classification on the MNIST dataset (refer to the
Methods section for the details of the network).

To perform this analysis, we make use of the results of Theorems 1
and 2. To ensure applicability, we validated the assumptions and con-
ditions of these theorems. According to the architecture of the network,
the conditions of the theorems hold. We validated Assumptions 2 and
3 by closely examining the behavior of the network and its associated
attributes (Supplementary Note 7). We performed statistical hypothesis
testing to validate Assumptions 1 and 4 and found no evidence to
reject these assumptions (Supplementary Note 7). These two latter
assumptions allow us to simplify the analysis of alignment terms by
ignoring nonlinearity and also analyzing 𝑀𝑜

𝓁 independently of 𝐵𝑇
𝓁 .

Additionally, We also ensure that the first-order Taylor approximation
used for the extraction of alignment terms is a fair approximation in
the nonlinear network under investigation (Supplementary Note 7).

2.2.1. Factors affecting the dynamics of alignment terms and alignment
2.2.1.1 Autocorrelation of error and output signals of neurons contributes
to alignment One aspect of neural activity that contributes to alignment
and affects the behavior of alignment terms is the autocorrelation
of error and output signals of neurons, and one factor that shapes
autocorrelated neural activity is the arrangement and distribution of
data points across mini-batches. To demonstrate this, in the example
network under investigation, we examined the behavior of alignment
terms under two data point arrangement schemes: with and with-
out data shuffling. With data shuffling, after each epoch, the data



A. Rahmansetayesh et al. Neurocomputing 611 (2025) 128587 
Fig. 3. Repetition of the same data points in each epoch contributes to alignment by shaping autocorrelated neural activity. (A) Layout of the network under investigation.
(B) The training dataset is divided into 60 mini-batches which are the same in all epochs (no data shuffling). As the learning process proceeds, the alignment terms whose orders
are not a multiple of 60 lose their initial amount of alignment, while the one whose order is 60 becomes more aligned. This difference is due to the repetition of the same
mini-batches every 60 iterations which makes neural activity autocorrelated at the lag of 60 and its multiples. (C) The training dataset is divided into 60 mini-batches and shuffled
at the beginning of each epoch (the arrangement of data points across mini-batches is changed). Unlike the case without data shuffling, the alignment term of order 60 does
not behave differently since the same arrangement of mini-batches is not repeated in every epoch. (D) Data shuffling changes the behavior of alignment terms but not the total
alignment since the autocorrelated activity of neurons, which without data shuffling is concentrated in the lags that are a multiple of 60, with data shuffling becomes distributed
among other lags. (B-D) Each dot or trace is the average over 30 runs and error bars are one s.d. around the mean.
points are shuffled across mini-batches, but without data shuffling, the
mini-batches do not change across epochs.

To show the potential contribution of autocorrelation of neural
activity to alignment, in one experimental setup of the example net-
work under investigation, we divided the dataset into 60 mini-batches
and did not perform data shuffling. Therefore, the same mini-batches
were repeated every 60 iterations. As a result, neural activity was
autocorrelated at lags that are a multiple of 60, making the alignment
terms whose orders are a multiple of 60 behave differently from other
alignment terms. In this experimental setup, we observed that in the
initial phase of the learning process, all orders of alignment terms
were considerably aligned, but those whose orders were a multiple
of 60 aligned slightly more than their adjacent orders (Fig. 3B, Fig.
S1A). With the continuation of the learning process, the amount of
alignment of the alignment terms whose orders were not a multiple
of 60 decreased, while the terms whose orders were a multiple of 60
became more aligned (Fig. 3B, Fig. S1A).

Referring back to Eq. (5), an appropriate condition for the occur-
rence of alignment which makes 𝑀𝑜

𝓁 a positive semidefinite matrix
is that 𝐿𝓁−1[𝑘 − 𝑜] and 𝛿𝓁+1[𝑘 − 𝑜] are equal to 𝐿𝓁−1[𝑘] and 𝛿𝓁+1[𝑘],
respectively. Without data shuffling and by having a small learning
rate, this condition is approximately satisfied for lags that are a multiple
of 60. Moreover, as the network learns, its response to data points
(the output and error signals of neurons produced by each data point)
becomes more stable. Hence, in comparison to the initial phase, in the
late phase of the learning process, 𝐿𝓁−1[𝑘−60] and 𝛿𝓁+1[𝑘−60] become
more similar to 𝐿𝓁−1[𝑘] and 𝛿𝓁+1[𝑘], respectively, making the alignment
term of order 60 more aligned (Fig. 3B, Fig. S1A).

With data shuffling, this considerable amount of autocorrelation
does not exist in the activity of neurons at lags that are a multiple of
6 
60, and thus alignment terms whose orders are a multiple of 60 behave
similarly to the other orders of alignment terms and lose their initial
amount of alignment with the continuation of the learning process
(Fig. 3C, Fig. S1B). However, the amount of alignment between 𝛥𝑊𝓁
and 𝐵𝑇

𝓁 does not change with data shuffling (Fig. 3D). Assuming the
update steps to be relatively small, in terms of statistical properties
of neural activity, shuffling is similar to substituting the rows of error
and output matrices across different lags with each other. As a result,
the autocorrelated activity of neurons, which without data shuffling
is concentrated in the lag of 𝑜 = 60, with data shuffling becomes
distributed among the lags of 𝑜 = 60 to 𝑜 = 119 because a specific data
point that appears in the mini-batch of the 𝑘th iteration, will inevitably
be repeated in one of the mini-batches of (𝑘+60)𝑡ℎ to (𝑘+119)𝑡ℎ iteration.
The alignment of 𝑊𝓁 with 𝐵𝑇

𝓁 is influenced by the summation of 𝛥𝑊𝓁
across iterations and the alignment of 𝛥𝑊𝓁 itself is influenced by the
resultant of all orders of alignment terms. Data shuffling changes the
behavior of individual alignment terms but preserves their collective
behavior and has no considerable effect on the amount of alignment
(see Supplementary Note 3).

The distinct behavior of alignment terms whose orders are a mul-
tiple of 60 is specific to the configuration of this specific network
under investigation and can change in other situations based on the
number of mini-batches and the arrangement of data in them. However,
in general, the potential contribution of the autocorrelation of neural
activity to alignment is not disregardable and is not limited to the
example network under investigation.

It is evident in Fig. 3 (and Fig. S1) that alignment terms whose
orders are not a multiple of 60 are aligned in the initial phase of the
learning process but gradually lose their initial amount of alignment.
We will investigate the reasons behind this behavior in the next section.
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Fig. 4. The relative similarity of data points belonging to a single category compared to data points belonging to different categories contributes to alignment by
shaping cross-correlated neural activity. (A) As a measure of similarity, 𝑆𝑜

𝛿𝓁+1
[𝑘]𝑝,𝑚 is the dot product between the error signals of neurons in layer 𝓁 + 1 produced by the 𝑝th

data point of the (𝑘 − 𝑜)𝑡ℎ mini-batch and the 𝑚th data point of the 𝑘th mini-batch. Within-category corresponds to the condition that both of these two data points belong to a
single category and between-category corresponds to the condition that they belong to different categories. (B) The same as A but for output signals of neurons. At each iteration,
on average, within-category data points and their representations across layers are more similar to each other than data points belonging to different categories. (C) In the early
phase of the learning process, the cross-correlation between 𝑆1

𝐿𝓁−1
[𝑘]𝑝,𝑚 and 𝑆1

𝛿𝓁+1
[𝑘]𝑝,𝑚 contributes to the positivity of the average of 𝑆1

𝐿𝓁−1
[𝑘]𝑝,𝑚𝑆1

𝛿𝓁+1
[𝑘]𝑝,𝑚 and makes the alignment

to be expected Eq. (14). As the learning process proceeds, the network learns to classify, and it makes the majority of error signals vanish, especially in response to the data points
that are very similar to the other data points of their category (see Supplementary Fig. S2), causing cross-correlation between 𝑆1

𝐿𝓁−1
[𝑘]𝑝,𝑚 and 𝑆1

𝛿𝓁+1
[𝑘]𝑝,𝑚 to become weaker and the

average of 𝑆1
𝐿𝓁−1

[𝑘]𝑝,𝑚𝑆1
𝛿𝓁+1

[𝑘]𝑝,𝑚 to decrease. (A-C) The averages are calculated over 𝑝 and 𝑚. Each dot is the average over 10 runs and error bars are one s.d. around the mean.
2.2.1.2. Cross-correlation between error and output signals of neurons con-
tributes to alignment It is normally the case that data points belonging
to a single category are more similar to each other than the ones belong-
ing to different categories. This property contributes to the alignment
of 𝑊𝓁 with 𝐵𝑇

𝓁 by shaping cross-correlated neural activity between 𝛿𝓁+1
and 𝐿𝓁−1. This can be seen in the elements of similarity matrices (𝑆𝑜

𝛿𝓁+1
and 𝑆𝑜

𝐿𝓁−1
). Referring back to Eq. (13) and considering the mentioned

simplifying (Assumptions 1, 2, 4, 3), alignment is expected if

0 < E(⟨𝑇 𝑜
𝓁 [𝑘], 𝐵

𝑇
𝓁 ⟩𝐹 ) ≈ 𝜂2𝑛𝓁𝜎

2E
(

𝑡𝑟(𝑆𝑜
𝛿𝓁+1

[𝑘]𝑇𝑆𝑜
𝐿𝓁−1

[𝑘])
)

= 𝜂2𝑛𝓁𝜎
2E

(

∑

𝑝,𝑚
𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚𝑆𝑜
𝐿𝓁−1

[𝑘]𝑝,𝑚
)

,
(14)

where 𝑆𝑜
𝐿𝓁−1

[𝑘]𝑝,𝑚 denotes the element in the 𝑝th row and the 𝑚th
column of 𝑆𝑜

𝐿𝓁−1
[𝑘]. Namely, as a measure of similarity, 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 is

the dot product between the output signals of neurons in layer 𝓁 − 1
produced by the 𝑝th data point of the (𝑘 − 𝑜)𝑡ℎ mini-batch and their
output signals produced by the 𝑚th data point of the 𝑘th mini-batch.
𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚 denotes a similar dot product but for the error signals of
neurons in layer 𝓁 + 1.

In the summation of Eq. (14), we define 𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚𝑆𝑜
𝐿𝓁−1

[𝑘]𝑝,𝑚 as
the similarity term. Based on the categories of the 𝑝th data point of the
(𝑘 − 𝑜)𝑡ℎ mini-batch and the 𝑚th data point of the 𝑘th mini-batch, the
similarity terms have different behaviors. If these two mentioned data
points both belong to the same category, we regard their corresponding
similarity term as a within-category similarity term, and if they belong to
two different categories, we regard their corresponding similarity term
as a between-category similarity term.

Since the activation function used in this network is nonnegative,
the output signals of neurons are always nonnegative, and conse-
quently, 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 is nonnegative. In within-category similarity terms,

since data points have the same true label, their error signals are mostly
similar to each other and 𝑆𝑜

𝛿𝓁+1
[𝑘]𝑝,𝑚 has a positive mean (Fig. 4A,

Fig. S2A), which is constructive for alignment (referring to Eq. (14)
and given that 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 is nonnegative). In contrast, in between-

category similarity terms, since data points have different true labels,
7 
their error signals are dissimilar to each other and 𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚 has a
negative mean (Fig. 4A, Fig. S2A), which is destructive for alignment
(referring to Eq. (14) and given that 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 is nonnegative).

However, there is an advantageous cross-correlation between
𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚 and 𝑆𝑜
𝐿𝓁−1

[𝑘]𝑝,𝑚 which is that in within-category similarity
terms, 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 has a higher mean compared to between-category

similarity terms (Fig. 4B, Fig. S2B), strengthening the constructive
effect of 𝑆𝑜

𝛿𝓁+1
[𝑘]𝑝,𝑚 in within-category similarity terms compared to

between-category ones. This cross-correlation originates from the men-
tioned property of the dataset which directly affects the input layer of
the network and makes 𝑆𝑜

𝐿0
[𝑘]𝑝,𝑚 of within-category similarity terms

have a relatively high mean compared to that of between-category
similarity terms (Fig. 4B, Fig. S2B). In the initial phase, although the
network does not discriminate between categories, this feature is still
preserved in the similarity terms of subsequent layers (Fig. 4B, Fig.
S2B). In the summation of Eq. (14), the number of within-category
similarity terms is less than the number of between-category ones.
For example, if there are 10 different categories and an equal number
of data points in each of them, 10% of similarity terms are within-
category, and 90% of them are between-category. Nevertheless, in
the initial phase of the learning process, the cross-correlation between
𝑆𝑜
𝐿𝓁−1

[𝑘]𝑝,𝑚 and 𝑆𝑜
𝛿𝓁+1

[𝑘]𝑝,𝑚 is strong enough to overcome the number
and destructive effect of between-category similarity terms, and on
average, 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚𝑆𝑜

𝛿𝓁+1
[𝑘]𝑝,𝑚 is positive (Fig. 4C).

After the initial phase, this cross-correlation becomes weaker, caus-
ing the alignment terms to lose their initial amount of alignment, except
for those whose orders are a multiple of 60 when no data shuffling is
performed (Fig. 3). The reason for this is that as the network learns
to discriminate between different categories, the response of neurons
to the majority of the data points becomes saturated, and their error
signals vanish (Fig. S2C), while error signals in response to some other
data points, which are not learned well, remain large (Fig. S2C). The
within-category similarity of data points whose corresponding error
signals remain large (and consequently their corresponding similarity

terms are dominant) is less than the data points whose corresponding
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Fig. 5. The within-category similarity of data points enhances weight alignment, but a certain amount of weight alignment can happen even using data with random
labels. (A) WA across layers of the example network trained on the MNIST dataset where labels of different percentages of data points are shuffled (in 20% label shuffling, 20%
of the data points are randomly selected, and then available label options are randomly assigned to them with equal probability). Alignment occurs even when 100% of the data
labels are shuffled. (B) Classification error of the same ANN across different percentages of label shuffling. As expected, the error increases for higher percentages of label shuffling
and remains at the chance level (90%) if 100% of data labels are shuffled. (C) The behavior of alignment terms for two sample iterations 𝑘 = 66 and 𝑘 = 1260 when labels of 100%
of the data points are shuffled once at the beginning of the learning process, and after that, no data shuffling is performed. Shuffling all labels spoils the cross-correlation between
error and output signals of neurons and consequently spoils alignment of all orders of alignment terms, except for the alignment term of order 60 because of the repetition of
the same mini-batches every 60 iterations (compare this panel with Fig. 3B). (D) The average of 𝑆𝑜

𝐿0
[𝑘]𝑝,𝑚 for within- and between-category data points in the case of shuffling

100% of data labels. Shuffling all labels creates a situation where data points belonging to different categories become as similar to each other as the data points within a single
category and consequently spoils the cross-correlation between error and output signals of neurons (compare this panel with the leftmost column of Fig. 4B). (A-D) Each dot or
trace is the average over 10 runs and error bars and shaded areas are one s.d. around the mean.
error signals vanish (Fig. S2D,E). This weakens the cross-correlation
between error and output signals of neurons, leading to the mentioned
reduction in alignment. This leads to a reduction in the alignment
of 𝛥𝑊𝓁,𝐹𝐴 with 𝐵𝑇

𝓁 as the learning process proceeds (Fig. 3). In the
graph of the alignment of 𝛥𝑊𝓁,𝐹𝐴 with 𝐵𝑇

𝓁 (Fig. 3), it can also be seen
that in the beginning, they are not aligned, then the alignment peaks
and again decreases. This behavior is because there are 𝑘 alignment
terms in 𝛥𝑊𝓁,𝐹𝐴[𝑘] (according to Eq. (3)), and also there is another
term 𝜂𝑓

(

𝜁𝑘𝓁 [𝑘]
)𝑇 𝛿𝓁+1,𝐹𝐴[𝑘] that does not align (Fig. S9). Hence, in the

beginning, it takes some iterations for the number of alignment terms
to increase and overcome the non-aligned term 𝜂𝑓

(

𝜁𝑘𝓁 [𝑘]
)𝑇 𝛿𝓁+1,𝐹𝐴[𝑘].

To verify the role of within-category similarity in deriving the
alignment, we ran a simulation where we randomly selected different
percentages of the data points and shuffled their true labels once at the
beginning of the learning process. Such shuffling is expected to disrupt
the cross-correlation between 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 and 𝑆𝑜

𝛿𝓁+1
[𝑘]𝑝,𝑚 and adversely

affect the degree of WA (Fig. 5A). As expected, for high percentages of
data points with randomly assigned labels, the total WA was degraded
across all layers (Fig. 5A).

Shuffling the labels disrupted the learning and increased the test
error (the test dataset was intact). In the case where 100% of data
points were randomly labeled (samples of a given digit were equally
likely to have one of the labels from 0 to 9) test error reached 90%,
representing the chance level (Fig. 5B).

There was still some residual and slow WA even when all labels
were shuffled (Fig. 5A). The reason for the impact of label shuffling
becomes clear by looking at the behavior of alignment terms across
lags. In the case where 100% of the data labels were shuffled and no
data shuffling was performed at the beginning of epochs, alignment
terms, except those whose orders were a multiple of 60, did not align
considerably (Fig. 5C). In this case, 𝑆𝑜

𝐿𝓁−1
[𝑘]𝑝,𝑚 of both within- and

between-category data points had the same distribution and average
(Fig. 5D), and the feature that data points belonging to a single cate-
gory are more similar to each other than those belonging to different
categories was spoiled. Alignment terms whose orders were a multiple
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of 60 remained aligned because of the repetition of the identical mini-
batches every 60 iterations, confirming the unignorable contribution
of the autocorrelation of neural activity to alignment in addition to
cross-correlation.

2.2.2. Alignment and the local minimum reached by BP-TAW can be
improved by weight normalization

In the training of the network with the original formulation of BP-
TAW, the Frobenius norms of the forward weight matrices continuously
grew especially in the last layers (Fig. S3). This growth can contribute
to the weakening of alignment by saturating the outputs of neurons and
vanishing error signals as described above. To examine this, we limited
and fixed the Frobenius norm of input weights to each neuron at each
iteration by applying a WN method as follows

𝑊𝓁[𝑘]∗,𝑖 ← 𝛾
𝑊𝓁[𝑘]∗,𝑖

‖(𝑊𝓁[𝑘])∗,𝑖‖𝐹
, (15)

where 𝑊𝓁[𝑘]∗,𝑖 denotes an 𝑛𝓁 ×1 matrix consisting of the 𝑖th column of
𝑊𝓁[𝑘] and 𝛾 is a positive scalar which we refer to as WN gain. To treat
all weights in the same way, we also applied this WN method to back-
ward weights once at the beginning of the learning process. Unlike the
conventional WN method in ANNs [39], which is a reparameterization
of the BP formula, this proposed WN method is an intervention in the
BP-TAW formula, which partially prevents the saturation of neurons
and vanishing of error signals (Fig. S4).

Two aspects of the network that directly and simultaneously af-
fect the amount of alignment are 𝛥𝑊𝓁,𝐹𝐴[𝑘]∡𝐵𝑇

𝓁 and ‖𝛥𝑊𝓁,𝐹𝐴[𝑘]‖𝐹 ∕
‖𝑊𝓁[𝑘]‖𝐹 . This WN method improved both of these aspects (Fig. 6A,B)
and consequently improved the alignment of forward weights with
backward weights (Fig. 6C) and also the alignment between the update
directions of BP-TAW and those of BP (Fig. 6D), making BP-TAW a bet-
ter approximation of BP. In addition to the improvement of alignment,
this WN method also improved test accuracy when the network was
trained by BP-TAW (Fig. 6E).
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Fig. 6. Weight normalization in BP-TAW improves alignment and classification accuracy. (A) WN increases the Frobenius norms of the update directions of BP-TAW relative
to the Frobenius norms of forward weights. (B) WN improves the alignment of the update directions of BP-TAW with backward weights. (C) WN improves WA. (D) WN improves
the alignment between the update directions of BP-TAW and those of BP. In the last layer, the update direction of BP-TAW is the same as BP. (E) WN improves the test accuracy
of BP-TAW. (F) Two-dimensional embedding of the trajectories of all learnable parameters of the network (forward weight matrices and bias vectors) for two instances of the
network that are both identically initialized with the same parameters, but one is trained by BP and the other by BP-TAW. The contour map shows the loss function of the network
using the reconstructed parameters. Red asterisks are local minimums in the two-dimensional space. (G) Similar to panel F but for networks trained by BP-TAW, with and without
WN. (A-E) Each trace is the average over 10 runs and the shaded areas are one s.d. around the mean. (A,B,D) Each trace is passed through a moving average filter with a length
of 60.
To make sure that the improvement in the test error and alignment
was not just due to a chance selection of hyperparameters of the
network (𝛾, 𝜂, and initial standard deviation of weights and biases), we
did a sensitivity analysis and parameter sweep (Fig. S5). We examined
a wide range of hyperparameter values with and without WN. In
addition, to make sure that the improvement was not just due to the
specific kind of initialization that the WN method imposes on the
network, in a separate group of experiments, we only applied the WN
at the beginning (at the first iteration) and did not apply it in the rest
of the learning process. Among these cases, the best amounts of the
test error and alignment belonged to the case where WN was applied
throughout the entire learning process (Supplementary Note 1, Fig. S5),
showing that the results were not just due to a chance selection of
hyperparameters or merely the initialization of the network. Moreover,
the sensitivity analysis and parameter sweep showed that the improve-
ment in alignment and test accuracy of BP-TAW is robust for a fairly
large range of hyperparameters.

We examined the generalizability of the effectiveness of WN to other
network architectures. We re-performed the sensitivity analysis and
parameter sweep described above on two other network architectures
and observed that the WN method improved the test accuracy and
alignment in them as well (Supplementary Note 1, Fig. S6, Fig. S7).
Therefore, the application of the WN method in improving alignment
is generalizable to other network architectures.

Low-dimensional embedding of all learnable parameters of the net-
work (forward weight matrices and bias vectors) using principle com-
ponent analysis showed that the initial mismatch between the update
directions of BP-TAW and BP drives the trajectory of the parameters of
BP-TAW into a different local minimum which is less optimal than the
local minimum to which the network converges with BP (Fig. 6F). WN
drives the trajectory of parameters to a more optimal local minimum,
resulting in a better degree of classification accuracy (Fig. 6G).
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We observed that without WN, alignment between 𝑊𝓁 and 𝐵𝑇
𝓁

decreases in the early layers of the network. With WN, this reduction
was overcome to some extent, and the first and third layers became
more aligned than the last layer (Fig. 6C). However, we observed that
the amount of alignment between the update directions of BP-TAW and
BP decreases step by step as the error is backpropagated towards the
input layer and even WN could not overcome this effect (Fig. 6D).

The potential increase of 𝛥𝑊𝓁,𝐹𝐴∡𝛥𝑊𝓁,𝐵𝑃 (less alignment) in the
earlier layers can be seen by comparing 𝛥𝑊𝓁,𝐹𝐴 = 𝜂𝐿𝑇

𝓁 𝛿𝓁+1,𝐹𝐴 with
𝛥𝑊𝓁,𝐵𝑃 = 𝜂𝐿𝑇

𝓁 𝛿𝓁+1,𝐵𝑃 . The matrix 𝐿𝑇
𝓁 is identical in both and the factors

that determine the angle between them are 𝛿𝓁+1,𝐵𝑃 and 𝛿𝓁+1,𝐹𝐴. For
simplicity, consider a 𝑑-layer linear ANN. For the last layer (𝓁 = 𝑑), we
have 𝛿𝑑,𝐹𝐴 = 𝛿𝑑,𝐵𝑃 , but for 0 < 𝓁 < 𝑑, by using Eq. (2) successively, we
have

𝛿𝓁,𝐹𝐴 = 𝛿𝑑𝐵𝑑−1𝐵𝑑−2𝐵𝑑−3𝐵𝑑−4 ⋯𝐵𝓁+1𝐵𝓁 (16)

𝛿𝓁,𝐵𝑃 = 𝛿𝑑𝑊
𝑇
𝑑−1𝑊

𝑇
𝑑−2𝑊

𝑇
𝑑−3𝑊

𝑇
𝑑−4 ⋯𝑊 𝑇

𝓁+1𝑊
𝑇
𝓁 . (17)

According to these two successive matrix multiplications of backward
and the transpose of forward weight matrices, as the error is back-
propagated towards the early layers, depending on the pairs of 𝐵𝓁
and 𝑊 𝑇

𝓁 , deviation of 𝛿𝓁,𝐵𝑃 from 𝛿𝓁,𝐹𝐴 potentially tends to increase.
Consequently, deviation of 𝛥𝑊𝓁,𝐹𝐴 from 𝛥𝑊𝓁,𝐵𝑃 potentially increases
as well and it reduces the accuracy of the update directions of BP-TAW
compared to gradient directions computed by BP in the early layers of
deep ANNs.

3. Discussion

Artificial neural networks and their learning paradigms have dif-
ferences and similarities with biological neural networks. Specifically,

the BP method needs a biologically implausible matching between
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feedforward and feedback synaptic weights. The BP-TAW learning
method [17] showed that an ANN can be trained with arbitrary feed-
back weights that are distinct from feedforward weights. In BP-TAW,
forward weights partially align with backward weights during itera-
tions, which leads to a partial alignment between the update directions
of BP-TAW and BP and provides an approximation of BP.

3.1. Mathematical basis of alignment

In this work, we demonstrated mathematical and statistical basis
of WA (Fig. 1) and showed that WA is not a direct consequence of
the learning, reduction of loss function, or the growth of the norms
of the weights; rather, it relies on the structure of alignment terms that
are extracted from the update rule of BP-TAW Eqs. (3) and (4), and
according to this structure, alignment happens robustly under a variety
of conditions depending on the statistical properties of neural activity.
Specifically, we showed that the autocorrelation of error and output
signals of neurons and the cross-correlation between them are two
important features of neural activity contributing to alignment (Fig. 2).

We used alignment terms as a tool to analyze BP-TAW in a specific
five-layer nonlinear ANN trained on the MNIST dataset. We showed
how the arrangement of data in mini-batches and the repetition of data
points across epochs contribute to the behavior of alignment terms by
shaping autocorrelated neural activity (Fig. 3). Moreover, we showed
that the relative similarity of data points of a single category and their
differences across categories, which is an intrinsic property of datasets,
contributes to alignment by shaping cross-correlated neural activity
(Fig. 4, Fig. 5).

The demonstrated mathematical framework furthers our under-
standing of FA and WA and makes us capable of analyzing WA in
BP-TAW under various conditions. In general, many aspects of neural
activity influence the behavior of alignment terms and make them act
differently in different situations. For example, the architecture of the
network (activation function, number of neurons in layers, number of
layers, loss function, normalization methods, etc.), hyperparameters
(learning rate, batch size, etc.), and properties of the dataset affect
neural activity and consequently the behavior of alignment terms. The
presented framework can be used in various network architectures and
configurations beyond what was discussed in this work.

A weakness of BP-TAW as an approximation of BP in deep ANNs
is that the amount of alignment between the update directions of BP-
TAW and BP potentially tends to decline as the error is consecutively
backpropagated towards the earlier layers (Fig. 6D). In other words,
with BP-TAW, early layers potentially receive less accurate supervised
error signals compared to the final layers. This potential decline may be
overcome by unsupervised learning under certain conditions, which can
be the subject of future work. Indeed, many aspects of the activity of
neurons in lower areas of the visual system are demonstrated to be at-
tainable with unsupervised learning models [40,41] and there are also
suggestions of efficient network architectures where an ANN trained in
an unsupervised manner is followed by a supervised classifier [42].

3.2. Limitations and future research directions

While we have investigated the validity of the introduced sim-
plifying assumptions for the analysis of WA and alignment terms in
deep feed-forward fully connected ANNs, their validity in biological
neural networks and other types of ANNs remains to be investigated
in future research. The violation of these assumptions does not render
our provided framework useless but makes the analysis of WA and
alignment terms complicated. Exploring mathematical methods to deal
with the complexity of the analysis of alignment terms in their original
form (without simplifying assumptions), and identifying other eligi-
ble assumptions that simplify the analysis under various conditions,

represent two avenues for future studies.
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The weight transport problem is one of the biological implausibil-
ities of the BP formula which can be avoided by using BP-TAW, and
there are other biological implausibilities in BP and BP-TAW [2,43].
For instance, the firing rate as the output of each biological neuron
is nonnegative, while error signals in BP and BP-TAW are signed. In
addition, error signals in BP and BP-TAW are distinct from the output
of artificial neurons. In BP-TAW and BP, error signals are internal
attributes of neurons that are backpropagated to other neurons through
feedback weights, whereas in biological networks, the attribute of
neurons that is conveyed explicitly to other neurons by axons and
synapses is their output spikes and it is believed that other internal
attributes of them are mostly local [2,4]. Future experiments and data
analysis are needed to investigate whether a learning method similar
to BP-TAW contributes to shaping synaptic plasticity and learning in
biological neural networks.

Brain-inspired spiking neural networks and neuromorphic hardware
are considered promising candidates to deal with the challenges of
conventional ANNs and realize high-level intelligence and low power
consumption [44–48]. Similar to biological neural networks, having
bidirectional synapses in neuromorphic hardware is challenging [49]
and the application of the FA and DFA learning methods in them is
suggested [49–51]. Application and analysis of FA in neuromorphic
hardware and spiking neural networks warrant an investigation in the
future.

We examined the effect of a WN method, which works by fixing
the Frobenius norm of input weights of each neuron to some constant
and showed that it can improve alignment. Various forms of plasticity,
such as heterosynaptic plasticity, are reported which regulate synaptic
weights in a competitive manner, in which the potentiation of one
synapse can result in the depression of other synapses to keep overall
synaptic strengths under control [52,53]. There are also numerous
reports of normalization mechanisms in biological neural networks
working to regulate the activity of neurons and limit the dynamic range
of synaptic weights [52,54]. The effect of different forms of biologically
relevant WN methods on WA and FA could be explored in future
studies.

3.3. Conclusion

In summary, the analysis done in this study provides a useful
framework for understanding WA in BP-TAW and paves the way for
further research on the relationship between learning methods used in
ANNs and learning mechanisms in the nervous system. While BP-TAW
is capable of approximating the weight update directions proposed by
BP in simple feedforward networks and WN can improve this approx-
imation, it remains to be seen how the addition of other biological
considerations such as lateral connections, sparsity, synaptic pruning
and formation, and the segregation of excitatory and inhibitory neurons
affect the performance of BP-TAW.

4. Methods

4.1. BP and BP-TAW learning methods

In BP, we updated bias vectors and weight matrices at each iteration
as below

𝑊𝓁[𝑘 + 1] = 𝑊𝓁[𝑘] + 𝛥𝑊𝓁[𝑘] (18)

𝓁[𝑘 + 1] = 𝐛𝓁[𝑘] + 𝛥𝐛𝓁[𝑘], (19)

here gradient directions computed by BP for updating bias vectors
nd weight matrices at each iteration 𝑘 are

𝑊𝓁,𝐵𝑃 [𝑘] = −𝜂 𝜕 |

|

|

= 𝜂𝐿𝓁[𝑘]𝑇 𝛿𝓁+1,𝐵𝑃 [𝑘], 0 ≤ 𝓁 < 𝑑 (20)

𝜕𝑊𝓁 |𝑘
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𝛥𝐛𝓁,𝐵𝑃 [𝑘] = −𝜂 𝜕
𝜕𝐛𝓁

|

|

|

|𝑘
= 𝜂𝐽1×𝑛𝑏𝛿𝓁,𝐵𝑃 [𝑘], 0 < 𝓁 ≤ 𝑑, (21)

where 𝐽1×𝑛𝑏 is a 1×𝑛𝑏 all-ones matrix and error matrices of neurons are

𝛿𝑑,𝐵𝑃 [𝑘] = 𝐸[𝑘]⊙ 𝑓 ′(𝑍𝑑 [𝑘]
)

(22)

𝛿𝓁,𝐵𝑃 [𝑘] = 𝛿𝓁+1,𝐵𝑃 [𝑘]𝑊𝓁[𝑘]𝑇 ⊙ 𝑓 ′(𝑍𝓁[𝑘]
)

, 0 < 𝓁 < 𝑑, (23)

where 𝐸[𝑘] = 𝑌 ∗[𝑘] − 𝑌 [𝑘] according to the loss function [𝑘] =
1
2
∑

𝑖,𝑗 𝐸[𝑘]2𝑖,𝑗 [1].
In BP-TAW [17], the error is backpropagated through constant

andom matrices different from forward weights which are denoted by
𝓁 ∈ R𝑛𝓁+1×𝑛𝓁 , and we calculated the update directions at each iteration
s follows (𝑊 𝑇

𝓁 in Eq. (23) is replaced with 𝐵𝓁)

𝛿𝑑,𝐹𝐴[𝑘] = 𝛿𝑑,𝐵𝑃 [𝑘] = 𝐸[𝑘]⊙ 𝑓 ′(𝑍𝑑 [𝑘]
)

(24)

𝛿𝓁,𝐹𝐴[𝑘] = 𝛿𝓁+1,𝐹𝐴[𝑘]𝐵𝓁 ⊙ 𝑓 ′(𝑍𝓁[𝑘]
)

, 0 < 𝓁 < 𝑑 (25)

𝛥𝑊𝓁,𝐹𝐴[𝑘] = 𝜂𝐿𝓁[𝑘]𝑇 𝛿𝓁+1,𝐹𝐴[𝑘], 0 ≤ 𝓁 < 𝑑 (26)

𝛥𝐛𝓁,𝐹𝐴[𝑘] = 𝜂𝐽1×𝑛𝑏𝛿𝓁,𝐹𝐴[𝑘], 0 < 𝓁 ≤ 𝑑. (27)

In training ANNs with BP-TAW, 𝛥𝑊𝓁,𝐵𝑃 [𝑘] is a direction that we
only calculated at each iteration for comparison with 𝛥𝑊𝓁,𝐹𝐴[𝑘] (we
only used 𝛥𝑊𝓁,𝐹𝐴[𝑘] to update forward weight matrices).

4.2. Angle and cosine similarity between two matrices

We calculated the angle between two arbitrary matrices 𝑊 and 𝐵,
which have the same dimensions, as follows

𝑊 ∡𝐵 = 𝑐𝑜𝑠−1(
⟨𝑊 ,𝐵⟩𝐹

‖𝑊 ‖𝐹 ‖𝐵‖𝐹
), (28)

here ⟨𝑊 ,𝐵⟩𝐹 is the Frobenius inner product of 𝑊 and 𝐵 and ‖.‖𝐹 is
the Frobenius norm. This is identical to the angle between vectorized
𝑊 and 𝐵 in the Euclidean space. The angle between two matrices is
indeed a measure of the similarity between the normalized versions of
the two matrices.

In addition to the angle, cosine similarity between two matrices can
also be used as a measure of the similarity between them as follows

cosine similarity(𝑊 ,𝐵) =
⟨𝑊 ,𝐵⟩𝐹

‖𝑊 ‖𝐹 ‖𝐵‖𝐹
. (29)

Assuming 𝑊 and 𝐵 to be nonzero, since the denominator of the
osine similarity is always nonnegative, for alignment (𝑊 ∡𝐵 < 90◦, or
quivalently 0 < cosine similarity(𝑊 ,𝐵)) it is sufficient and necessary

that

0 < ⟨𝑊 ,𝐵⟩𝐹 .

4.3. Network parameters, dimensions, and initialization

In our experiments, for nonlinearity, we chose 𝑓
(

⋅
)

= 𝑡𝑎𝑛ℎ(𝑅𝑒𝐿𝑈 (⋅)),
which roughly resembles the frequency-current curve of biological
neurons. Moreover, since this is a classification task with the desired
output of the network coded to be between zero and one, for the
reasons of stability and convergence, it is convenient for the activation
function of the output layer to be confined between zero and one.
We chose the number of neurons and activation functions to be the
same in the hidden layers and the output layer in order to ensure
the comparability of the amount of alignment across different layers.
We chose the number of neurons in each hidden and output layer
to be 50 and since there were 10 classes, to match the length of

the coding of the desired output of the network with the number of
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neurons in the last layer, we coded the labels of classes with mutually
exclusive 5-hot coding (see the following section of Methods). To
reduce the computational cost, we resized all handwritten digits (data
points of MNIST) to images with 15 × 15 pixels which were then
transformed into a vector. Hence, the number of input neurons was
225. We also normalized input data points (output signals of input
neurons) to lie between 0 and 1 (dividing the original MNIST data
points by 255). We chose the batch size to be 1000, which means
there were 60 mini-batches given the total number of 60 000 training
data points (each epoch of training consisted of 60 iterations). At the
beginning of each run, we randomly initialized elements of forward and
backward weights and bias vectors independently from  (0, 0.1). The
oss function that we used was [𝑘] = 1

2
∑

𝑖,𝑗 𝐸[𝑘]2𝑖,𝑗 , where 𝐸[𝑘]𝑖,𝑗 is the
lement in the 𝑖th row and the 𝑗th column of 𝐸[𝑘] = 𝑌 ∗[𝑘] − 𝑌 [𝑘]. In
igs. 3, 4, 5, and 6 learning rate was 𝜂 = 0.0005.

In Fig. 2 we chose network dimensions to be 𝑛0 = 𝑛2 = 20, 𝑛1 = 100,
nd 𝑛𝑏 = 100, and we set 𝜂 = 0.0004 and initialized elements of 𝐵1, 𝑊0
nd 𝑊1 with i.i.d. random variables from  (0, 1).

.4. Generating mutually exclusive n-hot coding

In training the ANN on MNIST, we used mutually exclusive 5-hot
oding. Suppose the number of categories is 𝐶 and the number of
utput neurons is 𝑚 (𝑛 ⋅ 𝐶 ≤ 𝑚). For generating mutually exclusive
-hot code vectors of size 𝑚 for each category, we started from the
irst category to the last one, and successively for each category 𝑐 ∈
0, 1,… , 𝐶 − 1} we initialized its code vector with zero elements and
hen randomly selected 𝑛 out of 𝑚 − 𝑐 ⋅ 𝑛 elements that were not equal

to 1 in any of the 𝑐 previously coded category vectors and set them
equal to 1.
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