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Abstract

Understanding how transformers can execute specific algorithmic and symbolic
computations remains a challenge in artificial intelligence. Prior work has demon-
strated that standard transformers have trouble generalizing algorithmic problems
of arbitrary length (i.e., length generalization), such as arithmetic problems. Here
we present an interpretable and modular framework for specifying exact algorith-
mic computations with universal transformers that enable these models to perfectly
solve algorithmic problems of arbitrary depth (length), without any training. In
particular, by formulating algorithmic problems as computable circuits, we exactly
map circuit computations onto components of the universal transformer architec-
ture. We showcase this ability by specifying universal transformers that perfectly
solve two fundamental algorithmic problems: modular arithmetic and Boolean
logic. Notably, these two models demonstrate how transformers can generalize
to problems of any length using interpretable architectural modifications. This
framework can be naturally adopted for any algorithmic problem that can be for-
mulated as a circuit, illustrating exactly how transformers can implement arbitrary
circuit algorithms. More broadly, this framework provides an existence proof of
transformer models capable of implementing exact algorithms, providing avenues
of opportunity for exploring their learnability in future work.

1 Introduction

Recent advances in Al have led to remarkable improvements in models capable of complex reasoning
tasks [Shao et al.| 2024, [DeepSeek-Al et al.,|2025| [Yang et al., [2025] Mishra et al., [2024} Bercovich
et al.| [2025]]. These models, often powered by large transformer models trained on vast corpora,
exhibit behaviors that resemble human-like inference and deduction. However, the underlying
mechanisms by which these models reason, or the algorithms by which they reason, remain largely
opaque. This is because the algorithms these models implicitly implement are neither explicitly
encoded, understood, nor easily interpretable.

To address this, recent work has explored the use of circuits — structured, interpretable, computational
graphs — to model and analyze the algorithmic reasoning capabilities of Al systems [Dziri et al., 2023}
Ito et al., [2025 Ram et al., [2024]]. Importantly, a circuit representation of a problem exactly encodes
the algorithm required to solve that problem (follow the edges from the input gates). Moreover,
circuit-based approaches to devising algorithmic problems are closely related to other problems
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widely studied throughout the generalization literature, including compositional generalization and
length generalization problems [Hupkes et al., 2020, Jelassi et al., 2023} Zhou et al., 20244l Lee et al.,
2023]]. These problems require models to generalize to novel, variable-length sequences (often of
greater lengths than seen during training) [Deletang et al.,|2022]]. However, a number of empirical
studies have demonstrated that transformers typically struggle with length generalization problems
(see|Sinha et al.|[2024] for a review).

In this study, we introduce a universal transformer architecture capable of exactly computing algorith-
mic circuit problems of arbitrary depth. We focus on two simple yet widely important algorithmic
problems: Boolean logic and modular arithmetic. Critically, provided a problem’s circuit encoding,
we implement universal transformer models that exactly solve these problems of arbitrary length
without any training. We achieve this by ensuring the transformer’s mechanisms — namely the
attention mechanism and multilayer perceptron (MLP) — implement well-defined roles when solv-
ing the problem: syntactic parsing (attention) and semantic evaluation (MLP). We provide formal
descriptions of this transformer formulation, as well as empirical experiments that exhibit perfect
performance on Boolean logic and arithmetic problems of arbitrary circuit depths. Overall, our results
provide an existence proof (in the form of a tangible, performant model) of a minimal universal
transformer architecture capable of solving arbitrary algorithmic circuit problems.

2 Circuit Problems

Overview. We focus on computing Boolean circuit and arithmetic circuit problems, varying the
size and depth of these formulas. These problems are highly related to compositional and length
generalization problems (compositional problems can be reformulated as a circuit) [Hupkes et al.|
2020, [Jelassi et al., [2023]]. However, circuit problems have the added benefit of having algorithmically
meaningful descriptions; the circuit describes the algorithm to solve that problem (follow the edges
from the input gates), and the circuit depth and size correspond to algorithmic time and space
complexity, respectively. Figure[TJA depicts an example of a depth-2 arithmetic circuit, and Figure[TB
depicts an example of a depth-2 Boolean circuit.

Circuit sampling. For experiments, we constructed a dataset of circuits by constructing a Boltzmann
sampling procedure over a simple logical grammar. For Boolean formulas, the grammar consisted of
two terminals/leaves (TRUE, FALSE), two binary operators (AND, OR), and one unary operator (NOT).
For arithmetic formulas, the grammar consisted of 10 terminals/leaves (integers O through 9, and two
binary operators (4 and Xx). Boltzmann sampling provides a principled way to randomly generate
these combinatorial objects (circuits). Specifically, by using the generating function

Z(x) = L + Uz Z(x) + BxZ(x)? (1
where L, U, and B are the number of leaf, unary, and binary productions, respectively, we can encode
the counts of formulas of each size. For Boolean circuits specified above, L =2, U = 1, and B = 2.
For arithmetic circuits specified above, L = 10, U = 0, and B = 2. This procedure and dataset was
implemented in PyTorch (version 2.6.0).

3 Universal Transformer Architecture for Computing Circuits

At a high-level, we consider a 1-layer universal transformer. The goal of this universal transformer
is to simulate a depth-1 circuit, capturing the minimal circuit computation. For Boolean formulas,
this is equivalent to a finite truth table. This implies that the number of forward passes required for
a universal transformer to simulate a depth-£ circuit is exactly k. To architect this transformer, we
assign specific functions — syntactic parsing and semantic evaluation — to two of the transformer’s
core components — attention and the MLP, respectively. Using the attention mechanism to impose
a syntactic parse (via the circuit’s adjacency matrix), we control the read/write access to residual
token streams in the transformer to mimic the structure of the circuit. This can be conceptualized as
deriving an attention mask determined by relative positional encodings, where the distance between
tokens (circuit gates) is determined by the existence of an edge between circuit gates. This ensures
that the MLPs only need to implement a finite look-up table, such that it evaluates a depth-1 circuit
(e.g., 1 V1=1or5 x4 =0) We illustrate the high-level intuition for a single forward pass of this
universal transformer in Fig. and step-by-step computations in Algorithms|1|and 2[ (Appendix).
In the Appendix, we also provide additional details for how to construct the token embeddings (A.T),
attention mechanism (A.2), and MLP (A3).
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Figure 1: Circuit problems and transformer architecture intuition. A) An example of an arithmetic
circuit (mod 10) of depth 2, and our approach to solving these circuits in transformers. Importantly,
at each universal transformer iteration, we update the operator gate into the evaluated operator.
B) An example of a depth-2 Boolean circuit with gates 1, 0, A, V, ~. C) The key architectural
components of a 1-layer universal transformer. D) An intuition of how to compute one iteration of a
circuit algorithm with the transformer. Given a sequence of tokens as the input string, the attention
mechanism implements a syntactic parse of that string by using the circuit’s adjacency matrix as
the attention mechanism (i.e., the QK 7). By setting the values matrix V' as the identity matrix, the
attention weights map the embeddings of input gates (which are one-hot encodings) to the target
(operator) gate, yielding a superposition of token embeddings (multi-hot encoding). The token-wise
MLP implements a depth-1 circuit evaluation (in this case, a truth table lookup) that maps a vector
of token counts (equivalent to a superposition of token embeddings) to the correct token. When a
counts vector cannot be evaluated (e.g., an invalid expression), a conditional residual connection is
used to carry the layer’s input embedding to the post-MLP embedding. When all operator gates are
computed, the circuit computation is completed.
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Figure 2: Empirical evaluation of our universal transformer on circuit problems of various depths. For
each circuit depth, we sampled 100 random problems of A) Boolean and B) arithmetic expressions.
Performance was perfect across all circuit depths when the universal transformer iterated at least k
steps on problems of depth-k. C, D) We illustrate the number of operands across the 100 problems
per circuit depth. Circuits of the same depth can have a variable number of operands. Most notably,
however, as circuit depth increases, the number of operands exponentially increases, despite requiring
only a linear increase in iterations. Boxplots represent the quartiles of the distribution, and the
whiskers the full extent of distribution (n = 100).

4 Experiments

We tested our universal transformer on both Boolean and modular arithmetic problems of arbitrary
length, randomly sampled from a Boltzmann distribution. For each circuit depth, we sampled 100
randomly generated circuits (formulas). Since model parameters were chosen (not learned), no data
were used for training. Note that while we sampled circuits of a particular depth, each randomly
sampled circuit may have a different number of operands, since circuits were not required to be bal-
anced. To correctly evaluate the expression (i.e., flip the output gate to the correct response/operand),
the universal transformer needed to iterate for at least k steps for a depth-k circuit. To verify our
architecture, we sampled Boolean circuits from depth 1 to depth 20, and for each problem, iterated
the universal transformer for 1 to 20 iterations. As expected, we found that when our universal
transformer iterated for at least & iterations on a circuit problem of depth-k, our model achieved 100%
performance (Fig. 2JA,B). When our model iterated for < k iterations, model performance dropped to
0%, despite chance performance being 10% for modular arithmetic, and 50% for Boolean logic. This
is because the output gate, which is an operator, did not update to the correct operand.

We further provide statistics on the range of problems encompassed by the 100 randomly sampled
problems when sampling from a depth-F circuit, counting the number of operands (Fig. 2IC,D). This
provides a meaningful comparison to related length generalization studies, which typically only
evaluate generalization according to the number of operands, rather than depth. Interestingly, while
the number of operands exponentially increases as a function of circuit depth, we illustrate with
our universal transformer that the number of iterations to compute exponentially large problems (in
operands) only scales linearly.

5 Discussion

Relation to length generalization, compositional generalization, and reasoning. Length gen-
eralization and compositional generalization are central challenges in algorithmic reasoning in
transformers. Prior work has shown that standard transformers often fail to generalize to longer or



more complex inputs than seen during training [Dziri et al., [2023| Jelassi et al.,|2023| [Zhou et al.|
2024a, [Ito et al.| 2024, [Shen et al., 2024, Zhou et al., 2024b]]. Our framework directly addresses
this limitation by leveraging 1) a circuit encoding of algorithmic problems, and 2) the iterative
nature of universal transformers, providing an existence proof of an exact, universal transformer
implementation capable of algorithmic reasoning on arbitrary length problems without any training.
By forcing the attention weights to encode the circuit’s edges as an adjacency matrix, we use the
transformer’s attention mechanism as a syntactic parser. This ensures that the MLP layer can act as
a finite semantic evaluator, parallelizing the evaluation of depth-1 subcircuits. This design enables
perfect generalization to arbitrarily deep circuit problems without training, providing a concrete
architectural solution to compositional and length generalization problems.

Relation to transformer expressivity. Theoretical studies have established that transformers are
Turing complete under certain conditions [Merrill and Sabharwal, 2024/, Strobl et al., 2024] |Chen
et al.,|2025| [Yang et al.| 2024]. However, practical demonstrations of this expressivity remain limited.
Our work provides an existence proof of a performant universal transformer architecture for exact
algorithmic circuit evaluation. As circuits are themselves used as models of algorithms — with
associated algorithmic complexity measures, like time and space complexity [Ito et al.|[2025]] — this
provides a framework for understanding algorithmic computation in neural models.

Relation to mechanistic interpretability. Recent efforts in mechanistic interpretability aim to
understand how transformers implement specific computations [Elhage et al., 2021} |Olsson et al.,
2022, [Sharkey et al.l [2025]]. Our framework contributes to this line of work by decomposing
transformer operations into interpretable modules: attention for syntactic parsing and MLPs for
semantic evaluation. Moreover, our use of hard-coded attention weights derived from circuit adjacency
matrices provides a concrete instantiation of functional routing within transformer layers, and is
common in the mechanistic interpretability literature [Elhage et al.,[2021]]. Our approach also shares
conceptual similarities with RASP (Restricted Access Sequence Processing) [Weiss et al., [2021]],
which provides a programming language for expressing transformer computations using restricted
attention and primitive operations. Like RASP, our model uses hard-coded attention patterns to
simulate algorithmic behavior. However, RASP is limited in that only finite-depth transformers
can be programmed, thereby limiting its expressivity. On the other hand, ALTA (A Language for
Transformer Analysis) [Shaw et al., |2024] provides a formal language for specifying universal
transformers that can similarly solve arbitrary depth problems. Our work complements ALTA by
offering a concrete instantiation of algorithmic circuits within a universal transformer, without the
need to specify a specific programming language, and instead demonstrating how such programs can
be executed exactly through interpretable architectural design.

Limitations. While we provide a universal transformer implementation that computes exact circuit
algorithms, there are several limitations to our study. First, our models rely on manually specified
attention weights derived from circuit adjacency matrices. While this enables perfect performance
without training, it bypasses the challenge of learning such attention patterns from data. Future work
should explore whether these mechanisms can be learned end-to-end, and under what conditions.
Second, our approach assumes noiseless input and idealized token embeddings (i.e., one-hot vectors).
This simplifies the semantic evaluation to finite lookup tables, but may not generalize to real-
world settings where inputs are noisy or ambiguous. Third, our experiments focus on two specific
algorithmic domains: Boolean logic and modular arithmetic. While these are foundational tasks (e.g.,
any computable function can in principle be represented as a Boolean circuit), they do not encompass
the full diversity of algorithmic tasks in practice. Generalizing this approach to broader classes of
problems remains an open challenge.

Conclusion. We introduce a modular and interpretable framework for specifying exact algorithmic
computations in universal transformers. By formulating algorithmic problems as circuits and mapping
their structure onto transformer mechanisms, we demonstrate that transformers can solve Boolean and
modular arithmetic problems of arbitrary depth without training. This approach provides a principled
solution to compositional and length generalization problems, and offers a foundation for studying
the learnability and interpretability of algorithmic reasoning in neural models. Our results suggest
that structured architectural design can enhance the reliability and transparency of transformer-based
systems, opening avenues for future research in scalable algorithmic reasoning and mechanistic
understanding.
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A Model Details

Notation. We denote scalars as lowercase italics (x), column vectors in lowercase boldface (x), row
vectors as its transpose (z 1), and matrices as uppercase italics (X).We denote =’ as the it element
of vector &, X* as the row vector in the i™ row, and X%/ as the element the i row and ;™ column.
We denote 1,4 as a d-dimensional column vector, and 1,44 as a matrix of ones, and I;asad x d
identity matrix.

A.1 Token embedding

We use one-hot token embeddings, where e; € {0, 1}1*¢ is a basis vector with a 1 in the i position

and Os otherwise. Thus, the model’s embedding dimensionality corresponds exactly to the size of the
vocabulary. For Boolean formulas, d = 5, where the tokens in the vocabulary correspond to 0, 1, A,
V, ~). For arithmetic formulas, d = 12, and the tokens correspond to integers 0-9, +, x. A given
formula of n tokens is then provided to the transformer as a concatenation of token embeddings,
ie., Xo = [€;...,ej]" € {0,1}"*% Xj is then used as the input in to the transformer’s attention
mechanism. Note that for simplicity, we do not include parentheses in the model vocabulary, as
the circuit encoding provides the same information as parentheses. Pragmatically, we assume the
parentheses are either encoded as the relative positional encoding / attention mask.

A.2 Attention and syntactic parsing

RdXd

In standard transformers, given a query W, € R4*? key W}, € R%*9, and value W, € matrix,

the attention mechanism in transformers is
Attn(X;) = (X; W) (X, W) T (X, W)
For simplicity, here we assume no explicit positional encoding, softmax, or scaling factor (e.g., \/%).
k

However, studies in mechanistic interpretability abstract this attention mechanism into two separate
functional circuits: the attention matrix, QK " = (X;W,)(X;Wy) T € R™ " and the readout matrix
XV = X, W, € Rxd [Elhage et al., 2021]. In particular, the QK T serves as the circuit that routes
information from source tokens to target tokens, and X'V determines how attending to a source token
influences the embedding of the downstream target token. This mimics how in circuits, input gates
map to operator gates.

In our universal transformer model, we leverage the abstractions introduced by [Elhage et al.|[2021]]
to specify attention at the level of QK T. First, we only use a single attention head. Second, we
set QKT € {0,1}™*™ as a binary matrix (no softmax) that is specified by the circuit’s adjacency
matrix. (Note that in our circuit’s adjacency matrix, we additionally encode self-connections for
operator gates.) In practice, in our model implementation, we use QK ' as an attention mask, and
specify W, = W}, = 14x4. Note, that while we provide QK " as a circuit-specific attention mask
in our model implementation, in principle, obtaining the correct attention weights matrix QK ' can
be achieved by incorporating a well-crafted relative positional encoding and leveraging a hardmax
(rather than a softmax) on the attention matrix [Strobl et al.,[2024]. This formulation of the attention
mechanism can then be used to study the learnability conditions of this universal transformer in future
work without the use of the attention mask we use here.

Finally, we set W,, = I;. Since our token embeddings are one-hot encodings, by setting W, as the
identity matrix, our attention mechanism effectively routes one-hot embeddings (in the transformer
layer’s inputs) to produce multi-hot encodings (i.e., a vector of token counts) in the post-attention
embedding layer. This produces a superposition of token embeddings (e.g., see Fig. [TD). Moreover,
because token embeddings are routed via the attention weights (exactly corresponding to the circuit’s
edges), downstream token embeddings are at most a count vector of a depth-1 circuit. Note, however,
that operator gates are sometimes mapped to other internal operator gates (for circuits with greater
than depth 1; e.g., see Fig. [ID). This results in a vector of counts that cannot be evaluated by a finite
table. We specify how this will be handled by the MLP in the subsequent section.

A.3 MLP and semantic evaluation

The post-attention embedding layer provides at most a count vector of a depth-1 circuit, as each target
token has at most fan-in 3 (2 child nodes and itself). Therefore, the MLP’s required functionality
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essentially reduces to that of a finite lookup table (corresponding to a Boolean truth table or a
2-operand modular arithmetic table). However, in some cases, the attention matrix routes information
that produces a multi-hot encoding that cannot be evaluated. This occurs when an intermediate
operator gate has not yet been computed, yet that operator is routed to its parent gate (which itself is
an operator). This produces situations in which the post-attention count vector contains the incorrect
number of operands (and/or operators). In these situations (when there is no valid expression to be
evaluated), the MLP routes a residual connection from the pre-attention embedding layer (see f in
Algorithms [[|and 2} Appendix). In the present implementation, we use tensor indexing to specify
the function of f rather than an MLP. This was done for the ease of “hard-coding” parameters as a
tensor, rather than an MLP. However, given the finite nature of the MLP’s semantic evaluation, it
is straightforward to train the MLP to compute a depth-1 circuit for either Boolean or arithmetic
formulas, since MLPs are universal function approximators capable of learning Boolean truth tables
[Hornik et al., {1989, [Hastad, |1986|].

A.4 Integrating components into a universal transformer

We have provided specifications for the token embeddings, attention mechanism, and MLP, the three
ingredients required for our model. By putting together each of these components, we compute a
depth-1 circuit in every transformer layer. In essence, at each transformer iteration, if an operator gate
receives two operands, then the operator token is updated to the correct operand (via the MLP) (Fig.
[TA,B). If an operator token cannot be updated because its count vector does not correspond to a valid
depth-1 circuit (e.g., its inputs are themselves operator gates), then it copies the token embedding
to the next layer via residual connection. To retrieve the correct answer for a circuit of depth-k, we
inspect the output gate after k iterations. The output gate is defined as the gate with an out-degree of
0 in the circuit’s adjacency matrix. The algorithm corresponding to each transformer forward pass is
detailed in the Appendix (Algorithm|I|for Boolean circuits, and Algorithm 2|for arithmetic circuits).
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Algorithm 1 Universal transformer for Boolean circuit evaluation

PRIN AN

Definition: Let &,perands = {€1 , €5 } denote input gates 1 and 0, respectively, where e, €
{0,1}'*9 is a basis vector with a 1 in the 7™ position, and Os otherwise (i.e., a one-hot vector).
Here, d = 5.

Definition: Let Eperators = {€3 ,€4 , €4 } denote operator gates A (AND), V (OR), ~ (NOT),
respectively.

Definition: Let X; € NZ}Xd be the token embedding of the i transformer layer (each token e,
is a row vector), where n refers to the number of tokens in the context window.

Definition: Let QK ' € {0, 1}"*" be the attention weights, which exactly encode the circuit’s
binary adjacency matrix. Operator gates additionally have self-connections. We restrict circuits
to be fan-in 2.

Definition: Let X° denote the token containing the output gate. o can be determined by
identifying the index of QK T with out-degree 0.

Definition: Let V = X, - Wy, be the values matrix, where Wy, = 1.

Definition: Let f be a token-wise multilayer perceptron that exactly computes a depth-1 circuit
(Boolean truth table).

140

while 3X7 € &, crators, ¥V do > Each iteration is a single transformer layer
Xia — X; > Store pre-attention token embeddings
Xip 4 Xia QKT -V > Map source gates to target gates via attention
Xip1 + f(Xip) > Compute depth-1 circuit
1 1+1

end while

Output < X? '
More specifically, for an embedding X for token j, the function f is defined as:

eir if 1,1.e.,
Xg}b =e] +ef +ej,correspondingto 1 A 1
X/, = el +e] +e/, corresponding to 1V 1
Xij;b =e; +eg +e ,correspondingto 1V 0
Xi, = e +eg, corresponding to ~ 0
f(X],)={e] ifo,ie,
, lejb =e] +eg4 +ej,corresponding to 1 A0
X/, = es +ej +es, corresponding to 0 A 0
ij,b = e;'— + e;r + eI, corresponding to 0 V 0
Xi, = e; +eg, corresponding to ~ 1

X f . otherwise, i.e., not a valid Boolean expression
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Algorithm 2 Universal transformer for modular arithmetic evaluation

PRIDE 2N

Definition: Let Eyperands = {€1 ;€3 ..., €10} denote input gates 1, 2, ..., 0, respectively, where
e;.r € {0,1}1*4 is a basis vector with a 1 in the i position, and Os otherwise (i.e., a one-hot
vector). Here, d = 12.

Definition: Let £ perqtors = {e;'—l, ei'—2} denote operator gates + and x (for modular addition
and multiplication), respectively.

Definition: Let X; € Nng be the token embedding of the i transformer layer (each token e,
is a row vector), where n refers to the number of tokens in the context window.

Definition: Let QK ' € {0, 1}"*" be the attention weights, which exactly encode the circuit’s
binary adjacency matrix. Operator gates additionally have self-connections. We restrict circuits
to be fan-in 2.

Definition: Let X° denote the token containing the output gate. o can be determined by
identifying the index of QK T with out-degree 0.

Definition: Let V' = X - Wy, be the values matrix, where Wy, = I,.

Definition: Let f be a token-wise multilayer perceptron that exactly computes a depth-1 circuit
(2-operand modular arithmetic).

140

while 3.X f € Eoperators, VJj do > Each iteration is a single transformer layer
Xia X5 > Store pre-attention token embeddings
Xip Xia QKT -V > Map source gates to target gates via attention
Xit1 < f(Xip) > Compute depth-1 circuit
14 1+1

end while

Output < X? }
More specifically, for an embedding X for token j, the function f is defined as:

£ i ) = e; € Eoperands compute two-variable modular arithmetic
b/ T XJ

i,a

otherwise, i.e., not a valid two-variable arithmetic expression
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