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Abstract

Prompt-based learning has emerged as a parameter-efficient finetuning (PEFT)
approach to facilitate Large Language Model (LLM) adaptation to downstream
tasks by conditioning generation with task-aware guidance. Despite its successes,
current prompt-based learning methods heavily rely on laborious grid searching
for optimal prompt length and typically require considerable number of prompts,
introducing additional computational burden. Worse yet, our pioneer findings
indicate that the task-aware prompt design is inherently limited by its absence
of instance-aware information, leading to a subtle attention interplay with the
input sequence. In contrast, simply incorporating instance-aware information as
a part of the guidance can enhance the prompt-tuned model performance without
additional fine-tuning. Moreover, we find an interesting phenomenon, namely
“attention anchor,” that incorporating instance-aware tokens at the earliest position
of the sequence can successfully preserve strong attention to critical structural
information and exhibit more active attention interaction with all input tokens. In
light of our observation, we introduce Capsule Prompt-Tuning (CaPT), an efficient
and effective solution that leverages off-the-shelf, informative instance semantics
into prompt-based learning. Our approach innovatively integrates both instance-
aware and task-aware information in a nearly parameter-free manner (i.e., one
single capsule prompt). Empirical results demonstrate that our method can exhibit
superior performance across various language tasks (e.g., 84.03% average accuracy
on T5-Large), serving as an “attention anchor,” while enjoying high parameter
efficiency (e.g., 0.003% of model parameters on Llama3.2-1B).

1 Introduction

Large Language Models (LLMs) [[1, 12 13} 4] initiate a revolutionary transformation in both artificial
intelligence and various domains of human activity. Among their fruitful applications, a widely
adopted paradigm for adapting pre-trained LLMs to downstream tasks is known as “pretrain-then-
finetune.” As these LLMs continue to grow in size and complexity for enhanced performance,
parameter-efficient fine-tuning (PEFT) methods [5} 16} 7, 8] have emerged as compelling alternatives
to full fine-tuning, demonstrating competitive performance with noticeably lower parameter usage.

Prompt-based Learning [5,19, 10, [11}[12}[13]], a well-recognized approach within PEFT, offers a simple
yet effective fine-tuning strategy in which researchers employ learnable soft prompts [5, 9} [L1] to
activate model capabilities without modifying existing parameters. Prompting methods [3} 14} [15/(16]
initially relied on the manual design of discrete prompts, which often suffer from limited flexibility
and require extensive effort. Therefore, trainable soft prompts utilizing continuous embeddings have
emerged as the predominant strategy [11} 12} [13]]. Nevertheless, current soft prompt-based learning h
ave two main limitations:
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1. Limited Capability. Soft prompts are typically optimized to encode task-aware instructions to guide
generation in an one-size-fits-all manner [[11}[12} 17} [18]]. Since soft prompts are integrated into the
actual sequence, their strong performance suggests a potentially significant interplay with original
input tokens in the view of attention [19} 20, 21]]. Counterintuitively, our finding suggests that these
task-specific soft prompts actually fail to exhibit strong interaction with input tokens (i.e., Fig. [I]
(left)) — they primarily attend to each other (i.e., the blue box), with minimal focus on critical input
tokens (i.e., the red box) which input sequences predominantly attend to. This observation reveals that
the task-aware design of soft prompts may limit their capability to adapt to diverse input semantics,
potentially constraining the effectiveness of prompt-based learning. Consequently, a natural question
arises: @ Can soft prompts be interactive for improved adaptation to diverse instances?

II. Inefficient Searching. Another critical limitation of soft prompt-based learning is the time-
intensive grid searching for the optimal prompt length [9} [11} (12} 22| 23]. This searching generally
results in a considerable number of prompts, thereby extending the sequence length of LLM and
incurring additional training overhead. Even worse, recent studies have shown that these elaborately
searched soft prompt tokens may still fail to effectively capture task-aware semantics for downstream
tasks [24} 25], and in some cases, certain prompt tokens can even negatively impact model perfor-
mance [17]. Therefore, our research question turns into: @ [s it possible to eliminate the inefficient
and time-consuming grid searching of prompt length while preserving informativeness?

In response to questions @-@, we investigate the possibility of incorporating off-the-shelf instance-
aware information as a part of prompts to address these limitations. Our preliminary study (see
§3.1) reveals the power of instance-aware information — even one simple, training-free integration
of instance-aware token results in noticeable performance increase. Employing a compact, fixed
length design can therefore eliminate the need for extensive searching on prompt length, significantly
reducing the overall training time. Our observation on attention pattern further strengthen this idea.
We reveal that, unlike soft prompt tokens, single instance-aware token can consistently attend to
critical input tokens (i.e., structural information) and be consistently and actively attended by input
sequences, acting as “attention anchors.” These attention anchors can be leveraged to guide model’s
attention toward structurally important regions of input sequences and actively propagate guidance
signals into the sequence, leading to better contextual grounding.

To this end, we propose a simple yet effective prompt-based learning strategy — Capsule Prompt-
Tuning (CaPT). We integrate both instance-aware information from each input sequence and task-
aware information from learnable vectors to form capsuled prompts. The instance-aware information
helps preserve strongly attentive interplay with input sequences, while the learnable vector encodes
task-aware inductive bias as a general guidance. Notably, CaPT can operate in an almost parameter-
free manner, utilizing only one single vector, which eliminates the need for time-intensive grid
searching, varied lengths across different tasks, and substantial training overhead [9}11}[12]. Ex-
perimental results demonstrate that CaPT enjoys not only training and parameter efficiency, but also
state-of-the-art performance (e.g., 7.5 % higher performance compared to vanilla Prompt-Tuning for
T5-Large). We further confirm that our capsule prompt tokens can successfully act as “attention an-
chor” to establish a mutual and contextual attention pattern. We believe our work offers an innovative
perspective on efficiently leveraging instance-aware information into prompt-based learning.

2 Related Works

Attention in Large Language Models. Unlike earlier architectures such as RNNs [26] 27]] and
CNN s [28l 29]], LLMs incorporate Transformer [[1, 130,31} 32} 33} 134, 135]], allowing them to capture
complex dependencies and contextual nuances, thereby achieving superior performance across
various tasks (e.g., classification [} 31], translation [4} 36} |37]], summarization [38, 139], question
answering [2, 13]]). They have revolutionized the domain of natural language processing (NLP).
Recently, a growing body of research [20, 21} 40, 30, 141] has investigated the success of attention
mechanism from the Transformer layer via its patterns, highlighting their critical roles in model
behavior and network interpretability. Research shows that these patterns can be leveraged for various
purposes, such as probing the internal representation relationship and decision-making processes
of the model [20, 21} 130, 42]], and for leveraging attention sink to stabilize processing over infinite
input sequences [40l 43]]. Though promising, such attempts remain largely underexplored within
prompt-based learning [[18, |19} 22]]. In this work, we question the sufficiency of current prompt-
based learning designs and rethink then redesign it from the perspective of attention based on our

observation (see §3.1).



Parameter-Efficient Fine-Tuning. Parameter-Efficient Fine-Tuning (PEFT) [6, 11} |44} i45] in
NLP offers solutions to the computational challenges inherent in adapting LLMs to diverse tasks
under the “pretrain-then-finetune” paradigm, striving to deliver performance comparable to full
fine-tuning. Generally, current PEFT methods fall into three categories: reparameterization [6}[7],
adapter tuning |8, 146]], and prompt-based learning [IL1} 12, [17]. Among them, reparameterization
and adapter tuning face two significant limitations that hinder their applications. First, they still
require a substantial amount of trainable parameters — reparameterization needs enormous low-rank
matrices for every targeted linear layer [6l 47]], while adapters insert entire large modules throughout
the model [8} 48, 149], both resulting in heavy computational costs. Second, these approaches lack
flexibility, as they often necessitate customized implementations for varying model architectures and
complicate task switching due to modifications made to the model structure [50, 51].

Prompt-based learning offers a more flexible and efficient solution with minimal input sequence
adjustment, thus enabling faster adaptation [17, 22} 52]. Despite the current success, two limitations
remain unaddressed: 1. Soft prompts typically capture sorely the task-aware information [15, [12]]. We
argue that adopting the current task-aware prompt-based learning may fail to capture critical content
(i.e., structural information) of input sequences, ultimately impairing its capability to establish a
contextual attention pattern and constraining the overall effectiveness of prompt-based learning;
II. Prompt-based learning requires grid search to determine the optimal soft prompt length [22|
44], presenting a double-edged trade-off between parameter and training time efficiency (see §4.2]
and Appendix §S3). In light of this view, we propose CaPT, which deliberately addresses the
aforementioned issues by integrating both off-the-shelf instance semantics and task-aware guidance.

3 Methodology

We introduce Capsule Prompt-Tuning (CaPT), a novel prompt-based learning approach aims to
enhance LLM performance and eliminate the need for time-intensive grid search. The problem and
notations are defined below, drawing on the description of P-Tuning v2 (Deep Prompt-Tuning) [53],
which represents one of the strongest baselines in prompt-based learning. The key findings of the
effectiveness of instance-aware semantics and prompt-based learning attention are presented in §3.1}
followed by the design of CaPT in §3.2] The overall framework is shown in Fig. [3]

Preliminary for Deep Prompt-Tuning. Given a pre-trained LLM, the objective of Deep Prompt-
Tuning is to adapt the model into new task with the learning of a set of continuous embeddings P
={P', P2 ..., PN} (ie., soft prompts), where N denotes the number of Transformer layers and
P represents the learnable prompts in the i-th layer. During fine-tuning, the entire model is frozen,
with the prepended learnable prompts guide the model prediction on task. Formally, the Transformer
layers with prompts are defined as:

H'=L,(P"E)

i ey )

H'=L,(P',H™") i=2/3,....,.N
where the embeddings E of the input text are initialized with the embedding layer, and H? is the
contextual embeddings processed by the ¢;;, Transformer layer. The different colors indicate trainable
and frozen parameters during fine-tuning, respectively.

3.1 Key Findings

Finding I: Task-aware prompts exhibit limited interplay with input sequences. The effectiveness
of task-specific prompt-based learning is well-recognized, however, the underlying mechanism of soft
prompts remains a relatively underexplored area in current research [19} (18] 142} 24} 154]. Recognizing
this, we inspire by the critical role of attention in facilitating effective information flow and shaping
model behavior [20} 21} 30, 55] and analyze on the attention pattern of soft prompts. This reveals a
striking trend: soft prompts predominantly attend to themselves, with only subtle interaction with
the rest of key input tokens. To better illustrate the point, we analyze the attention pattern over all
attention heads and encoder layers on traditional Deep Prompt-Tuning. As seen in Fig. [T](left), regular
input tokens tend to exhibit strong attention to critical positions within the input sequences (e.g., the
5¢n - Tin tokens “sentence”, “1” and *“:”). These tokens carry key structural information that supports
both syntactic and semantic parsing, enabling the model to accurately interpret the hierarchical and
contextual relationships within the input [20,156,|57]]. In contrast, soft prompts predominantly attend
to one another and struggle to form interactive attention links with input tokens, as they are discarded
after each layer, often leaving them detached from key structural information. This observation
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Figure 1: Attention Analysis on T5-Base. Attention patterns are analyzed averagely across all heads
and encoder layers on the RTE validation set. Darker red indicates higher attention scores, while
darker blue means lower scores. The left and right figures indicate the patterns of T5-Base with 10
soft prompts and T5-Base with one additional prepended instance-aware token (i.e., %) alongside
10 soft prompts, respectively. Critical input tokens refer to structurally important tokens such as the
token “_" at 1 and the 5, - 74 tokens “sentence”, “1” and “:”. A more detailed analysis of impact
on specific heads is provided in Appendix §S5}

[T3L)

suggests that the current design of soft prompts is inherently limited in their ability to interact with
input content like regular input tokens. Therefore, in this work, we investigate whether incorporating
meaningful, instance-aware semantics as a part of prompt can foster better attentive interaction with
input sequences and, in turn, enhance the performance of prompt-based learning.

Finding II: Instance-aware tokens can enhance model performance without fine-tuning.

We first investigate the overall significance of
instance-aware semantics by figuring out whether
it is effective in enhancing LLM performance. Sur-
prisingly, we observe that even the simplest and most
direct incorporation of instance-aware information
yields measurable improvements across all test exam-
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are then prepended as special instance-aware tokens
before the soft prompts at each layer. The results
show that one single instance-aware token is able to
effectively improve the test accuracy on both RTE
and COPA (i.e., the orange box). This suggests that
incorporating instance-aware semantics, even from
a minimally intrusive perspective, enhances the the overall quality of guidance signals. We also
find that increasing the number of prepended instance-aware tokens (e.g., 2, 3, 4, and 10) gradually
declines the performance, with accuracy dropping below that of standard Deep Prompt-Tuning. We
thus acknowledge that the effectiveness of guidance signals does not depend on the quantity of
information provided, but rather on how well it aligns with the model’s capacity to utilize it — an
observation consistent with prior findings on prompt pruning strategies [3, [I7]. This observation is
further supported by the study on CaPT length (see §4.3)).

Figure 2: Incorporating of instance-aware
semantics lifts the model performance dur-
ing testing without any additional fine-tuning.
(0 token indicates the original accuracy with
standard soft prompts only.)

Finding III: Instance-aware tokens present strongly attentive interaction with input sequences
as “attention anchor.” Recognizing the surprising performance gains from Finding II, we are excited
to explore the underlying attention behavior that may explain this effect. Our analysis reveals a marked
contrast in how attention is distributed across the input sequence when comparing instance-aware
token to task-aware soft prompts. Unlike soft prompts, the instance-aware token successfully receives
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Figure 3: Overview of Deep Prompt-Tuning vs. CaPT (ours) Frameworks. (a) Original Deep
Prompt-Tuning. (b) The overall architecture of our proposed CaPT (see §3.2), integrating both
task-aware guidance and instance-aware signal to trigger “attention anchor” (see §[£’5[)

positive attention from input sequences (i.e., the purple box), as illustrated in Fig. [T] (right). This
behavior indicates that guidance signals are actively propagated into the input sequences. Moreover,
the instance-aware token also consistently directs attention toward key structural tokens of the input
(i.e., the green box), a property that could be exploited to improve representation learning and gradient
flow during fine-tuning. We refer to this phenomenon as “attention anchor,” highlighting the role of
instance-aware semantics in establishing stronger attentive interaction between guidance signals and
input sequences. Motivated by this insight, we propose an interactive and adaptive prompt design
that incorporates instance-aware information. In §3.2] we introduce the most effective and efficient
design to trigger “attention anchor.” Furthermore, in we demonstrate that realizing attention
anchors is highly flexible and consistently yields robust performance gains across different settings.
For completeness, we include a case study examining the impact of incorporating instance-aware
information on particular heads of a single instance in Appendix §53]

3.2 Capsule Prompt-Tuning

Building on these observations, we propose Capsule Prompt-Tuning (CaPT), a lightweight, instance-
adaptive prompt-tuning framework that eliminates costly prompt-length search while strengthening
the interaction between guidance tokens and the input sequence. As shown in Fig. [3| conventional
prompt-based learning prepends a fixed number of randomly initialized continuous vectors (“soft
prompts”) to every Transformer layer. These vectors encode task-level priors but neither adapt to
individual examples nor scale gracefully across tasks, forcing practitioners to tune the prompt length
by grid search. In contrast, CaPT employs a single continuous “capsule” vector per layer to compactly
incorporate instance-specific information. This capsule prompt serves as a concise carrier of guidance
for the model at that layer, allowing the prompt to adapt to each input instance without introducing
numerous prompt parameters, achieving parameter efficiency and strong contextual grounding.

Formally, at each Transformer layer 4, we introduce a learnable capsule p’. During processing, the
capsule prompt S? for layer i is derived from p’ in combination with a mean representation derived
from the model’s inputs or intermediate states, and is supplied to the Transformer alongside the
usual sequence embeddings. For the first layer, S' is constructed from p' and the mean of the input
embeddings F, and the Transformer layer /| processes this prompt together with £ to produce the
processed capsule prompt S' and sequence representation H'. For each subsequent layer i > 2, the
prompt S’ is formed by combining p’ with the mean of the previous processed capsule prompt S~ !
and sequence representation H~1. The layer /; then consumes S’ and H~!, yielding S* and H".
In sum, we have:

St = p' + Mean(E)
SYH'=L,(5"E)

St =p —l—Mean(ﬁi_1 ©H™Y i=23,...,N
S H'=1L,5", H"Y) i=23,...,N
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where S’ denotes the integrated capsule prompt at layer ¢ encoding instance-specific semantics. &
denotes concatenation and H*~! is the representation of the input sequence from layer i — 1.

The manner in which S injects instance-aware semantics is flexible — for example, the capsule vector
can be prepended as an extra token or added into the hidden state. In other words, S* is formed
by adding the trainable capsule vector to the average embedding of the previous layer’s outputs
(including the previous capsule). This mean-based construction yields a compact, length-invariant
prompt at each layer that adapts dynamically to the input’s evolving representations through the
network. Rather than relying on a large number of soft prompt tokens, we focus on a single, concise,
and informative prompt vector, capturing the essential task and instance information. By prioritizing
prompt quality over quantity in this way, CaPT effectively addresses the limitations of conventional
soft prompting, enabling robust performance without burdensome prompt-tuning overhead.

It is worth noticing that each prompt token is shaped by both the instance semantics and one
single parameter-efficient learnable vector. Specifically, the instance semantics provide semantically
rich, instance-aware context to trigger “attention anchor,” while the learnable vector encodes task-
aware inductive bias. This design enables adaptive alignment between instance information and
task objectives, ensuring that the semantic guidance remains both compact and informative. Our
analysis of CaPT attention (see §4.3) confirms that the capsuled instance semantics can actively guide
the model’s attention toward critical input features. This guidance, as a result, promotes stronger
contextual alignment and enhances task performance across diverse benchmarks (see §4.2).

4 Experiments

4.1 Experimental Setup

Datasets. Following common practices [L1, 23], we evaluate our approach on six Natural language
understanding (NLU) corpora from the SuperGLUE dataset [S8], including Question Answering task
(i.e., BoolQ and MRC), Natural Language Inference task (i.e., CB and RTE), Sentence Completion
task (i.e., COPA), and Word Sense Disambiguation task (i.e., WiC). Since the official test sets are
not publicly available, we follow [23}|59]] to divide the train sets into train and validation sets by
90%/10% proportion, and translate each SuperGLUE corpus into text-to-text format. The original
validation sets are considered as the test sets. More details are shown in Appendix

Baselines. For fair comparison, we compare our method with standard Fine-Tuning, Classification
Head adaptation (i.e., only tuning the linear classification head), vanilla prompt-based learning, and
several state-of-the-art prompt-based learning approaches. More results are shown in Appendix §54]
Implementation Details. Our method is built upon four different pretrained LLMs: T5-Base
(220M) [4], T5-Large (770M) [4], Llama-3.2 (1B) [6Q], and Qwen-2.5 (1.5B) [61]]. Specifically,
we train our model under different learning rate settings for 50 epochs with early stopping, using a
batch size ranging from 16 to 32. Benefiting from the simplicity and effectiveness of our design, our
method does not require any hyperparameter searching which is typically time-consuming for most
prompt-based learning approaches. We confirm this advantage of our design by exploring different
prompt length settings in §4.5] Detailed implementation setups are provided in §S2]
Reproducibility. CaPT is implemented in Pytorch [62]. Experiments are conducted on NVIDIA
RTX 6000 Ada 48GB GPUs. Our full implementation is available at https://github.com/
comeandcode/CaPT.

4.2 Main Results

In Table[I] we report a comprehensive comparison of CaPT with other strong baselines on six NLU
tasks, resulting in two key observations. @ Robust superior performance. CaPT demonstrates
consistently superior performance across both encoder-decoder and decoder-only architectures. On
encoder-decoder TS5 models, CaPT narrows the performance gap with full fine-tuning significantly,
achieving 99.56% of the average full fine-tuning performance on T5-Base. Remarkably, on T5-
Large, CaPT not only outperforms strong baselines such as P-Tuning v2 and XPrompt but also
exceeds the performance of full fine-tuning by 0.43%. Moreover, on decoder-only causal models
Llama3.2-1B and Qwen2.5-1.5B, CaPT presents a significant improvement of 24.44% and 10.56 %
compared to Linear Head adaptation and P-Tuning v2, respectively. This consistency demonstrates
the effectiveness of the attention anchor role of capsule prompt on models with different architectures.
@ Extreme parameter and training efficient. CaPT benefits from its almost parameter-free design,
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Table 1: Evaluation on SuperGLUE Validation Sets. The best performance except full fine-tuning
is in bold, and the second best is shown in underline. “*” and “t” indicate the results reported from
[63] or its corresponding paper, respectively. For tasks with two metrics, the average score is reported.
All scores are averaged over 3 runs.

Boolq CB COPA MRC RTE WiC | Average
bt el nkany Acc  Fl/Acc Acc Fla Acc Acc Score

T5-Base (220M)
Fine-Tuningf [64] 100% 8230 91.30 60.00 79.70 84.50 69.30 77.85
Prompt-Tuning*® [11] 0.06% 78.12  84.42 5437 7830 7527 62.29 72.13
P-Tuning v2* 53] 0.53% 80.81 90.23 61.28 79.83 81.98 67.56 76.94
XPrompt* [17] 0.04% 79.67 86.72 56.95 78.57 78.29 64.31 74.09
ResPrompt* [52] 0.21% 79.25 85.33 58.64 7842 77.14 62.36 73.52
SMoP7 [23] 8e-3% 79.40  86.42 5830 79.60 77.50 65.20 74.40
SuperPos-Prompt{ 65] - 74.00  80.20 62.00 7290 7040 67.60 71.18
VFPT [10] 0.21% 78.38  90.92 61.76  78.73 76.90 65.36 75.34
DePTj [66] - 79.30 - - 7430 79.10 68.70 -
EPT [67] 0.06% 79.14  90.18 56.33 7343 7899 67.71 74.30
Ours 4e-3% 79.54  94.16 6433 80.46 79.78 66.77 77.51

T5-Large (770M)
Fine-Tuning [64] 100% 85775 95.26 76.00 8441 88.05 72.11 83.60
Prompt-Tuning [y 0.04% 83.20 90.32 57.50 83.10 86.11 68.74 78.16
P-Tuning v2 [53] 0.52% 8582 95.56 77.00 84.07 89.25 71.03 83.79
XPrompt* [17] 0.02% 83.82 91.39 82.05 8126 87.72 173.51 83.29
ResPrompt* [52] 0.15% 83.51 90.64 82.79 84.02 86.97 71.13 83.18
SMoP [23] 3e-3% 83.45  92.37 71.00 83.92 87.70 68.60 81.17
VFPT [10] 0.18% 83.89 93.71 75.63 83.24 88.10 71.00 82.56
EPT [67] 0.04% 84.77  93.40 54.00 80.03 86.33 71.79 78.39
Ours 3e-3% 84.56  97.22 80.00 84.53 8845 69.44 84.03

Llama3.2-1B
Linear Head [60] 3e-4% 59.85 51.69 56.33 48.94 5523 5345 54.25
Prompt-Tuning [ 0.06% 60.95 61.61 57.67 57.00 62.50 54.70 59.07
P-Tuning v2 [53] 0.53% 62.48 64.29 61.00 60.34 58.12 60.15 61.06
SMoP [23] 0.04% 61.13 6250 5933 5746 5740 54.23 57.51
VFPT [10] 0.17% 62.44  61.72 59.67 58.41 64.35 57.60 60.70
EPT [67] 0.06% 61.56  65.22 56.00 60.18 6390 5945 61.05
Ours 3e-3% 77.28  65.82 58.00 65.73 72.56 65.67 67.51
Qwen2.5-1.5B

Linear Head [60] 2e-4% 59.54  64.66 52.00 53.38 6245 56.58 58.10
Prompt-Tuning [ 0.05% 61.38 65.22 5233 5341 63.18 56.90 58.74
P-Tuning v2 [53] 0.51% 62.08 68.84 5533 56.31 6643 59.09 61.35
SMoP [23] 0.03% 61.41 66.76 54.00 5534 64.62 58.15 60.05
VFPT [10] 0.12% 63.64 67.78 52.67 55.61 63.54 58.05 60.22
EPT [67] 0.05% 63.10  68.17 5233  56.02 67.53 58.30 60.91
Ours 3e-3% 64.13 7242 57.67 5749 68.59 58.46 63.17

achieving superior parameter-efficiency compared to all the other baselines (i.e., < 0.004% parameter
usage on all models). Additionally, CaPT can bypass the time-consuming grid search procedure
commonly required in prompt-based learning (see §4.4), indicating the effectiveness of attention
anchor in efficiently guiding model generation (see §4.3). An interesting observation is that both
causal models exhibit suboptimal performance gain compared to two TS models. We assume this
is caused by the inherently different pre-training objectives and the architecture differences (i.e.,
decoder-only vs. encoder-decoder), which aligned with other research’s observation [68]. More
analysis of CaPT length, per layer attention are conducted in and Appendix §S6] respectively.

4.3 Attention Anchor

To strengthen our finding (i.e., §3.1| Finding III) that the incorporating of instance-aware semantics
can trigger “attention anchor” via enabling a mutual and context-sensitive attention, we compare both
model performance and attention pattern of CaPT and Deep Prompt-Tuning with one soft prompt at
each encoder layer on T5-Base. As shown in Fig. 4] we visualize the attention pattern on the RTE
and CB validation sets of both models and have two key observations. I. Capsule prompt successfully
exhibits more focused attention towards input tokens at the early positions of input sequence that
carry critical structural information (e.g., tokens in blue boxes are fixed structural instructions for
all examples in the dataset, see Appendix §S3). This concentrated attention effectively grounds the
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Figure 4: Attention Analysis on T5-Base. Attention patterns are analyzed averagely across all
heads and encoder layers. Per layer encoder attention analysis and decoder attention (i.e., causal
attention) analysis are shown in Appendix §S6|and §S7] respectively.

LLM’s focus on structural content and enhances the contextual relevance of the overall attention
distribution [20, 21} [30]. In contrast, the traditional prompt struggles to attend to these key tokens
(i.e., black boxes), suggesting a lack of targeted interaction with structurally important tokens of
input sequences. /1. Capsule prompt receives strong and widespread attention from all input tokens
(i.e., boxes), while the traditional prompt exhibits limited influence on input tokens (i.e., gray
boxes). This broad attention pattern suggests that capsule prompt provides global guidance signal
that is relevant throughout the input, allowing it to play a cohesive and guiding role in generation.
This observation aligns with previous studies on attention sinks [40} [69], which show that tokens
designed to consistently receive attention can be able to enhance model performance. As a result, we
prove that CaPT effectively triggers the “attention anchor,” demonstrating a significant performance
improvement compared to Deep Prompt-Tuning with a single prompt (e.g., 6.73% improvement on
CB) across multiple models (see Appendix §S7]for decoder-only Llama model).

4.4 Training Time Comparison

We compare the total training time  Table 2: Training Time Comparison on T5-Base.
of various prompt-based learning meth- Method [ #Para

ods across six SuperGLUE corpora, in-

Time [[ Average Score

. . Prompt-Tuning [11] 0.06%  8.77x 72.13
cluding the searching procedures for P-Tuning v2 [53] 0.53%  8.37x 76.94
framework-related hyperparameter (e.g., M-IDPG [70] 047%  12.58x 76.96
prompt length, rank). For fairness, we use ~ LoPA [71] 0.44%  14.93x 77.98
a consistent experimental setup: up to 50 _Ours 4e-3%  1.00x 77.51

epochs with early stopping and a fixed batch size per task. As shown in Table[2] our default variant of
CaPT demonstrates superior training efficiency, benefiting from the design that avoids grid search for
prompt length optimization (see §3.2). In contrast, all baseline methods require significantly longer
training durations in order to reach their optimal performances. Specifically, both Prompt-Tuning and
P-Tuning v2 heavily rely on task-specific searches for optimal prompt lengths, extending the overall
training time (e.g., 8.77x training time). More critically, M-IDPG and LoPA involve searching for
both optimal prompt length and rank, resulting in substantially higher computational overhead (e.g.,
14.93x training time). This observation further supports the effectiveness and efficiency of our design,
which leveraging “attention anchor” to prioritize efficiency without compromising performance.

4.5 Ablation Study

We include a performance comparison with other PEFT methods in Appendix §S4] and analyze the
differences between CaPT and other instance-incorporated prompt-based methods in Appendix §S3]

CaPT Variants. As stated in §3.2] the capsulation  Taple 3;: Comparison of CaPT Variants.
of instance-aware semantics can be achieved flexibly.

Here we include three additional designs of CaPT that

Variant || #Para || Average Score

combines instance-aware and task-aware information, Additior} 4e-3% 71.51%
which are prepending, extraction, and projection, as Prepending || 4e-3% 77.44%
shown in Fig. B} For prepending, we prepend the ~ Extraction || 0.03% 77.21%
mean representation of input instance to learnable _ Projection 0.07% 77.64%

task prompt as independent tokens. For extraction and projection, we consider employing learnable
1D convolutional filters and learnable low-rank linear layers to capture instance features respectively,
before integrating with the task-aware vector. The results in Table [3]shows that these variants are able
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Figure 5: CaPT Variants. Three additional designs of CaPT are illustrated: Prepending, Extraction
and Projection. The latter two designs require additional trainable modules to process hidden state
(e.g., 1D CNN, low-rank Linear). Of all the variants, our default addition design offers the best
balance of efficiency and effectiveness, see Table E}

Down

«OL1T]

to exhibit consistent performance on T5-Base. Notably, the default addition design (§3.2)) can achieve
competitive performance compared to projection (i.e., 77.51% vs. 77.64%) with a substantial fewer
parameter usage (i.e., 17.5x lower). Considering the substantial reduction in time by eliminating the
need for time-intensive grid search during fine-tuning, we adopt addition as our default method.

CaPT Length. In Fig. [f] (top), we explore whether 80

increasing CaPT length is helpful for capturing quan- e —&— T5hase
titatively more information to exhibit a better perfor- .| 7381 7385 Llamad 218
mance on both T5-Base (220M) and Llama3.2-1B. The
results reveal that employing one single capsule prompt 3 7059
is sufficient enough to effectively guide model adapta- g %51 e 6704
tion. Specifically, we observe significant performance § 6552 6597
drops when prompt length increases (e.g., 67.51 vs. ~ 651 o
59.38), while shorter prompt lengths exhibit competitive Y
scores compared with one single capsule prompt (i.e., 601 s
two capsule prompts) on both models. This observation ' ; - , ; " -
. . . o 3¢ e . 1 2 3 4 5 10 20
is consist with our Finding II (see §3.T), indicating that Prompt Length
the effectiveness of prompt guidance depends not on the 80 E— g
amount of information provided, but on how well that C Lot 528 [
information matches the model’s ability to utilize it (i.e., 751 7331 ST [T
in our case, observed from the attention patterns). o 70.55 (]

IS4 4
CaPT Depth. We investigate the impact of applying ‘23070 6751
CaPT at different sets of Transformer layers, following £ 5| P R s
common practices [9, 22| [72]. Specifically, we evalu- z
ate five configurations: (a) the input layer; (b) the first 604 396
half of the layers; (c) the latter half of the layers; (d)
every odd-numbered layer; and (e) all layers. As il- 55 p

a) (b) © (d (©

lustrated in Fig. [6] (bottom), performance improves as
Prompt Depth Configurations

CaPT is applied deeper in the model for both T5-Base
and Llama3.2-1B. Interestingly, the configuration using  Figure 6: CaPT Length & Depth. The top
every odd-numbered layer outperforms both the “first  figure shows performance across different
half” and “latter half” Settings (i.e., 75.28% vs. 7367%), prompt lengths’ while the bottom ﬁgure
suggesting that sparsely distributing CaPT throughout j]jystrates the impact of prompt depth.
the model may be more effective than concentrating it

within a consecutive block.

5 Conclusion

Current approaches that adapt LLMs to downstream tasks through task-aware prompt-based learning
are constrained by limited interaction with input sequences and often rely on time-consuming grid
searches to determine the optimal prompt length. Motivated by the significant role of instance-aware
token in guiding model generation as “attention anchor,” we propose CaPT — a simple yet effective
framework that bridges between instance-aware and task-aware guidance signals to provide mutual
and contextual attention interaction. CaPT achieves robust superior performance and eliminates the
need for laborious and time-consuming prompt length searching in an almost parameter-free manner,
offering an innovative perspective on LLM adaptation. We conclude that the outcomes elucidated in
this paper impart essential understandings and necessitate further exploration within this realm.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: Motivated by our finding of “attention anchor,” we propose CaPT, a simple yet
effective method that integrates both instance-aware and task-aware information to facilitate
prompt-based learning. The main contributions of CaPT (i.e., interactivity, training and
parameter efficiency) are claimed in both the abstract and introduction accurately.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]
Justification: We discuss the limitation in §ST3|in Appendix.
Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

* The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

¢ The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?
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Answer: [NA]

Justification: Our work is based on our observation on attention pattern which does not
have theoretical results. We provide assumption and confirmation on the “attention anchor”

phenomenon in §3.1]and §4.3] respectively.
Guidelines:

» The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

* Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.
. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: We claim reproducibility in both §4.T|and Appendix §S12] Our code will be
publicly available after acceptance.

Guidelines:

* The answer NA means that the paper does not include experiments.

* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.

If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.

Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.
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5. Open access to data and code

Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes]

Justification: We claim reproducibility in both §4.T]and Appendix §ST12] All the datasets
included in our study are publicly available (SuperGLUE). Our code will be publicly
available after acceptance. The publicly available code should be adequate to replicate the
primary experimental results.

Guidelines:

» The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

 Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details
Question: Does the paper specify all the training and test details (e.g., data splits, hyper-

parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]
Justification: We specify all the training and test details in §4.T]and Appendix §52]
Guidelines:

* The answer NA means that the paper does not include experiments.

* The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]
Justification: We include the standard deviation error bars for our main result on T5-Base in
Appendix
Guidelines:
* The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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8.

10.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

e It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

o If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.
Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: We specify the training computation time in §4.4/and computing resources in
and Appendix §ST2]
Guidelines:

* The answer NA means that the paper does not include experiments.

* The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines]?

Answer: [Yes]

Justification: We conform to the NeurIPS Code of Ethics and show related asset license and
consent to our work in Appendix §STT]

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: Our work is a parameter-efficient-fine-tuning (PEFT) approach for large
language models. We provide the potential misuses of our method and mitigation approaches

in Appendix §S10)|
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11.

12.

Guidelines:

* The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

* Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

* If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [Yes]

Justification: We dicuss the potential misuses and prevention approaches in §S10]in Ap-
pendix.

Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

* Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?
Answer: [Yes]
Justification: We show related asset license and consent to our work in §ST1]
Guidelines:

» The answer NA means that the paper does not use existing assets.

* The authors should cite the original paper that produced the code package or dataset.

* The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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13.

14.

15.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]

Justification: Justification: We do not release new assets. In Appendix §STI] we include the
existing asset license and consent.

Guidelines:

» The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: Our paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.
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* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.
16. Declaration of LLLM usage

Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used
only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]
Justification: Our paper does not use LLMs as any components of the core methods.
Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.

22


https://neurips.cc/Conferences/2025/LLM

SUMMARY OF THE APPENDIX

This appendix contains additional experimental results and discussions of our NeurIPS 2025 submis-
sion: All You Need is One: Capsule Prompt Tuning with a Single Vector, organized as follows:

* §ST]provides an additional introduction of the datasets and important terminology explanation.
. explains more implementation details on experiments.

* §S3|provides a comparison with existing instance-incorporated prompt-based learning.

* §S4]presents a comparison with other PEFT paradigms.

* §S5|provides a case study of Finding ITI[3.T]on attention heads.

* §S6]discusses the attention dynamics across different encoder layers.

+ §S7)illustrates the role of capsule prompt on decoder-only model with causal attention.

* §S8 provides an additional ablation study of task-aware and instance-aware guidance signals.
* §S9 provides additional validation of CaPT’s applicability.

+ §S10]includes additional discussions on ethics concerns.

o §S11|shows related asset license and consent to our work.

* §S12|claims reproducibility of our approach.

. discusses limitations, social impact and directions of our future work.

S1 Dataset Statistics & Terminology

Table S1: More details on the six SuperGLUE corpora used in our experiments. Datasets are
classified into different task categories, as suggested by [4]. NLI denotes natural language inference,
QA denotes questions and answers task, SC denotes sentence completion, WSD denotes word sense
disambiguation, Acc denotes accuracy, and Fla denotes the macro F1 score.

Corpus || Examples Task Domain Metric
Boolq 9,427 QA Wikipedia Acc

CB 250 NLI various F1/Acc
COPA 400 SC blogs, encyclop Acc
MRC 27,243 QA various Fla
RTE 2,490 NLI news, Wiki Acc
WiC 5,428 WSD lexical databases Acc

Table shows details of the six corpora from SuperGLUE benchmark [58]] that we used for our
experiments, along with their training sizes and evaluation metrics. For tasks that have two evaluation
metrics, we use the average of both scores as the final performance metric following [4}11].

We would like to further explain the important terminology used in our work:

Task-aware refers to information or components (e.g., soft prompts) specifically designed or opti-
mized to encode general knowledge or instructions about the dataset/task. These prompts remain the
same across input instances and aim to guide the model toward task-relevant behavior.

Instance-aware describes information tailored to a specific input instance (e.g., a sentence or
document). Instead of generic task-aware instructions, instance-aware tokens reflect the feature of
each individual input.

Structurally important tokens are the critical components of the input sequence that carry essential
meaning or structure (e.g., named entities, syntactic anchors). Models benefit from focusing attention
on these tokens to ensure accurate comprehension and generation [20} 156, 157]].

Guidance signal are explicit or implicit instructions (e.g., hard or soft prompts) that guide models
decision-making processes toward targeted tasks or behaviors.

S2 Implementation Details

Our method employs four different pretrained LLMs: T5-Base (220M) [4]], T5-Large (770M) [4]],
Llama-3.2 (1B) [60], and Qwen-2.5 (1.5B) [61]. Specifically, we train our models in float32 precision
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Table S2: Comparison on SuperGLUE validation sets for T5-Base. Training time refers to the total
duration required to train for up to 50 epochs with early stopping to obtain the optimal performance,
using the same batch size for individual task.

Training Boolq CB COPA MRC RTE WiC Average
Ricthed H e Time Acc F1/Acc Acc Fla Acc Acc Score
T5-Base (220M)
Prompt-Tuning [11 0.06% 8.77x 78.12 84.42 54.37 78.30 75.27 62.29 72.13
P-Tuning v2[53 0.53% 8.37x 80.81 90.23 61.28 79.83 81.98 67.56 76.94
M-IDPGJ70 0.47% 12.58x 79.60 92.31 60.33 79.90 80.90 68.86 76.96
LoPA[71 0.44% 14.93x 81.09 91.54 62.00 80.41 83.40 69.44 77.98
Ours 4e-3% 1.00x 79.54 £(0.09) 94.16 + (0.59) 64.33 +(0.33) 80.46 + (0.07) 79.78 £ (0.76) 66.77 + (0.12) 77.51+ (0.33)

for 50 epochs with early stopping based on validation results, using a batch size ranging from 16
to 32 to avoid memory issues. All scores are reported based on the average of three runs. For T5
models, we linearly search the best learning rate from {5, 1, 0.1}; for Llama3.2-1B, we linearly
search the best learning rate from {7e-4, Se-5, le-5}; for Qwen2.5-1.5B, we linearly search the best
learning rate from {le-1, Se-3, S5e-4, 1le-5}. Benefiting from the simplicity and effectiveness of our
design, our method does not require any hyperparameter searching which is typically laborious and
time-consuming for most prompt-based learning approaches. This advantage is confirmed by our
exploring of different prompt length settings in §4.5]

Following common practices [LL1, 23], we set the maximum input length, including the prompt, to
512 tokens for all experiments. Inputs that exceed this limit are truncated. We do not apply any
additional preprocessing (e.g., punctuation removal); instead, we directly tokenize the raw text from
the SuperGLUE datasets using the appropriate tokenizer for each model. All experiments adhere to
the SMoP [23]] formatting, where classification tasks are reformulated into text-to-text format in T5
model. For example, in BoolQ, labels ‘0’ and ‘1’ are converted to ‘True’ and ‘False,” respectively.
For TS5 models, we translate each SuperGLUE dataset into a text-to-text format following [23]].
For Llama and Qwen models, we continue to use the previously established text-to-text template
while preserving the original labels, aligning the task with LlamaForSequenceClassification and
Qwen2ForSequenceClassification, respectively. All our models use the Adafactor optimizer with a
linear learning rate scheduler.

S3 Comparison with Existing Instance-incorporated prompt-based learning
Approaches

While some prompt-based learning methods [70, (71} [73]] have explored utilizing instance semantics,
our approach distinguishes itself significantly through its simplicity, efficiency, and minimal over-
head. We conduct comparison with two representative instance-based prompting methods across
multiple tasks. As shown in Table[S2] our method surpasses M-IDPG [70] on average performance
and achieves competitive performance compared to LoPA [71] on T5-Base. While LoPA reports
marginally better average performance, it requires 110x more trainable parameters (i.e., 0.44% vs.
0.004%), which is a critical overhead under the PEFT paradigm. It requires an additional encoder
(e.g., CodeBert-125M [74]], CodeSage-365M [75]]), though frozen, still being a major reason of the
significant overhead on training time. In contrast to our intuitive yet effective leveraging of “attention
anchor”, both methods employ heavy trainable modules (e.g., MLP and multiple projectors).

S4 Comparison with Other PEFT Paradigms

For a comprehensive evaluation of the performance of our method, we compare CaPT against
other PEFT methods that differs from prompt-based learning, including Adapter [8]] and LoRA [6].
While several recent reparameterization and adapter tuning methods have been proposed on different
backbones and datasets, the absence of publicly released code hinders reproduction under consistent
settings. As shown in Table[S3] CaPT is able to surpass the other PEFT baselines (e.g., 77.51%
vs. 76.16%), while requiring a considerably fewer trainable parameters (e.g., 0.004% vs. 1.73%).
This demonstrates a unique advantage of our method, highlighting its ability to achieve superior
performance with significantly reduced parameter usage.
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Table S3: Comparison with other PEFT methods on SuperGLUE for T5-Base.

Method # Para Boolq CB COPA MRC RTE WiC Average
Acc  Fl/Acc Acc Fla Acc Acc Score
T5-Base (220M)
Adapter [8] [[ 0.86% 82.50 88.05 71.50 7590 7190 67.10 76.16
LoRA 1.73% 81.30  88.20 7040 72.60 75.5 68.30 76.05
Ours 4e-3% || 79.54  94.16 64.33 8046 79.78 66.77 77.51
Head 0-6 Head 0-7
input 19: Christopher - nput 19: Christopher  input 19: Christopher - nput 19: Christopher
input 18: actor - nput 18: actor input 18: actor - nput 18: actor
input 17: the - nput 17: the input 17: the - nput 17: the
input 16: of - \ nput 16: of input 16: of - ~ nput 16: of
input 15: widow - \ nput 15: widow input 15: widow - v\ nput 15: widow
input 14; the - nput 14: the input 14: the - » - input 14: the
Cinput 13:, - \\ nput 13:, Cinput 13:, - w0 ~ input 13:,
input 12: ve - nput 12: ve input 12: ve -\ \ nput 12: ve
_input 11: e - nput 11: e Jinput 11: e - v ~ input11: e
input 10: Re - nput 10: Re input 10: Re - ~ nput 10: Re
input 9: a - nput 9: a input 9: a nput 9: a
input 8: Dan - nput 8: Dan input 8: Dan nput 8: Dan
input7::- nput 7: : input 7: nput 7::
) input 6: 1 - nput 6: 1 ) input 6: 1 - nput 6: 1
input 5: sentence - < nput 5: sentence input 5: sentence - nput 5: sentence
input 4: e - nput 4: e input 4: e - nput 4: e
input 3: t - nput 3: t input 3: t- nput 3: t
input 2: r - nput 2: r input 2: r - nput 2: r
input 1: - - nput 1: - input 1: - - nput 1: -
prompt 10 - ~ prompt 10 prompt 10 - ~ prompt 10
prompt 9 prompt 9 - ~ prompt 9
prompt prompt 8 prompt 8 - ~. prompt 8
prom prompt 7 prompt 7 - ~ prompt 7
prom prompt 6 prompt 6 - ~ prompt 6
prom ~ prompt 5 prompt 5 - rompt 5
prom prompt 4 prompt 4 - prompt 4
prompt prompt 3 prompt 3 - prompt 3
prom prompt 2 prompt 2 - prompt 2
prom . prompt 1 prompt 1 - rompt 1
instance-aware - nstance-aware instance-aware - instance-aware
Source Target Source Target
Head 2-0 Head 5-7
input 19: Christopher - nput 19: Christopher  input 19: Christopher - - nput 19: Christopher
input 18: actor - nput 18: actor input 18: actor - nput 18: actor
input 17: the - nput 17: the input 17: the - nput 17: the
_input 16: of = v nput 16: of ~input 16; of - = nput 16: of
input 15: widow - == input 15: widow input 15: widow - nput 15: widow
input 14: the - ~—————————— input 14: the input 14: the - nput 14: the
_input 13, - =—=——————— input 13:, _input 13:, - nput 13:,
input 12: ve - =———~————— input 12: ve input 12: ve - nput 12: ve
input 11; e - ————————— input 1l: e input 11: e - nput 11: e
input 10: Re - =——————————— input 10: Re input 10: Re - nput 10: Re
input 9: a - nput 9: a _input9:a- - input 9:a
input 8: Dan - nput 8: Dan input 8: Dan - ~—— nput 8: Dan
input 7: nput 7: : input 7: : - ~ nput 7: :
input 6: 1 - nput 6: 1 put6:1- nput 6: 1
input 5: sentence - nput 5: sentence input 5: sentence - nput 5: sentence
input 4: e nput 4: e input 4: e - — nput 4: e
input 3: t nput 3: t input 3: t - nput 3: t
input 2: r nput 2: r input 2: r - nput 2: r
input 1: - nput 1: - input 1: - - ~ nput 1: -
prompt 10 prompt 10 prompt 10 - ~ prompt 10
prompt 9 - < prompt 9 prompt 9 - -~ prompt 9
prompt 8 prompt 8 prompt 8 - prompt 8
prompt 7 prompt 7 prompt 7 - prompt 7
prompt 6 prompt 6 prompt 6 - prompt 6
prompt 5 prompt 5 prompt 5 - prompt 5
prompt 4 prompt 4 prompt 4 - prompt 4
prompt 3 prompt 3 prompt 3 - prompt 3
prompt 2 prompt 2 prompt 2 - prompt 2
prompt 1 prompt 1 prompt 1 - prompt 1
instance-aware Instance-aware instance-aware - nstance-aware
Source Target Source Target

Figure S1: Attention Heads Analysis of Incorporating Instance-aware Information. Head a-b
denotes the attention pattern of head b in encoder layer a. Darker lines represent higher attention
scores. Token indices are displayed in the same format as in Fig. |I| (right).

S5 Impact of Incorporating Instance-aware Information on Attention Heads

We present a detailed case study of Finding III in §3.1] showing how prepended instance-aware
information affects the attention heads of the T5-Base model. Examples of heads are shown in Fig. [ST]
We have two key observations. First, when input tokens strongly attend to structural tokens (e.g.,
input 7 “:” in head 2-0) and semantic tokens (e.g., input 8 “Dan” in head 5-7), the instance-aware
token is also able to attend to these tokens, whereas prompt tokens primarily attend to themselves.
Second, the instance-aware token is effectively attended by input tokens (e.g., heads 0-6 and 0-7),
thereby providing guidance to the entire input sequence. These observations reinforce the role of
instance-aware information as an “attention anchor,” which strongly motivates our design of CaPT.
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Figure S2: Per Layer Averaged Attention on CB Validation Set for T5-Base. regions

indicate the attention behavior of capsule prompt, while blue regions show the attention behavior of
traditional task-aware soft prompt.

S6 Per Layer Attention

To further understand the “attention anchor” phenomenon, we investigate the averaged attention
dynamics across different Transformer layers. Specifically, we showcase four layers (i.e., layer index
0,5, 8, and 11) of both CaPT and Deep Prompt-Tuning models in Fig.[S2]to examine the significance
of capsule prompt. We observe that compared to traditional deep prompt, capsule prompt is able to
consistently exhibit more focused attention towards critical input tokens and strong guidance to other
input tokens across all layers (i.e., regions) . This aligns with our averaged attention analysis
across all layers in §4.3] further confirming our capsule prompt can serve as “attention anchor” to
facilitate the interaction between guidance signals and input sequences. Additionally, we analyze the
attention logits after applying relative positional encoding (PE) in TS5, and after applying both rotary
PE and causal masks in Llama. Consequently, the averaged attention scores at diagonal positions
may become negative, enabling a more balanced distribution of attention toward non-self tokens, as
influenced by PE mechanisms [76, 77} 78, 79} 180l [81]].

S7 Decoder-only Attention

Transformer decoders have a fundamentally different attention mechanism (i.e., causal attention)
compared to Transformer encoders [30, 82} 83} [84]. The paradigm of prompt-based learning on
encoder-decoder TS5 models focuses on applying prompts at encoder layer for better adaptation to
downstream tasks [23} 17, 1211} 163]]. Therefore, we further investigate the role of capsule prompt
on decoders through decoder-only architecture (e.g., Llama model). As shown in Fig.[S3] even
under causal attention, where tokens cannot attend to subsequent tokens, the capsule prompt is
able to demonstrate superior guidance than the traditional soft prompt. This strong guidance role
aligns with our observation on the T5-Base encoders. The higher performance gain (i.e., 65.82 vs.
62.11) suggests that concentrated attention on the first token positively impacts model performance,
consistent with previous studies on attention sinks in decoder-only models [40,69]]. We also find that
attention scores always concentrate on the first token of the input sequence (i.e., the BOS token) for
both models. This phenomenon may be attributed to patterns learned during pre-training.

S8 Impact of Task-aware and Instance-aware Guidance Signals

To understand how different forms of guidance signal contribute to performance, we separately exam-
ine task-aware (i.e., Deep PT with a single prompt) and instance-aware (i.e., only the mean pooled
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Figure S3: Attention Analysis on Llama3.2-1B. Attention patterns are analyzed averagely across all
heads and decoder layers on CB validation set. The left figure indicates the attention pattern of CaPT,
while the right figure shows the attention pattern of Deep Prompt-Tuning with one single prompt at
each layer.
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Flgure S4: Attention Patterns for the Instance-aware Guidance Only Setting.

embedding as a prompt) guidance. As shown in Table[S4] the absence of either type of guidance
signal results in a performance drop, suggesting that both contribute meaningfully. Interestingly, even
without any fine-tuning, instance-aware only signals can guide the model, outperforming Deep PT
with a single prompt on tasks like BoolQ and WiC. Although the attention anchor effect also persists
for the instance-aware only setting (see Fig.[S4), CaPT achieves the best performance, validating the
benefit of combining both the instance-aware and task-aware guidance.

Table S4: Ablation study of task-aware and instance-aware guidance signals for T5-Base.

Boolq CB COPA RTE WiC
Acc F1/Acc Acc Acc Acc

T5-Base (220M)

Insta-only-1 || 77.25  82.86 52.00 65.70 65.36
Deep PT-1 76.51  87.31 58.00 76.90 63.80
CaPT 79.54 9416 6433 79.78 66.77

Method

S9 Further Validation of CaPT’s Applicability

To further examine the applicability of CaPT, we include the comparison of P-Tuning V2 and
CaPT on the CSQA [183]] dataset across different models in Table[S3] including results on a larger
model Qwen2.5-7B. The results indicate CaPT’s applicability on larger models and show that CaPT
can consistently outperform P-Tuning V2. Specifically, CaPT achieves a notable performance
improvement on Llama3.2-1B, highlighting the effectiveness of CaPT on CSQA.
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Table S5: Results on CSQA comparing P-Tuning V2 and CaPT across different models.

Method || T5-Base T5-Large Llama3.2-1B  Qwen2.5-7B

P-Tuning V2 56.43 70.52 45.29 77.72
CaPT 57.82 72.07 61.60 79.03

S10 Ethics Concerns

CaPT is a parameter-efficient fine-tuning (PEFT) method designed to adapt pre-trained large lan-
guage models (LLMs) to downstream tasks. However, it also introduces potential risks of misuse.
Specifically, malicious actors may fine-tune models to generate or amplify harmful content, misinfor-
mation, or biased outputs [86 87, 88]]. To address these concerns, several mitigation strategies can
be considered. These include robustness evaluations [89, (90} 91]], continuous monitoring of model
behavior [92], and systematic bias audits [93] 94]. Another important safeguard is the thorough
documentation of models and training data, along with transparent disclosure of any known biases
introduced during development [93].

S11 Asset License and Consent

The majority of prompt tuning [53} [11]], TS5 [64], and Qwen2.5-1B [61] are licensed under Apache-
2.0; Llama3.2 1B [60] is licensed under Llama 3.2 Community License Agreement; SuperGLUE is
licensed under MIT.

All the datasets included in our study are publicly available (SuperGLUE), and all the models (T5
models, Llama3.2-1B, and Qwen2.5-1.5B) are publicly available. We would like to state that the
contents in the dataset do NOT represent our views or opinions.

S12 Reproducibility

CaPT is implemented in Pytorch [62]. Experiments are conducted on NVIDIA RTX 6000 Ada 48GB
GPUs. To guarantee reproducibility, our full implementation is available at https://github.com/
comeandcode/CaPT. Implementation details are included in Appendix

S13 Social Impact and Limitations

This work provides a prior finding of incorporating instance-aware information as a part of guidance
signals in prompt-based learning can facilitate more attentive interaction between prompts and input
sequences, namely “attention anchor.” Based on our finding of “attention anchor”, we propose
Capsule Prompt-Tuning (CaPT), an extremely lightweight, instance-adaptive prompt-based learning
framework that eliminates prompt-length search while strengthening the interaction between guidance
tokens and the input sequence, leading to superior performance and outstanding training efficiency.
Our work is particularly beneficial for parameter-sensitive training scenarios, such as prompt tuning
on resource-constrained devices and rapid adaptation with limited computational overhead.

A potential limitation of the current CaPT design is the extension to models of other modalities (e.g.,
visual [[72} 196} 97, 198])), since visual embeddings generally lack a fixed instruction template (i.e.,
structural tokens) like those in language tasks, which the capsule prompt uses to ground more focused
attention. However, given CaPT’s strong guiding role, as indicated by the high attention it receives in
TS5 encoder layers, we believe that a carefully redesigned version of CaPT could also benefit vision
tasks. In addition, while our results consistently show successful optimization of CaPT across a broad
range of datasets and model scales, we acknowledge that this may not generalize to all models and
datasets. Further comprehensive examinations are needed.
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