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Abstract

Large Language Models (LLMs) have demonstrated remarkable capabilities but
typically require extensive computational resources and memory for inference.
Post-training quantization (PTQ) can effectively reduce these demands by storing
weights in lower bit-width formats. However, standard uniform quantization often
leads to notable performance degradation, particularly in low-bit scenarios. In this
work, we introduce a Grouped Lattice Vector Quantization (GLVQ) framework that
assigns each group of weights a customized lattice codebook, defined by a learnable
generation matrix. To address the non-differentiability of the quantization process,
we adopt Babai rounding to approximate nearest-lattice-point search during train-
ing, which enables stable optimization of the generation matrices. Once trained,
decoding reduces to a simple matrix-vector multiplication, yielding an efficient and
practical quantization pipeline. Experiments on multiple benchmarks show that our
approach achieves a better trade-off between model size and accuracy compared
to existing post-training quantization baselines, highlighting its effectiveness in
deploying large models under stringent resource constraints. Our source code is
available on GitHub repository: https://github.com/xzhang9308/GLV Q.

1 Introduction

Large language models (LLMs) have achieved extraordinary success across a wide range of natural
language processing tasks, including machine translation, question answering, text generation, and
summarization [55[13| 44]. These models, exemplified by the GPT [44], BERT [13]], Llama [50],
Qwen [3] and DeepSeek [34], are at the forefront of Al innovation. Beyond supervised pretraining,
reinforcement learning techniques, most notably reinforcement learning from human feedback
(RLHF), have further enhanced LLMs by aligning them with human preferences and improving
their safety, helpfulness, and controllability [49] 41} |4} |35, 136} [17]. However, their exceptional
performance comes at exorbitant computation and memory costs, which hinders their deployment on
edge devices and in other resource-limited scenarios [57]]. For instance, state-of-the-art models with
billions of parameters often require hundreds of gigabytes of memory and expensive hardware for
inference [6l 441, posing serious challenges for scalability and accessibility.

Quantization has emerged as a key technique to alleviate the resource burdens by reducing the
precision of model weights from 16-bit or 32-bit floating-point representations to low-bit integers [26}
Sl|. This significantly reduces the memory footprint and computation load, improving model economy
and inference speed. A relatively simple method is Post-training quantization (PTQ), which quantizes
a pre-trained LLM model without retraining [31}[19]. However, PTQ has difficulties in achieving
ultra-low bit-widths, such as 2 or 3 bits per weight [[10]. Severe quantization errors can lead to
significant degradation in model performance, such as higher perplexity in language tasks [19] or
noticeable drops in downstream quality, thereby limiting the practical utility of low-bit quantization.
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Figure 1: An overview of the GLVQ framework. The LLM weight matrix is partitioned into
column-wise groups, each assigned a salience-determined bitwidth. Each group undergoes a tailored
companding transformation and is quantized using a learned group-specific lattice codebook, enabling
fine-grained control over precision and compression efficiency.
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Recently, some progresses have been made in LLM weight quantization, including vector quantization
(VQ) techniques [51}[1552]] and salience-aware bit allocation [25]]. Vector quantization methods,
such as QulP# [51]], leverage structured codebooks (e.g., E8 lattice) to improve quantization fidelity
by aligning the codebook structure with the statistical properties of model weights. However, QuIP#
is constrained by the use of fixed lattice designs across the entire model, which fails to account for
the diversity of parameter distributions across different groups or layers. This uniform approach can
lead to suboptimal quantization for certain groups, ultimately limiting both compression performance
and overall model quality. In contrast, AQLM [15] proposes learning free-form VQs for different
groups, which allows for more flexible quantization. However, this approach has the drawback that
decoding requires the lookup operation, which is computationally more expensive than QUIP# and
other existing PTQ methods.

In this paper, we propose a novel framework, Grouped Lattice Vector Quantization (GLVQ) (illus-
trated in Fig.[T), aiming to increase the LLM compression ratio by reducing quantization resolution
to be below 3 bits per weight. Specifically, GLVQ end-to-end optimizes the geometric structure of
the lattice codebook for each quantization group based on that group’s unique parameter distribution.
By shaping the lattice to fit the data distribution of each group, we reduce quantization distortion, pre-
serve critical information better, and improve model fidelity over nonadaptive lattices under extreme
compression regimes. Compared to free-form VQ used in AQLM [15], GLVQ employs a structured
codebook, hence it enjoys the operational advantage of much lower quantization complexity. Further
investigations reveal that LLM parameter distributions can be highly skewed or heavy-tailed. If this
unfortunately happens, optimizing GLVQ alone has limited effect, because the lattice cells of each
group have congruent shape, albeit optimized, and have regular configurations. To counteract this,
we incorporate group-specific companding transformations. These functions reshape each group’s
parameter distribution into a more uniform space before applying the lattice quantizer, thereby
reducing distortion in the low-magnitude regions and enabling the lattice to allocate codepoints more
effectively. Together, group-specific lattice codebook optimization and companding form a powerful
synergy that maintains high accuracy while significantly reducing bit-width requirements.

We validate our approach on popular LLM benchmarks, demonstrating its effectiveness in improving
perplexity and inference efficiency compared to state-of-the-art quantization methods [19, 51} [15,[14]].
Our results show that GLVQ not only enables higher compression ratios but also maintains robust
performance across diverse language tasks, making it a practical solution for deploying LLMs in
resource-constrained environments. Furthermore, our framework provides insights into the interplay
between parameter distribution and quantization fidelity, opening new directions for research in
efficient model compression.

This paper makes the following key contributions:

* We propose a novel grouped lattice vector quantization approach that dynamically adapts
lattice structures to fit the unique distribution of each weight group.



* We introduce a group-specific companding mechanism that reshapes each parameter distri-
bution prior to lattice quantization, further reducing quantization distortion and improving
overall performance.

» Extensive experiments on post-training quantization benchmarks for LLMs show that GLVQ
achieves a superior trade-off between accuracy and inference efficiency under extreme
compression regimes.

2 Background and Related Work

2.1 LLM Post-Training Quantization (PTQ)

Recent surveys [20l122]] have emphasized the importance of post-training quantization (PTQ) methods
in the context of large language models (LLMs), particularly as model scales reach billions of
parameters. Classic approaches such as AdaRound [39], BitSplit [56], AdaQuant [27], BRECQ
[31], and OBQ [[18] have been shown to work well for smaller networks. However, applying these
techniques directly to LLMs often incurs prohibitive computational overhead due to their reliance on
expensive solvers and per-layer fine-grained adjustments.

In an effort to address scalability challenges, multiple PTQ frameworks have emerged. For instance,
GPT3.int8() [[10], ZeroQuant [61]], and Lut-gemm [42] employed straightforward round-to-nearest
(RTN) quantization strategies and introduced granular control to manage the trade-off between model
size and accuracy. GPTQ [[19] proposed a more data-aware layer-wise optimization to minimize
the /5 reconstruction error. Follow-up studies [12] argued that 4-bit RTN might be near-optimal
for certain classes of networks, but data-aware schemes like GPTQ can exceed this limit without
compromising efficiency. Meanwhile, 8-bit quantization of both weights and activations has also
been investigated [[10}I58}161]], revealing that “outlier features” can substantially degrade performance,
and spurring specialized outlier-handling techniques.

Subsequent efforts prioritized addressing such outliers in weight matrices. For example, SpQR
[L1] maintains a sparse, higher-precision representation of large-magnitude weights to mitigate
their outsized influence. Similarly, AWQ [32] employs per-channel scaling to handle channels with
large activation magnitudes, while SqueezeLLM [30] adopts diagonal Fisher approximations and
K-means clustering to perform non-uniform quantization, selectively preserving critical weights in
full precision. A notable result is QulP [7], which strategically rotates (e.g., via Hadamard transform)
and then projects weights onto a lattice to control outliers, enabling 2-bit per-parameter compression
with only minor increases in perplexity.

Beyond these developments, recent research introduces vector quantization (VQ) to further enhance
LLM compression. Transformer-VQ [33]] applies VQ to the Attention key vectors, effectively reduc-
ing Attention complexity to linear time. Other VQ-based approaches generally optimize discrete code
assignments (often in the form of one-hot vectors) and their associated codebooks [[15}51]]. For in-
stance, AQLM [15] proposes an additive quantization strategy that is input-adaptive, while QulP# [51]]
leverages a highly symmetric Eg lattice to handle weights that follow (approximately) a spherical
sub-Gaussian distribution. GPTVQ [54] interleaves column-wise quantization steps with updates to
the unquantized parameters, guided by the Hessian of the per-layer output reconstruction MSE, and
then employs SVD and integer quantization for additional codebook compression. PV-Tuning [37]]
shows how relying on straight-through estimators (STE) alone can be suboptimal, proposing a stage-
wise method that separately optimizes continuous parameters (e.g., scales, codebooks) and discrete
assignments. QTIP [52] decouples the notion of codebook size from both bitrate and dimensionality
through a stateful decoding, thereby facilitating ultra-high-dimensional VQ. NestQuant [46] proposes
a novel PTQ scheme for weights and activations that is based on self-similar nested lattices.

2.2 Lattice Vector Quantization (LVQ)

Scalar quantization maps each parameter to a discrete code individually. Vector quantization, instead,
quantizes a group of parameters as a vector by mapping it to the nearest code vector from a codebook
[23]]. Lattice-based quantization [9, 21, [16] goes a step further, leveraging a structured grid in the
high-dimensional space for efficient quantization. Formally, let G € R?*? be a generation matrix,
which defines a full-rank lattice: A = {G z |z € Z¢}. Each column of G acts as a basis vector in

R?, so any lattice point can be written as an integer combination of these basis vectors.



Given a vector x € R?, the encoding operation aims to find an integer vector z € Z¢ such that the
corresponding lattice point G z is close to x in the Euclidean sense:

7 = arg;relizg |x — Gz (1)

In general, solving the nearest—lattice—point problem is both computationally prohibitive for large d
and non-differentiable, motivating the use of efficient approximate methods such as Babai round-
ing [2]]. Once the integer lattice index z is found and stored, we can decode the quantized vector by
multiplying back: X = G %, yielding a point on the lattice that approximates the original vector x.

Learnable LVQ. Recent studies have shown that learning or adapting the generation matrix G to
a given data distribution can significantly reduce quantization error at a fixed bit budget [29, 63,
60, 59, 164]. This is especially beneficial in low-bit regimes where per-dimension scalar methods
often struggle. Additionally, practical implementations of LVQ can incorporate companding or
pre/post-transformation steps to further align the data with the lattice geometry [16} 162]].

2.3 Companding for Quantization

Many neural network weight distributions exhibit high dynamic range and non-uniform behavior
(Gaussian or sub-Gaussian), which can amplify quantization errors in the low-magnitude regime.
Companding (derived from “compressing” and “expanding”) [48} 128} 53] offers a simple, yet effective
strategy to reshape these distributions before quantization, thereby reducing distortion in critical
regions. Typically, the companding process comprises two stages:

Given a value z, , a nonlinear function F'(-) is applied before quantization to produce z = F'(x),
and the inverse function is applied after quantization to obtain the reconstruction & = F~1(%),
where Z denotes the quantized value (e.g., using scalar or lattice-based quantization). This two-step
compress-and-expand reduces errors near zero, where neural parameters are often concentrated, and
avoids over-allocation of code space for very large or very small values.

A well-known example of F' is the u-law transformation [1} 24], originally used in audio signal
processing:

F(x) = sen() W

where p# > 0 is a hyperparameter controlling curvature. This two-step process allocates finer
resolution near zero and avoids overuse of code space for large outliers.
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3 Method

The key idea of GLVQ is to endow each weight group with its own lattice codebook, thereby
matching the heterogeneous statistics observed across different portions of an LLM. Unfortunately,
jointly optimizing both the size (bit-width) and the structure (lattice basis) of every codebook is
combinatorial and intractable. We therefore decompose the problem into two sequential sub-tasks:

1. Bit allocation. Given a global bit budget, we first determine the codebook size for each group
by assigning an integer bit-width b,. A lightweight heuristic prefers higher precision for groups
whose weight statistics exhibit larger dynamic ranges or higher sensitivity, under the constraint
>4 bg ¢y < Budget.

2. Lattice codebook learning. With b, fixed (implying a lattice codebook of 2% points), we reshape
every weight group W, € R™s*™s into a matrix of size d x {4 (d is the lattice dimension). We
then learn a group-specific generation matrix G4 € R?¥9 and the corresponding integer indices
Z, c Z%**s can be obtained via Babai rounding [2]. Hence the quantized weight matrix is

W, =Q,(W,) = G, Z,.

Fixing the size beforehand simplifies the search space and lets the optimizer focus on discovering
a lattice structure that best fits the local weight distribution. The Babai rounding algorithm does
not always return the exact nearest lattice point; nevertheless, its approximation error is formally
bounded, as proved in Appendix [A]



Group-specific companding. To further curb quantization error, we learn a nonlinear companding
function F,(-) per group. Each weight group undergoes

W, = F; Y (Qy(F,(Wy))),

where (), is the lattice quantizer defined above. This adaptive companding allocates finer resolution
near weight values that are most influential for the layer’s output, yielding markedly lower error than
a fixed uniform quantizer.

3.1 Salience-Determined Bit Allocation

To achieve optimal bit allocation under strict resource constraints, we adopt the Salience-Determined
Bit Allocation (SDBA) mechanism proposed in Slim-LLM [25]], which dynamically assigns bit-widths
to each group based on its importance.

Given the weight matrix W, calibration input X, and a target average bit-width N, SDBA solves the
following constrained optimization problem:

G
zzrgrr;in D1 (WX H WX) , St éZbg =N and |Gn+1|=|GNn-1], 3)
15--4,0G g=1

where by € ZT N [N — 1, N + 1] is the bit-width allocated to group g, Gy 11 = {g | by = N + 1},
and Gn_1 = {g | by = N — 1}. This constraint ensures a balanced allocation: the number of groups
assigned IV + 1 bits equals those assigned [N — 1 bits, while the majority receive N bits. For example,
in 2-bit quantization, the highest-salience groups use 3 bits, an equal number of low-salience groups
use 1 bit, and the rest use 2 bits. To solve this efficiently, we leverage Slim-LLM’s double-pointer
search algorithm. For a weight matrix with m output channels and group size g = 128, the search
space is limited to [0, m/(2g)], requiring only O(log m) iterations.

3.2 Lattice Codebook Learning

The key innovation behind GLVQQ is the ability to adaptively learn a specialized lattice structure for
each weight group, rather than imposing a fixed, universal lattice (such as the Ejg lattice employed by
QulIP# [51]). Recent studies, such as Slim-LLM [235]], show that even after standard preprocessing,
large language models (LLMs) exhibit significant heterogeneity across weight groups, motivating
the need for group-specific quantization schemes. Specifically, GLVQ learns a generation matrix
Gy € R?*4 for each weight group g, where the dimension d (e.g., chosen from {8,16,32,...})
controls both computational complexity and the granularity of quantization. Crucially, the integer
lattice indices Z, are not directly optimized, but rather determined via Babai rounding, making G,
the only explicitly learned parameter.

Consider the weight matrix for the g-th group, W, € R™s*™s. We reshape it into a matrix with
dimension d x ¢4, by partitioning it into £, contiguous sub-blocks of dimension d and stacking these
blocks as columns, such that d /;, = mg4n4. Quantization then approximates each sub-block using a
lattice structure defined by G:

W, = G,Z,, )

where Z, € 7.%*%s holds the integer lattice indices computed by rounding each column of G;lwg.

Given calibration inputs X € R™s*Y (consisting of N samples), GLVQ minimizes the reconstruction
error of the layer outputs after quantization:

< 2 2
Ly = ||W9X*W9X||2 - ||W9X7G9Z9X||2. ®)
Due to the discrete nature of Z 4, we solve (5) by alternating between two efficient steps:

1. Lattice index assignment (fix G,). Fixing the lattice basis G4, we update integer indices using
Babai rounding [2]:
Z; = LG;1W¢]7 (6)

for each column w; of W . This assignment is computationally efficient with complexity O(d?).



2. Generation matrix optimization (fix Z,). With fixed lattice indices Z,4, we optimize G, via
gradient descent. The gradient is given by:

Vg, Ly = —2(W;X - GyZ,X)(Z,X)". (7

Spectral normalization is applied after each update to constrain the singular values of G4 within
a stable range [Gmin, Omax)-

To avoid overfitting to the finite calibration set, GLVQ employs a Frobenius regularization term that
penalizes deviations from the initial lattice structure:

Leg=A|Gy - GO|2,  A=0.1, ®)

where GE,O) is initialized using the Cholesky decomposition of the group’s covariance matrix, aligning
initial lattice directions with the group’s principal weight distributions.

3.3 Group-Specific Companding

The weight distributions of LLMs are typically heavy-tailed and highly non-uniform; directly quan-
tizing such values wastes many code-points on rare outliers. GLVQ therefore inserts an element-wise
companding stage before lattice quantization and the corresponding expansion after decoding. Dis-
tinct from prior work that uses a single global non-linearity, we learn an independent curvature
parameter i, for every group so that the transformation adapts to local statistics.

For group g we adopt the p-law transformation:

hl(l + Ng'xl) 1

- > Fy () =sen(y) ; ©
In(1 + pg) I Hg

where 11, > 0 controls the compression strength. Applied to the reshaped weights, the overall
encode—decode chain is

W, =F(W,) — Z,=|G,'W,] — W,=FYG,Z,). (10)

ly| _
Fy() = sgn(x) At po)” —1

Given calibration inputs X € R™s %V the reconstruction loss proposed in Eq.[5|can be updated with
the new definition of W, in Eq. accompanying with a Frobenius penalty on the lattice basis:

Ly=||[W,X - WX|+ |G, — Gol3,  A=0.1. (11)

Because both F; and F~ ! are differentiable in 11,4, we update p1, jointly with G, via gradient descent,
while Z, is refreshed by Babai rounding at every iteration.
We initialise

£{” = 100 tanh(x,/10), (12)
where k4 is the sample kurtosis of W g, so that heavier-tailed groups start with stronger companding.
After each update we project £, onto the practical range [10, 255] to ensure numerical stability.

3.4 Quantization Pipeline and Runtime Decoding

We present the full pseudocode for GLVQ in Algorithm (1| Starting from initial values Ggo) and

u(go), each iteration (i) reshapes the weight block, applies the group-specific y4-law companding, and

produces latent vectors Y 4; (ii) quantizes these vectors via Babai rounding to obtain integer codes

Z,; (iii) reconstructs provisional weights W, by inverse companding the lattice outputs; and (iv)
minimizes a reconstruction loss augmented with a Frobenius penalty on G4. Gradients update the
generation matrix and curvature parameter, while Z, is implicitly refreshed at the next rounding
step. The loop stops when the relative loss reduction falls below ¢, returning the final compact
representation W, that combines group-specific lattice precision with adaptive companding. This
design delivers state-of-the-art accuracy under tight bit budgets while meeting the memory and
latency constraints of real-world LLM deployment.

Offline compression. After the optimization in Alg. |1} each weight group is represented by (i) an
integer-code tensor and (ii) a small set of side parameters—a dxd FP16 generation matrix plus one



Algorithm 1 Pseudo code of GLVQ algorithm.

Require: Group weights W, € R™¢*"s_calibration inputs X € R™s*7 initial generation matrix GE,O) €

R initial companding parameter ugo)

(0)

I Gg + GE;O)s Hg < Hg

2: repeat

3 W, « F,(reshape(Wy, [d, £])) {apply companding; £ = mgng/d}
4:  Zy <+ round(G;lvvg) {Babai lattice rounding}
55 W, « reshape( F,.' (G4 Zg), [mg, ng)) {inverse compand & reshape }
6: L4+ HWQX — V/\\/'gXHi, + )\||G_q — GE,O) Hf, {reconstruction + regularizer}
7. Gy Gg—n6Vag,Ly {update generation matrix }
8 pg g —MuViyu, Ly {update companding parameter}
9: until |£§” - [,ét_l) |/£(gf’_1) <e {convergence check }
10: return V/&\fq

FP16 scalar p4. Because d is modest (8 —32) and the matrix is shared by all codes in the group, the
storage overhead is tiny. For the default configuration used in our experiments (d=16, 4-bit weights,
mg=4096, n,=128), the side information adds only 0.2% to the weight codes. Aggregated over the
entire Llama 2-7B model, this amounts to roughly 2 MB of extra storage on top of a 1.1 GB 4-bit
payload—versus 13.4 GB in FP16. A detailed derivation is provided in Appendix [B]

On-the-fly decoding. During inference we materialise just a handful of sub-blocks, apply w =
Fg_l(ng) and release the data immediately after use. This streaming strategy cuts peak activation-
plus-weight memory by > 10X versus the common practice of pre-decompressing an entire layer.
The additional computation is modest—d?+d multiplies per sub-block—and increases end-to-end
latency by only 2-3% relative to a standard 4-bit uniform PTQ baseline.

4 Experiments

In this section, we evaluate the performance of our proposed grouped Lattice vector quantization
(GLVQ) framework on the Llama 1 and 2 models [50], which range from 7 billion to 70 billion
parameters. To ensure a fair comparison, we follow the experimental setup used in QulP#. Specifically,
we evaluate perplexity on the Wikitext-2 [38]] and C4 [45]] datasets, utilizing context lengths of 2048
for Llama 1 and 4096 for Llama 2 models. For zero-shot tasks, we use the LM Eval framework to
measure accuracy on tasks such as ARC, PIQA, and the Winograd Schema Challenge (Wino). We
report both perplexity and zero-shot accuracy for all methods to offer a comprehensive evaluation.
We implement our method using PyTorch [43] and CUDA [40], with all experiments conducted
on NVIDIA A100 GPUs. For timing experiments, we use an NVIDIA RTX 4090 GPU. We adopt
4M tokens from the RedPajama 1T dataset [|8] as the calibration sequences in our experiments. We
implement two variants of our model with lattice dimensions d = 8 and d = 32, referred to as
GLVQ-8D and GLVQ-32D, respectively. For baselines, we compare our method against several
state-of-the-art PTQ approaches, including OmniQuant [47], AWQ [32] QuIP# [S1], AQLM [15]] and
QTIP [52].

4.1 Perplexity Results on Llama Models

Our evaluation focuses on perplexity over the Wikitext-2 [38] and C4 [45] datasets, using a context
length of 2048 for Llama 1 and 4096 for Llama 2. Results are reported in Table [T} Across all
settings, GLVQ consistently achieves lower perplexity than existing methods, particularly in low-bit
regimes. For example, under the 2-bit quantization regime on Llama 2-70B, GLVQ-32D achieves a
perplexity of 3.36 on Wikitext-2, significantly lower than QTIP (3.78) and QuIP# (3.91), highlighting
that the performance gap becomes most pronounced under extreme compression levels. We also
observe consistent improvements across model scales and datasets. On Llama 1-13B, GLVQ-32D
improves upon QulP# by 0.41 perplexity points (5.38 vs. 5.79) at 2-bit on Wikitext-2, and 0.53
points (6.95 vs. 7.48) on C4. These results validate the robustness of our method across both small
and large Llama variants. Notably, the performance gain is more pronounced as the bit-width
decreases, highlighting the advantage of GLVQ’s group-specific lattice codebooks and companding



Table 1: Perplexity () of competing methods on Wikitext2 and C4 for Llama 1 and 2. All results use
a context length of 2048 for Llama 1 and 4096 for Llama 2.

Method Bits Wikitext 2 C4

-7 1-13 130 1-65 27 213 270 1-7 1-13 1-30 1-65 2-7 2-13 2-70
Fpl6 16 568 509 4.10 353 512 457 312 7.08 661 598 562 663 605 497
OmniQ 155 132 871 7.58 249 183 139 108

2 — — - — — —
QuIP# 2 686 597 502 436 6.9 535 391 836 748 671 6.19 816 720 5.71
QTIP 2 652 580 483 421 591 526 378 799 731 656 608 776 699 556
GLVQ-8D 2 628 564 457 401 569 502 362 783 717 648 594 733 656 525
GLVQ-32D 2 6.00 538 432 381 541 480 336 7.61 695 622 580 7.14 633 5.04

Table 2: Zero-shot accuracy (acc in LM Eval, not acc_norm) for Llama 2 models.

\ 2:70 213 27

Method | Bits ArcC ArcE PIQA WINO | Bits ArcC ArcE PIQA WINO | Bits ArcC ArcE PIQA WINO
FP16 ‘ 16 51.1 71.7 81.1 77.0 ‘ 16 45.6 733 73.5 69.6 ‘ 16 40.0 69.3 78.5 67.3
OmniQ 4 49.8 77.9 80.7 75.8 4 43.1 70.2 78.4 67.8 4 37.9 67.8 77.1 67.0
QuIP 4 47.0 74.3 80.3 76.0 4 449 73.3 79.0 69.7 4 - - - —

AQLM 4 51.0 78.1 81.4 76.9 4 439 722 78.6 70.4 4 40.3 68.9 71.7 67.3
QulP# 4 50.6 78.1 814 77.1 4 45.5 73.9 78.9 69.9 4 40.5 69.1 78.4 67.6
QTIP 4 50.0 71.6 81.5 77.0 4 459 732 78.6 69.9 4 40.4 69.2 78.5 67.4
GLVQ-8D 4 51.2 78.0 81.6 77.3 4 46.0 74.0 79.2 70.5 4 40.7 69.5 78.6 67.8
OmniQ 3 47.6 75.7 79.7 73.5 3 42.0 69.0 71.7 659 3 35.3 62.6 73.6 63.6
QuIP 3 46.3 73.2 80.0 74.6 3 41.5 70.4 76.9 69.9 3 - - - -

AQLM 3 50.0 71.6 81.3 772 3 43.6 73.5 77.8 67.6 3 38.7 67.8 76.6 68.4
QuIP# 3 50.9 77.7 81.4 76.4 3 44.0 72.5 78.4 69.1 3 39.2 68.4 71.3 66.5
QTIP 3 49.8 71.5 81.2 76.3 3 43.6 72.5 78.2 69.5 3 39.8 69.7 78.0 66.8
GLVQ-8D 3 50.8 78.0 81.6 77.1 3 46.5 74.2 79.3 71.0 3 40.9 69.8 78.8 67.9
OmniQ 2 28.7 554 68.8 532 2 23.0 444 62.6 52.6 2 21.6 352 57.5 51.5
QuIP 2 34.0 62.2 74.8 67.5 2 235 452 62.0 52.8 2 19.4 26.0 54.6 51.8
AQLM 2 479 71.7 80.4 75.9 2 38.5 67.0 75.1 69.5 2 33.6 62.8 73.5 64.6
QuIlP# 2 48.7 713 80.3 75.9 2 395 69.3 71.3 67.7 2 34.6 64.6 75.1 64.9
QTIP 2 48.1 76.9 80.1 76.5 2 39.2 70.6 77.8 71.0 2 35.3 63.9 75.3 66.7
GLVQ-8D 2 49.0 71.5 80.5 76.1 2 40.0 70.8 78.0 71.3 2 35.5 64.5 75.5 67.2

functions. The combination of adaptive vector quantization and nonlinear transformation helps
mitigate the quantization error that typically worsens at extreme compression levels. Furthermore,
GLVQ-32D consistently outperforms GLVQ-8D, demonstrating that larger lattice dimensions improve
quantization fidelity by offering a more expressive codebook structure. This supports our design
choice of learning group-specific lattices with adjustable resolution.

4.2 Zero-Shot Accuracy on Llama Models

We report zero-shot accuracy of GLVQ and baseline methods on Llama-2 models under 4-bit, 3-bit
and 2-bit quantization across four tasks from LM Eval: ARC-Challenge, ARC-Easy, PIQA, and
Winogrande. Results are summarized in Table [2| GLVQ-8D consistently matches or outperforms
existing methods across all bit-widths and model sizes. At 4-bit precision, GLVQ-8D achieves the
highest accuracy on most tasks, e.g., 51.2% on ARC-Challenge and 81.6% on PIQA (2-70B), slightly
surpassing QTIP and QulIP#. As the bit-width decreases, the performance gap becomes more evident.
At 2-bit precision, GLVQ maintains strong performance—e.g., 40.0% on ARC-Challenge and 78.0%
on PIQA (2-13B)—outperforming QuIP# (39.5%, 77.3%) and QTIP (39.2%, 77.8%). On the smallest
model (2-7B), GLVQ-8D again leads with the highest scores on all tasks, demonstrating its robustness
under extreme compression. These results confirm that GLVQ preserves downstream task accuracy
more effectively than existing vector quantization methods, especially in low-bit regimes.

4.3 Fractional and Sub-2-Bit Quantization

To assess GLVQ in more extreme compression regimes, we further evaluate its performance under
fractional and ultra-low bit-width settings (1.5 and 1.0 average bits per weight), using the same
protocol as in the main experiments. Fractional rates are naturally supported in GLVQ via group-wise
bit allocation: each group is assigned an integer bit-width, and the global rate is the arithmetic
mean across groups, allowing any rational target (e.g., 1.5 bit by mixing 1-bit and 2-bit groups). No
architectural or algorithmic modification is required to support such mixtures.



Table 3: Perplexity (}) of fractional and sub-2-bit quantization on Wikitext2 (Llama-2). GLVQ
achieves strong performance at 1.5-bit and remains competitive even at 1.0-bit.

Method 7B 13B 70B

Bits PPL  AtoGLVQ Bits PPL A Bits  PPL A
BiLLM 1.08  32.48 +24.65 1.10  16.77 +10.66 1.08 8.41 +2.30
OneBit 1.00  9.73 +1.90 1.00 8.76 +1.17 - - -
PV-Tuning 1.02  8.28 +0.45 0.97 7.96 +0.37 1.00  6.50 +0.39
GLVQ (ours) 1.00 7.83 0.00 1.00 7.59 0.00 1.00  6.11 0.00
PB-LLM 1.70  69.20 +62.19 1.70  151.09 +144.98 1.70 2837 +23.38
PV-Tuning 1.58 732 +0.31 1.37 6.65 +0.54 1.14 552 +0.53
GLVQ (ours) 1.50 7.01 0.00 1.50 6.11 0.00 1.50 4.99 0.00

Table 4: Inference throughput (TOK/s), MATVEC MEM BW (GB/S), and perplexity on WikiText2
dataset tested on a NVIDIA RTX 4090 for various methods on 2-bit Llama 2-7B and 2-70B models.
OOM indicates that the method ran out of memory on the tested model.

Method 2-7B 2-70B

TOK/S MEMBW  Perplexity () TOK/S MEMBW  Perplexity ({)
Original Model 33.1 - 7.0 OOM OOM -
Scalar Quantization
OmniQuant 125.0 - 374 35.1 - 7.81
GPTVQ-1D 143.5 - 10.1 40.2 - 4.82
Vector Quantization
GPTVQ@4D) 24.0 - 7.22 10.4 - 4.39
AQLM 20.6 - 6.59 8.27 - 3.94
QUIP# 106.3 697 GB/s 6.66 25.9 867 GB/s 4.16
QTIP 105.2 628 GB/s 591 25.8 840 GB/s 3.78
GLVQ-8D-u 102.3 615 GB/s 5.87 24.9 836 GB/s 3.72
GLVQ-32D-u 100.2 608 GB/s 5.55 24.1 831 GB/s 3.49
GLVQ-8D 88.4 544 GB/s 5.69 20.1 721 GB/s 3.62
GLVQ-32D 82.0 521 GB/s 541 18.7 702 GB/s 3.36

Table E]reports results on WikiText2 for Llama-2 at 1.5 bit and 1.0 bit. At 1.5 bit, GLVQ achieves
perplexities of 7.01 (7B), 6.11 (13B), and 4.99 (70B), outperforming PV-Tuning at matched rates and
significantly surpassing PB-LLM. Notably, GLVQ approaches the performance of 2-bit baselines
despite using substantially fewer bits. Even at the extremely aggressive 1.0 bit regime, GLVQ remains
competitive: it attains 7.83 (7B), 7.59 (13B), and 6.11 (70B), outperforming BiLLLM and OneBit by
large margins on 7B and 13B and closely matching PV-Tuning at similar budgets.

These findings highlight the robustness of GLVQ’s group-specific lattice design and salience-driven
allocation under extreme compression, where competing methods degrade substantially. Unlike
approaches that depend on retraining or fine-tuning, GLVQ preserves strong performance even in
the ultra-low-rate regime, making it a practical solution for deployment in severe memory- and
energy-constrained environments.

4.4 Inference Throughput

We measure inference throughput on a single NVIDIA RTX 4090 GPU, using a batch size of 1 and a 2-
bit quantization setup for all competing methods. The results are summarized in Table[d] We compare
both uniform-precision and mixed-precision variants of GLVQ. The uniform versions (denoted as
GLVQ-u) do not use salience-drive bit allocation and instead apply a fixed bit-width across all groups.
Despite this simplification, GLVQ-8D-u and GLVQ-32D-u achieve throughput on par with QTIP
(e.g., 100.2 vs. 105.2 TOK/s on Llama 2-7B), while consistently delivering lower perplexity (e.g.,
5.55 vs. 5.91), demonstrating the effectiveness of group-specific lattice quantization and companding.
The full GLVQ variants, which leverage salience-determined bit allocation, achieve even better
perplexity (e.g., 5.41 with GLVQ-32D vs. 5.91 with QTIP) at the cost of a moderate decrease in speed
(e.g., 82.0 vs. 105.2 TOK/s). The reduction in memory bandwidth usage also confirms improved
efficiency (e.g., 521 GB/s vs. 628 GB/s). These results highlight that GLVQ offers a flexible trade-off
between accuracy and efficiency, and its mixed-precision configuration is particularly advantageous
for accuracy-sensitive scenarios such as language generation or summarization.



4.5 Ablation Studies

To quantify the contribution of each design component in GLVQ, we perform controlled ablations and
examine their effects on perplexity. All corresponding results are reported in Appendix Tables (6]

Bit allocation. We replace the salience-driven bit allocation with a uniform bit-width across all
groups (Appendix [D] Table[6)). This forces all groups to share the same precision regardless of their
sensitivity. Perplexity increases consistently across model scales and bit-widths; for example, on
Llama 1-13B at 2-bit it rises from 5.64 to 5.79, and on Llama 2-70B from 3.62 to 3.72. The gap
persists at 3-bit and remains visible even at 4-bit, where the precision constraint is relatively loose.
These results confirm that group-aware precision allocation is essential for preserving accuracy when
operating under tight bit budgets.

Group-specific lattice codebook. We then enforce a single shared lattice basis across all groups
instead of learning group-specific bases (Appendix [E| Table[7). This substitution consistently harms
performance, especially under 2-bit quantization (e.g., Llama 1-13B increases from 5.64 to 5.89;
Llama 2-70B from 3.62 to 3.88), and the degradation persists at 3- and 4-bit. These findings indicate
that different weight groups exhibit distinct geometric statistics, and a shared codebook cannot align
to them simultaneously. Group-specific lattice learning is therefore necessary to realize the full
benefit of lattice quantization.

Group-specific companding. Next, we remove the group-wise p-law companding and apply a fixed
global transformation to all groups (Appendix [F] Table[§). Perplexity increases across all settings,
with the strongest effect again observed at low-bit precision (e.g., Llama 1-13B at 2-bit: 5.64 to
5.87; Llama 2-70B: 3.62 to 3.88). This validates the hypothesis that heavy-tailed and skewed weight
distributions must be linearized at the group level to reduce quantization error.

Group size. We ablate the number of columns per group using {32, 64, 128, 256, 512} (Appendix |G}
Tables[9] [I0). Very small groups (32/64) yield slightly lower perplexity but incur significant code-
book/storage overhead, whereas very large groups (256/512) compromise accuracy by averaging out
distributional differences within the group. A moderate group size of 128 consistently provides the
best balance between the adaptation power and additional overhead and is therefore adopted as the
default option in the proposed GLVQ.

Calibration-set size. We vary the number of calibration tokens from 100K to 8M (Appendix
Table[TT)). Perplexity improves steadily up to about 4M tokens and then saturates; for instance, on
Llama 1-13B (2-bit) perplexity is 5.64 at 4M and 5.65 at 8M. Importantly, GLVQ remains competitive
even with S00K or 1M tokens, and degradation is gradual even at 100K. This demonstrates both the
data efficiency and the robustness of the method in low-calibration regimes.

Babai rounding vs. GCD. Finally, we replace Babai rounding with greedy coordinate descent (GCD)
for index assignment (Appendix [I} Tables[I2} [T3). GCD consistently yields worse perplexity; for
example, on Llama 1-13B at 2-bit the perplexity rises from 5.64 (Babai) to 5.92 (GCD). Zero-shot
results on Llama 2 benchmarks show the same pattern. This confirms that Babai rounding offers both
better convergence stability and superior final accuracy, and should be preferred for lattice-based
quantization.

5 Conclusion

We have introduced a novel approach, grouped lattice vector quantization (GLVQ), for low-bit mixed-
precision quantization of Large Language Models (LLMs). By integrating group-wise bit allocation,
lattice codebook learning, and companding transformations, GLVQ achieves superior rate-distortion
performance compared to scalar or fixed-precision baselines. Our experimental results demonstrate
the effectiveness of GLVQ on both language modeling and summarization tasks, highlighting its
potential as a practical solution for deploying LL.Ms in resource-constrained environments. Future
research will focus on exploring hierarchical grouping strategies and designing hardware-efficient
lattice codebooks.

Limitations & future work. GLVQ still assumes a fixed column partition, which may under-utilize
layer-wise sensitivity structure; data-driven grouping may improve rate—distortion trade-offs. The
current work also compresses only weights; extending lattice-based quantization to activations would
unlock further memory and energy savings but is complicated by dynamic activation statistics.
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NeurlIPS Paper Checklist

1. Claims

Question: Do the main claims made in the abstract and introduction accurately reflect the
paper’s contributions and scope?

Answer: [Yes]

Justification: The main claims made in the abstract and introduction match theoretical and
experimental results and accurately reflect the paper’s contributions and scope.

Guidelines:

* The answer NA means that the abstract and introduction do not include the claims
made in the paper.

* The abstract and/or introduction should clearly state the claims made, including the
contributions made in the paper and important assumptions and limitations. A No or
NA answer to this question will not be perceived well by the reviewers.

* The claims made should match theoretical and experimental results, and reflect how
much the results can be expected to generalize to other settings.

* It is fine to include aspirational goals as motivation as long as it is clear that these goals
are not attained by the paper.

2. Limitations
Question: Does the paper discuss the limitations of the work performed by the authors?
Answer: [Yes]

Justification: The paper discussed the limitations of the work: GLVQ currently relies on
fixed grouping and is applied only to weights.

Guidelines:

* The answer NA means that the paper has no limitation while the answer No means that
the paper has limitations, but those are not discussed in the paper.

 The authors are encouraged to create a separate "Limitations" section in their paper.

* The paper should point out any strong assumptions and how robust the results are to
violations of these assumptions (e.g., independence assumptions, noiseless settings,
model well-specification, asymptotic approximations only holding locally). The authors
should reflect on how these assumptions might be violated in practice and what the
implications would be.

* The authors should reflect on the scope of the claims made, e.g., if the approach was
only tested on a few datasets or with a few runs. In general, empirical results often
depend on implicit assumptions, which should be articulated.

* The authors should reflect on the factors that influence the performance of the approach.
For example, a facial recognition algorithm may perform poorly when image resolution
is low or images are taken in low lighting. Or a speech-to-text system might not be
used reliably to provide closed captions for online lectures because it fails to handle
technical jargon.

* The authors should discuss the computational efficiency of the proposed algorithms
and how they scale with dataset size.

* If applicable, the authors should discuss possible limitations of their approach to
address problems of privacy and fairness.

* While the authors might fear that complete honesty about limitations might be used by
reviewers as grounds for rejection, a worse outcome might be that reviewers discover
limitations that aren’t acknowledged in the paper. The authors should use their best
judgment and recognize that individual actions in favor of transparency play an impor-
tant role in developing norms that preserve the integrity of the community. Reviewers
will be specifically instructed to not penalize honesty concerning limitations.

3. Theory assumptions and proofs

Question: For each theoretical result, does the paper provide the full set of assumptions and
a complete (and correct) proof?

15



Answer: [Yes]

Justification: The paper provide the full set of assumptions and a complete and correct proof
for all theoretical results.

Guidelines:

» The answer NA means that the paper does not include theoretical results.

* All the theorems, formulas, and proofs in the paper should be numbered and cross-
referenced.

* All assumptions should be clearly stated or referenced in the statement of any theorems.

* The proofs can either appear in the main paper or the supplemental material, but if
they appear in the supplemental material, the authors are encouraged to provide a short
proof sketch to provide intuition.

¢ Inversely, any informal proof provided in the core of the paper should be complemented
by formal proofs provided in appendix or supplemental material.

* Theorems and Lemmas that the proof relies upon should be properly referenced.

4. Experimental result reproducibility

Question: Does the paper fully disclose all the information needed to reproduce the main ex-
perimental results of the paper to the extent that it affects the main claims and/or conclusions
of the paper (regardless of whether the code and data are provided or not)?

Answer: [Yes]

Justification: The paper fully disclose all the information needed to reproduce the main
experimental results of the paper.

Guidelines:

» The answer NA means that the paper does not include experiments.
* If the paper includes experiments, a No answer to this question will not be perceived
well by the reviewers: Making the paper reproducible is important, regardless of
whether the code and data are provided or not.
If the contribution is a dataset and/or model, the authors should describe the steps taken
to make their results reproducible or verifiable.
Depending on the contribution, reproducibility can be accomplished in various ways.
For example, if the contribution is a novel architecture, describing the architecture fully
might suffice, or if the contribution is a specific model and empirical evaluation, it may
be necessary to either make it possible for others to replicate the model with the same
dataset, or provide access to the model. In general. releasing code and data is often
one good way to accomplish this, but reproducibility can also be provided via detailed
instructions for how to replicate the results, access to a hosted model (e.g., in the case
of a large language model), releasing of a model checkpoint, or other means that are
appropriate to the research performed.

While NeurIPS does not require releasing code, the conference does require all submis-

sions to provide some reasonable avenue for reproducibility, which may depend on the

nature of the contribution. For example

(a) If the contribution is primarily a new algorithm, the paper should make it clear how
to reproduce that algorithm.

(b) If the contribution is primarily a new model architecture, the paper should describe
the architecture clearly and fully.

(c) If the contribution is a new model (e.g., a large language model), then there should
either be a way to access this model for reproducing the results or a way to reproduce
the model (e.g., with an open-source dataset or instructions for how to construct
the dataset).

(d) We recognize that reproducibility may be tricky in some cases, in which case
authors are welcome to describe the particular way they provide for reproducibility.
In the case of closed-source models, it may be that access to the model is limited in
some way (e.g., to registered users), but it should be possible for other researchers
to have some path to reproducing or verifying the results.

5. Open access to data and code
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Question: Does the paper provide open access to the data and code, with sufficient instruc-
tions to faithfully reproduce the main experimental results, as described in supplemental
material?

Answer: [Yes],

Justification: The source code will be released once we obtain the necessary approval from
Alibaba.

Guidelines:

* The answer NA means that paper does not include experiments requiring code.

* Please see the NeurIPS code and data submission guidelines (https://nips.cc/
public/guides/CodeSubmissionPolicy) for more details.

* While we encourage the release of code and data, we understand that this might not be
possible, so “No” is an acceptable answer. Papers cannot be rejected simply for not
including code, unless this is central to the contribution (e.g., for a new open-source
benchmark).

* The instructions should contain the exact command and environment needed to run to
reproduce the results. See the NeurIPS code and data submission guidelines (https:
//nips.cc/public/guides/CodeSubmissionPolicy) for more details.

* The authors should provide instructions on data access and preparation, including how
to access the raw data, preprocessed data, intermediate data, and generated data, etc.

* The authors should provide scripts to reproduce all experimental results for the new
proposed method and baselines. If only a subset of experiments are reproducible, they
should state which ones are omitted from the script and why.

* At submission time, to preserve anonymity, the authors should release anonymized
versions (if applicable).

* Providing as much information as possible in supplemental material (appended to the
paper) is recommended, but including URLSs to data and code is permitted.
6. Experimental setting/details

Question: Does the paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results?

Answer: [Yes]

Justification: The paper specify all the training and test details (e.g., data splits, hyper-
parameters, how they were chosen, type of optimizer, etc.) necessary to understand the
results.

Guidelines:

* The answer NA means that the paper does not include experiments.

» The experimental setting should be presented in the core of the paper to a level of detail
that is necessary to appreciate the results and make sense of them.

* The full details can be provided either with the code, in appendix, or as supplemental
material.

7. Experiment statistical significance

Question: Does the paper report error bars suitably and correctly defined or other appropriate
information about the statistical significance of the experiments?

Answer: [Yes]

Justification: The results reported in the paper are averaged across several independent
experiments.

Guidelines:

» The answer NA means that the paper does not include experiments.

* The authors should answer "Yes" if the results are accompanied by error bars, confi-
dence intervals, or statistical significance tests, at least for the experiments that support
the main claims of the paper.
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8.

10.

* The factors of variability that the error bars are capturing should be clearly stated (for
example, train/test split, initialization, random drawing of some parameter, or overall
run with given experimental conditions).

* The method for calculating the error bars should be explained (closed form formula,
call to a library function, bootstrap, etc.)

* The assumptions made should be given (e.g., Normally distributed errors).

* It should be clear whether the error bar is the standard deviation or the standard error
of the mean.

It is OK to report 1-sigma error bars, but one should state it. The authors should
preferably report a 2-sigma error bar than state that they have a 96% CI, if the hypothesis
of Normality of errors is not verified.

¢ For asymmetric distributions, the authors should be careful not to show in tables or
figures symmetric error bars that would yield results that are out of range (e.g. negative
error rates).

* If error bars are reported in tables or plots, The authors should explain in the text how
they were calculated and reference the corresponding figures or tables in the text.

Experiments compute resources

Question: For each experiment, does the paper provide sufficient information on the com-
puter resources (type of compute workers, memory, time of execution) needed to reproduce
the experiments?

Answer: [Yes]

Justification: The paper provide sufficient information on the computer resources (type of
compute workers, memory, time of execution) needed to reproduce the experiments.

Guidelines:

» The answer NA means that the paper does not include experiments.

 The paper should indicate the type of compute workers CPU or GPU, internal cluster,
or cloud provider, including relevant memory and storage.

* The paper should provide the amount of compute required for each of the individual
experimental runs as well as estimate the total compute.

* The paper should disclose whether the full research project required more compute
than the experiments reported in the paper (e.g., preliminary or failed experiments that
didn’t make it into the paper).

. Code of ethics

Question: Does the research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics https://neurips.cc/public/EthicsGuidelines?

Answer: [Yes]

Justification: The research conducted in the paper conform, in every respect, with the
NeurIPS Code of Ethics.

Guidelines:

¢ The answer NA means that the authors have not reviewed the NeurIPS Code of Ethics.

* If the authors answer No, they should explain the special circumstances that require a
deviation from the Code of Ethics.

* The authors should make sure to preserve anonymity (e.g., if there is a special consid-
eration due to laws or regulations in their jurisdiction).

Broader impacts

Question: Does the paper discuss both potential positive societal impacts and negative
societal impacts of the work performed?

Answer: [Yes]

Justification: We discussed both potential positive societal impacts and negative societal
impacts of the work performed in the appendices.

Guidelines:

18


https://neurips.cc/public/EthicsGuidelines

11.

12.

» The answer NA means that there is no societal impact of the work performed.

* If the authors answer NA or No, they should explain why their work has no societal
impact or why the paper does not address societal impact.

» Examples of negative societal impacts include potential malicious or unintended uses
(e.g., disinformation, generating fake profiles, surveillance), fairness considerations
(e.g., deployment of technologies that could make decisions that unfairly impact specific
groups), privacy considerations, and security considerations.

* The conference expects that many papers will be foundational research and not tied
to particular applications, let alone deployments. However, if there is a direct path to
any negative applications, the authors should point it out. For example, it is legitimate
to point out that an improvement in the quality of generative models could be used to
generate deepfakes for disinformation. On the other hand, it is not needed to point out
that a generic algorithm for optimizing neural networks could enable people to train
models that generate Deepfakes faster.

* The authors should consider possible harms that could arise when the technology is
being used as intended and functioning correctly, harms that could arise when the
technology is being used as intended but gives incorrect results, and harms following
from (intentional or unintentional) misuse of the technology.

« If there are negative societal impacts, the authors could also discuss possible mitigation
strategies (e.g., gated release of models, providing defenses in addition to attacks,
mechanisms for monitoring misuse, mechanisms to monitor how a system learns from
feedback over time, improving the efficiency and accessibility of ML).

Safeguards

Question: Does the paper describe safeguards that have been put in place for responsible
release of data or models that have a high risk for misuse (e.g., pretrained language models,
image generators, or scraped datasets)?

Answer: [NA]
Justification: The paper poses no such risks.
Guidelines:

* The answer NA means that the paper poses no such risks.

* Released models that have a high risk for misuse or dual-use should be released with
necessary safeguards to allow for controlled use of the model, for example by requiring
that users adhere to usage guidelines or restrictions to access the model or implementing
safety filters.

 Datasets that have been scraped from the Internet could pose safety risks. The authors
should describe how they avoided releasing unsafe images.

* We recognize that providing effective safeguards is challenging, and many papers do
not require this, but we encourage authors to take this into account and make a best
faith effort.

Licenses for existing assets

Question: Are the creators or original owners of assets (e.g., code, data, models), used in
the paper, properly credited and are the license and terms of use explicitly mentioned and
properly respected?

Answer: [Yes]

Justification: The creators or original owners of assets (e.g., code, data, models) used in the
paper, are properly credited and the license and terms of use are explicitly mentioned and
properly respected.

Guidelines:
* The answer NA means that the paper does not use existing assets.
 The authors should cite the original paper that produced the code package or dataset.

 The authors should state which version of the asset is used and, if possible, include a
URL.

* The name of the license (e.g., CC-BY 4.0) should be included for each asset.
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13.

14.

15.

* For scraped data from a particular source (e.g., website), the copyright and terms of
service of that source should be provided.

 If assets are released, the license, copyright information, and terms of use in the
package should be provided. For popular datasets, paperswithcode.com/datasets
has curated licenses for some datasets. Their licensing guide can help determine the
license of a dataset.

* For existing datasets that are re-packaged, both the original license and the license of
the derived asset (if it has changed) should be provided.

* If this information is not available online, the authors are encouraged to reach out to
the asset’s creators.
New assets

Question: Are new assets introduced in the paper well documented and is the documentation
provided alongside the assets?

Answer: [NA]
Justification: The paper does not release new assets.
Guidelines:

* The answer NA means that the paper does not release new assets.

* Researchers should communicate the details of the dataset/code/model as part of their
submissions via structured templates. This includes details about training, license,
limitations, etc.

* The paper should discuss whether and how consent was obtained from people whose
asset is used.

* At submission time, remember to anonymize your assets (if applicable). You can either
create an anonymized URL or include an anonymized zip file.
Crowdsourcing and research with human subjects

Question: For crowdsourcing experiments and research with human subjects, does the paper
include the full text of instructions given to participants and screenshots, if applicable, as
well as details about compensation (if any)?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with

human subjects.

* Including this information in the supplemental material is fine, but if the main contribu-
tion of the paper involves human subjects, then as much detail as possible should be
included in the main paper.

* According to the NeurIPS Code of Ethics, workers involved in data collection, curation,
or other labor should be paid at least the minimum wage in the country of the data
collector.

Institutional review board (IRB) approvals or equivalent for research with human
subjects

Question: Does the paper describe potential risks incurred by study participants, whether
such risks were disclosed to the subjects, and whether Institutional Review Board (IRB)
approvals (or an equivalent approval/review based on the requirements of your country or
institution) were obtained?

Answer: [NA]
Justification: The paper does not involve crowdsourcing nor research with human subjects.
Guidelines:

* The answer NA means that the paper does not involve crowdsourcing nor research with
human subjects.
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* Depending on the country in which research is conducted, IRB approval (or equivalent)
may be required for any human subjects research. If you obtained IRB approval, you
should clearly state this in the paper.

* We recognize that the procedures for this may vary significantly between institutions
and locations, and we expect authors to adhere to the NeurIPS Code of Ethics and the
guidelines for their institution.

* For initial submissions, do not include any information that would break anonymity (if
applicable), such as the institution conducting the review.

16. Declaration of LLLM usage
Question: Does the paper describe the usage of LLMs if it is an important, original, or
non-standard component of the core methods in this research? Note that if the LLM is used

only for writing, editing, or formatting purposes and does not impact the core methodology,
scientific rigorousness, or originality of the research, declaration is not required.

Answer: [NA]

Justification: The core method development in this research does not involve LLMs as any
important, original, or non-standard components.

Guidelines:

* The answer NA means that the core method development in this research does not
involve LLMs as any important, original, or non-standard components.

¢ Please refer to our LLM policy (https://neurips.cc/Conferences/2025/LLM)
for what should or should not be described.
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Technical Appendices and Supplementary Material

A A Brief Theoretical Derivation of Babai Rounding’s Error Bound

A.1 Algorithm Description

Babai’s rounding algorithm is a classical method for finding an approximate closest lattice point to a
given target vector. Let
B =[by,...,b,] € RT™*"

be a lattice basis and t € R™ be the target vector. The algorithm proceeds in three steps:

1. Compute the real coordinate vector: x = B~'t. This step expresses the target vector t in
terms of the lattice basis B.

2. Round each coordinate: ¢; = |z; + 0.5]. Here, each coordinate x; is rounded to the nearest
integer c;.

3. Return the lattice point: v = Bc. This gives the approximate closest lattice point.

The error vector e is defined as the difference between the target vector and the approximate lattice
point:
e=t—v=DB(x—c)=BJ, (13)

where 8§ = (61,...,0,)" and |6;| < 1 due to rounding.

A.2 Gram-Schmidt Orthogonalization

To analyze the error, we first orthogonalize the lattice basis B using the Gram-Schmidt process. Let
B* =[b],...,b)]

be the orthogonalized basis, where each b; can be expressed as:

i—1

bi =b; +> p;ib’. (14)
j=1
Here,
. (bi, b})
7t T *
[[b]2

represents the projection coefficient of b; onto b’. This decomposition ensures that by is orthogonal
to all previous b for j < i.

A.3 Error Vector Decomposition

Next, we decompose the error vector e in terms of the orthogonal basis B*. Starting from the
definition of e, we substitute the expression for b;:

n

n i—1
i=1 i=1 Jj=1

By rearranging the terms, we can rewrite e as:

n

GZZ 5j—|- Z 61‘”77@‘ b; (16)

j=1 i=7+41

Let Q5 = 6j + Z?:j-i—l 5i//fj,i- Then,

e= Z a;b’. (17)
j=1
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A.4 Norm Calculation

Since the vectors b’ are orthogonal, the squared norm of e is:
n
le* =" aZ|b}|*. (18)
j=1

A.5 Coefficient Bound

To bound ||e||, we first derive an upper bound for each coefficient «;.

Lemma A.1. Forany 1 < j < n, the coefficient o satisfies:

1 n
gl < 5 (14 D2 lwal | - (19)
i=j+1

Proof. Using the triangle inequality and the fact that |J;| < % for all ¢, we have:

n

i | <1651+ Y |5||N11|< +f (20)
1=7+1 =741
A.6 LLL-Reduced Basis Case
When the basis B is LLL-reduced (with parameter § = 3/4), the projection coefficients satisfy:
1 .
)il < 3 Vi <. 21
Thus, for each 7,
n .
n—
> Il < =5 (22)
i=j+1
A.7 Final Error Bound
Combining the above results, we obtain:
2
n 1 n
lel* <> {5 |1+ D lmial | | D512 (23)
j=1 i=j+1
For an LLL-reduced basis, using the bound 377" . [ < * 21 we have:
1 & n—j
2 * |12
e < £ (1 15 ) 24

Jj=1

Taking the square root of both sides, the final error bound is:

1 n 2
el < £ Z( 22 ) bl 25)
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B Storage Overhead Analysis

For each group g we store the integer codes for myn, weights (by bits per weight) and a small amount
of side information: a d x d FP16 generation matrix plus one FP16 scalar,

mgngbg

Bytes,, (9) = Bytesg,(g) = 2d° + 2. (26)

The overhead ratio is therefore
_ Bytesgy(g)  16d* 4 16
Bytes,,(g) ’

OH, 27)

Mgngbg

Representative cases. Table E]reports the side-information overhead for a fixed row-count m, =
4096 and two typical column widths (n, =128, 256), evaluated at lattice dimensions d € {8,16, 32}
and bit-widths b, € {2,3,4}. Even in the most demanding configuration (2-bit, d = 32, ng = 128),
the FP16 lattice parameters add only =~ 1.6% to the weight codes, while the default setting used in
our main experiments (d = 16, n, = 128, 4-bit) incurs less than 0.2% overhead—confirming that
the side information is negligible across all practical scenarios.

Observation. Even with the largest lattice (d=32) and the most aggressive 2-bit setting, the side-
information overhead is below 1.6%. For the default configuration used in our main experiments
(d=16, n,=128, b,=4), the overhead is under 0.2%, confirming that the FP16 lattice parameters
contribute a negligible addition to the overall model size.

Table 5: Per-group storage overhead (%) with explicit inclusion of the row count m,,. Results are
reported for m, = 4096, column widths n, € {128,256}, lattice dimensions d € {8, 16,32}, and
bit-widths b, € {2,3,4}.

d my ny Overhead (%)
by=2/3/4
8 4096 128 0.10 / 0.07 / 0.05
8 4096 256 0.05 / 0.03 / 0.02
16 4096 128 0.39 / 0.26 / 0.20
16 4096 256 0.20 / 0.13 / 0.10
32 4096 128 1.56 / 1.04 / 0.78
32 4096 256 0.78 / 0.52 / 0.39
T Values computed via Eq. 7).

C Broader Impact

Potential positive societal impacts.: (i) Energy and carbon reduction. By enabling 2—4 bit
deployment of large language models (LLMs) on commodity GPUs or edge SoCs, our method
lowers inference energy per token and reduces the overall carbon footprint of Al services. (ii) Edge
privacy and accessibility. Supporting on-device inference allows sensitive user data to remain
local, strengthening privacy guarantees, and makes advanced language capabilities available on
low-resource or offline devices, fostering digital inclusion. (iii) Cost-effective R&D. Lower hardware
requirements democratise experimentation for academia, small enterprises, and regions with limited
compute infrastructure, broadening participation in Al research and application development.

Potential negative societal impacts.: (i) Easier large-scale misuse. Compressing powerful LLMs
lowers the barrier to deploying them in disinformation, spam, or malicious content generation
pipelines. (ii) Amplified bias under quantisation. Quantisation can introduce distribution shift that
disproportionately affects under-represented dialects or demographic groups, potentially worsening
fairness metrics if not carefully audited. (iii) Expanded surveillance capabilities. Running compact
LLMs on edge cameras or mobile devices may increase ubiquitous monitoring and privacy intrusion
when deployed without appropriate safeguards.
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D Ablation Study of Bit Allocation

We assess the impact of group-wise bit allocation by disabling it and assigning a uniform bit-width
across all groups. This prevents GLVQ from adapting to the varying importance of different weight
groups, resulting in a measurable drop in accuracy. As shown in Table 3 (see Appendix), removing
bit allocation consistently increases perplexity across Llama models and bit-widths. For instance,
on Llama 1-13B with 2-bit quantization, perplexity increases from 5.64 to 5.79. The degradation
becomes more evident at lower bit-widths, where precision budgets are more constrained. These
results confirm that salience-driven bit allocation plays a critical role in preserving model accuracy
under aggressive compression.

Table 6: Ablation study on salience-determined bit allocation. We compare GLVQ with and without
bit allocation across multiple Llama models on Wikitext2 (perplexity |).

Method 1-7B  1-13B  1-30B 1-65B 2-7B 2-13B  2-70B

GLVQ-8D w/ bit allocation (2-bit) 6.28 5.64 4.57 4.01 5.69 5.02 3.62
GLVQ-8D w/o bit allocation (2-bit)  6.44 5.79 4.65 4.10 5.87 5.19 3.72

GLVQ-8D w/ bit allocation (3-bit) 5.72 5.10 4.11 3.56 513 4.48 3.14
GLVQ-8D w/o bit allocation (3-bit)  5.81 5.18 4.17 3.61 5.21 4.55 3.21

GLVQ-8D w/ bit allocation (4-bit) 5.70 5.08 4.09 3.52 5.01 4.44 3.02
GLVQ-8D w/o bit allocation (4-bit)  5.74 5.13 4.14 3.56 5.08 4.49 3.08

E Ablation Study of Group-Specific Lattice Quantization

We evaluate the influence of group-specific lattice learning by replacing each group’s learned genera-
tion matrix with a fixed lattice basis (shared across all groups). As summarised in Table[7} removing
adaptive lattice optimisation consistently increases perplexity for every model size and bit-width. The
degradation is most evident in the 2-bit setting, where the fixed lattice cannot align with group-wise
statistics (e.g., Llama 1-13B rises from 5.64 to 5.89). Even at 4 bits, a shared lattice still hurts
accuracy, confirming that the learned, group-specific basis is an essential component of GLVQ.

Table 7: Ablation study on group-specific lattice codebook learning. We compare GLVQ with learned
vs. fixed lattice bases across multiple Llama models on WikiText-2 (perplexity |).

Method 1-7B  1-13B  1-30B 1-65B 2-7B 2-13B 2-70B
GLVQ-8D w/ adaptive lattice (2-bit)  6.28 5.64 4.57 4.01 5.69 5.02 3.62
GLVQ-8D w/ fixed lattice (2-bit) 6.53 5.89 4.82 4.26 5.95 5.28 3.88
GLVQ-8D w/ adaptive lattice (3-bit) ~ 5.72 5.10 4.11 3.56 5.13 4.48 3.14
GLVQ-8D w/ fixed lattice (3-bit) 5.87 5.25 4.26 3.70 5.27 4.62 3.28
GLVQ-8D w/ adaptive lattice (4-bit)  5.70 5.08 4.09 3.52 5.01 4.44 3.02
GLVQ-8D w/ fixed lattice (4-bit) 5.78 5.16 4.17 3.60 5.09 4.52 3.10

F Ablation Study of Group-Specific Companding

We also examine the contribution of group-specific u-law companding by replacing it with a fixed
transformation across all groups. As shown in Table 4 (see Appendix), removing this component
significantly degrades performance, particularly in low-bit settings where weight distributions are
more difficult to approximate with uniform quantizers. For example, at 2-bit quantization on Llama
1-13B, turning off companding raises the perplexity from 5.64 to 5.87. This confirms that companding
helps mitigate quantization error by better accommodating heavy-tailed weight distributions. Overall,
these ablation results validate the necessity of group-specific companding as a core component of the
proposed GLVQ.
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Table 8: Ablation study on group-specific u-law companding. We compare GLVQ with and without
companding across multiple Llama models on Wikitext2 (perplexity J).

Method 1-7B  1-13B 1-30B 1-65B 2-7B 2-13B 2-70B

GLVQ-8D w/ companding (2-bit) 6.28  5.64 4.57 401 569 5.02 3.62
GLVQ-8D w/o companding (2-bit)  6.58 5.87 4.71 4.18 5.97 5.23 3.88

GLVQ-8D w/ companding (3-bit) 5.72 5.10 4.11 356 513 4.48 3.14
GLVQ-8D w/o companding (3-bit)  5.84 5.20 4.19 3.63 5.23 4.58 3.23

GLVQ-8D w/ companding (4-bit) 5.70 5.08 4.09 352 501 4.44 3.02
GLVQ-8D w/o companding (4-bit) ~ 5.75 5.14 4.12 3.54 506 448 3.06

G Ablation Study of Group Size

We vary the number of columns per group {32, 64, 128,256, 512} to study the trade-off between
granularity and overhead (see Tables[)and [I0). Smaller groups (32, 64) offer slightly lower perplexity
by adapting more precisely to local weight distributions, but they inflate model size and decoding cost
because many lattice codebooks must be stored and reconstructed. Conversely, very large groups (256,
512) minimise codebook overhead yet fail to capture fine-grained distributional variation, yielding
noticeably higher perplexity—particularly at 2- and 3-bit precision. A group size of 128 consistently
provides the best balance, delivering the lowest (or near-lowest) perplexity while keeping storage and
runtime overhead moderate; we therefore adopt 128 as the default in GLVQ.

Table 9: Ablation study of GLVQ with different group sizes on Wikitext2 using Llama 1-7B and
2-7B. We report perplexity (|) under different bit-widths.

Llama 1-7B (Wikitext2) Llama 2-7B (Wikitext2)

Group Size

2-bit  3-bit 4-bit 2-bit  3-bit 4-bit
32 626 5.71 5.68 5.65 5.10 4.97
64 626 572 5.70 5.66 5.13 5.00
128 6.28 5.72 5.70 569 513 5.01
256 634 5.8 5.75 584 5.19 5.08
512 647 585 5.82 591 528 5.17

Table 10: Ablation study of GLVQ with different group sizes on C4 using Llama 1-7B and 2-7B. We
report perplexity ({) under different bit-widths.

. Llama 1-7B (C4) Llama 2-7B (C4)

Group Size

2-bit  3-bit 4-bit  2-bit 3-bit  4-bit
32 7.80 7.16 7.04 730 638 6.28
64 781 717 7.06 732 639 631
128 783 717 17.08 733 640 6.31
256 795 725 715 742 650 6.39
512 814 732 718 751 6.66 6.54

H Ablation Study of Calibration Dataset Size

To evaluate data efficiency, we vary the calibration corpus from 100 K to 8 M RedPajama tokens
(Appendix Table[TT). Perplexity drops steadily until about 4 M tokens, after which gains saturate—an
8 M-token set brings no further improvement and occasionally introduces minor noise. Crucially,
GLVQ remains robust with far fewer samples: reducing the set to 1 M or 500 K tokens incurs only a
marginal increase in perplexity, and even a 100 K-token subset delivers competitive accuracy. These
results confirm that GLVQ attains its best performance with roughly 4 M calibration tokens and
degrades gracefully when calibration data are scarce, underlining its practicality in low-resource
scenarios.
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Table 11: Perplexity () of GLVQ under different calibration set sizes, evaluated on Wikitext2 and
C4 using Llama models (2-bit quantization, context length 2048). Results show that GLVQ achieves
best performance at 4M tokens and remains stable across a wide range of calibration sizes.
Calib Size ~ Tokens Wikitext2 C4
17 1-13 130 165 27 2-13 17 1-13 130 165 27 2-13 270
GLVQ-8D &M 630 565 460 402 571 503 7.84 7.8 650 595 734 657 526
GLVQ-8D 4M 628 564 457 4.01 569 502 783 717 648 594 733 6.56 5.25
GLVQ-8D  2M 634 569 4.63 406 574 507 787 723 654 600 738 661 530
GLVQ-8D IM 638 573 468 410 578 512 792 729 659 605 743 667 535

GLVQ-8D 500K 645 580 474 416 584 519 800 736 667 611 750 674 542
GLVQ-8D 100K  6.58 594 485 429 597 533 817 752 684 627 7.67 6.89 5.60

I Babai Rounding vs. Greedy Coordinate Descent (GCD)

We replace Babai rounding with greedy coordinate descent (GCD) and re-train the quantizer (Ap-
pendix Tables[I2]and [I3). GCD exhibits unstable optimisation and poorer final perplexity across
all model sizes: for 2-bit Llama 1-13B, perplexity rises from 5.64 (Babai) to 5.92 (GCD), and
similar gaps persist at 3- and 4-bit settings. The results underline Babai rounding’s advantage in
both convergence speed and final quality, and we therefore retain it as the default index-assignment
method in GLVQ.

Table 12: Comparison of GLVQ with Babai Rounding vs. GLVQ with Greedy Coordinate Descent
(GCD) on Llama 1 & 2. Perplexity ({) is reported on Wikitext2 and C4 for 4-, 3-, and 2-bit
quantization.
Method Bits Wikitext 2 C4
-7 1-13 130 1-65 2-7 2-13 1-7 1-13 1-30 1-65 27 2-13

GLVQ-8D-babai 4 570 5.08 4.09 352 501 444 7.08 6.55 592 558 631 5.81
GLVQ-8D-GCD 4 590 532 428 372 523 465 730 678 6.18 582 6.62 6.04
GLVQ-8D-babai 3 572 510 411 356 513 448 717 6.60 591 558 640 5.85
GLVQ-8D-GCD 3 595 537 436 382 538 472 741 683 6.3 578 6.70 6.08
GLVQ-8D-babai 2 628 564 457 401 569 502 7.83 717 648 594 733 6.56
GLVQ-8D-GCD 2 6.72 6.08 501 445 6.14 546 830 7.62 696 639 781 7.00

Table 13: Zeroshot Accuracy comparison of GLVQ with Babai Rounding vs. GLVQ with Greedy
Coordinate Descent (GCD) on Llama 2.

\ 2-13 27
Method | Bis ArcC  ArcE  PIQA WINO | Bits ArcC  ArcE  PIQA  WINO
Original Model | 16 456 733 735 696 | 16 400 693 785 673
GLVQ-8D-babai | 4 460 740 792 705 | 4 407 695 786 678
GLVQ-8D-GCD | 4 453 734 784 698 | 4 399 689 778 670
GLVQ-8D-babai | 3 465 742 793 710 | 3 409 698 788 679
GLVQ-8D-GCD | 3 457 735 785 702 | 3 400 690 779  67.1
GLVQ-8D-babai | 2 40.0 708 780 713 | 2 355 645 755 672
GLVQ-8D-GCD | 2 389 694 767 700 | 2 340 632 739 660
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