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Abstract

Large language models (LLMs) achieve impressive performance, yet the mecha-
nisms by which information flows and adapts during fine-tuning remain underex-
plored. We introduce entropy rate as a dynamic, space–time information-theoretic
metric that captures how uncertainty propagates across layers and evolves across
epochs. Building on this foundation, we derive the redundancy score, a tractable
approximation that quantifies the predictability of each layer’s representations from
its neighbors. Layers with high redundancy contribute little novel information
and are strong candidates for structured pruning. Empirical studies on RoBERTa-
base (GLUE benchmark) show that redundancy-score pruning achieves substantial
compression while preserving accuracy, outperforming knowledge-entropy prun-
ing, LayerDrop, and SlimLLM. Beyond compression, redundancy profiles reveal
consistent architectural patterns, with mid-layer peaks corresponding to dynamic
representational activity. These findings position entropy rate and redundancy
score as principled, interpretable tools for analyzing, optimizing, and compressing
foundation models in natural language understanding and reasoning.

1 Introduction

Large language models (LLMs), such as RoBERTa, GPT, and T5, have achieved remarkable success
across a wide spectrum of natural language understanding and generation tasks. Despite their empiri-
cal effectiveness, the internal information dynamics that underpin their learning and adaptation remain
incompletely understood. In particular, questions persist regarding how uncertainty, redundancy, and
information flow evolve within these deep architectures during fine-tuning, and how such dynamics
relate to functional specialization, knowledge acquisition, and efficient model compression.

Previous research has sought to probe LLM representations using a range of tools, including repre-
sentational similarity analysis [25, 18], probing classifiers [2, 3], and information-theoretic measures
such as mutual information (MI) [29, 27, 12]. While these approaches have revealed important
structural and geometric properties of deep neural representations, they are typically limited to static,
layerwise snapshots. As a result, they offer only partial visibility into the temporal evolution and
dynamic propagation of information across layers and epochs.

A recent line of work has introduced knowledge entropy as a means to quantify uncertainty in LLM
outputs and internal memory utilization [17]. However, knowledge entropy is inherently static,
capturing only the aggregate uncertainty in a single layer or at a single epoch. This motivates the need
for dynamic, process-level metrics that can more fully characterize the propagation and transformation
of information as learning unfolds.

In this paper, we propose entropy rate as a principled, dynamic information-theoretic metric for
analyzing LLM fine-tuning. Entropy rate measures the conditional uncertainty in a layer’s represen-
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tations at a given epoch, conditioned on preceding layers and previous epochs, thereby capturing
both spatial (layerwise) and temporal (epochwise) information flow. By formulating representation
dynamics as a space–time Markov chain, we derive efficient approximations of entropy rate based on
Gaussianization and cosine similarity of finite differences. From this framework, we introduce the
redundancy score, a monotone reparameterization of entropy rate that quantifies how predictable a
layer’s representations are from its neighbors. Layers with high redundancy scores contribute little
novel, task-relevant information and are natural candidates for structured pruning.

We empirically evaluate redundancy score and entropy rate on RoBERTabase across eight GLUE
benchmark tasks, comparing against knowledge entropy, SlimLLM, and random structured dropout.
Our results reveal a universal, non-monotonic redundancy profile—low at the input/output layers and
peaking in the mid-layers—indicating zones of heightened representational flexibility. Pruning layers
with the highest redundancy score preserves accuracy while significantly reducing model complexity,
outperforming knowledge-entropy pruning, SlimLLM, and LayerDrop.

Contributions. Our main contributions are:

• We introduce entropy rate as a dynamic, space–time information-theoretic metric for charac-
terizing knowledge propagation and uncertainty dynamics in LLM fine-tuning.

• We derive the redundancy score from entropy rate, providing a tractable and interpretable
criterion for identifying prunable layers.

• Through extensive experiments on GLUE, we show that redundancy score uncovers robust,
universal specialization patterns in LLMs and enables effective structured pruning with
minimal performance loss.

• We clarify the distinction between entropy rate and redundancy score highlighting their
complementary roles in understanding model dynamics.

Overall, our findings establish entropy rate and redundancy score as principled, interpretable, and
practical tools for analyzing, diagnosing, and compressing large language models, enabling more
efficient and robust neural NLP systems.

2 Related Work

Understanding the internal information dynamics of LLMs during training and fine-tuning has been
an active and rapidly developing area of research. Early investigations primarily focused on static
analyses using probing [2, 3], representational similarity [25, 18], and information-theoretic measures
such as mutual information (MI) [29, 27, 30, 12, 10], to provide snapshots of knowledge, feature
geometry, or representational structure in pretrained models. However, these approaches generally do
not capture the dynamic, process-level evolution of internal representations that occurs throughout
fine-tuning.

Knowledge Entropy and Representational Dynamics. The concept of knowledge entropy, intro-
duced by Kim et al. [17], provides an information-theoretic view on the evolution of output entropy
during LLM pretraining and its link to knowledge acquisition capacity. They show that declining
output entropy signals a reduction in learning ability, but their framework focuses on output distribu-
tions and single-layer metrics. Our approach extends this line by adopting a multi-layer, space-time
formulation of entropy rate, capturing how uncertainty and information propagate not only through
depth but also across epochs. In parallel, Skean et al. [28] highlight the importance of intermediate
layers, demonstrating via information-theoretic and geometric analysis that these layers often yield
the richest representations for downstream tasks.

Mutual Information in Neural Networks. The Information Bottleneck (IB) principle [29] and its
deep learning applications [27, 12, 10] have inspired a substantial body of work using MI to under-
stand learning and generalization. Tishby et al. [30] argue that deep networks can be characterized
by MI between layers and input/output variables, which relate to theoretical generalization bounds.
Extensions such as those by Goldfeld et al. [10, 11] address practical MI estimation in deep architec-
tures. While MI-based metrics track important spatial dependencies, their use in high-dimensional
settings is often limited by computational challenges and statistical noise [24]. Furthermore, most
MI analyses provide only static or per-layer insight, neglecting the temporal dynamics that unfold
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during fine-tuning. Our entropy rate framework circumvents these limitations by providing a tractable,
theoretically grounded measure of temporal and spatial information propagation.

Entropy and Uncertainty in Language Models. A rapidly expanding line of research leverages
entropy-based metrics to probe LLM uncertainty, robustness, and generalization. The so-called
“entropy law” connecting compression to performance has been explored in [36], while panoptic
analyses link compression and cross-entropy to scaling laws [23]. Entropy minimization has emerged
as an effective regularizer in both training and inference [1, 4], and high-entropy tokens are linked to
model uncertainty and robustness [34]. More nuanced metrics, such as kernel language entropy [22]
and semantic entropy [9], enable context-sensitive evaluation. Recent studies have also explored
entropy in the context of memory compression [6], privacy [13], dataset curation [33], memoriza-
tion [16], and test-time scaling [33]. Yet, most entropy analyses remain static or focus on token-level
uncertainty, failing to capture dynamic information flow over time and depth.

Entropy Rate and Dynamic Information Flow. Our work is distinctive in introducing entropy rate as
a space-time metric, tracking how uncertainty propagates through both layers and epochs during LLM
fine-tuning. By moving beyond static or token-level analyses, entropy rate provides a fundamentally
new perspective on representational evolution, saturation, and the flow of knowledge. Related efforts
on entropic distribution matching [19] and adaptive regularization [35] hint at the broader importance
of dynamic, process-level information metrics for model adaptation and optimization.

Other Related Approaches. Cosine similarity and Centered Kernel Alignment (CKA) [25, 18] are
commonly used to compare layer representations but lack grounding in information theory and do
not quantify learning capacity or knowledge saturation. Recent work has also used entropy-based
metrics in continual learning for detecting knowledge plateaus or catastrophic forgetting [5], but such
techniques are rarely applied to standard LLM fine-tuning scenarios. Our entropy rate formulation
provides a unified and practical tool for diagnosing knowledge saturation and representational
bottlenecks in both standard and continual learning regimes.

Summary. While prior research has built a foundation for probing, quantifying, and analyzing
LLM representations, our contribution lies in advancing a dynamic, theoretically principled, and
computationally practical entropy rate metric. This framework allows us to diagnose knowledge
acquisition, representational redundancy, and saturation throughout both space (layers) and time
(epochs), bridging the gap between information theory and the evolving internal dynamics of large
language models.

3 Proposed Method

3.1 Markov Chain Structure for Representations in the Space-Time Domain

During LLM fine-tuning, model representations evolve both hierarchically across layers and progres-
sively across epochs. Let Xt

l denote the hidden representation (or activation) at layer l and epoch t.
Typically, Xt

l is a high-dimensional vector (or tensor, for batched inputs) capturing the intermediate
output of the l-th transformer block at epoch t. These representations encode rich semantic and
syntactic features, which change both with model depth and as fine-tuning proceeds.

The evolution of these representations can be naturally modeled as Markov chains, since each state
primarily depends on its immediate predecessor. In the spatial (layerwise) domain, the representation
at each layer depends chiefly on the output of the previous layer, while in the temporal (epochwise)
domain, the representation at each epoch is mainly determined by the prior epoch due to incremental
parameter updates.

Formally, the Markov dependencies can be expressed as
X1 → X2 → · · · → XL, (1)

in the spatial (layer) domain, and as

X1 → X2 → · · · → XT , (2)
in the temporal (epoch) domain. Here, L denotes the number of layers and T the number of epochs.

These Markov chain structures justify the use of dynamic, process-level information-theoretic metrics,
the entropy rate, to characterize how uncertainty, information, and knowledge propagate through
space (layers) and time (epochs) during LLM fine-tuning.
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3.2 Entropy Rate in LLM Fine Tuning

The entropy of a random variable measures its uncertainty [7]. The entropy rate quantifies the
uncertainty or variability of the representations generated by each layer across epochs, conditioned
on its previous state and neighboring layers. Formally, we define entropy rate of LLM fine tuning in
space-time as:

H(Xt+1
l+1 |X

t+1
l , Xt+1

l−1 , · · · , X
t+1
1 , Xt

l+1, X
t−1
l+1 , · · · , X

1
l+1) (3)

where Xt
l denotes the hidden representation (i.e., the output embedding or activation) of layer l

at epoch t. This quantity captures the conditional uncertainty in the representation produced by
layer l + 1 at epoch t + 1, given all lower-layer representations at the current epoch and all past
representations of layer l + 1.

Based on the Markov chains in (1) and (2), (3) can be simplified as

H(Xt+1
l+1 | Xt+1

l , Xt
l+1) = −

∑
x

P (xt+1
l+1 , x

t+1
l , xt

l+1) log
P (xt+1

l+1 , x
t+1
l , xt

l+1)

P (xt+1
l , xt

l+1)
(4)

The Markovian property justifies the definition and computation of entropy rate in our proposed
space-time analysis framework, providing a structured and rigorous means of quantifying knowledge
dynamics.

We can explicitly write the representation Xt+1
l+1 as a function of the current input, multi-head attention

weights, and feed-forward weights [31]:

Xt+1
l+1 = fl+1

(
MHAl+1(X

t+1
l ;W attn

l+1 ), Wffn
l+1

)
(5)

MHAl+1(X) = Concat (head1, . . . ,headh)W
O
l+1 (6)

headi = Attention(XWQ
l+1,i, XWK

l+1,i, XWV
l+1,i) (7)

where W attn
l+1 and Wffn

l+1 denote the set of attention and feed-forward weights in layer l + 1.

Note that Xt+1
l+1 depends not only on the lower-layer representations at the current epoch, but also on

its own previous state Xt
l+1 via the parameter update process:

Xt+1
l+1 = fl+1(X

t+1
l ; θt+1

l+1 ), (8)

where θt+1
l+1 is obtained from θtl+1 by a gradient update that uses Xt

l+1 (or gradients computed from
it). Thus, Xt+1

l+1 is indirectly dependent on Xt
l+1, reflecting the memory effect of weight updates over

epochs.

In the analysis of information dynamics within LLMs, directly computing quantities like entropy rate
is often intractable due to the high dimensionality and complex, nonlinear dependencies between
layers and time steps. These information-theoretic measures, however, are critical for understanding
how knowledge is propagated, retained, or transformed across the network’s depth (layers) and
breadth (time or input sequence). Entropy rate quantifies the uncertainty or information content
introduced at each layer over time. Approximating these quantities using tractable proxies such
as first-order Gaussian approximations [10][26] or cosine similarity between finite differences of
embeddings—allows us to efficiently and insightfully characterize the model’s internal information
flow. These approximations provide practical tools for diagnosing bottlenecks, identifying redundancy,
and informing pruning or compression strategies in modern transformer-based architectures. In this
paper, we propose approximation methods for entropy rate.

3.3 Entropy Rate Approximation

Let Jl denote the Jacobian of layer l with respect to a local input perturbation around the state
(Xt

l , X
t
l+1). Formally, it is defined as the first-order derivative of the layer’s output at time t+ 1 with

respect to the local input vector x:

Jl =
∂Xt+1

l

∂x

∣∣∣∣
x=(Xt

l ,X
t
l+1)

, (9)

4



and analogously for layer l + 1,

Jl+1 =
∂Xt+1

l+1

∂x

∣∣∣∣∣
x=(Xt

l ,X
t
l+1)

. (10)

Here, x represents a perturbation vector sampled from a local Gaussian distribution centered at the
current state. Although Xt+1

l and Xt+1
l+1 are evaluated at time t+ 1, the Jacobians are computed at

time t to capture the local linear behavior of the forward dynamics.

Define u = Xt+1
l+1 and v = (Xt+1

l , Xt
l+1). Under a first-order Taylor expansion around x0 =

(Xt
l , X

t
l+1), we have:

u ≈ u0 + Jl+1 δx, (11)

v ≈ v0 +

(
Jl

Jl+1

)
δx, (12)

where δx ∼ N (0, σ2I) is a small perturbation, and the nominal (unperturbed) values are:

u0 = Xt+1
l+1

∣∣
x=x0

, (13)

v0 =
(
Xt+1

l , Xt
l+1

) ∣∣
x=x0

. (14)

The constants u0 and v0 represent the outputs at the expansion point and merely shift the Gaussian
mean; they do not affect the covariance and thus do not contribute to the entropy computation.
Theorem 1 (First-Order Entropy Rate Approximation). Under a first-order linear–Gaussian approx-
imation around x = (Xt

l , X
t
l+1) with perturbation δx ∼ N (0, σ2I), the entropy rate of layer l + 1

admits the expansion

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
≈ dl+1

2
ln
(
2πe σ2

)
− 1

2
tr(A), (15)

where
A = (Σuu)

−1/2 Σuv Σ
−1
vv Σvu (Σuu)

−1/2, (16)
and the local covariance blocks are

Σuu = σ2Jl+1J
⊤
l+1, (17)

Σvv = σ2

(
JlJ

⊤
l JlJ

⊤
l+1

Jl+1J
⊤
l Jl+1J

⊤
l+1

)
, (18)

Σuv = σ2 Jl+1

(
Jl

Jl+1

)⊤

. (19)

The proof of this Theorem is provided in Appendix A.
Theorem 2 (Cosine-Similarity Approximation of Entropy Rate). Under the first-order lin-
ear–Gaussian and finite-difference approximations, the entropy rate

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
can be estimated by

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
≈ dl+1

2
ln
(
2πe σ2

)
− 1

2(B − 1)

B−1∑
i=1

cos2
(
∆zl+1,i, ∆zl,i

)
, (20)

where

∆zl,i ≈ zl,i+1 − zl,i,

∆zl+1,i ≈ zl+1,i+1 − zl+1,i, (21)

and zl,i and zl+1,i denote the embeddings at layer l and l+ 1 on the i-th sample of a batch of size B.
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The proof of this Theorem is provided in Appendix B.

To obtain the conditional entropy estimate over a full epoch, we compute the average of the batch-level
estimates. Suppose the epoch consists of M batches, each of size B. For the m-th batch, the estimate
is given by:

H
(m)
l+1 ≈ dl+1

2
ln
(
2πe σ2

)
− 1

2(B − 1)

B−1∑
i=1

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
. (22)

Then, the epoch-level conditional entropy is obtained by averaging over all M batches:

H l+1 =
1

M

M∑
m=1

H
(m)
l+1 (23)

=
dl+1

2
ln
(
2πe σ2

)
− 1

2M(B − 1)

M∑
m=1

B−1∑
i=1

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
. (24)

This expression provides a stable estimate of the conditional entropy for layer l + 1 across the full
training epoch.

In Appendix C, we provide the computational complexity, memory and storage requirements for
the exact computation, Theorems 1 and 2. For representation dimension d and batch size B, the
computational complexity for Theorem 1 is O(d3 + d2B), and for Theorem 2 is O(dB).

Subsequently, we define Redundancy Score Rl+1:

Rl+1 :=
1

2M(B − 1)

∑
m,i

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
(25)

The details are described in Appendix D. We will therefore refer to Rl+1 as the Redundancy Score
(higher values indicate greater redundancy and, thus, a more prunable layer).

4 Experimental Results

We evaluate the entropy rate during both full fine-tuning and Low Rank Adaptation (LoRA) [15]
using RoBERTa [20] on the GLUE [32] benchmark. In addition, we compare entropy rate with
knowledge entropy during full fine-tuning, and further apply entropy rate as a criterion for layer
pruning. All experiments are conducted in a Google Colab environment equipped with an NVIDIA
A100 GPU, ensuring a consistent computational platform for entropy rate analysis and layer pruning
of RoBERTa on standard natural language understanding tasks. The runtime for the experiments was
approximately 3 hours.

4.1 Entropy Rate in Full Fine Tuning

In Fig. 1, we summarize the entropy rate (redundancy score) versus the layer index (starting layer 2
to compute redundancy score) in RoBERTabase fine tuning for eight datasets on the GLUE benchmark.
Across all datasets, the redundancy score as a function of layer depth exhibits a highly consistent
and distinctive profile. Specifically, the redundancy score remains low in the input and output
layers, but increases sharply through the early and middle layers, reaching a pronounced peak in the
upper-middle layers of the model (typically layers 3 to 8). This non-monotonic “∩-shaped” pattern is
robust to both the choice of dataset and the epoch of fine-tuning. The peak redundancy score values,
observed in the middle layers, often surpass 0.2–0.3, while the redundancy score in the final layer can
be as low as 10−3. Minor variations in the exact location and amplitude of the redundancy score peak
are observed across different datasets, reflecting some degree of task specificity, yet the qualitative
trend remains universal. Furthermore, this profile is stable across training epochs, with early, middle,
and late layers maintaining their respective redundancy score characteristics throughout fine-tuning.

These results indicate a clear functional specialization across the layers of large language models.
The low redundancy score in the input layers suggests stable feature extraction, while the elevated
redundancy score in the middle layers marks a zone of increased representational uncertainty and
flexibility, likely corresponding to dynamic knowledge integration and task adaptation. Output layers,
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(c) (d)
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(g) (h)

Figure 1: The redundancy score versus layer index in RoBERTabase with full fine tuning for 6 epochs
using eight datasets on the GLUE benchmark, (a) MNLI, (b) MRPC, (c) SST-2, (d) CoLA, (e) QNLI,
(f) QQP, (g) RTE, (h) STS-B.

in contrast, return to low redundancy score, reflecting highly deterministic, task-aligned decoding.
The universality of this ∩-shaped redundancy score profile implies that redundancy score is an
intrinsic property of transformer architectures during fine-tuning, largely independent of specific
dataset or task.

Consequently, redundancy score can serve as a principled metric for identifying which layers are most
amenable to pruning or compression. Layers with high redundancy score exhibit greater redundancy
in their representations, often reflecting dynamic adaptation rather than essential information. As a
result, pruning these layers with higher redundancy score is less likely to harm the model’s predictive
accuracy or core capabilities, since their information is either noisy or can be compensated by
neighboring layers. In contrast, low-redundancy-score layers encode more stable and indispensable
representations. This observation justifies a redundancy-score-guided pruning strategy, where layers
with the highest redundancy score are removed to achieve efficient model compression without
significant degradation in performance.

4.2 Application to LLM Pruning

We prune layers using the redundancy score Rl from (25), a positive, monotone reparameterization of
the layerwise entropy-rate estimator, rather than the raw entropy rate. Intuitively, Rl quantifies how
much a layer’s representation change is predictable from (or duplicative of) neighboring layers, i.e.,
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how little novel, task-relevant information it contributes. Layers with higher Rl thus encode more
redundant or noisy variation and are stronger pruning candidates. We therefore rank layers by Rl

(higher is more prunable) and remove those at the top of the ranking subject to architectural constraints
(e.g., preserving embeddings and the output head). This targeted criterion preferentially eliminates
duplicative computation, reducing model size and inference latency while maintaining—often after a
brief recovery fine-tune—accuracy and generalization.

Table 1 reports pruning results on RoBERTabase across the GLUE benchmark (MNLI, MRPC, SST-2,
CoLA, QNLI, QQP, RTE, STS-B). The first row gives the fully fine-tuned baseline after 6 epochs,
using the task-appropriate metric (accuracy for MNLI/QNLI/RTE/SST-2, Matthews correlation
for CoLA, F1/accuracy for MRPC/QQP, and Pearson correlation for STS-B). For pruning, we
remove four of the twelve transformer layers using four criteria: (1) pruning the four layers with the
highest redundancy score Rl (a positive, monotone reparameterization of our layerwise entropy-rate
estimator), (2) pruning the four layers with the highest knowledge entropy (KE), (3) random structured
LayerDrop following Fan et al. [8], and (4) SlimLLM layer pruning [14]. After each pruning/dropout
operation, we fine-tune for 5 additional epochs. The post-pruning results are summarized in rows 2–5.

Table 1: GLUE benchmark accuracy (or correlation for STS-B) for RoBERTabase under full fine-
tuning, entropy rate pruning, knowledge entropy pruning, and random layer dropout.

Method MNLI MRPC SST-2 CoLA QNLI QQP RTE STS-B
No Pruning 0.7840 0.8480 0.9220 0.8274 0.8731 0.8386 0.7509 0.9075
Our ER Pruning 0.7860 0.8480 0.9186 0.8255 0.8548 0.8361 0.7437 0.9063
KE Pruning [17] 0.3668 0.6838 0.7294 0.6913 0.5054 0.6318 0.5271 0.3125
Layer Dropout [8] 0.6910 0.8235 0.9186 0.6913 0.8371 0.8003 0.7256 0.8938
SlimLLM [14] 0.7660 0.8088 0.8979 0.8092 0.8548 0.8359 0.6787 0.9043

Our results show that redundancy-score (ER-derived) pruning closely tracks the full fine-tuning
baseline, indicating that Rl is effective at identifying layers that contribute little novel, task-relevant
information. In contrast, KE-based pruning causes substantial degradation across all tasks, suggesting
it is not a reliable signal for structured layer removal in RoBERTa. LayerDrop yields intermediate
performance—better than KE but consistently below the redundancy-score criterion, with especially
large gaps on linguistically challenging tasks such as CoLA and QNLI. SlimLLM is competitive but
generally trails our method and the no-pruning baseline, with parity on QNLI and near-parity on
QQP/STS-B. Overall, these findings support the redundancy score as a robust and principled pruning
signal, enabling meaningful compression with minimal loss in downstream performance.

5 Conclusions and Future Work

We introduced a space–time framework for analyzing information dynamics during LLM fine-tuning
by modeling hidden representations as Markov chains across depth (layers) and time (epochs).
Leveraging this structure, we derived tractable approximations to entropy rate via a first-order
linear–Gaussian analysis and a cosine-similarity surrogate and proposed the Redundancy Score Rℓ

as a positive, monotone reparameterization that quantifies how predictable a layer’s representation
change is from its neighbors. Empirically, Rℓ provides an effective signal for structured layer
pruning: on RoBERTabase across GLUE (Table 1), redundancy-score pruning closely preserves the full
fine-tuning baseline and outperforms knowledge-entropy pruning and LayerDrop, while remaining
competitive with SlimLLM.

Several promising directions emerge from our study. First, extending entropy rate analysis to even
larger LLMs (e.g., GPT) and multi-modal architectures may further illuminate universal principles
of deep learning dynamics. Second, combining entropy rate with other dynamic metrics, such as
mutual information rate or Fisher information, could yield a richer, multi-faceted understanding of
knowledge acquisition, retention, and forgetting. Third, exploring entropy-rate-guided pruning in
continual, multi-task, or low-resource settings may unlock new avenues for efficient adaptation and
deployment of foundation models.
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A Proof of Theorem 1

Proof. Consider the first-order Taylor approximations:

u = Xt+1
l+1 ≈ u0 + Jl+1 δx, (26)

v =
(
Xt+1

l , Xt
l+1

)
≈ v0 +

(
Jl

Jl+1

)
δx, (27)

where δx ∼ N (0, σ2I) is a small Gaussian perturbation around the point x = (Xt
l , X

t
l+1). Since

both u and v are affine transformations of a Gaussian random variable, they are jointly Gaussian.

From this, the joint covariance matrices are:

Σuu = Cov(u) = σ2Jl+1J
⊤
l+1, (28)

Σvv = Cov(v) = σ2

(
JlJ

⊤
l JlJ

⊤
l+1

Jl+1J
⊤
l Jl+1J

⊤
l+1

)
, (29)

Σuv = Cov(u, v) = σ2Jl+1

(
Jl

Jl+1

)⊤

. (30)

The conditional entropy of a Gaussian random variable is given by [7]:

H(u | v) = 1

2
ln
(
(2πe)dl+1 detΣu|v

)
, (31)

where Σu|v = Σuu − ΣuvΣ
−1
vv Σvu. (32)

Now define the matrix:
A := Σ−1/2

uu ΣuvΣ
−1
vv ΣvuΣ

−1/2
uu , (33)

which is a symmetric positive semi-definite matrix quantifying how much the conditional variance is
reduced by observing v.

Using the identity for positive definite matrices:

Σu|v = Σ1/2
uu (I −A)Σ1/2

uu ,

we obtain:
det(Σu|v) = det(Σuu) · det(I −A). (34)

Hence, the conditional entropy becomes:

H(u | v) = 1

2
ln
(
(2πe)dl+1 det(Σuu) · det(I −A)

)
(35)

=
dl+1

2
ln(2πe) +

1

2
ln det(Σuu) +

1

2
ln det(I −A). (36)

Recall that Σuu = σ2Jl+1J
⊤
l+1, so:

ln det(Σuu) = dl+1 lnσ
2 + ln det(Jl+1J

⊤
l+1), (37)
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where the second term can be absorbed into constants not affecting the dependency on noise.

Assuming A is small (i.e., v is weakly informative about u), we use the matrix log approximation [21]:

ln det(I −A) ≈ −tr(A), (38)

yielding:

H(u | v) ≈ dl+1

2
ln(2πe σ2)− 1

2
tr(A). (39)

Finally, by identifying u = Xt+1
l+1 and v = (Xt+1

l , Xt
l+1), we obtain the entropy rate approximation:

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
≈ dl+1

2
ln
(
2πe σ2

)
− 1

2
tr(A). (40)

B Proof of Theorem 2

Proof. From Theorem 1 and the Gaussian conditional entropy, we have

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
≈ dl+1

2
ln
(
2πe σ2

)
− 1

2
tr(A), (41)

where
A = (Σuu)

−1/2 Σuv Σ
−1
vv Σvu (Σuu)

−1/2. (42)

In practice we replace the unknown δx by finite differences between consecutive batch samples. For
i = 1, . . . , B − 1,

Jl(x) δx ≈ zl,i+1 − zl,i = ∆zl,i,

Jl+1(x) δx ≈ zl+1,i+1 − zl+1,i = ∆zl+1,i. (43)

where zl,i and zl+1,i denote the embeddings at layer l and l + 1 on the i-th sample of a batch of size
B. We treat batch index i as approximating discrete time steps, i.e., i ≈ t.

Now recall from above that:

Σuu = σ2Jl+1J
⊤
l+1, (44)

Σvv = σ2

(
JlJ

⊤
l JlJ

⊤
l+1

Jl+1J
⊤
l Jl+1J

⊤
l+1

)
, (45)

Σuv = σ2Jl+1

(
Jl

Jl+1

)⊤

. (46)

When computing the conditional covariance and its inverse or whitening operations, the common
factor σ2 appears uniformly in all covariance matrices. Consequently, it cancels out naturally from
all subsequent normalized or whitening expressions, so we just ignore σ2 from now on.

Under the rank-one approximation (plus a small ridge ϵI for stability), the local covariance blocks
satisfy

Σuu ≈ ∆zl+1,i ∆z⊤l+1,i + ϵI, (47)

Σuv ≈ ∆zl+1,i ∆z⊤l,i, (48)

Σvv ≈

(
∆zl,i ∆z⊤l,i ∆zl,i ∆z⊤l+1,i

∆zl+1,i ∆z⊤l,i ∆zl+1,i ∆z⊤l+1,i

)
+ ϵI. (49)

Whitening involves multiplying by the inverse square root of Σuu:

Σ−1/2
uu ≈ (∆zl+1,i∆z⊤l+1,i + ϵI)−1/2. (50)
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Since ∆zl+1,i∆z⊤l+1,i is rank-one, we can use the identity for a small ridge ϵ > 0:

(∆zl+1,i∆z⊤l+1,i + ϵI)−1/2

≈ 1

∥∆zl+1,i∥2 + ϵ
∆zl+1,i∆z⊤l+1,i. (51)

Similarly, the inverse covariance Σ−1
vv is approximated by whitening the block-diagonal terms

independently, yielding a block-diagonal approximation:

Σ−1
vv ≈

(
(∥∆zl,i∥2 + ϵ)−1I 0

0 (∥∆zl+1,i∥2 + ϵ)−1I

)
.

Now, substituting these approximations into the definition of A, we have explicitly:

A = Σ−1/2
uu ΣuvΣ

−1
vv ΣvuΣ

−1/2
uu

≈
∆zl+1,i∆z⊤l+1,i

∥∆zl+1,i∥2 + ϵ
(∆zl+1,i∆z⊤l,i)

·

(
(∥∆zl,i∥2 + ϵ)−1I 0

0 (∥∆zl+1,i∥2 + ϵ)−1I

)

·(∆zl,i∆z⊤l+1,i)
∆zl+1,i∆z⊤l+1,i

∥∆zl+1,i∥2 + ϵ
. (52)

Since this product is rank-one, the trace simplifies greatly. Noting the cyclic property of the trace, we
have:

tr(A) ≈
∆z⊤l+1,i∆zl+1,i∆z⊤l,i∆zl,i∆z⊤l+1,i∆zl+1,i

(∥∆zl+1,i∥2 + ϵ)2(∥∆zl,i∥2 + ϵ)

=
∥∆zl+1,i∥2 (∆z⊤l,i∆zl+1,i)

2

(∥∆zl+1,i∥2 + ϵ)2(∥∆zl,i∥2 + ϵ)
. (53)

By assuming that ϵ is sufficiently small compared to embedding norms, we simplify this further to:

tr(A) ≈ ⟨∆zl+1,i,∆zl,i⟩2

∥∆zl+1,i∥2 ∥∆zl,i∥2 + ϵ
= cos2(∆zl+1,i,∆zl,i), (54)

where we used the definition of cosine similarity:

cos(x,y) =
x⊤y

∥x∥∥y∥
. (55)

Finally, averaging over i = 1, . . . , B − 1 yields

H
(
Xt+1

l+1 | Xt+1
l , Xt

l+1

)
≈ dl+1

2
ln
(
2πe σ2

)
− 1

2(B − 1)

B−1∑
i=1

cos2
(
∆zl+1,i, ∆zl,i

)
. (56)

C Computational and Memory Complexity

We analyze the computational complexity, memory usage, and storage costs of three methods for
estimating the entropy rate of a neural network layer: (1) the exact entropy computation based on
discrete probability distributions, (2) the first-order linear–Gaussian approximation (Theorem 1), and
(3) the cosine-similarity-based approximation (Theorem 2).
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The exact entropy rate is defined as:

H(Xt+1
l+1 | Xt+1

l , Xt
l+1) = −

∑
x

P (xt+1
l+1 , x

t+1
l , xt

l+1) log
P (xt+1

l+1 , x
t+1
l , xt

l+1)

P (xt+1
l , xt

l+1)
. (57)

To compute this expression exactly, one must estimate the full joint distribution over the discretized
states of three layer representations, xt+1

l+1 , x
t+1
l , xt

l+1). Assuming each activation vector is quantized
into Q bins per dimension and the layer dimensionality is d, the joint distribution spans Q3d states.
This results in an exponential computational and memory complexity of O(Q3d), rendering the
method intractable for high-dimensional layers. Even for moderate dimensions (e.g., d = 10 and
Q = 10), the state space already exceeds 1030. Moreover, storing joint histograms across M batches
during training incurs a total storage cost of O(MQ3d).

The first-order linear–Gaussian approximation (Theorem 1) models the conditional entropy using
local Jacobians and covariance blocks around each data point. The key operations include matrix
multiplications, inversions, and square roots of d× d matrices, yielding a per-batch computational
cost of O(d3 + d2B), where B is the batch size. Memory usage per batch is O(d2) due to storage of
local covariance blocks. When averaged across M batches, the total storage requirement is O(Md2),
making this method scalable to modern deep networks.

The cosine-similarity approximation (Theorem 2) avoids explicit estimation of covariance structures
by using the cosine of finite differences between adjacent layer embeddings. This reduces computation
to a linear cost of O(dB) per batch and memory usage to O(dB). Since it only requires pairwise
vector operations, it scales efficiently with both batch size and layer dimension. Epoch-level storage
is also efficient at O(MB).

Table 2 summarizes the asymptotic complexity of the three methods. The exact computation, while
theoretically accurate, is infeasible in practice. In contrast, the first-order and cosine-similarity
approximations provide tractable alternatives for analyzing entropy dynamics in large-scale neural
models.

Table 2: Asymptotic complexity of entropy rate estimation methods. Here, d is the layer dimension,
B is the batch size, M is the number of batches, and Q is the quantization level.

Method Computation Memory Storage
Exact O(Q3d) O(Q3d) O(MQ3d)
Theorem 1 O(d3 + d2B) O(d2) O(Md2)
Theorem 2 O(dB) O(dB) O(MB)

D Simplified Entropy-Rate Proxy

D.1 Drop the Layer-Constant Term

For

H l+1 =
dl+1

2
ln
(
2πe σ2

)
︸ ︷︷ ︸

Cl+1

− 1

2M(B − 1)

M∑
m=1

B−1∑
i=1

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
, (58)

standard Transformers have layer-invariant width dl+1 ≡ d and we use a common noise level σ2, so

Cl+1 ≡ C =
d

2
ln(2πe σ2) (59)

is independent of l. Define

Sℓ :=
1

M(B − 1)

∑
m,i

cos2
(
∆z

(m)
ℓ,i , ∆z

(m)
ℓ−1,i

)
. (60)

Then, for any a, b,

Ha ≤ Hb ⇐⇒ C − 1
2Sa ≤ C − 1

2Sb (61)
⇐⇒ Sa ≥ Sb, (62)
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so ranking layers depends only on the second term. Use the centered proxy

H̃l+1 := − 1

2M(B − 1)

∑
m,i

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
, (63)

which equals H l+1 up to the same constant C.

D.2 Positive Monotone Reparameterization

Since
H̃l+1 = −αSl+1, α :=

1

2M(B − 1)
> 0, (64)

minimizing H̃l+1 is equivalent to maximizing Sl+1. Define the positive score

Al+1 := −H̃l+1

= αSl+1

=
1

2M(B − 1)

∑
m,i

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
,

which yields identical layer rankings and is often more interpretable (larger Al+1 ⇒ less new
information, more prunable).

D.3 Name and Interpretation

Because larger Al+1 corresponds to smaller conditional entropy (the layer adds less new information),
we rename it for clarity as the Redundancy Score:

Rl+1 := Al+1, (65)

so that

Rl+1 =
1

2M(B − 1)

∑
m,i

cos2
(
∆z

(m)
l+1,i, ∆z

(m)
l,i

)
(66)

We will therefore refer to Rl+1 as the Redundancy Score (higher values indicate greater redundancy
and, thus, a more prunable layer).

15


	Introduction
	Related Work
	Proposed Method
	Markov Chain Structure for Representations in the Space-Time Domain
	Entropy Rate in LLM Fine Tuning
	Entropy Rate Approximation

	Experimental Results
	Entropy Rate in Full Fine Tuning
	Application to LLM Pruning

	Conclusions and Future Work
	Proof of Theorem 1
	Proof of Theorem 2
	Computational and Memory Complexity
	Simplified Entropy-Rate Proxy
	Drop the Layer-Constant Term
	Positive Monotone Reparameterization
	Name and Interpretation


